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Cílem této práce je detekce a následná transformace instrukčních idiomů využívaných v mo-
derních překladačích. Instrukční idiomy jsou používané pro optimalizaci kódu produkova-
ného překladačem kvůli tvorbě rychlejších, případně menších spustitelných souborů. Při
zpětném překladu však instrukční idiomy zatemňují zpětně přeložený kód. Rekonstrukce
instrukčních idiomů proto vede k čitelnějšímu zdrojovému kódu, který je výstupem zpět-
ného překladu.
Abstract
The goal of this work is to detect and transform instruction idioms used in modern compi-
lers. These instruction idioms are used to optimize code and produce faster or even smaller
executable files. On the other hand, they can confuse an user of a decompiler. Reconstruction
of instruction optimizations leads to a more understandable source code as a product of the
decompilation of an executable.
Klíčová slova
optimalizace, překladač, instrukční idiomy, reverzní inženýrství, Lissom, zpětný překladač
Keywords
compiler optimizations, reverse engineering, decompiler, Lissom, instruction idioms, bit
twiddling hacks, instruction gems
Citace
Fridolín Pokorný: Rekonstrukce instrukčních idiomů v rekonfigurovatelném zpětném pře-
kladači, bakalářská práce, Brno, FIT VUT v Brně, 2013
Rekonstrukce instrukčních idiomů
v rekonfigurovatelném zpětném překladači
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Ing.
Jakuba Křoustka.




Ďakujem môjmu vedúcemu bakalárskej práce Ing. Jakubovi Křouskovi ako i celému tímu
projektu Lissom za podporu, profesionálne vedenie a v neposlednom rade za postrehy a rady
pri písaní tejto práce.
© Fridolín Pokorný, 2013.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 5
2 Problematika spätného inžinierstva 6
2.1 Disassemblery . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.2 Spätné prekladače . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 Iné techniky spätného inžinierstva . . . . . . . . . . . . . . . . . . . . . . . 7
2.4 Podporné nástroje pre spätné inžinierstvo . . . . . . . . . . . . . . . . . . . 7
2.4.1 Nástroj objdump . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.4.2 IDA Pro Disassembler . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.4.3 Hex - Rays decompiler . . . . . . . . . . . . . . . . . . . . . . . . . 8
3 Inštrukčné idiomy využívané prekladačmi 10
3.1 Inštrukčný idiom . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.1.1 Základ tvorby inštrukčného idiomu . . . . . . . . . . . . . . . . . . . 11
3.2 Výber referenčných prekladačov . . . . . . . . . . . . . . . . . . . . . . . . . 12
3.3 Cieľové architektúry . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
3.3.1 Platformovo – nezávislé optimalizácie . . . . . . . . . . . . . . . . . . 13
3.3.2 Platformovo – závislé optimalizácie . . . . . . . . . . . . . . . . . . . 13
3.4 Porovnanie prekladačov z pohľadu zdrojových kódov . . . . . . . . . . . . . 13
3.4.1 Architektúra prekladača GNU GCC . . . . . . . . . . . . . . . . . . 13
3.4.2 Architektúra prekladača Open Watcom . . . . . . . . . . . . . . . . 14
3.5 Nájdené inštrukčné idiomy . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.5.1 Porovnávanie inštrukcií . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.5.2 Test na záporné číslo . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.5.3 Test na nezáporné číslo . . . . . . . . . . . . . . . . . . . . . . . . . 16
3.5.4 Vynulovanie všetkých bitov registra . . . . . . . . . . . . . . . . . . 16
3.5.5 Násobenie mocninou dvojky . . . . . . . . . . . . . . . . . . . . . . . 17
3.5.6 Delenie mocninou dvojky . . . . . . . . . . . . . . . . . . . . . . . . 17
3.5.7 Delenie konštantou −2 . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.5.8 Optimalizácia −x− 1 . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.5.9 Modulo mocninou dvojky . . . . . . . . . . . . . . . . . . . . . . . . 19
3.5.10 Prevrátenie znamienka čísla s plávajúcou desatinnou čiarkou . . . . 20
3.5.11 Vloženie konštanty −1 do registra . . . . . . . . . . . . . . . . . . . 20
3.5.12 Násobenie konštantou . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.5.13 Bezznamienkové delenie konštantou . . . . . . . . . . . . . . . . . . 21
3.5.14 Znamienkové delenie konštantou . . . . . . . . . . . . . . . . . . . . 22
3.5.15 Optimalizácia bezznamienkového modula . . . . . . . . . . . . . . . 23
3.5.16 Optimalizácia znamienkového modula . . . . . . . . . . . . . . . . . 23
1
3.5.17 Optimalizácie knižničných funkcií . . . . . . . . . . . . . . . . . . . . 24
3.5.18 Funkcie z knihovni libgcc a ARM EABI . . . . . . . . . . . . . . . . . 25
4 Spätný prekladač projektu Lissom 27
4.1 Architektúra spätného prekladača . . . . . . . . . . . . . . . . . . . . . . . . 27
4.1.1 Príprava na spätný preklad . . . . . . . . . . . . . . . . . . . . . . . 27
4.1.2 Predná časť . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
4.1.3 Optimalizačná časť . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
4.1.4 Zadná časť . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
4.1.5 Výstupy spätného prekladu . . . . . . . . . . . . . . . . . . . . . . . 29
4.2 Dôvod zavedenia analýzy inštrukčných idiomov . . . . . . . . . . . . . . . . 29
4.3 LLVM a LLVM IR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
5 Návrh riešenia 32
6 Implementácia v spätnom prekladači 33
7 Testovanie implementácie 34
7.1 Spôsob replikácie a testovania . . . . . . . . . . . . . . . . . . . . . . . . . . 34
7.2 Testovacie vstupy a výstupy . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
7.3 Testovanie analýzy idiomov . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
7.4 Náročnosť analýzy idiomov pri spätnom preklade . . . . . . . . . . . . . . . 38
8 Zhodnotenie 40
A Značenie a symbolický zápis inštrukcií 44
B Pomocné funkcie z libgcc a ARM EABI 46
C Obsah priloženého DVD 49
2
Zoznam tabuliek
7.1 Prehľad testov na implementované idiomy . . . . . . . . . . . . . . . . . . . 37
A.1 Prehľad zavedeného značenia inštrukcií. . . . . . . . . . . . . . . . . . . . . 44
A.1 Prehľad zavedeného značenia inštrukcií. . . . . . . . . . . . . . . . . . . . . 45
B.1 Prehľad implementovaných pomocných funkcií libgcc a ARM EABI. . . . . . . 46
B.1 Prehľad implementovaných pomocných funkcií libgcc a ARM EABI. . . . . . . 47
B.1 Prehľad implementovaných pomocných funkcií libgcc a ARM EABI. . . . . . . 48
Zoznam zdrojových kódov
2.1 Ukážka spätne preloženého programu programom objdump . . . . . . . . . . 7
3.1 Test na záporné číslo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.2 Test na záporné číslo – výstup . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.3 Test na nezáporné číslo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
3.4 Test na nezáporné číslo – výstup . . . . . . . . . . . . . . . . . . . . . . . . . 16
3.5 Vynulovanie bitov registra . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.6 Vynulovanie bitov registra – výstup . . . . . . . . . . . . . . . . . . . . . . . 17
3.7 Násobenie mocninou dvojky . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.8 Bitový posun pre násobenie . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.9 Delenie mocninou dvojky . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.10 Bitový posun pre delenie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.11 Delenie −2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.12 Delenie −2 – výstup . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.13 Optimalizácia −x− 1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.14 Optimalizácia −x− 1 – výstup . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.15 Modulo mocninou dvojky . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.16 Modulo mocninou dvojky – výstup . . . . . . . . . . . . . . . . . . . . . . . 19
3.17 Bezznamienkové modulo mocninou dvojky – výstup . . . . . . . . . . . . . . 20
3.18 Prevrátenie znamienka . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.19 Prevrátenie znamienka – výstup . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.20 Priradenie −1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3
3.21 Priradenie −1 – výstup . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.22 Násobenie konštantou . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.23 Násobenie konštantou – výstup . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.24 Bezznamienkové delenie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
3.25 Bezznamienkové delenie – výstup . . . . . . . . . . . . . . . . . . . . . . . . 22
3.26 Znamienkové delenie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
3.27 Znamienkové delenie – výstup . . . . . . . . . . . . . . . . . . . . . . . . . . 22
3.28 Bezznamienkové modulo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
3.29 Bezznamienkové modulo – výstup . . . . . . . . . . . . . . . . . . . . . . . . 23
3.30 Znamienkové modulo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
3.31 Znamienkové modulo – výstup . . . . . . . . . . . . . . . . . . . . . . . . . . 24
3.32 Optimalizácia copysignf() . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.33 Optimalizácia copysignf() – výstup . . . . . . . . . . . . . . . . . . . . . . . 25
3.34 Optimalizácia fabsf() . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.35 Optimalizácia fabsf() – výstup . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.36 Test pre funkcie z libgcc . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
3.37 Volanie funkcií libgcc na výstupe . . . . . . . . . . . . . . . . . . . . . . . . 26
4.1 Ukážka dôvodu zavedenia analýzy inštrukčných idiomov . . . . . . . . . . . 30
4.2 Ukážka LLVM IR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
7.1 Ukážka nesprávneho testu na idiom . . . . . . . . . . . . . . . . . . . . . . . 34
7.2 Zoptimalizovaný test prekladačom . . . . . . . . . . . . . . . . . . . . . . . 34
7.3 Ukážka korektného testu na idiom . . . . . . . . . . . . . . . . . . . . . . . 35
7.4 Testu na fabsf() idiom . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
7.5 Test fabsf() na výstupe . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
7.6 Výstup testu fabsf() v LLVM inštrukciách . . . . . . . . . . . . . . . . . . . 36
Zoznam obrázkov
2.1 Ukážka grafu volaní programu IDA Pro Disassembler . . . . . . . . . . . . 8
2.2 Ukážka programu IDA Pro Disassembler . . . . . . . . . . . . . . . . . . . . 9
2.3 Pseudokód vygenerovaný pomocou programu IDA Pro Disassembler . . . . 9
4.1 Grafické znázornenie architektúry spätného prekladača . . . . . . . . . . . . 27
7.1 Porovnanie úspešnosti analýzy idiomov s Hex – Rays Decompiler . . . . . . 38
7.2 Výsledky testu časovej náročnosti analýzy idiomov . . . . . . . . . . . . . . 38
7.3 Výsledky testu časovej náročnosti analýzy pomocných funkcií z libgcc . . . 39
4
1. Úvod
Pri tvorbe programov sú využívané prekladače programovacích jazykov, ktoré prevádzajú
program zapísaný v zdrojovom jazyku do funkčne ekvivalentného programu v cieľovom
jazyku. Programátor tak má možnosť abstrahovať od konkrétneho počítača a plne sa sú-
strediť na zápis algoritmu. Opačný proces, tj. transformácia nízkoúrovňového kódu do kódu
s vyššou úrovňou abstrakcie, sa nazýva spätný preklad (tiež dekompilácia) a zaoberá sa ňou
reverzné inžinierstvo.
Na prvý pohľad sú oba procesy plne rovnocenné naročnosťou. V spätnom preklade sa
snažíme, aby výsledný zdrojový kód bol čitateľný užívateľovi (v ideálnom prípade rovnaký
ako zápis pôvodného programu). Pri preklade programu však zväčša dochádza k eliminácii
informácií, ktoré nie sú potrebné pri samotnom behu programu a dochádza i k optimali-
záciám pre zefektívnenie výpočtu. Strata takýchto typov informácií celý proces spätného
prekladu značne zhoršuje.
Pri tvorbe spätného prekladača je jednou z nezanedbateľných častí odstraňovanie opti-
malizácií, ktoré generuje prekladač pri preklade. Tým je snaha, aby sa výstup spätného pre-
kladu podobal čo najviac pôvodnému programu. Výstup je tak čitateľnejší a viac odpovedá
pôvodnému zdrojovému textu, ktorý zapísal programátor. Medzi optimalizácie prekladača
patria i tzv. inštrukčné idiomy. Prekladače sa tým snažia nahradiť pomalé riešenie výpočtu
za rýchlejšie. Predpokladom u týchto optimalizácií je znalosť architektúry a s tým spätá
znalosť doby, resp. počtu taktov, za ktoré sa jednotlivé inštrukcie vykonajú. Z pohľadu opti-
malizácií tu na prvý pohľad nemusí vždy dôjsť k výraznejšiemu zrýchleniu doby výpočtu
takto optimalizovaného programu. Ak však zohľadníme fakt, že tieto optimalizácie môžu
byť realizované na úseku programu, ktorý je vykonávaný opakovane, prípadne je časťou
iterácie, môžeme získať v súčte pomerne výrazné zrýchlenie doby výpočtu.
Cieľom tejto práce je inštrukčné idiomy korektne detekovať a substituovať na pôvodný,
lepšie čitateľný tvar. Substitúcia nesmie mať vplyv na zmenu sémantiky prevádzaného pro-
gramu. Celá analýza idiomov by mala mať minimálny dopad na dobu spätného prekladu
a zároveň by mala zahŕňať idiomy dnes využívané prekladačmi.
Nakoľko práca vzniká pod záštitou výskumného projektu Lissom na Fakulte infor-
mačných technológií VUT Brno, detekcia a následná transformácia idiomov je realizovaná
v spätnom prekladači vyvíjanom v práve spomenutom výskumnom projekte.
Táto práca je koncipovaná nasledovne: Problematika spätného inžinierstva je skúmaná
v kapitole 2. Prekladače, ktoré boli použité pre vyhľadanie idiomov, sú vypísané v kapitole 3.
V tejto kapitole je možné nájsť i nájdené, analyzované a následne implementované idiomy.
V kapitole 4 je predstavený projekt Lissom a štruktúra spätného prekladača, v ktorom
bola transformácia inštrukčných idiomov implementovaná. Návrh samotného riešenia je
vysvetlený v kapitole 5. Samotnou implementáciou sa zaoberá kapitola 6, kde sú i porovnané
jednotlivé výstupy spätného prekladu. Dosiahnuté výsledky ako aj úspešnosť implementácie
sú analyzované v kapitole 7. Následne v kapitole 8 sú zhrnuté výsledky tejto práce.
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2. Problematika spätného inžinierstva
V praxi je bežný postup tvorby produktu postupne od analýzy, návrhu až po samotnú
tvorbu s prípadným testovaním. Tento postup sa súhrnne označuje pojmom dopredné inži-
nierstvo. Ak však postupujeme opačne, získavame informácie o produkte jeho analýzou
a podrobným skúmaním, hovoríme o spätnom (reverznom) inžinierstve. Ani tento postup
nie je v praxi ojedinelý a využíva sa v mnohých odvetviach, mimo iné i v oblasti informač-
ných technológií [24].
Jedným z možných uplatnení reverzného inžinierstva je analýza programov za účelom
zistenia využívaných algoritmov, či hľadania úseku programu kvôli bezpečnostnému riziku.
Je niekoľko možných spôsobov, ako získať tieto informácie. Väčšina z nich bola uplatnená
i pri hľadaní inštrukčných idiomov pri písaní tejto práce.
2.1 Disassemblery
Disassembler je program, ktorý umožňuje prevod spustiteľného programu do postupnosti
elementárnych inštrukcií procesoru v jazyku symbolických adries – asembleru. Umožňuje
skúmať program na najnižšej úrovni tak, ako je vykonávaný procesorom, a tým poskytuje
najnižšiu úroveň abstrakcie. Zároveň však disponuje menšou štrukturovanosťou, program je
náročnejšie pochopiť a čitateľ musí mať znalosť konkrétneho procesoru, resp. jeho inštruk-
čnej sady.
Väčšina moderných prekladačov disponuje možnosťou výstupu priamo do zápisu v asem-
bleri. Výsledný zdrojový kód je tak často obohatený, mimo iné, o upresnenie názvov pre-
menných, prípadne mapovanie úsekov na čísla riadkov v pôvodnom zdrojovom kóde. Túto
možnosť je vhodné využiť pri podrobnejšom skúmaní chovania prekladača, napríklad i z po-
hľadu optimalizácií pomocou inštrukčných idiomov. Pri spätnom inžinierstve programov
však táto metóda nie je vhodná, nakoľko pôvodný zdrojový kód nemáme a práve ten sa
snažíme rekonštruovať.
2.2 Spätné prekladače
Spätné prekladače posúvajú hranice reverzného inžinierstva programov ďalej než disassem-
blery úrovňou abstrakcie, ako aj úrovňou zložitosti samotného programu. Spätný prekladač
musí okrem extrakcie inštrukcií inštrukcie previesť do zápisu vo vyššom programovacom ja-
zyku. S tým sú však späté problémy získavania niektorých informácií a programových štruk-
túr známych práve z vyšších programovacích jazykov. Výsledný zdrojový kód po úspešnom
spätnom preklade je ale vo väčšine prípadoch čitateľnejší.
Stratou niektorých informácií, ako napríklad názvov premenných, sme však pri spät-
nom preklade značne obmedzení. Naviac prekladače môžu staticky prilinkovať knižnice.
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Takéto úseky je pri spätnom preklade vhodné eliminovať. V neposlednom rade dochádza
k optimalizáciám prekladača, čo vo výsledku zatemňuje spätne preložený kód.
2.3 Iné techniky spätného inžinierstva
Spätné prekladače a disassemblery nie sú ani zďaleka jediné prostriedky pre spätné inži-
nierstvo. Na systémoch Unixového typu je možné využiť programy ptrace, resp. strace
pre analýzu systémových volaní konkrétneho programu a tak podrobnejšie skúmať, ktoré
prostriedky poskytované operačným systémom využíva.
Iným príkladom môže byť získanie obrazu zavedeného programu do pamäte (angl. me-
mory dump). Takýmto spôsobom bola portovaná jedna z prvých populárnych počítačových
hier Prince of Persia, ktorá bola pôvodne napísaná Jordanom Mechnerom pre Apple II.
Využitím reverzného inžinierstva a analyzovaním získaného obrazu pamäte bola hra neskôr
portovaná na Commodore 64 [4].
Pravdepodobne najjednoduchšou a najintuitívnejšou formou reverzného inžinierstva je
samotné analyzovanie aplikácie po jej spustení. Takýmto spôsobom boli okopírované nie-
ktoré prvky grafického užívateľského prostredia firmou Apple od firmy Xerox, neskôr i firmou
Microsoft.
2.4 Podporné nástroje pre spätné inžinierstvo
Mnohé nástroje uľahčujú spätné inžinierstvo v informačných technológiach. Ich počet je
vysoký a rôznorodosť je skutočne bohatá. V tejto kapitole sú preto uvedené nástroje, ktoré
boli používané pri analyzovaní výstupov prekladačov. Niektoré z nich boli na druhú stranu
použité pre porovnávanie dosiahnutých výsledkov s konkurenciou.
2.4.1 Nástroj objdump
2.1: Ukážka spätne preloženého programu programom objdump
1 ...
2 8048320 <main>:
3 8048320 : 8d 4c 24 04 lea 0x4 (%esp),% ecx
4 8048324 : 04 04 04 and $0xfffffff0,%esp
5 8048327 : 04 04 fc pushl -0x4 (% ecx )
6 804832a : 55 push %ebp
7 804832b : 89 e5 mov %esp ,%ebp
8 804832d : 51 push % ecx
9 804832e : 04 ec 10 sub $0x10,%esp
10 8048331 : 68 d4 84 04 08 push $0x8d4c2404
11 8048336 : e8 b5 04 04 04 call 80482f0 <puts@plt >
12 804833b : 8b 4d fc mov -0x4 (%ebp),% ecx
13 804833e : 31 c0 xor %eax ,%eax
14 8048340 : c9 leave
15 8048341 : 8d 61 fc lea -0x4 (% ecx ),%esp
16 8048344 : c3 ret
17 8048345 : 66 90 xchg %ax ,%ax
18 8048347 : 90 nop
19 ...
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Program objdump je jeden z programov z rodiny GNU binutils. Jeho cieľom je získať
informácie o objektových súboroch. Umožňuje širokú škálu možností, medzi najzaujíma-
vejšie patrí získanie výstupu v disassembleru, ladiacich informácií, či dokonca rozpoznanie
nízkoúrovňových symbolov (angl. demangling).
Tento nástroj bol využívaný pri písaní tejto práce, pri získavaní výstupu disassebleru.
Je tak možné získať zoznam inštrukcií a podrobne analyzovať činnosť prekladača pri opti-
malizáciach.
Ukážka výstupu 2.1 znázorňuje sekciu main disassemblovaného spustiteľného súboru
vytvoreného pre architektúru x86. V prvom stĺpci je možné vidieť adresy jednotlivých in-
štrukcií, ktoré sú nasledované číselnou reprezentáciou inštrukcie uvedenej hnedo. Na nej je
možné skúmať veľkosť jednotlivých inštrukcií. Poslednú časť tvorí symbolický zápis inštruk-
cií spolu s operandmi.
2.4.2 IDA Pro Disassembler
Program IDA Pro Disassembler je disassembler a ladiaci nástroj od spoločnosi Hex – Rays.
Vyznačuje sa svojou multiplatformosťou a možnosťou ladiť a disassemblovať pre širokú
škálu procesorov ako aj rôznych typov spustiteľných súborov.
Obr. 2.1: Ukážka grafu volaní programu IDA Pro Disassembler
Tento nástroj, na rozdiel od objdump, je properiálny a pre jeho využívanie je nutné
zakúpiť licenciu. Na druhej strane ponúka zobrazenie grafu volaní funkcií a interaktívne
grafické užívateľské rozhranie.
2.4.3 Hex - Rays decompiler
Najväčšou konkurenciou spätného prekladača projektu Lissom je spätný prekladac´ Hex –
Rays Decompiler, ktorý nie je dostupný ako samostatný program, ale je poskytovaný ako
zásuvný modul do IDA Pro Disassembler. Podporuje výstup len do programovacieho jazyka
C, ktorý však nie je preložiteľný do spustiteľného súboru.
Narozdiel od spätného prekladača projektu Lissom, spätný prekladač od firmy Hex –
Rays disponuje grafickým užívateľským rozhraním, ktoré sa snaží byť interaktívne.
Aktuálne Hex – Rays Decompiler podporuje spätný preklad spustiteľných súborov pre
architektúry x86 a ARM. Spätný preklad je možný na platforme Microsoft Windows, MAC
ako i Linux. Podobne ako IDA Pro Disassembler je aj Hex – Rays Decompiler distribuovaný
pod uzavretou licenciou a pre jeho užívanie je nutné zakúpiť licenciu.
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Obr. 2.2: Ukážka programu IDA Pro Disassembler
Obr. 2.3: Pseudokód vygenerovaný pomocou programu IDA Pro Disassembler
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3. Inštrukčné idiomy využívané prekladačmi
Každý moderný prekladač prevádza optimalizácie pre získanie čo najoptimálnejšieho rieše-
nia pri výpočte [8, 9]. Medzi tieto optimalizácie patria i inštrukčné idiomy, ktoré uplatňujú
znalosti Booleovej algebry [11, 18]. Využitím týchto znalostí možno získať rýchlejší program
alebo menšiu veľkosť výsledného spustiteľného súboru, čo je vhodné najmä u vstavaných
systémoch. V tejto kapitole je podrobnejšie rozobraná problematika idiomov a dôvodov
optimalizácií zavádzajúce tieto idiomy. U nájdených idiomov v súčasných prekladačoch je
odôvodnené ich použitie.
3.1 Inštrukčný idiom
Optimalizácie pomocou inštrukčných idiomov sa opierajú o znalosti architektúr a z toho
vychádzajúce možné spôsoby zoptimalizovať kód generovaný prekladačom [18].
Hlavné dôvodody optimalizácií pomocou inštrukčných idiomov:
1. Nahradenie pomalších inštrukcií za ekvivalentné riešenie pomocou rýchlejších inštruk-
cií.
2. Nahradenie náročnej inštrukcie z pohľadu taktov procesoru pre získanie výsledku za
niekoľko jednoduchších aj za cenu získania riešenia vo viacerých taktoch procesoru.
Hlavným dôvodom je nepozastavenie zreťazenej linky (angl. pipeline) [21], a tým je
vo výsledku riešenie rýchlejšie, pretože nedochádza k pozastaveniu zreťazenej linky
(napr. inštrukcia div).
3. Nahradenie výpočtu v plávajúcej desatinnej čiarke pomocou elementárnych inštrukcií
v prípade absencie jednotky FPU (angl. Floating Point Unit).
4. Zamedzenie mnohonásobnému prístupu do pamäte a šetreniu miesta vo vyrovnávajú-
cich pamätiach procesoru. Výpočet využitím hodnôt v registroch je rýchlejší. Niektoré
idiomy sa teda snažia eliminovať prístupy do pamäte ušetrením registrov i za cenu
použitia pomalších inštrukcií.
5. Prekladače často optimalizujú jednoduché knižničné funkcie a rozgenerujú výpočet
tak, aby nedochádzalo k ich volaniu. Odpadá tak réžia spojená s volaním funkcie.
V niektorých prípadoch sú i tu využívané inštrukčné idiomy.
6. V prípade, že si užívateľ žiada vytvorenie spustiteľného súboru s minimálnou veľkos-
ťou, je možné využiť idiomy. Prostým zamenením inštrukcií, ktoré sú kódované väčším
počtom bitov, za menšie inštrukcie získavame v súčte menší spustiteľný súbor.
Všetky vyššie spomenuté dôvody sa podpísali k tomu, že dnešné prekladače inštrukčné
idiomy často používajú.
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3.1.1 Základ tvorby inštrukčného idiomu
Základom pre tvorbu optimalizácií v podobe inštrukčného idiomu je výborná znalosť archi-
tektúry a jej inštrukčnej sady. Vzhľadom na reprezentáciu čísiel v dnešných počítačoch tak
prichádza voľba vhodného matematického základu pri tvorbe optimalizácií.
Nech množina A reprezentuje množinu, ktorá je výsledkom karteziánskeho súčinu mno-
žiny, reprezentujúcu všetky hodnoty, ktoré môžu byť uložené v registroch obecného použitia,
s množinou hodnôt, ktoré môžu byť uložené v prípadných príznakových registroch. Nech
množina B reprezentuje všetky operácie nad registrami, dostupné vo forme inštrukcií da-
ného procesoru. Množina B je potom podmnožinou všetkých n-árnych operácií, ktoré možno
nad množinou A uskutočniť. Vzhľadom na uzavretosť operácií z množiny B na množine A
možno považovať (A,B) za algebraickú štruktúru s nosičom A.
Pre pochopenie súvislostí s nižšie uvedeným je vhodné definovať Booleovu algebru:





⊕“ je binárna operácia spojenie,
”
′“ je unárna operácia
komplement. Prvok 0 ∈ A je najmenší prvok a prvok 1 ∈ A je najväčší prvok.
Definované operácie spĺňajú nasledujúce axiomy [23]:
(x⊕ y)⊕ z = x⊕ (y ⊕ z) (x y) z = x (y  z)
x⊕ y = y ⊕ x x y = y  x
x (y ⊕ z) = (x y)⊕ (x z) x⊕ (y  z) = (x⊕ y) (x⊕ z)
x⊕ 0 = x y  1 = y
x⊕ x′ = 1 x x′ = 0
Operácie z B nech pre lepšiu názornosť pracujú nad binárnou reprezentáciou čísiel
z množiny A. Niektoré z týchto operácií sa opierajú o Booleovu algebru z dôvodu obvodovej
realizácie procesoru. Príkladom môže byť logický súčin dvoch čísiel z A (táto operácia je
veľmi často dostupná v podobe inštrukcie and). Binárna operácia logický súčin je realizovaná
ako priesečník každého k-tého bitu dvoch čísiel z A, ktoré sú operandmi logického súčinu.
Zložitejšie operácie, dostupné v inštrukčnej sade procesoru, možno vždy opísať pomocou
postupnosti operácií Booleovej algebry, avšak tento opis zväčša nebude tak priamočiary
ako v prípade logického súčinu. Pre úplnosť je však nutné zahrnúť do množiny B i pôvodné
inštrukcie skoku.
Optimalizáciou pomocou inštrukčného idiomu potom nazývame zobrazenie postupnosti
operácií P1 = O1, . . . Oi, na inú postupnosť P2 = O′1, ...O′j , pričom pri vykonaní týchto
operácií v danej postupnosti nad každou n-ticou operandov z A získavame rovnaký výsledok
a zároveň výsledok nadobudnnutý pomocou postupnosti P2 dostávame efektívnejšie. Nutné
je však dodať, že i, j a n sú z množiny prirodzených čísiel a i, j 6= 0 a postupnosti P1 a P2
tak reprezentujú n-árne operácie, pričom O1, . . . Oi ∈ B, ako i O′1, . . . O′j ∈ B.
Efektívnosť riešenia P2 voči efektívnosti riešenia P1 je posudzovaná na základe rôz-
nych kritérií. Pokiaľ je predmetom optimalizácie veľkosť spustiteľného súboru, riešenie P2
je efektívnejšie vtedy a len vtedy, ak veľkosť inštrukcií a pamäti využitých pri postupnosti
operácií P2 nutných k výpočtu výsledku je menšia, než veľkosť pamäte, využitej pri použití
postuponosti P1. Analogicky je možné posudzovať efektívnosť z pohľadu rýchlosti získania
výsledku s ohľadom na počet taktov procesoru pri postupnosti P1, respektíve P2.
V praxi sa modelovanie inštrukčných idiomov na základe vyššie uvedeného používa
zriedkakedy. Dôvodom je nielen časová náročnosť prípadného dôkazu. U veľmi zložitých
idiomov je však vhodné sa opierať o matematický základ (nie je však nutné použiť vyššie
uvedený).
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3.2 Výber referenčných prekladačov
Vo väčšine prípadoch sa inštrukčné idiomy opierajú o Booleovu algebru. Je tak pomerne
veľké množstvo možností ako jednotlivé operácie pri preklade potenciálne zoptimalizovať.
Nie je však vhodné a ani realizovateľné implementovať všetky možnosti optimalizácie, ktoré
by mohol teoreticky prekladač využiť. Preto bola vybraná vzorka niekoľkých prekladačov,
kde bola snaha pokryť všetky idiomy, ktoré prekladače skutočne generujú v praxi. Prekla-
dače boli vybrané s ohľadom na používateľnosť.
V súčasnosti najpoužívanejšie prekladače sú pravdepodobne GNU GCC [14] a prekla-
dač obsiahnutý vo vývojovom prostredí Visual Studio od firmy Microsoft, prípadne vysoko
optimalizovaný prekladač od firmy Intel [21]. Pri hľadaní idiomov bol použitý i prekladač
Open Watcom [26, 28], vychádzajúci z pôvodného properiálneho prekladača, resp. kolekcie
programov pre preklad a ladenie – Watcom C/C++ 11.0. Analyzované boli i idiomy už po-
merne staršieho prekladača Borland C/C++ Compiler od spoločnosti Borland, založeného
na Turbo C++.
U prakladačov Open Watcom a GNU GCC boli dostupné zdrojové kódy vďaka licencii,
pod ktorou sú tieto prekladače distribuované. Vďaka tejto licencii bola možnosť nahliadnuť
priamo na implementačné detaily a vychádzať tak z implementovaných optimalizácií. Žiaľ
u prekladača z vývojového prostredia Visual Studio ako i prekladačov Borland C/C++
Compiler a prekladača od firmy Intel zdrojové kódy z licenčných dôvodov dostupné neboli.
Hľadanie idiomov bolo v tomto prípade náročnejšie aj vďaka absencie odbornej literatúry,
ktorá by sa zaoberala optimalizáciami pomocou inštrukčných idiomov v týchto preklada-
čoch.
Pre hľadanie inštrukčných idiomov na platforme ARM bol použitý prekladač Visual
Studia 2008 ako aj GNU GCC vo verzii 4.1.1, u platformy MIPS bola použitá verzia
GNU GCC 4.3.5. Vzhľadom na aktívny vývoj prekladača GNU GCC boli analyzované
i optimalizácie prekladača GNU GCC vo verzii 4.7.0, ktorá bola v dobe písania testov
najaktuálnejšou verziou. Pre architektúru x86 boli vyhľadávané idiomy v prekladačoch
Open Watcom vo verzii 1.9 z júna 2010 a GNU GCC 4.7.0. Analyzovaný prekladač od
firmy Intel bol vo verzii 20121008.
Rôzne prekladače rôznych verzií dokážu generovať na výstupe diametrálne odlišné opti-
malizácie. Pre rýchlosť analýzy je tak vhodné vybrať detekciu idiomov na základe použitého
prekladača. Tým odpadá nutnosť zbytočne prehľadávať idiomy, ktoré použitý prekladač ne-
generuje. Táto skutočnosť má veľmi pozitívny dopad na rýchlosť fázy analýzy idiomov
v spätnom prekladači. Ak však užívateľ spätného prekladača chce zadať konkrétny prekla-
dač, prípadne chce detekovať všetky implementované idiomy, aktuálna implementácia mu
to dovoľuje.
3.3 Cieľové architektúry
Aktuálne spätný prekladač vyvíjaný pod záštitou projektu Lissom podporuje spätný pre-
klad z architektúr ARM, MIPS a v neposlednej rade architektúru x86. Inštrukčné idiomy
boli teda hľadané s ohľadom na cieľovú architektúru. Väčšina prekladačov, ktoré podporujú
preklad pre viaceré architektúry, optimalizujú kód pomocou idiomov na dvoch základných
úrovniach [16, 27].
• platformovo – nezávislé optimalizácie
• platformovo – závislé optimalizácie
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3.3.1 Platformovo – nezávislé optimalizácie
Okrem optimalizácií, akými sú detekovanie mŕtveho kódu (tzv. DCE – dead code elimina-
tion optimizations) či dokonca detekcia a následná transformácia rekurzie na iteráciu, sem
spadajú i optimalizácie idiomov [16]. Napriek tomu, že idiomy využívajú znalosť architek-
túry, do ktorej sa prekladá zdrojový súbor, je možné uplatniť niektoré obecné optimalizácie
už v tejto fáze prekladu.
Príkladom môže byť jednoduchý idiom, ktorý zamieňa delenie pomocou mocniny dvojky
na bitový posun. Tu sa tvorcovia prekladačov opierajú o znalosť, ktorá je všeobecne platná
pre všetky architúry. Delenie je jedna z najdrachších aritmetických operácii z pohľadu počtu
taktov, ktoré musí procesor uskutočniť pre získanie výsledku. Nezávisle na architektúre je
tak možno priamo zameniť delenie na bitový posun, ktorý je u všetkých dnešných architek-
túrach neporovnateľne rýchlejší než pôvodné delenie [9, 20].
3.3.2 Platformovo – závislé optimalizácie
U týchto optimalizácií je možné už priamo vychádzať zo znalostí cieľovej architektúry.
Umiestnenie implementácie týchto optimalizácií u prekladačov je na rozdiel od platfor-
movo – nezávislých dosť variabilné. Niektoré (ako napríklad GNU GCC ) realizujú tieto opti-
malizácie na viacerých miestach. Okrem samostatnej fázy detekcie potencionálne možných
optimalizovaných častí dochádza k platformovo – závislým optimalizáciám ešte priamo pri
generovaní asembleru.
U GNU GCC je v tomto prípade možné využiť tzv. machine description [29], ktoré
okrem iného optimalizujú práve z nášho pohľadu zaujímavé aritmetické operácie. Sú tu
však optimalizácie, ktoré zamieňajú jednoduché idiomy, t.j. zámena inštrukcii v pomere
1:1, prípadne zamenenie malého množstvožstva inštrukcií. Tieto optimalizácie sú veľmi
často nazývané pojmom
”
peephole optimizations“ [29]. Tento pojem je však obšírnejši a za-
hrňuje väčšie množstvo optimalizácií, okrem iných sem patria i niektoré optimalizácie práce
s programovým zásobníkom.
3.4 Porovnanie prekladačov z pohľadu zdrojových kódov
Prekladač obsiahnutý vo vývojovom prostredí Visual Studio, prekladač od firmy Intel ako
i prekladač Borland C/C++ Compiler sú distribuované pod uzavretou licenciou. Ďalšie skú-
mané prekladače, ktorými sú GNU GCC a Open Watcom, sú distribuované pod otvorenou
licenciou. To umožňuje podrobne skúmať architektúru prekladača ako aj spôsob optimali-
zácie pomocou inštrukčných idiomov priamo na implementačnej úrovni.
3.4.1 Architektúra prekladača GNU GCC
Vzhľadom na aktívny vývoj prekladača GNU GCC v súčasnosti a jeho podporu viacerých
jazykov je tento prekladač zložitejší a rozsiahlejší. Svedčí o tom aj fakt, že prekladač používa
hneď niekoľko vnútorných reprezentácií kódu. Predná časť prekladača generuje vnútornú
reprezentáciu kódu, označovanú ako GENERIC zo stromov prednej časti prekladu (angl.
front end trees). Po analýzach a optimalizáciách je GENERIC prekladaný do GIMPLE.
Výnimkou sú jazyky C a C++, kde sa GENERIC nepoužíva a predná časť priamo využíva
preklad do GIMPLE. Poslednou reprezentáciou je reprezentácia RTL (tzv. Register Transfer
Logic). Ide o nízkoúrovňovú reprezentáciou veľmi blízku asembleru, je však samozrejme
platformovo – nezávislá.
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Na každej úrovni sú prevádzané určité typy optimalizácií a analýz, ktoré sú pre daný
typ reprezentácie vhodné. Vhodnosť jednotlivých analýz a optimalizácií závisí od úrovne
abstrakcie danou vnútornou reprezentáciou kódu. Pri stromoch prednej časti prekladu sú
to syntaktické kontroly. Na druhú stranu GIMPLE je vhodný napríklad pre analýzu C++
virtuálnych metód či prácu s výrazmi. Reprezentácia označovaná ako GENERIC bola na-
vrhnutá s cieľom reprezentácie celých funkcií v stromovej štruktúre.
Najzaujímavejšou reprezentáciou z pohľadu inštrukčných idiomov je reprezentácia RTL
a jej následné generovanie do asembleru. V tejto časti je možné nájsť implementovanú
väčšinu inštrukčných idiomov. Príkladom môžu byť optimalizácie v zdrojových súboroch
fold-const.c, expmed.c prekladača GNU GCC 1 a mnoho ďalších. Viac informácií o ar-
chitektúre prekladača je možné získať v [29].
3.4.2 Architektúra prekladača Open Watcom
Prekladač Open Watcom je z pohľadu optimalizácií pomocou inštrukčných idiomov oproti
prekladaču GNU GCC skromnejší. Obsahuje len základné optimalizácie inštrukčných idi-
omov. Dôvodom je v dnešnej dobe stagnovaný vývoj, tento prekladač však patril podľa
dostupných dokumentov z rokov 1996 – 1997 k špičke v optimalizáciách. Tie sú však za-
merané predovšetkým na optimalizáciu na vyšších úrovniach, akými sú optimalizácie na
elimináciu mŕtveho kódu či optimalizácie cyklov (napr. loop unrolling).
Podobne ako prekladač GNU GCC i Open Watcom pozostáva z prednej časti a zadnej
časti, ktorá je závislá na cieľovej architektúre. To umožňuje využiť preklad i podporovaných
jazykov Fortran 77 a C++, pre ktoré sú napísané predné časti prekladača. Zadná časť je
koncipovaná skôr ako knižnica, ktorá je využívaná pri preklade.
Prekladač využíval štvoradresnú reprezentáciu vnútorného kódu (výsledok, operátor,
operand, operand). Neskôr bolo od tejto reprezentácie ustúpené a nahradila ju dnes častej-
šie používaná trojadresná vnútorná reprezentácia. V niektorých častiach však štvoradresná
vnútorná reprezentácia pretrvala (pre inicializáciu datových objektov sa zdá byť vhodnej-
šia).
Zadná časť prekladača z časti pracuje nad trojadresnou reprezentáciou, pre využitie
optimalizácií, mierených na nižšiu úroveň však prekladač využíva reprezentáciu v pseudo –
asembleri, do ktorej je trojadresný kód preložený. Ako už názov napovedá, pseudo – asembler
je veľmi blízky asembleru, do ktorého je neskôr prekladaný v pomere 1:1, v ojedinelých
prípadoch 1:N z dôvodu absencie inštrukcie asembleru v cieľovej architektúre so zhodnou
sémantikou.
Optimalizácie pomocou inštrukčných idiomov je možné nájsť najmä v zdrojovom súbore
bld/cg/c/treefold.c, kde sú situované optimalizácie nad trojadresným kódom nezávislé
na cielenej architektúre. Platformovo – závislé je možné nájsť taktiež v časti generátora kódu
pre príslučnú architektúru. Napríklad pre architektúru x86 v adresári bld/cg/intel/c/2.
3.5 Nájdené inštrukčné idiomy
Táto čast práce sa bližšie zameriava na nájdené idiomy a analyzuje dôvody, prečo prekladače
tieto optimalizácie využívajú. Najlepšie dokumentovanou architektúrou je architektúra x86,




taktov, potrebných pre realizovanie inštrukčných idiomov, je preto využitá technická doku-
mentácia procesoru Intel [21], sčasti pokrývajúca i skúmaný Intel Pentium 4, spolu s pre-
hľadovou tabuľkou dostupných inštrukcií spolu s ich skúmanými parametrami [7]. Údaje
sú orientačne vhodné i pre ostatné architektúry, kde sa jednotlivé inštrukcie líšia z po-
hľadu počtu taktov, pre orientáciu a dostupnosť literatúry je však analýza architektúry x86
postačujúca.
Popis jednotlivých idiomov je obohatený o zdrojové kódy, ktoré tieto optimalizácie bliž-
šie dopĺňajú. Vo výstupe spätného prekladača, ktorý je pre demonštráciu v optimalizovanom
tvare pred implementáciou analýzy idiomv, sú odstránené ladiace výpisy. Tie však z po-
hľadu inštrukčných idiomov nie sú zaujímavé. Ukážky asembleru sú skrátené pre vyjadrenie
podstaty idiomu. Boli vytvorené priamo prekladačmi, ktoré disponujú voľbou výstupu do
asembleru.
3.5.1 Porovnávanie inštrukcií
Pri porovnávaní boli zohľadnené tri hlavné faktory. Prvým je veľkosť jednotlivých inštrukcií,
ktorá je zaujímavá pri optimalizáciach, zameraných najmä na veľkosť spustiteľného súboru.
Ďalším faktorom je latencia (angl. latency), ktorá vyjadruje spomalenie pri výpočte a odvíja
sa od počtu taktov, potrebných pre získanie výsledku. Posledným faktorom je priepustnosť
(angl. throughput), ktorá sa zameriava na počet inštrukcií rovnakého typu, uskutočnených
za jednotku času, ktorou je jeden procesorový takt.
Získavanie informácií o počte taktov, potrebných pre vykonanie inštrukcie ako aj o prie-
pustnosti, je netriviálny problém a značne závisí od medziinštrukčných závislostí, počtu arit-
meticko – logických jednotiek ako i od aktuálneho stavu procesoru a pamätí, ktoré poskytuje.
Vzhľadom na komplexnosť procesorovej jednotky ako celku je veľmi obtiažne získať exaktné
čísla pre všetky možné prípady. Pre procesor Intel Pentium 4 bolo zistené, že sčítanie čísla
i pre i ∈ 〈−32768; 32767〉 je priepustnosť 3, pre čísla j z intervalu j ∈ 〈−65536; 65535〉
je priepustnosť 32 , pričom v oboch prípadoch sú inštrukcie kódované rovnakým počtom
bitov [7].
3.5.2 Test na záporné číslo
Idiom optimalizujúci test na záporné číslo optimalizujúci napríklad vstup uvedený v ukážke
3.1 bol nájdený len u prekladača GNU GCC, ktorý zámenu na tento tvar prevádza u ar-
chitektúr MIPS, ARM i x86.
3.1: Test na záporné číslo
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5
6 num2 = num1 < 0;
7
8 /* ... */
9 }
3.2: Test na záporné číslo – výstup
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5




V príklade ukážky 3.2 reprezentuje volanie funkcie lshr() logický posun vpravo. Dôvo-




>>“, ktorý reprezentuje posunu vpravo závislú na implementácii. Dnešné prekla-
dače často využívajú aritmetický posun vpravo v prípade posunu znamienkového operandu,
v prípade bezznamienkového je využívaný logický posun vpravo. Pre zachovanie sémantiky
je preto vložené volanie funkcie, ktorá reprezentuje logický posun vpravo.
Norma C ďalej uvádza, že výsledkom porovnania je booleovská hodnota, ktorá môže
nadobúdať buď hodnotu pravda (angl. true) alebo nepravda (angl. false). Ak posunieme lo-
gickým bitovým posunom znamienkový bit na prvý bit, získavame požadovanú hodnotu [19].
Takýmto spôsobom je možné veľmi jednoducho uskutočniť inkrement hodnoty v závislosti
na znamienku bez nutnosti vloženia inštrukcie skoku.
3.5.3 Test na nezáporné číslo
Podobne ako idiom, optimalizujúci test na záporné číslo uvedený v ukážke 3.5.2, je možné
zoptimalizovat i test na nezáporné číslo. Následne pri prevedení operácie xor na znamien-
kový bit s konštantou 1 získavame požadovanú hodnotu 0 (angl. false) alebo 1 (true). Celú
optimalizáciu možno predviesť na teste uvedenom v ukážke 3.3, kde pri výstupe bez analýzy
idiomov získavame výstup odpovedajúci výstupu uvedenom v ukážke 3.4.
3.3: Test na nezáporné číslo
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5
6 num2 = num1 >= 0;
7
8 /* ... */
9 }
3.4: Test na nezáporné číslo – výstup
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5




Dôvod zavedenia funkcie lshr() na výstupe dekompilátoru v ukážke 3.4 je odôvodnený
v kapitole 3.5.2.
3.5.4 Vynulovanie všetkých bitov registra
Pravdepodobne najznámejší idiom medzi programátormi je vynulovanie registra pomocou
inštrukcie xor, kedy všetky operandy sú nad jedným registrom. Tento idiom sa používa
pri priradení čísla nula do premennej. Ako testovací príklad môže poslúžiť časť programu,
uvedený vo vstupe v ukážke 3.5, na výstup pri spätnom preklade potom získavame optima-
lizáciu demonštrovanú v ukážke 3.6.
Tento idiom bol nájdený u prekladačov GCC, Open Watcom a Visual Studio. Nie vždy
ich však prekladače generujú stále. U prekladača GNU GCC je tento idiom použitý v prí-
pade optimalizácie pre veľkosť výsledného binárneho súboru.
Open Watcom sa postavil k tejto optimalizácii podobne a idiom je generovaný len
v prípade, ak ide o nulovanie registra o veľkosti 32 bitov. V prípade 8 a 16 bitových registrov
sa použije inštrukcia mov. Inštrukcia mov má na 32 bitovom procesore x86 tri bajty. Pri 32
bitových operandoch typu register má inštrukcia xor dva bajty [21]. Využitím inštrukcie
xor je teda ušetrený jeden bajt vo výslednom binárnom súbore. V prípade 8 a 16 bitových
operandov majú obe inštrukcie dva bajty, preto je optimalizácia s ohľadom na veľkosť
spustitelného súboru bezpredmetná.
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3.5: Vynulovanie bitov registra
1 int main(void) {
2 int num;
3
4 /* ... */
5
6 num = 0;
7
8 /* ... */
9 }
3.6: Vynulovanie bitov registra – výstup
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5




3.5.5 Násobenie mocninou dvojky
Podobne ako idiom pre vynulovanie všetkých bitov registra, veľmi známy idiom je i náso-
benie mocninou dvojky. V tomto prípade sa využíva binárna reprezentácia čísiel. Posunom
čísla v registri pomocou posunu vľavo získavame násobok dvojky. Podobne ako to je pri
násobení desiatkou pomocou posunu desatinnej čiarky v prípade reprezentácie čísla v de-
siatkovej sústave [20].
Ukážkou neoptimalizovaného programu pre replikovanie idiomu je program uvedený
v ukážke 3.7. Tento program je pri preklade zoptimalizovaný a pri spätnom preklade pre-
loženého programu získavame výstup odpovedajúci ukážke 3.8.
3.7: Násobenie mocninou dvojky
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5
6 num2 = num1 * 4;
7
8 /* ... */
9 }
3.8: Bitový posun pre násobenie
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5




Tento idiom je u prekladačov používaný veľmi často. Dôvodom je vysoká latencia in-
štrukcie, ktorá realizuje násobenie. Tým je tento idiom radený k platformovo – nezávislým.
Idiom bol nájdený u všetkých skúmaných prekladačov bez ohľadu na cieľovú architektúru
pri preklade.
3.5.6 Delenie mocninou dvojky
Idiom delenia mocninou dvojky je obdobou idiomu násobenia mocninou dvojky. Dôvodom
optimalizácie je vysoká latencia pri použití inštrukcie delenia [8]. Nakoľko inštrukcia pre
delenie je všeobecne jedna z najnáročnejších z pohľadu taktov pre získanie výsledku, tento
idiom je začlenený medzi základné platformovo – nezávislé idiomy. Proste delenie konštantou
demonštrované ukážkou 3.9 je zoptimalizované do tvaru prezentovaného v ukážke 3.12.
Špeciálnym prípadom idiomu je delenie čísiel so znamienkom. V prípade prostého arit-
metického posunu vpravo dochádza v dôsledku spôsobu kódovania čísiel v dvojkovom doplnku
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3.9: Delenie mocninou dvojky
1 int main(void) {
2 unsigned num1 , num2;
3
4 /* ... */
5
6 num2 = num1 / 4;
7
8 /* ... */
9 }
3.10: Bitový posun pre delenie
1 int main(void) {
2 unsigned num1 , num2;
3
4 /* ... */
5




k zlému zaokrúhľovaniu. Pri celočíselnom delení záporného nepárneho čísla tak dostávame
výsledok zaokrúhlený smerom k −∞, namiesto zaokrúhlenia k 0.
Tento inštrukčný idiom bol nájdený na všetkých skúmaných prekladačoch a spolu s in-
štrukčnými idiomami pre násobenie mocninou dvojky a vynulovanie všetkých bitov registra
patrí k dobre známym a často používaným inštrukčným idiomom.
3.5.7 Delenie konštantou −2
Delenie konštantou −2 je idiom pomerne ojedinelý. Zo skúmaných prekladačov ho využíva
len prekladač GNU GCC. Pre užívateľa nejasný výstup uvedený v ukážke 3.12 je výsledkom
optimalizácií jednoduchého delenia konštantou −2, ktoré je pre úplnosť uvedené v ukážke
3.11.
3.11: Delenie −2
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5
6 num2 = num1 / -2;
7
8 /* ... */
9 }
3.12: Delenie −2 – výstup
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5
6 num2 = -(lshr(num1 , 31)




Ako je možné vidieť, pri optimalizácii sú používané len nenáročné inštrukcie. Inštrukcia,
realizujúca delenie, má na architektúre x86 latenciu 50. Pri inštrukcií neg, add a sll je
latencia približne 14 [7]. Z pohľadu rýchlosti je preto táto optimalizácia veľmi výrazná.
Na výstupe dekompilátoru v ukážke 3.12 je opäť možné vidieť volanie funkcie lshr(),
ktorá reprezentuje logický posun vpravo. Dôvod zavedenia tejto funkcie je uvedený v ukážke
3.5.2.
3.5.8 Optimalizácia −x− 1
Vďaka dostupnosti zdrojových kódov prekladača GCC boli nájdené inštrukčné idiomy, kto-
rých hľadanie testovaním by bolo veľmi obtiažne. Jedným z takýchto inštrukčných idiomov
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je idiom, optimalizujúci výraz −x − 1, zapísaný v časti programu uvedého v ukážke 3.13.
Výsledkom optimalizácie je výraz uvedený vo výstupe ukážke 3.14.
3.13: Optimalizácia −x− 1
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5
6 num2 = -num1 - 1;
7
8 /* ... */
9 }
3.14: Optimalizácia −x− 1 – výstup
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5




Takouto optimalizáciou je možné nahradiť dve inštrukcie len jednou, elementárnou.
V neoptimalizovanom tvare môže byť takýto výraz spočítaný približne za 5 taktov s využi-
tím inštrukcií inc a neg na architektúre x86. Pri optimalizácii je latencia približne 1. Táto
optimalizácia je vhodná aj z pohľadu optimalizácie pre veľkosť spustiteľného súboru.
3.5.9 Modulo mocninou dvojky
Operáciu modulo na niektorých architektúrach realizuje inštrukcia delenia ako svoj druhý
výsledok (napríklad architektúra x86 ). Na iných je pre túto operáciu vyhradená samos-
tatná inštrukcia. V oboch prípadoch je však nutné pre spočítanie výsledku pomerne veľké
množstvo taktov procesoru [9]. Aritmetická operácia, vložená do programu ukážky 3.15,
je po aplikovaní optimalizácií spätne preložená bez analýzy idiomov do tvaru poukázanom
v ukážke 3.16.
3.15: Modulo mocninou dvojky
1 int main(void) {
2 unsigned num1 , num2;
3
4 /* ... */
5
6 num2 = num1 % 8;
7
8 /* ... */
9 }
3.16: Modulo mocninou dvojky – výstup
1 int main(void) {
2 unsigned num1 , num2;
3
4 /* ... */
5
6 num2 = num1 & 7;
7
8 /* ... */
9 }
Logický and nad operandmi je pomerne rýchla operácia. Veľmi vhodná optimalizácia je
preto nahradenie počítania modula mocninou dvojky za jednoduché vymaskovanie prísluš-
ných bitov registra. Na architektúre x86 optimalizácia spôsobí zníženie latencie z približne
50 na 1.
Táto optimalizácia je však aplikovateľná len na modulo pre bezznamienkové čísla. Pri
výpočte so znamienkovými číslami je možné použiť podobnú optimalizáciu, uvedenú pre
názornosť však v asembleri v ukážke 3.17. Optimalizácia bola získaná z časti programu,
uvedeného v ukážke 3.15, pri práci s bezznamienkovými číslami.
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3.17: Bezznamienkové modulo mocninou dvojky – výstup
1 ; výstup v asembleri
2 load r2, [num1]
3 sra r3 , r2 , #31
4 srl r3 , r3 , #29
5 add r2 , r2 , r3
6 and r2 , r2 , #7
7 sub r3 , r3 , r2
8 store [num2], r2
Z dôvodu náročnosti výpočtu táto optimalizácia nie je až tak výrazná ako optimalizácia
v prípade výpočtu bezznamienkového čísla. Pri takomto type optimalizácie je však možné
získať zrýchlenie latencie z pôvodných 50 na približne 21 [7].
3.5.10 Prevrátenie znamienka čísla s plávajúcou desatinnou čiarkou
Pri znalosti reprezentácie čísiel v plávajúcej desatinnej čiarke je možné uplatniť optimali-
zácie pomocou základných inštrukcii, ktorými disponuje procesor.
3.18: Prevrátenie znamienka
1 int main(void) {
2 float num1 , num2;
3
4 /* ... */
5
6 num2 = -num1;
7
8 /* ... */
9 }
3.19: Prevrátenie znamienka – výstup
1 int main(void) {
2 float num1 , num2;
3
4 /* ... */
5




Operáciou xor na znamienkový bit v ukážke 3.19 je možné docieliť prevrátenie zna-
mienka čísla uloženého v plávajúcej desatinnej čiarke. Uvedený výstup je potom ekviva-
lentný s pôvodným neoptimalizovaným tvarom v ukážke 3.18. Táto optimalizácia je vý-
hodná v prípade architektúr, ktoré nedisponujú jednotkou FPU (angl. soft-float) alebo
v prípade, že číslo je aktuálne uložené v registri pre obecné použitie. Tým odpadá nutnosť
inicializácie alebo prípadného načítania čísla do jednotky FPU, keď to nie je nevyhnutné.
3.5.11 Vloženie konštanty −1 do registra
V bežných programoch je najpoužívanejšou operáciou priradenie. Prekladače Visual Studio
a prekladač od firmy Intel optimalizujú priradenie konštanty -1, ktoré je uvedené v ukáž-
ke 3.20
Ako už bolo spomenuté vyššie, operácia and je z pohľadu latencie a priepustnosti veľmi
nenáročná. Optimalizácia, uvedená v ukážke 3.21, je preto opodstatnená.
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3.20: Priradenie −1
1 int main(void) {
2 int num1;
3
4 /* ... */
5
6 num1 = -1;
7
8 /* ... */
9 }
3.21: Priradenie −1 – výstup
1 int main(void) {
2 int num1;
3
4 /* ... */
5
6 num1 = num1 | -1;
7




U prekladačov Open Watcom a GNU GCC bol nájdený idiom, ktorý nahrádza násobenie
za postupnosť sčítaní a bitových posunov [10, 13].
3.22: Násobenie konštantou
1 int main(void) {
2 unsigned num1 , num2;
3
4 /* ... */
5
6 num2 = num1 * 5
7
8 /* ... */
9 }
3.23: Násobenie konštantou – výstup
1 ; výstup v asembleri
2 load r1, [num1]
3 ; kópia do r2
4 mov r2 , r1
5 sll r2 , #2
6 add r1 , r1 , r2
7 store [num2], r1
Prekladač Open Watcom túto optimalizáciu zavádza v prípade, ak je násobenie kon-
štantou pomalšie než súčet taktov, potrebných pri niekoľkých posunoch a sčítaní. Príkladom
môže byť násobenie konštantou 5 (tak ako je uvedené vo výpise 3.22). Pre vyjadrenie pod-
staty inštrukčného idiomu je výstup ukážky 3.23 uvedený v asembleri podľa prílohy A. Tu je
však nutné poznamenať, že táto optimalizácia si môže vynútiť uloženie obsahu niektorého
z registrov do pamäte, nakoľko sú často využívané dva registre.
Prekladač GNU GCC túto optimalizáciu nepoužíva priamo pri násobení konštantou.
Je však využitý pri optimalizácii znamienkového i bezznamienkového modula (viď kapitola
3.5.16 resp. kapitola 3.5.15), kde z princípu dochádza i k násobeniu konštantou. Nakoľko
v prípade tohto idiomu dochádza k násobeniu dvakrát v rámci jedného krátkeho úseku, je
vhodnejšie využiť posuny a sčítania paralelne k výpočtu prvého násobenia v idiome [21].
Nemusí sa tak čakať na násobičku.
3.5.13 Bezznamienkové delenie konštantou
Zo základných aritmetických operácií, pracujúcich s číslami v pevnej desatinnej čiarke, je
najnáročnejšou operáciou získanie výsledku delenia. Preto existujú rôzne optimalizačné al-
goritmy, ako operáciu delenia zoptimalizovať. Moderné prekladače, akými sú GNU GCC,
prekladač obsiahnutý vo vývojom prostredí Visual Studio a prekladač od firmy Intel, opti-
malizujú delenie za násobenie pomocou magickej konštanty [8, 15, 17]. Vstupom pre repli-
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káciu môže byť delenie číslom, ktoré nie je mocninou dvojky (kedy je použitá optimalizácia
uvedená v kapitole 3.5.6). Pre ukážku je prezentované delenie konštantou 7 v ukážke 3.24.
3.24: Bezznamienkové delenie
1 int main(void) {
2 unsigned num1 , num2;
3
4 /* ... */
5
6 num2 = num1 / 7;
7
8 /* ... */
9 }
3.25: Bezznamienkové delenie – výstup
1 ; výstup v asembleri
2 load r2, [num1]
3 mov r3 , #0x24924925
4 umull r1 , r3 , r2 , r3
5 sub r2 , r3 , r2
6 lsr r2 , r2 , #1
7 add r3 , r3 , r2
8 lsr r3 , r3 , #2
9 store [num2], r3
Pri násobení sa používa konštanta, ktorá je predpočítaná v dobe prekladu aplikácie.
Po vynásobení magickou konštantou je vytvorených niekoľko čiastkových operácií, ktoré
korektne ustanovia výsledok. Výpočet je možné podrobnejšie skúmať vo výstupe 3.25. Tento
výstup je uvedený v asembleri podľa prílohy A.
Veľkou výhodou tejto optimalizácie je fakt, že k získaniu výsledku je nutných niekoľko
postupných jednoduchších operácií, nie jedna náročná. Táto optimalizácia je potom vý-
hodná u procesorov, ktoré disponujú zreťazeným spracovaním inštrukcií, ale nevýhodná
pri procesoroch, kde zreťazené spracovanie inštrukcií absentuje (ako napríklad procesory
MIPS ). Preto bol tento idiom nájdený len pri architektúrach x86 a ARM. Pri spracovaní
inštrukcií tak nedochádza k pozastaveniu linky kvôli vykonávaniu inštrukcie, ktorá má vy-
sokú latenciu.
3.5.14 Znamienkové delenie konštantou
Tento idiom je podobný idiomu bezznamienkového delenia konštantou [8, 15, 17]. Uvedená
optimalizácia pracuje nad výrazom uvedneným v ukážke 3.26.
3.26: Znamienkové delenie
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5
6 num2 = num1 / 120;
7
8 /* ... */
9 }
3.27: Znamienkové delenie – výstup
1 ; výstup v asembleri
2 load r3, [num1]
3 mov r2 , #0x89888888
4 imull r1 , r2 , r3 , r2
5 add r2 , r2 , r3
6 asr r2 , r2 , #6
7 asr r3 , r3 , #31
8 sub r3 , r3 , r2
9 store [num2], r3
Jeho dôvod zavedenia je pochopiteľne rovnaký, ako tomu je pri bezznamienkovom delení
konštantou. Nutné je však upozorniť, že vzhľadom na bezznamienkové operandy inštrukčný
idiom využíva znamienkové násobenie ako i iné operácie k ustanoveniu korektného výsledku.
Výstup v ukážke 3.27 je uvedený v asembleri pre názornosť. Syntax a sémantika použitého
asembleru je upresnená v prílohe A.
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3.5.15 Optimalizácia bezznamienkového modula
Optimalizácie modula patria k najzložitejším nájdeným inštrukčným idiomom [1]. Svedčí
o tom aj optimalizácia ukážky 3.28.
3.28: Bezznamienkové modulo
1 int main(void) {
2 unsigned num1 , num2;
3
4 /* ... */
5
6 num2 = num1 % 42;
7
8 /* ... */
9 }
3.29: Bezznamienkové modulo – výstup
1 ; výstup v asembleri
2 load r3, [num1]
3 mov r0 , #0xabaaaaaa
4 ; použíje sa horných 32 bitov
5 umull r2 , r0 , r3 , r0
6 lsr r0 , r0 , #1
7 asl r0 , r0 , #1
8 add r0 , r0 , r0
9 sub r0 , r0 , r3
10 store [num2], r0
Tento idiom je založený na troch idiomoch.
Prvým využívaným idiomom je bezznamienkové delenie. Spomenutý inštrukčný idiom je
analýzovaný v kapitole 3.5.13 (v prípade znamienkovej varianty je využívané optimalizované
znamienkové delenie konštantou analyzovanou v kapitole 3.5.14).
Druhým využívaným idiomom je optimalizované násobenie, ktoré realizuje ustanovenie
korektného výsledku. Tento idiom je popísaný v kapitole 3.5.12.
Optimalizované násobenie sa zakladá na ďalšom idiome, ktorý je prevedený do opti-
málnejšieho tvaru. V prípadne získavania výsledku operácie prezentovanej v (3.1)(operácia
”
÷“ značí celočíselné delenie).
y = x− (x÷ 10) · 10 (3.1)
čo je ekvivalentný výpočet s výpočtom uvedenom v ukážke (3.2).
y = x mod 10 (3.2)
Pre získanie výsledku delenia je využívané práve optimalizované delenie (či už znamien-
kové alebo bezznamienkové). Násobenie je potom založené na optimalizovanom násobení
pomocou jednoduchých operácií.
Optimalizovanú variantu operácie modulo je možné analyzovať vo výstupe 3.29. Pre
lepšiu názornosť a prehľadnosť je výstup uvedený v asembleri podľa prílohy A.
3.5.16 Optimalizácia znamienkového modula
Optimalizácia znamienkového modula je odvodená od analogickej optimalizácie bezzna-
mienkového modula [1]. Príkladom optimalizovanej operácie môže byť delenie realizované
v ukážke 3.30.
Výstup v ukážke 3.31 je opäť uvedený v asembleri podľa prílohy A z dôvodu názornosti.
Ako je možné vidieť v tomto výstupe, pri získavaní výsledku je nutné voliť inštrukcie s ohľa-
dom na bezznamienkové operandy. Výskyt tohto idiomu je zhodný s výskytom inštrukčného
idiomu, realizujúceho optimalizáciu bezznamienkového modula uvedenom v kapitole 3.5.15.
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3.30: Znamienkové modulo
1 int main(void) {
2 int num1 , num2;
3
4 /* ... */
5
6 num2 = num1 % 3;
7
8 /* ... */
9 }
3.31: Znamienkové modulo – výstup
1 ; výstup v asembleri
2 mov r0 , #0x55555556
3 load r3, [num1]
4 ; použije sa horných 32 bitov
5 imull r2 , r0 , r3 , r0
6 asr r3 , r3 , #31
7 sub r0 , r0 , r3
8 asl r0 , r0 , #1
9 add r0 , r0 , r0 , asl #1
10 sub r0 , r0 , r3
3.5.17 Optimalizácie knižničných funkcií
Najmä prekladač GNU GCC sa snaží optimalizovať volania niektorých knižničných funk-
cií. Tak odpadá nutnosť zálohovania obsahu registrov a uloženia parametrov na zásobník,
následný skok do inej časti pamäte, po vykonaní produktívneho kódu, uložiť návratové hod-
noty na očakávané miesto. Po návrate z volaného podprogramu znovu ustanoviť zásobník
tak, aby odpovedal aktuálnemu stavu. Už na prvý pohľad ide o relatívne náročnú operáciu,
kde veľmi často pracujeme s pamäťou RAM a predspracovanie či využívanie vyrovnávajú-
cich pamätí zohráva výraznú rolu.
Prekladač GNU GCC pri zapnutí pokročilých optimalizácií dokáže odložiť ustanovenie
vrcholu zásobníka, pokiaľ to je výhodné. Pri volaní viacero podprogramov s tými istými
parametrami tak odpadá nutnosť opakovaného ukladania parametrov na zásobník. Vrchol
zásobníku je ustanovený po ukončení všetkých volaní, a to len raz.
Výhodnejšie z pohľadu rýchlosti i veľkosti výsledného spustiteľného súboru je však v nie-
ktorých prípadoch úplná eliminácia volania knižničných funkcií. Pre tieto funkcie potom
prekladač vygeneruje optimalizovaný úsek kódu. Vo výsledku tak získavame výrazne rý-
chlejšie riešenie.
V GNU GCC boli nájdené optimalizácie niekoľkých takýchto funkcií. Najzaujímavejšie
z pohľadu analýzy idiomov sú však optimalizácie volania funkcií copysignf() a fabsf().
Obe funkcie pracujú s číslami s plávajúcou desatinnou čiarkou, preto návratové hodnoty
sú očakávané v registroch FPU (pokiaľ daná architektúra disponuje jednotkou FPU – tzv.
hard-float). V oboch prípadoch je optimalizácia tak výrazná, že nedochádza k práci s FPU
a požadované hodnoty sú vypočítané pomocou niekoľkých bitových operácií v registroch
pre obecné použitie.
Optimalizácia volania funkcie copysignf()
Podobne ako pri inštrukčnom idiome, realizujúcom prevrátenie znamienka čísla reprezen-
tovanom v plávajúcej desatinnej čiarke aj pri optimalizácii funkcie copysignf(), možno
vychádzať z bitovej reprezentácie čísla. Volanie funkcie copysignf(), uvedené v ukážke
3.32, je zoptimalizované do tvaru uvedeného v ukážke 3.33.
Tento idiom bol nájdený len u prekladača GNU GCC, optimalizácia je však veľmi vý-
razná, nakoľko ide o pomerne jednoduchý úkon. Priame vloženie produkčných inštrukcií
do výsledného spustiteľného súboru nemá ani negatívny plyv na jeho veľkosť. Inštrukcie,




1 int main(void) {
2 float m, a, b;
3
4 /* ... */
5
6 m = copysignf(a, b);
7
8 /* ... */
9 }
3.33: Optimalizácia copysignf() – výstup
1 int main(void) {
2 float m, a, b;
3
4 /* ... */
5
6 m = (a & 0x7FFFFFFF)
7 | (b & 0x80000000);
8 /*... */
9 }
Absolútna hodnota čísla s plávajúcou desatinnou čiarkou
Analogickou optimalizáciou [10, 12, 13] funkcie copysignf() je optimalizácia knižničnej
funkcie fabsf(), napríklad nad časťou programu z testu v ukážke 3.34.
3.34: Optimalizácia fabsf()
1 int main(void) {
2 float num1 , num2;
3
4 /* ... */
5
6 num2 = fabs(num1);
7
8 /* ... */
9 }
3.35: Optimalizácia fabsf() – výstup
1 int main(void) {
2 float num1 , num2;
3
4 /* ... */
5




Opäť je základom bitová reprezentácia čísla. V tomto prípade je optimalizácia vola-
nia knižničnej funkcie ešte výraznejšia než pri optimalizácii funkcie copysignf(), nakoľko
v optimalizovanom tvare pozostáva inštrukčný idiom len z jednej inštrukcie. Vo výstupe
ukážky 3.35 je potom veľmi ťažko odhadnuteľné, že ide o zoptimalizované volanie knižnič-
nej funkcie.
Tento inštrukčný idiom zo skúmaných prekladačov realizuje len prekladač GNU GCC.
3.5.18 Funkcie z knihovni libgcc a ARM EABI
Prekladač GNU GCC poskytuje nízkoúrovňovú knižnicu využívanú počas behu programu
(angl. low-level runtime library), nazývanú libgcc [29]. Pri preklade sú vložené do spusti-
teľného súboru volania knižničných funkcií z libgcc v prípade, že je nutné vložiť operáciu,
ktorá je príliš komplikovaná pre rozgenerovania do inštrukcií. Väčšinu týchto knižničných
funkcií tvoria operácie, ktoré nie je možné na danej platforme použiť priamo pomocou dos-
tupných inštrukcií. Príkladom môže byť funkcia, ktorá realizuje bezznamienkové delenie na
platforme, ktorej inštrukčná sada poskytuje len znamienkové delenie, prípadne nedisponuje
delením vôbec. Takéto funkcie sú často málo čitateľné užívateľovi pri výstupe podobnom
ukážke 3.37 a je vhodné, podobne ako inštrukčné idiomy, ich zameniť do ich pôvodného
tvaru uvedeného v ukážke 3.36.
Ako je možné vidieť v ukážke vo výstupe spätne preloženého programu, pri volaní po-
mocnej funkcie udiv w sdiv() nie je vidieť predané parametre. U funkcií z libgcc a ARM
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3.36: Test pre funkcie z libgcc
1 int main(void) {
2 unsigned a, b;
3 // ...
4 a = a / b;
5 // ...
6 }
3.37: Volanie funkcií libgcc na výstupe
1 int main(void) {





EABI sa využíva Procedure call standard [6]. Parametre sú predávané v registroch pre obecné
použitie.
Z dôvodu štandardizovania názvov pomocných funkcií pre prekladače bolo vytvorené
AEABI (angl. ARM Embedded Application Binary Interface) [5]. Je tak umožnená aspoň
čiastočná kompatibilita medzi prekladačmi pri využití volaní pomocných funkcií. Mená
ako aj parametre volaní sú štandardizované a predchádza im prefix aeabi. Napríklad
v knižnici libgcc, používanej prekladačom GNU GCC, tvoria tieto názvy často alias na
pomocné funkcie spomenuté vyššie.
Pomocné funkcie, ktoré sú implementované v libgcc a ARM EABI poskytujú operácie,
ktoré je možné rozdeliť do niekoľkých kategórií:
• Aritmetické operácie v pevnej desatinnej čiarke
• Porovnania
• Aritmetické funkcie s kontrolou na pretečenie
• Bitové operácie
• Aritmetické operácie v plávajúcej desatinnej čiarke
• Pomocné funkcie realizujúce porovnanie
• Pomocné funkcie pre pretypovanie
Tieto operácie umožňujú pracovať s číslami reprezentovanými na 32 alebo 64 bitoch
a poskytujú i prevody medzi nimi. Prekladač tak umožňuje pracovať s číslami v plávajúcej
desatinnej čiarke aj v prípade, že daná platforma nepodporuje čísla s plávajúcou desatin-
nou čiarkou (angl. soft-float). Podobne je tomu tak aj u čísiel v pevnej desatinnej čiarke
reprezentovaných na 64 bitoch. Pri implementácii boli informácie čerpané z [5, 14, 29], kde
je možné dohľadať k tejto problematike viac informácií. Zoznam implementovaných funkcií
s ich popisom je možné nájsť v prílohe B.
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4. Spätný prekladač projektu Lissom
V tejto kapitole je čitateľovi bližšie predstavený projekt Lissom a spätný prekladač, ktorý
je pod záštitou tohto projektu vyvíjaný. Pre internú reprezenáciu sa v spätnom prekladači
využíva LLVM IR známy z projektu LLVM, ktorý je taktiež bližšie skúmaný v tejto kapitole.
4.1 Architektúra spätného prekladača
Spätný prekladač projektu Lissom je automaticky generovaný a nezávislý na jazyku i ar-
chitektúre. Je založený na jazyku pre popis architektúry ISAC [24]. Spätný prekladač je
zložený z troch základných častí:
• predná časť (angl. front-end)
• optimalizačná časť (angl. middle-end)
• zadná časť (angl. back-end)
Obr. 4.1: Grafické znázornenie architektúry spätného prekladača
4.1.1 Príprava na spätný preklad
Prvým krokom pri spätnom preklade je detekcia použitého kompilátora. Na základe infor-
mácií, získaných pri tejto fáze, je možné binárny súbor rozbaliť a previesť do nezávislej
reprezentácie. Tým odpadá nutnosť vytvárať závislosti na použitom prekladači pri samot-
nom spätnom preklade. Ako univerzálny formát je používaný formát COFF (Common Ob-
ject File Format) [25]. Formát COFF bol predstavený na systémoch Unix, neskôr však bol
nahradený formátom ELF (Executable and Linkable Format), ktorý je používaný dodnes.
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Informácie o použitom prekladači môžu byť vhodné pri niektorých analýzach, najmä
v prednej časti spätného prekladu. Je veľmi vhodné použiť tieto informácie aj pri analýze
inštrukčných idiomov. Odpadá tak nutnosť hľadať inštrukčné idiomy, ktoré daný prekladač
nepoužíva. Takáto optimalizácia má pozitívny dopad na celkovú dobu spätného prekladu.
4.1.2 Predná časť
Logicky prvou častou prekladača je predná časť, pracovne nazývaná decfront. Najpodstat-
nejším vstupom tejto časti je binárny súbor, ktorý má byť spätne preložený. Predná časť
spätného prekladača využíva popis zdrojov a inštrukčnej sady procesoru, čo umožňuje jeho
rekonfigurovateľnosť. Jedine táto časť je závislá na platforme, pričom momentálne spätný
prekladač podporuje architektúry MIPS, ARM a x86.
V prednej časti spätného prekladača dochádza k extrahovaniu sémantiky a binárneho
kódovania jednotlivých inštrukcií do sekvencie LLVM IR, ktorú spätný prekladač používa.
V úvodných častiach dochádza mimo iného k rozpoznaniu staticky zostaveného kódu zo
signatúr knihovní, za účelom odstránenia knižničného kódu. Svojou podstatou sa predná
časť podobá disassembleru, výstupom však nie je postupnosť inštrukcií procesoru, pre ktorý
bol spustiteľný súbor vytvorený, ale postupnosť LLVM IR bližšie popísaná v kapitole 4.3.
Pred samotným generovaním LLVM IR sú uskutočnené statické analýzy, medzi ktoré patrí
i analýza idiomov, ktorá je predmetom tejto práce.
Predná časť spätného prekladu disponuje interpretom, pomocou ktorého je možné sta-
ticky dopočítať hodnotu zvoleného registra, prípadne dopočítať hodnotu pomocných pre-
menných využívaných v inštrukciách LLVM IR. Interpret je pomerne dosť často využívaný
v analýzach prednej časti prekladu. Veľké využitie má pri detekcii funkcií [30]. Príkladom
môže byť dopočítanie adries nepriameho skoku. Pri analýze idiomov je interpret inštrukcií
nutné využiť pri vypočítavanie hodnôt v registroch alebo pomocných premenných v LLVM
inštrukciách. Z dôvodu statickej interpretácie jednotlivých inštrukcií nie je možné dopočítať
hodnoty uložené v registroch, ktoré sú závislé na toku programu po spustení alebo volaní
knižničných funkcií apod.
Pre analyzovanie inštrukčných idiomov je žiadúce mať k dispozícii všetky potrebné dáta.
Konštanty ako i staticky inicializované a neinicializované dáta sú zväčša ukladané do sekcií
spustiteľných súborov, ktoré sú vyhradené práve pre takéto druhy dát (napríklad sekcia
”
.rodata“ formátu ELF obsahujúca konštantné data). Je preto nutné sekcie analyzovať
a požadované dáta získať, čo je často netrieviálny problém. Touto problematikou sa za-
oberá špecializovaná analýza – analýza datových sekcií [22]. Pri využití informácií z analýzy
datových sekcií je tak umožnené dopočítať i hodnoty uložené v príslušných sekciách pomo-
cou intepretu, a tým analýzu idiomov zlepšiť.
4.1.3 Optimalizačná časť
Optimalizačná časť, pracovne nazývaná tiež opt, nadväzuje na prednú časť. Spracováva
postupnosť LLVM IR a prevádza nad ňou optimalizácie, nakoľko výstupom prednej časti
prekladača je LLVM IR vo velmi primitívnej forme bez informácií o štruktúrach vyšších
programovacích jazykov, ako napríklad vetvenie alebo cykly. Dochádza tu i k optimalizá-
ciam, ktorých cieľom je predpripraviť kód pre následné generovanie do výstupného jazyka
vyššej úrovni.
Optimalizačná časť je založená na projekte LLVM [2]. LLVM je projekt, ktorý má za
cieľ vytvoriť prekladový systém pre generovanie a optimalizáciu kódu. I keď bol primárne
navrhnutý pre podporu tvorby prekladačov, je vhodný i pre spätné prekladače.
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4.1.4 Zadná časť
Poslednou fázou prekladača je zadná časť, ktorej primárnym cieľom je vygenerovanie vý-
sledného súboru. Táto časť je, podobne ako optimalizačná časť, založená na LLVM (llc)
a i tu sú uplatnené optimalizácie. Ich zameranie je hlavne na zjednodušenie výrazov tak,
aby odpovedali čo najviac zdrojovému kódu zapísaného bežným programátorom (napr. re-
dukcia zbytočných zátvoriek pre prehľadnosť a pod.). Aktuálne spätný prekladač podporuje
výstup do vyšších programovacích jazykov C a Python’.
Jazyk Python’ je založený syntaxou i sémantikou na populárnom skriptovacom jazyku
Python. Je však obohatený o konštrukcie známe napríklad z programovacieho jazyka C,
akými sú goto, prípadne switch, či práca s ukazateľmi. Výsledné generovanie je tak značne
jednoduchšie. Reprezentácia LLVM inštrukcií, ktorá je na nižšej úrovni než Python, sa horšie
mapuje do jazyka Python bez dispozície uvedených konštrukcií.
4.1.5 Výstupy spätného prekladu
Najočakávanejším výstupom spätného prekladu je výstup vo vyššom programovacom ja-
zyku. Pri preklade zväčša dochádza k odstráneniu informácií, akými sú aj názvy premen-
ných. Spätný prekladač projektu Lissom s cieľom zvýšiť čitateľnosť výstupu, používa rôzne
pomenovania pre premenné. Jednou z možností je generovanie názvov premenných podľa
anglických názvov ovocí. Čitateľ si tak vytvára lepšie asociácie pri analyzovaní spätne prelo-
ženého kódu. Veľmi zaujímavým výstupom je graf volaní (angl. call graph), ktorý demonš-
truje predávanie toku programu medzi funkciami. Názorne je tak možné skúmať samotný
beh programu.
Okrem iných výstupov podporuje spätný prekladač projektu Lissom výstup do jazyku
symbolických adries. Tento výstup môže byť presnejší, než je výstup niektorých disassem-
blerov. Dôvodom sú dostupné dodatočné informácie získané pri spätnom preklade, ktoré sú
vhodné napríklad pri rozpoznávaní inštrukcií s rozdielnou bitovou šírkou.
4.2 Dôvod zavedenia analýzy inštrukčných idiomov
Spätný prekladač projektu Lissom mal pred implementáciou analýzy idiomov výstup pre
vyššie uvedené príklady pomerne náročné na čítanie pre užívateľa spätného prekladača.
Pokiaľ užívateľ nepozná daný idiom, je veľmi obtiažne zistiť, čo bolo v pôvodnom zdro-
jovom kóde zapisané. Pri pokročilejších optimalizáciach, ako napríklad zámena delenia za
násobenie, je časovo veľmi náročné spätne dopočítavať deliteľa s predokladom, že užívateľ
o tejto optimalizácii vie (čo je dosť nepravdepodobné). Naviac ide o pomerne netriviálne
riešenie, ktoré je veľmi vhodné automatizovať. Primárnym účelom spätného prekladača je
získať zdrojový kód, ktorý sa čo najbližšie podobá na pôvodný zdrojový kód preložený
do skúmaného spustiteľného súboru. Analýzu idiomov je tak vhodné začleniť do jednej zo
statických analýz pri spätnom preklade.
Bez analýzy idiomov bol výstup spätného prekladača pomerne málo čitateľný. Príkla-
dom môže byť optimalizácia delenia konštantou. Pred implementáciou analýzy idiomov bol
výsledkom spätného prekladu spustiteľného súboru, vytvoreného z jednoduchého programu
uvedeného vľavo v úkážke 4.1, program uvedený v strede ukážky 4.1.
Výstup uvedený v strede neodpovedá pôvodnému zapísanému programu. Po analýze idi-
omov je získaný výstup uvedený vpravo v ukážke 4.1. Ako je možné vidieť, výstup pomerne
dosť dobre kopíruje pôvodný zdrojový kód. Pre užívateľa je veľmi výhodné mať výstup,
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4.1: Ukážka dôvodu zavedenia analýzy inštrukčných idiomov
1 /* vstup */ 1 /* výstup s idiomom */ 1 /* výstup */
2 int main(void) { 2 int main(void) { 2 int main(void) {
3 int a; 3 int a; 3 int a;
4 /* ... */ 4 /* ... */ 4 /* ... */
5 a = a / 10; 5 a = (lshr(a * 1717986919 , 32) 5 a = a / 10;
6 6 >> 2) - (a >> 31); 6
7 /* ... */ 7 /* ... */ 7 /* ... */
8 } 8 } 8 }
čo najviac odpovedajúci pôvodnému zdrojovému kódu. Aj so zámenou idiomov na ich pô-
vodný tvar je skúmanie spätne preloženého kódu pomerne náročné, pretože pri preklade sú
odstránené niektoré dodatočné informácie ako napríklad názvy premenných a komentáre.
4.3 LLVM a LLVM IR
Projekt LLVM (angl. Low Level Virtual Machine) vytvára optimalizovaný prekladový sys-
tém pre generovanie a optimalizáciu kódu [2]. Ako vnútornú reprezentáciu používa LLVM
IR (angl. LLVM Intermediate Representation) [3]. Táto reprezentácia je univerzálna, nezá-
vislá na architektúre i jazyku a poskytuje dobrý základ pre optimalizáciu kódu.
LLVM IR je typový jazyk podobný asembleru, avšak je nezávislý na platforme a forme
uloženia. Charakteristikou sú trojadresné inštrukcie, ktoré pre zlepšenie statických analýz
a optimalizácií využívajú SSA (angl. Static Single Assignment). Priradenie hodnoty do
pomocnej premennej, využívanej LLVM IR (angl. typed register), je možné realizovať práve
raz. Príkladom môže byť ukážka 4.2 sčítanie hodnôt v registroch r1 a r2, pričom výsledok
je uložený do registru r3.
4.2: Ukážka LLVM IR
1 %v1 = load i32 * @regs1
2 %v2 = load i32 * @regs2
3 %v3 = add i32 %v1 , %v2
4 store i32 %v3 i32 * @regs1
Inštrukcie LLVM môžu byť uložené v troch rôznych podobách. Vyššie uvedený príklad
je textová forma uloženia, ktorá je vhodná pre ľudí kvôli jej dobrej čitateľnosti. Pri práci
s LLVM inštrukciami sú inštrukcie uložené v RAM pre ich efektívnejšiu prácu. Posledným
spôsobom, akým môžu byť inštrukcie reprezentované, je ich binárna reprezentácia vhodná
pre uloženie na pevný disk. Takto je možné efektívne využiť ich rýchle načítanie pomocou
JIT kompilátoru (angl. Just-In-Time Compiler).
Pomenovanie jednotlivých identifikátorov je navrhnuté tak, aby nedochádzalo ku kon-
fliktom rezervovaných identifikátorov a aby bolo možné kedykoľvek rezervované mená roz-
šíriť bez prípadných konflikov. Používané premenné začínajú prefixom
”
%“, čo umožňuje
ich jednoduché odlišovanie. Tento prefix je zároveň jediné obmedzenie, ktoré je kladené. Za
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uvedeným prefixom môže nasledovať ľubovoľný alfanumerický znak. Pre identifikáciu glo-
bálnych premenných a funkcií je využívaný prefix
”
@“, ktorý zohľadňuje výhody spomenuté
vyššie.
Silný typový systém umožňuje prevádzanie základných typových kontrol nad reprezentá-
ciou. Je tak možné zaručiť základnú typovú správnosť bez nutnosti využitia špecializovanej,
pokročilej analýzy. Bližšie informácie o typovom systéme ako aj o inštrukciách LLVM je
možné nájsť v dokumentácii projektu LLVM [2].
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5. Návrh riešenia
Obsah této kapitoly je klasifikován jako utajený, viz licenční ujednání.
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6. Implementácia v spätnom prekladači
Obsah této kapitoly je klasifikován jako utajený, viz licenční ujednání.
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7. Testovanie implementácie
Pri implementácii inštrukčných idiomov bolo nutné overiť správnosť riešenia. Vzhľadom na
rekonfigurovateľnosť spätného prekladača projektu Lissom je žiadúce, otestovať nájdené
inštrukčné idiomy na všetkých platformách, na ktorých skúmané prekladače inštrukčné
idiomy využívali.
7.1 Spôsob replikácie a testovania
Replikovanie niektorých idiomov na referenčných prekladačoch je obtiažne. Dôvodom sú
pokročilé optimalizácie prekladačov, ktoré z pohľadu inštrukčných idiomov nie sú zaujímavé.
Ide napríklad o optimalizácie odstránenia zbytočného priradenia (angl. assignment to dead
variable). V tomto prípade môže byť program zoptimalizovaný a k samotnej aritmetickej
operácii tak nemusí nikdy dôjsť.
7.1: Ukážka nesprávneho testu na idiom
1 #include <stdio.h>
2
3 int main(void) {
4 int a = 1;
5




7.2: Zoptimalizovaný test prekladačom
1 int main(void) {
2 return 0;
3 }
Vzhľadom na vyššie uvedené optimalizácie boli do povodného zdrojového súboru vkla-
dané časti, ktoré optimalizátor zo sémantického hľadiska nemôže optimalizovať. Najjed-
noduchšou technikou je priradenie návratovej hodnoty funkcie. Táto funkcia je v lepšom
prípade v odlišnom module, ideálne sú to však funkcie zo štardnej knihovni jazyka C, čo
zjednodušuje písanie testov. Najčastejšie bolo použité volanie funkcie rand().
Inou možnosťou je využiť funkcie pre prácu so vstupom, prípadne i výstupom. V prípade
funkcie scanf() je nutné, aby prekladač vygeneroval kód, v ktorom sa pracuje s modifi-
kovanou hodnotou získanou zo vstupu tak, ako je dané sémantikou tejto funkcie. V teste
uvedenom v ukážke 7.1 môže prekladač úplne odstrániť násobenie konštantou 10, pretože
nikde ďalej nie je premenná
”
a“ použitá v ďalšom výpočte. Tým odpadá nutnosť samotnú
premennú vytvárať na zásobníku a kód preložený prekladačom je plne ekvivalentný ukážke
vo výpise 7.2.
Ak sa však do zdrojového kódu vložia úseky, ktoré zabránia takýmto optimalizáciám,
hľadanie idiomov je potom jednoduchšie, nakoľko sa skutočne prejavia na neodstránenom
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7.3: Ukážka korektného testu na idiom









kóde. Ukážka zabránenia takýmto odstráneniam je demonštrovaná na ukážke 7.3, kde sú
použité funkcie štandardnej knihovni jazyka C pre prácu so vstupom a výstupom – scanf()
a prinf().
7.2 Testovacie vstupy a výstupy
Pre overenie implementácie bola vytvorená sada testov, ktorá má za cieľ otestovať korektnú
implementáciu. Výstup spätného prekladu je najdôležitejším bodom pre overenie korekt-
ného nahradenia idiomu. Vzhľadom na architektúru spätného prekladača a jeho aktívny
vývoj, overovať korektnú rekonštrukciu inštrukčného idiomu, je možné aj na výstupe pred-
nej časti spätného prekladača, kde analýza idiomov je implementovaná.
Výstupom tejto časti je pomerne rozsiahla reprezentácia v LLVM inštrukciách. Na
týchto vektoroch je možné overovať nahradenie jednotlivých inštrukcií idiomu do jeho ne-
optimalizovaného tvaru. Výstup spätného prekladača potom slúži pre celkové overenie ko-
rektnosti spätného prekladu.
Pri testovaní je teda možné vytvoriť test, na ktorom je pozorovateľný preladačom vlo-
žený inštrukčný idiomu. Pre názornosť je vybraný test, na ktorom je replikovateľná optima-
lizácia volania knižničnej funkcie fabsf() prekladačom GNU GCC na architektúre ARM.
Vstupom je jednoduchý zdrojový kód z ukážky 7.4, preložený prekladačom GNU GCC, zo-
stavený podľa doporučení uvedených v kapitole 7.1. Výsledný výstup samotného spätného
prekladu v jazyku C je následne demonštrovaný na zdrojovom kóde 7.5.

















4 int main(int argc , char **argv) {
5 float apple = 0.0;
6
7 scanf("%f", &apple);
8 float banana = fabsf(apple);





7.6: Výstup testu fabsf() v LLVM inštrukciách




5 ;BIC {3}, {3}, #{2}, {1}
6 %arg4_8238 = load i32 * @regs3
7 %arg4_8238_conv_0 = sitofp i32 %arg4_8238 to float
8 %fabs_res_8238 = call float @fabsf(float %arg4_8238_conv_0) nounwind
9 %fabs_res_8238_conv_1 = fptosi float %fabs_res_8238 to i32
10 store i32 %fabs_res_8238_conv_1 , i32 * @regs3
11
12 ; ...
Pri podrobnejšom skúmaní LLVM inštrukcií, ktoré sú výstupom prednej časti spät-
ného prekladu, je možné pozorovať vytvorenú deklaráciu funkcie fabsf() na prvom riadku
ukážky 7.6 (výstup je skrátený pre vyjadrenie podstaty). Pre uľahčenie vývoja sú pri genero-
vaní LLVM inštrukcií vložené komentáre. Jedným z týchto komentárov je i uvedenie pôvod-
nej inštrukcie, ktorá je následne rozgenerovaná do postupnosti inštrukcií LLVM. V ukážke je
rozgenerovaná pôvodná inštrukcia
”
bic“ (odvodené od anglického pomenovania
”
bit clear“),
ktorá je v tomto prípade hľadným inštrukčným idiomom (podrobnejšie skúmaný v kapitole
3.5.17). Pôvodné rozgenerovanie reprezentácie LLVM inštrukcií tak bolo nahradené volaním
funckie fabsf(). Túto náhradu uskutočňuje práve implementovaná analýza idiomov.
7.3 Testovanie analýzy idiomov
Všetky nájdené idiomy, ktoré zatemňovali výstup spätného prekladu, boli implementované.
Rozdielna reprezentácia inštrukcií jednotlivých platforiem v prednej časti spätného prekla-
dača však zhoršuje zavedenie univerzálneho riešenia.
Plánovanie a použitie iných optimalizácií vrámci rôznych úrovní optimalizácií prekla-
dača boli brané v úvahu aj pri testovaní. Testy preto odzrkadľujú celkovú úspešnosť na
rôznych úrovniach optimalizácie a s tým späté plánovanie inštrukcií na jednotlivých opti-
malizáciach (použitím GNU GCC sú to optimalizácie -O0, -O1, -O2, -O3 a -Os). Pri ko-
rektnom nahradení inštrukčného idiomu na danej optimalizácii bol v testoch k výsledku
pripočítaný bod. Pri neúspešnom vyhľadaní inštrukčného idiomu, testovaný spätný prekla-
dač bod nezískal.
Výsledky testov sprehľadňuje tabuľka 7.1, zároveň umožňuje porovnať úspešnosť nahra-
denia jednotlivých idiomov s Hex – Rays Decompiler vo verzii 1.9. V zátvorke pri teste je
uvedený maximálny počet bodov, ktoré je možné za daný idiom získať (počet výskytov inš-
trukčného idiomu na platforme použitím rôznych optimalizácií). Pri testovaní bol použitý
prekladač GNU GCC a to v rôznych verziách. Pre architektúru MIPS bol použitý prekla-
dač GNU GCC vo verzii 4.1.1, pre architektúru ARM vo verzii 4.3.5 a pre architektúru
x86 prekladač GNU GCC označený verziou 4.7.2.
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Tabuľka 7.1: Prehľad testov na implementované idiomy
Názov inštrukčného idiomu ARM MIPS x86
Lissom/Hex –Rays Lissom Lissom/Hex –Rays
Test na záporné číslo 5/0 (5) 5 (5) 0/0 (5)
Test na nezáporné číslo 5/0 (5) 5 (5) 5/0 (5)
Vynulovanie všetkých bitov registra 0/0 (0) 0 (0) 1/1 (1)
Násobenie mocninou dvojky 5/5 (5) 5 (5) 5/5 (5)
Delenie mocninou dvojky 5/5 (5) 0 (1) 0/4 (4)
Delenie konštantou −2 5/5 (5) 0 (0) 0/4 (4)
Optimalizácia −x− 1 5/0 (5) 5 (5) 5/0 (5)
Modulo mocninou dvojky (znamienkové) 4/3 (4) 0 (0) 0/1 (4)
Modulo mocninou dvojky (beznamienkové) 5/1 (5) 5 (5) 0/0 (5)
Modulo konštantou 2 4/2 (5) 0 (0) 0/0 (4)
Prevrátenie znamienka čísla float 5/0 (5) 5 (5) 0/0 (0)
Optimalizácia znamienkového modula 4/4 (4) 0 (0) 0/4 (4)
Optimalizácia znamienkového modula, test č. 2 4/4 (4) 0 (0) 0/4 (4)
Optimalizácia beznamienkového modula 4/4 (4) 0 (0) 0/4 (4)
Optimalizácia beznamienkového modula, test č. 2 4/4 (4) 0 (0) 0/4 (4)
Bezznamienkové delenie konštantou 4/4 (4) 0 (0) 0/4 (4)
Bezznamienkové delenie konštantou, test č. 2 4/4 (4) 0 (0) 0/4 (4)
Znamienkové delenie konštantou 4/4 (4) 0 (0) 0/4 (4)
Znamienkové delenie konštantou, test č. 2 4/4 (4) 0 (0) 0/4 (4)
Optimalizácia volania funkcie copysignf() 5/0 (5) 5 (5) 0/0 (0)
Absolútna hodnota čísla float 5/0 (5) 5 (5) 0/0 (0)
Výsledok 90/53 (91) 40 (41) 16/47 (73)
Niektoré inštrukčné idiomy boli otestované viacerými testami. Dôvodom je použitie
rozdielnych inštrukcií v závislosti od použitia rôznych konštánt v zápise programu. Z tohoto
dôvodu je vhodné začleniť do testovacej sady viacero testov pre overenie korektnosti riešenia.
Ako je možné vidieť, najhoršie v testovaní dopadla architektúra x86. Dôvodom tejto
neúspešnosti je zložitá sémantika jednotlivých inštrukcií pri ich reprezentovaní. Napríklad
elementárna inštrukcia, realizujúca logický posun vpravo, je reprezentovaná až pomocou 36
inštrukcií LLVM. Implementácia analýzy idiomov pre x86 by tak bola zložitá a i napriek
tomu by korektná detekcia inštrukčného idiomu nebola vždy úspešná. V najhoršom prí-
pade by neprehľadná a zložitá implementácia mohla nesprávne detekovať inštrukčný idiom
na postupnosti, ktorá v skutočnosti inštrukčným idiomom nie je. Tým by boli prevádzané
zmeny, ktoré by zmenili sémantiku spätne prekladaného programu, čo je pochopiteľne ne-
žiadúce. Korektná rekonštrukcia inštrukčných idiomov na platforme x86 je preto predme-
tom ďalšieho vývoja spätného prekladača projektu Lissom. Výsledky porovnania úspešnosti
analýzy idiomov sú vizualizované na obrázku 7.1.
Je nutné však podotknúť, že spätný preklad pomocou konkurenčného spätného prekla-
dača bol realizovaný so zapnutými ladiacimi informáciami pre spätne prekladané spustiteľné
súbory. Dôvodom boli problémy pri spätnom preklade, keď v niektorých prípadoch nebola





















Obr. 7.1: Porovnanie úspešnosti analýzy idiomov s Hex – Rays Decompiler
7.4 Náročnosť analýzy idiomov pri spätnom preklade
Pre získanie odhadu dopadu časovej náročnosti analýzy idiomov bolo uskutočnených nie-
koľko testov. Tieto testy reflektujú náročnosť doby analýzy idiomov k celkovej dobe nutnej
k spätnému prekladu. Vytvorený test, pozostávajúci zo všetkých implementovaných idi-
omov, je označený ako test č. 1. Test označený ako test č. 2 pozostáva zo všetkých imple-
mentovaných pomocných funkcií z libgcc. Rýchlosť analýzy idiomov však priamo úmerne
závisí od počtu inštrukcií, ktoré je nutné skúmať, je ale závislá aj od hustoty výskytu
implementovaných idiomov v binárnom súbore.
Testy boli realizované na 64 bitovom systéme GNU/Linux bežiacom na Intel Core i7
taktovanom na frekvencii 2.9 GHz. Dostupných bolo 8 GB DDR3 RAM. Spätný prekladač
bol preložený prekladačom GNU GCC vo verzii 4.7.2 použitím optimalizácií (-O2). Testy
boli prevádzané šesťkrát a čas analýzy bol spriemerovaný, pričom prvý pokus sa do testov
nepočítal (kvôli latenciám, ktoré spôsobuje napríklad načítanie knižníc apod.). Binárne
súbory boli preložené pomocou arm-elf-gcc, ktorý vychádza z prekladača GNU GCC, je
však preložený s konfiguráciou zameranou na architektúru ARM 1. Pri preklade boli zapnuté
optimalizácie (-O2) a z binárnych súborov boli odstránené ladiace informácie. Výsledky
testov sú vynesené sprehľadnené tabuľkami, pre test č. 1 sú výsledky uvedené v tabuľke
7.2, pre test č. 2 sú výsledky dostupné v tabuľke 7.3.
1. beh 2. beh 3. beh 4. beh 5. beh priemer
Celková doba spätného prekladu 17,46s 17,46s 17,38s 17,38s 17,43s 17,43s
Čas strávený analýzov idomov 0,13s 0,13s 0,14s 0,14s 0,14s 0,14s
Percentuálny podiel analýzy idiomov 0,745% 0,745% 0,806% 0,806% 0,803% 0,803%
Obr. 7.2: Výsledky testu časovej náročnosti analýzy idiomov
1http://www.gnuarm.com/
38
1. beh 2. beh 3. beh 4. beh 5. beh priemer
Celková doba spätného prekladu 9,50s 9,40s 9,37s 9,56s 9,48s 9,48s
Čas strávený analýzov funckií 0,01s 0,01s 0,02s 0,01s 0,01s 0,01s
Percentuálny podiel analýzou funkcií 0,105% 0,106% 0,213% 0,105% 0,106% 0,106%
Obr. 7.3: Výsledky testu časovej náročnosti analýzy pomocných funkcií z libgcc
Pri spätnom preklade pozostáva test označený ako test č. 1 z 2797 inštrukcií vo vstup-
nom vektore analýzy. Preložený zdrojový kód má veľkosť 360KB. Druhý test, test č. 2
tvorí po preklade spustiteľný súbor s veľkosťou 224KB, pri spätnom preklade sa vo vektore
inštrukcií nachádza len 336 inštrukcií.
Ako je možné vidieť na testoch, analýza idiomov a funkcií z libgcc trvá zanedbateľný
čas spätného prekladu. Analýzy majú preto minimálny dopad na dobu spätného prekladu.
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8. Zhodnotenie
Táto práca prezentovala problematiku spätného inžinierstva a predviedla krátky súhrn dos-
tupných nástrojov dnes využívaných nástrojov pre spätné inžinierstvo. Niektoré z týchto
nástrojov pomohli vzniku tejto práce zameranej predovšetkým na optimalizácie z pohľadu
inštrukčných idiomov.
Čitateľ bol podrobne oboznámený s problematikou optimalizácií pomocou inštrukčných
idiomov a dôvodmi ich zavedenia pri preklade. Inštrukčné idiomy boli rozdelené na základe
ich závislosti na náväznosti na platformu na platformovo – závislé a platformovo – nezávislé.
Ďalej čitateľ získal prehľad o dnes využívaných inštrukčných idiomoch v rôznych preklada-
čoch pri preklade na rozdielne cielené architektúry.
Pomocné knižničné funkcie z knihovni libgcc dodávajú základný prehľad spôsobu práce
s číslami v plávajúcej desatinnej čiarke na architektúrach nepodporujúce čísla s desatinnou
čiarkou, či prácu s číslami reprezentovanými na dvoch registroch na 32 bitovej architektúre
bez podpory 64 bitových čísiel.
Čitateľ sa oboznámil so spätným prekladačom projektu Lissom, ako i s jeho architek-
túrou. Jednotlivé časti spätného prekladu prezentujú náročnosť a riešené problémy spojené
s náročnosťou spätného prekladu. Predstavená vnútorná reprezentácia pomocou inštrukcií
LLVM však pomáha niektoré problémy efektívne riešiť.
Napriek uvedeným implementačným problémom, ktoré sú popísané v časti 6, sa poda-
rilo replikovať, detekovať a implementovať pomerne veľké množstvo optimalizácií pomocou
inštrukčných idiomov. Spätný preklad pomocou spätného preklača tak na výstupe dáva
zrozumitelnejšie a čitateľnejšie výsledky, než tomu bolo bez transformácie inštrukčných idi-
omov na ich pôvodný tvar.
Návrh triedy IdiomsAnalysis, ktorá analyzuje idiomy v spätnom prekladači, umožňuje
bez väčších problémov pridať potenciálne ďalšie idiomy pri prípadnom zavedení podpory
iných architektúr.
V súčasnej implementácii sú problémy s detekciou a transformáciou zložitejších idiomov
na architektúre x86. Dôvodom je pomerne náročná sémantika jednotlivých inštrukcií, čo so
sebou prináša nebezpečie nahradenia inštrukcií, kde sa idiom nevyskytuje. Naviac by bolo
začlenenie implementácie veľmi náročné a i prípadné začlenenie by malo veľmi negatívny
dopad na dobu analýzy inštrukčných idiomov. Tento problém je predmetom ďalšieho vývoja
spätného prekladača projektu Lissom.
Implementované idiomy boli otestované na sade niekoľkých testov, ktoré boli vo väčšine
prípadoch úspešné. Fáza analýzy idiomov tak bola úspešne začlenená do spätného prekla-
dača a dnes je jeho súčasťou.
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A. Značenie a symbolický zápis inštrukcií
Vzhľadom na rozmanitosť inštrukčných sád a názvov jednotlivých inštrukcií sú v tejto práci
zavedené jednotné pomenovania inštrukcií, ktoré sprehľadnuje tabuľka A.1.
Inštrukcia začína názvom. Za názvom môže byť volitelne stanovená bitová šírka. Ďalej
nasleduje cieľový register, kde je uložený výsledok operácie. Druhý a prípadný tretí argu-
ment inštrukcie definujú operandy inštrukcie, ktoré môžu byť registre, konštanty, prípadne
hodnoty v pamäti. V prípade, že konštante predchádza prefix
”
0x“, konštanta je zapísaná
v hexadecimálnom tvare. V opačnom prípade je zápis dekadický.
Registre obecného použitia sú indexované od nuly. Pre adresovanie parametrov na zá-
sobníku sa používa register sp a návratové hodnoty z funkcii sú predané v registri r0.
Tabuľka A.1: Prehľad zavedeného značenia inštrukcií.
Syntax inštrukcie Sémantika inštrukcie
mov r1, #5 Priradenie hodnoty 5 do registra r1
load r1, [r2] Priradenie hodnoty na adrese v pamäti danou obsahom re-
gistra r2 do registra r1.
store [r1], r2 Uloženie hodnoty danou obsahom registra r2 na adresu danú
obsahom registra r1.
imul r1, r2, r3 Znamienkové násobenie obsahu registra r2 a r3, výsledok je
uložený v registri r1.
imull r0, r1, r2, r3 Znamienkové násobenie obsahu registra r2 a r3, výsledok je
uložený v registrovom pári r1:r0.
umul r1, r2, r3 Bezznamienkové násobenie hodnôt danými obsahmi regis-
trov r2 a r3, výsledok uložený do registra r1.
umull r0, r1, r2, r3 Bezznamienkové násobenie hodnôt danými obsahmi regis-
trov r2 a r3, výsledok uložený do registrového páru r1:r0.
idiv r1, r2, r3 Znamienkové delenie čísla uloženého v registri r2 číslom ulo-
ženým v registri r3, výsledok operácie je uložený v registri
r3.
udiv r1, r2, r3 Podobne ako idiv r1, r2, r3, delenie je však bezznamien-
kové.
shr r1, #2 Bitový posun obsahu registra r1 o 2 bity vpravo.
sla r1, #2 Aritmetický bitový posun obsahu registra r1 o 2 bity vľavo.
sll r1, #2 Logický bitový posun obsahu registra r1 o 2 bity vľavo.
xor r1, r2, r3 Bitová exkluzívna dizjunkcia obsahov registrov r2 a r3, vý-
sledok je uložený v registri r1.
and r1, r2, r3 Bitová konjunkcia obsahov registrov r2 a r3, výsledok je
uložený v registri r1.
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Tabuľka A.1: Prehľad zavedeného značenia inštrukcií.
Syntax inštrukcie Sémantika inštrukcie
or r1, r2, r3 Bitová dizjunkcia obsahov registrov r2 a r3, výsledok je ulo-
žený v registri r1.
add r1, r2, r3 Sčítanie obsahu registrov r2 a r3 a výsledok je uložený v re-
gistri r1.
sub r1, r2, r3 Odčítanie obsahu registra r2 od obsahu registra r3, výsledok
je uložený v registri r1.
mod r1, r2, r2 Obsah registra r2 modulo obsah registra r3, výsledok je
uložený v registri r1.
call fabs Zavolanie podprogramu s názvom fabs.
push r1 Uloženie hodnoty danou obsahom registra r1 na programový
zásobník.
ret Návrat z podprogramu.
jeq r1, r2, nav Porovnanie obsahu registrov r1 a r2. V prípade, že obsah
registra r1 je rovný obsahu registra r2, uskutoční sa skok
na adresu danú náveštím nav.
jne r1, r2, nav Podobne ako jeq, skok sa však uskutoční, ak obsah registra
r1 nie je rovný obsahu registra r2.
jlt r1, r2, nav Podobne ako jeq, skok sa však uskutoční, ak hodnota v re-
gistri r1 je menšia ako hodnota v registri r2.
jgt r1, r2, nav Podobne ako jeq, skok sa však uskutoční, ak hodnota v re-
gistri r1 je väčšia než hodnota v registri r2.
jge r1, r2, nav Podobne ako jeq, skok sa však uskutoční, ak hodnota v re-
gistri r1 je väšia alebo rovná hodnote v registri r2.
jle r1, r2, nav Podobne ako jeq, skok sa však uskutoční, ak hodnota v re-
gistri r1 je menšia alebo rovná hodnote v registri r2.
Zápis programov vo vyšších programovacích jazykoch odpovedá jazyku C podľa normy
ISO/IEC 9899:1999.
45
B. Pomocné funkcie z libgcc a ARM EABI
Pri práci s funkciami na architektúre ARM je využívaný Procedure call standard, ktorý
využíva predávanie argumentov pomocou registrov. Pre upresnenie parametrov sa v libgcc
používa zavedená konvencia pomenovania pomocných funkcií:
<názov operácie><typ argumentov><počet argumentov + 1>
a v prípade konverzií:
<názov operácie><typ argumentu><typ výsledku>
Bitovú šírku v prekladači GNU GCC presne definujú typy:
libgcc ARM EABI Sémantika typu
SFmode f 32 bitové číslo s plávajúcou desatinnou čiarkou
DFmode d 64 bitové číslo s plávajúcou desatinnou čiarkou
SImode i/ui 32 bitové číslo s pevnou desatinnou čiarkou
DImode il/ul 64 bitové číslo s pevnou desatinnou čiarkou
Z pomenovania typov sú nasledne odvodené jednotlivé pomenovania typov argumentov,
použitých v knižničných funkciách. Názvy pomocných funkcií z ARM EABI sú pomenované
rozdielnym, avšak intuitívnym spôsobom.
Mená funkcií nižšie sú uvedené bez uvodzovacieho prefixu
”
“, ktorý je využívaný pri
zápise v programoch. Znak
”
→“ značí smer pretypovania.
Tabuľka B.1: Prehľad implementovaných pomocných funkcií libgcc a ARM EABI.
Názov funkcie Sémantika funkcie
absvdi2, absvsi2 absolútna hodnota
addvdi3, addvsi3 sčítanie
adddf3, addsf3, aeabifadd, aeabidadd sčítanie
ashldi3, aeabillsl aritmetický posun vľavo
ashrdi3, aeabilasr aritmetický posun vpravo
lshrdi3, aeabillsr logický posun vpravo
divdi3, divsi3 delenie
muldi3 násobenie
moddi3, modsi3 operácia modulo
powidf2, powisf2 mocnina
mulvdi3, aeabilmul násobenie
udiv w sdiv bezznamienkové delenie vy-
užitím znamienkového
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Tabuľka B.1: Prehľad implementovaných pomocných funkcií libgcc a ARM EABI.
Názov funkcie Sémantika funkcie
udivdi3, udivsi3 bezznamienkové delenie
umoddi3, umodsi3 operácia modulo
subvdi3, subvsi3 odčítanie
negvdi2, negvsi2, negdi2 prevrátenie znamienka
udivmoddi4, aeabiuldivmod, aeabildivmod operácia delenie a modulo
divdf3, divsf3, aeabiddiv, aeabifdiv znamienkové delenie
muldf3, mulsf3, aeabidmul, aeabifmul násobenie
negdf2, negsf2 prevrátenie znamienka
subdf3, subsf3, aeabifsub, aeabidsub odčítanie
aeabifrsub, aeabidrsub odčítanie (opačné poradie
operandov)
aeabid2uiz double → unsigned int
aeabif2uiz float → unsigned int
extendsfdf2, aeabid2f float → double
fixdfdi, aeabid2lz double → long long int
fixdfsi, aeabid2iz double → int
fixsfdi, aeabif2lz float → long long int
fixsfsi, aeabif2iz float → int
fixunsdfdi, aeabid2ulz double → unsigned long long
fixunsdfsi double → unsigned
fixunssfdi, aeabif2ulz float→ unsigned long long int
fixunssfsi float → unsgined int
floatdidf, aeabil2d long long int → double
floatdisf, aeabil2f long long int → float
floatsidf, aeabii2d int → double
floatsisf, aeabii2f int → float
floatundidf, aeabiul2d unsigned long long → double
floatundisf, aeabiul2f unsigned long long int→ float
floatunsidf, aeabiui2d unsgigned int → double
floatunsisf, aeabiui2f unsigned int → float
truncdfsf2, aeabif2d double → float
bswapdi2, bswapsi2 zmena poradia bajtov
clzdi2, clzsi2 počet núl od začiatku
ctzdi2, ctzsi2 počet núl od konca
div0 volané pri delení nulou
ffsdi2, ffssi2 index jednotkového bitu
sprava
paritydi2, paritysi2 spočítanie parity
popcountdi2, popcountsi2 počet jednotkových bitov
cmpdf2, cmpsf2 porovnanie čísiel s plávajúcou
desatinnou čiarkou
cmpdi2, aeabilcmp porovnanie čísiel s pevnou de-
satinnou čiarkou
eqdf2, eqsf2, aeabidcmpeq, aeabifcmpeq test na rovnosť
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Tabuľka B.1: Prehľad implementovaných pomocných funkcií libgcc a ARM EABI.
Názov funkcie Sémantika funkcie
gedf2, gesf2, aeabidcmpge, aeabifcmpge porovnanie na rovnosť, väčší
než
gtdf2, gtsf2, aeabidcmpgt, aeabifcmpgt test na väčší
ledf2, lesf2, aeabidcmple, aeabifcmple porovnanie na rovnosť, menší
než
ltdf2, ltsf2, aeabidcmplt, aeabifcmplt test na menší
nedf2, nesf2 test na nerovnosť
ucmpdi2, aeabiulcmp bezznamienkové porovanie
unorddf2, aeabi dcmpun isunordered(a, b)
unordsf2, aeabi fcmpun isunordered(a, b)
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C. Obsah priloženého DVD
Súbor/Adresár Popis
bin/ Adresár s preloženými programami.
doc/ Adresár s textom práce v LATEX.
mingw/ Súbory nutné pre preklad a beh aplikácie na
platforme Microsoft Windows.
src/ Adresár so zdrojovými kódmi.
tests/output/Hex-Rays/ Výstupy testov pri použití Hex – Rays Decompi-
ler.
tests/output/Lissom/ Výstupy testov pri použití Lissom Decompiler.
tests/input/ Testy použité pri porovnávaní výstupov spät-
ných prekladačov.
Makefile Súbor GNU Make pre preklad a spustenie apli-
kácie.
README Súbor s inštrukciami pre použitie obsahu DVD.
test.sh Skript pre spustenie priložených testov.
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