
































1. はじめに ........................................................................................................................ 1 
2. メタデータの共有 .......................................................................................................... 3 
2.1. Linked Open Data ................................................................................................ 3 
2.2. メタデータスキーマ ............................................................................................... 5 
2.2.1. メタデータ語彙定義 ....................................................................................... 5 
2.2.2. メタデータ記述規則 ....................................................................................... 7 
2.3. メタデータ記述規則を共有するメリットと現状 ................................................. 10 
3. メタデータスキーマの設計 ......................................................................................... 11 
3.1. Dublin Core Application Profile ......................................................................... 11 
3.2. メタデータ記述規則の設計プロセス ................................................................... 12 
3.3. アジャイル開発モデル ......................................................................................... 15 
3.4. メタデータ情報共有のためのガイドライン ......................................................... 15 
3.5. メタデータ記述規則の設計プロセスの問題点 ..................................................... 16 
4. アジャイル開発モデルに基づくメタデータスキーマ設計手法 ................................... 18 
4.1. アジャイル開発モデルに基づくメタデータ記述規則の設計手法の提案 ............. 18 
4.2. 関連研究 ............................................................................................................... 23 
5. メタデータ記述規則の設計支援システム .................................................................... 24 
5.1. 支援 1：メタデータ作成ツールの RDB の情報を用いたメタデータ記述規則のひな
形生成 25 
5.1.1. DB スキーマを基にしたグラフ構造の構築パターンとアルゴリズム .......... 25 
5.1.2. メタデータ語彙の探索手法 .......................................................................... 36 
5.2. 支援２：メタデータ記述規則を基にしたメタデータ作成ツールのひな形生成 ... 42 
6. 支援システムの実現 .................................................................................................... 50 
6.1. Ruby on Rails ...................................................................................................... 50 
6.2. 支援システムの開発とその利用方法 ................................................................... 52 
6.2.1. ToDsp：グラフ構造の構築とメタデータ語彙の探索支援 ............................ 52 
6.2.2. ToRat：メタデータ作成ツールの DB スキーマ構築支援 ............................ 54 
7. 支援システムの評価・考察 ......................................................................................... 57 
7.1. RDF のグラフ構造と RDB スキーマの構築に対する評価・考察 ........................ 57 
7.2. メタデータ語彙の探索に対する評価・考察 ......................................................... 65 
8. おわりに ...................................................................................................................... 66 
9. 謝辞 ............................................................................................................................. 68 
 ii 
参考文献 .............................................................................................................................. 69 
付録 A ................................................................................................................................. 72 
付録 B ................................................................................................................................. 76 
 
図目次 
図 1	 5 ★ Oepn Data：星が増えるほど相互利用性の高いデータとなる ........................ 1 
図 2	 RDF グラフの例 ....................................................................................................... 4 
図 3	 LOD クラウド ........................................................................................................... 4 
図 4	 クラスとプロパティ .................................................................................................. 6 
図 5	 メタデータ語彙定義の例 ........................................................................................... 6 
図 6	 メタデータ語彙定義とメタデータ記述規則の関係 ................................................... 8 
図 7	 Description Template と Statement Template で記述可能な制約の範囲 ............ 10 
図 8	 Singapore Framework ........................................................................................... 12 
図 9	 メタデータ記述規則の失敗例 ................................................................................. 13 
図 10	 メタデータ記述規則の修正例 ............................................................................... 13 
図 11	 メタデータ記述規則の設計プロセス ..................................................................... 14 
図 12	 メタデータ記述規則のグラフ構造が異なる例 ...................................................... 17 
図 13	 メタデータ記述規則の設計プロセスを 3 つのアイデアに適応させたもの ........... 21 
図 14	 メタデータ作成ツールの開発を組み込んだメタデータ記述規則の設計手法 ....... 22 
図 15	 メタデータ記述規則の設計手法と支援 1,2 の関係図 ............................................ 24 
図 16	 テーブルとグラフの関連図の書き方 ..................................................................... 25 
図 17	 関連を持たないテーブルの場合のグラフ構造の構築 ........................................... 26 
図 18	 1 対 1 の場合のグラフ構造の構築 ......................................................................... 27 
図 19	 1 対多でカラムの数が 2 つ以上の場合のグラフ構造への構築 ............................. 28 
図 20	 1 対多でカラムの数が 1 つの場合のグラフ構造への構築 ..................................... 29 
図 21	 多対多の場合のグラフ構造への構築 ..................................................................... 30 
図 22	 RDB スキーマからの RDF のグラフ構造の構築：MAIN アルゴリズム .............. 31 
図 23	 developStatementTemplates() アルゴリズム ..................................................... 32 
図 24	 transformModelToDescriptionTemplate()アルゴリズム .................................... 33 
図 25	 storeDescriptionTemplate()アルゴリズム ........................................................... 34 
図 26	 judgePattern()アルゴリズム ................................................................................ 35 
図 27	 transformModelToStatementTemplate()アルゴリズム ...................................... 36 
図 28	 メタデータ語彙の探索に必要なキーワードの割当 ............................................... 37 
 iii 
図 29	 プロパティを探索するための SPARQL 文 ........................................................... 41 
図 30	 クラスを探索するための SPARQL 文 .................................................................. 41 
図 31	 関連を持たず最大出現回数が 2 回以上のプロパティを含む場合の構築 .............. 43 
図 32	 空白ノードと 1 対 1 の関連を持つ場合の構築 ...................................................... 44 
図 33	 URI を持つリソースと 1 対 1 の関連を持つ場合の構築 ....................................... 44 
図 34	 リソース同士が 1 対多の関連を持つ場合の構築 .................................................. 45 
図 35	 RDF のグラフ構造から RDB スキーマの構築：MAIN アルゴリズム ................. 46 
図 36	 developMany-to-manyRelation()アルゴリズム ................................................... 47 
図 37	 developModels()アルゴリズム .............................................................................. 48 
図 38	 developRecordSet()アルゴリズム ......................................................................... 49 
図 39	 Ruby on Rails によるアプリケーションの入力画面の例 ..................................... 52 
図 40	 db/schema.rb の記述例 ......................................................................................... 53 
図 41	 app/models にあるファイルの例（book.rb の場合） ........................................... 54 
図 42	 ToDsp の実行画面 ................................................................................................ 54 
図 43	 生成されたメタデータ作成ツールのトップ画面例 ............................................... 55 
図 44	 生成されたメタデータ作成ツールの入力フォーム例 ........................................... 56 
図 45	 メタデータ作成ツールからの RDF 出力例 ........................................................... 56 
図 46	 サンプル R のグラフ構造を表現した RDB スキーマ ............................................ 61 
図 47	 構築された DB スキーマに対する問題 ................................................................. 64 
 
表目次 
表 1	 『Guidelines for DCAPs』と提案プロセスとの関係 ............................................. 21 
表 2	 Active Record の関連一覧 ...................................................................................... 30 
表 3	 LOV のメタデータ語彙カテゴリ ............................................................................ 39 
表 4	 Ruby on Rails で生成されるディレクトリやファイルの一覧 ................................ 51 
表 5	 メタデータ記述規則のサンプル一覧 ....................................................................... 58 
表 6	 メタデータ記述規則のサンプルの分類 ................................................................... 60 
表 7	 ToRat の実行結果 ................................................................................................... 60 
表 8	 Rails アプリケーションのサンプル一覧 ................................................................. 61 
表 9	 ToDsp の実行結果 .................................................................................................. 63 





	 様々なコミュニティによって Web 上に多種多様なメタデータが公開され、利用されてい
る。特に最近では、誰でも利用、アクセス、再利用、再配布が可能なデータを Open Data[1] 








★1.	 （形式は問わず）メタデータをオープンライセンスで Web 上に公開すること 
★2.	 メタデータを構造化データとして公開すること（例：表のスキャン画像よりも Excel） 
★3.	 非独占の形式を利用すること（例：Excel より CSV） 




図  1	 5 ★  Oepn Data：星が増えるほど相互利用性の高いデータとなる  
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 ここで★4 の様に、物事を全て URI で示し、グラフ構造でデータを記述する表現を
Resource Description Framework（RDF）と言う。また、★5 の様にデータを RDF で記




	 しかしながら、現在 Open Data として提供されているデータは★1 から★3 に該当する
ものがほとんどで、★4、★5 に該当するものはまだまだ少ない[28]。その理由の一つとし























2.1. Linked Open Data 
	 従来の Web は、HTML 文書がハイパーリンクで結び付けられて出来ている。人間は
HTML 文書に書かれた情報を解釈し、利用する事が出来るが、計算機には難しい。しかし、
計算機も情報の意味が解釈出来れば、人間の情報探索と利用を支援することが可能となる。
計算機が情報の意味を解釈するために、従来の HTML 文書とそのリンクで構成される Web 
of Documents に加えて、計算機による解釈が可能なデータとそのリンクで構成される Web 
of Data を構築する必要がある。この様な考えは Semantic Web とも呼ばれる[4][5]。 
	 この Web of Data の考えに沿って、データを公開・共有するための技術・取り組みを
Linked Data と呼び、更にデータをオープンライセンスで公開したものを特に Linked 
Open Data（LOD）と呼ぶ。ここで、「オープンライセンス」とは、具体的には誰でも利用、
アクセス、再利用、再配布が可能であることを指す。また LOD に限らず、オープンライセ
ンスで公開されたデータを Open Data と呼ぶ。Linked Data は、具体的には以下の 4 つの
原則を満たすものを指す[2]。 
 
l ものの名前として URI を使うこと 
l ものの名前の参照が HTTP URI で出来ること 
l URI を見に行った時、RDF や SPARQL の様な標準技術によって、それに対する有
用な情報を提供出来るようにすること 
l より多くのものが発見出来るよう、データの中に他の URI へのリンクを入れること 
 
	 Linked Data では、Resource Description Framework（RDF）[6]というモデルに従って









まり、LOD はまさに Web of Data の実現であると言える。また RDF では、SPARQL[26]
という RDF クエリ言語を使ってデータの検索を行うことが出来る。LOD として公開され
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ているデータセットは、SPARQL で検索可能な API として公開されていることが多い。こ
の API のアクセス先となる URI を SPARQL Endpoint と呼ぶ。 
 
図  2	 RDF グラフの例  
 
 
図  3	 LOD クラウド  
 
	 LOD の取り組みは広がってきており、295 個のデータセットが公開されている 2011 年
の 9 月時点[8] から、現在も更に増え続けている。図 3 は 2011 年 9 月時点の LOD のリン
クの広がりを表現したものである。 
	 一方で、Open Data も急速に普及している。Open Data は地域やコミュニティ毎のポー
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タルサイトで公開されることが多く、2014 年 1 月現在で、米国政府が提供する Data.gov1で
は 8 万件以上、英国政府が提供する Data.gov.uk2では 1 万 7000 件以上のデータセットが
公開されている。日本でも 2013 年 12 月に、試行版として日本の各府省の保有データを公
開する data.go.jp3が開設され、9000 件以上のデータセットが公開された。この様に、Open 
Data として公開されるデータセットの数と比べると、RDF や LOD の形で公開されるデー






















	 メタデータ語彙定義とは、一般的には RDF スキーマ（RDFS）[11]を使って定義される
もので、RDF の記述に必要なプロパティやクラスを定義するためものである。また、RDFS
自身も RDF を用いて記述する。本研究では、このプロパティやクラスを総称してメタデー












RDF では、プロパティとクラスを全て URI で表現する。「foaf:name」や「foaf:Person」
は 名 前 空 間 接 頭 辞 を 用 い た 略 称 で あ り 、「 http://xmlns.com/foaf/0.1/name 」、
「http://xmlns.com/foaf/0.1/Person」と表記することもできる。名前空間接頭辞「foaf:」で




図  4	 クラスとプロパティ  
 
 
図  5	 メタデータ語彙定義の例  
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義され Web 上で公開されている。有名なものでは Dublin Core Metadata Initiative（DCMI）
が定義した、ドキュメント等のメタデータに対して汎用的に用いることが出来る DCMI 
Metadata Terms4がある。また、Dan Brickley らが提案する、人や組織についてのメタデ
ータを表現するために用いられる FOAF5がある。最近では、Google や Yahoo 等が協力し
































図  6	 メタデータ語彙定義とメタデータ記述規則の関係  
 
	 本研究では、メタデータ記述規則を形式的に表現するための書式として、DCMI が提案
している Description Set Profile（DSP）[12] を採用している。DSP では、上記で述べた
（1）〜（2）を表現することが出来る。（3）と（4）の作成については本研究では支援の対
象としない。また実際に用いる DSP は、メタデータ基盤協議会が提案する OWL-DSP[13]
の形式で記述されたものを用いる。 
	 DSP では、メタデータの構造に注目して制約を詳細に定義することが出来る。DSP は大
きく Description Template と Statement Template の 2 つの要素で構成されている。図 7
は Description Template と Statement Template、それぞれで制約可能な範囲を図に示し
たものである。Statement Template はあるリソースに対する 1 つ 1 つのメタデータ記述項
目についての制約を記述したものである。Description Template はリソース自身について
の制約であり、Statement Template の集合を含んだものである。そのため、Description 
Template と Statement Template は常に 1:N（N は自然数）の関係となっている。 




l Description Template の名前（ラベル） 
l リソースが URI を持つかどうか（URI を持たないリソースを空白ノードと呼ぶ） 
l リソースに付けるクラス（メタデータ語彙定義から選択） 
l URI に対する制約（名前空間の指定など） 
l Description Template が持つ Statement Template の集合 
 
	 Statement Template は主に以下の制約を記述することが出来る。ここでは、プロパティ
や項目値についての制約を記述する。また、項目値には更に Description Template が続く
場合もある。 
 
l Statement Template の名前 
l プロパティ（メタデータ語彙定義から選択） 
l 項目値のタイプに対する制約（URI、リテラル、Description Template のどれか） 
l 項目値の制約（リテラルの場合、文字列か数値か日付かなど、また統制語彙の様な
特定の語彙の集合を定義することも出来る） 
l Statement Template の最大出現回数（繰り返し不可ならば 1 など） 
l Statement Template の最小出現回数（任意であれば 0、必須であれば 1 など） 
 
	 これらの DSP の概念を、Web Ontology Language（OWL）[14]で表現可能にしたもの
が OWL-DSP である。OWL は、RDF を用いて表現することが出来るオントロジーを記述
するための言語である。OWL は、2.2.1 項で説明した RDFS よりもクラスやプロパティの
制約を詳細に記述論理に基づいて記述することが出来る。しかしながら、実際にメタデー
タを記述する際には、クラスやプロパティを中心とした制約だけでなく、本項で説明した









図  7	 Description Template と Statement Template で記述可能な制約の範囲  
 
2.3. メタデータ記述規則を共有するメリットと現状 
	 多くの場合、RDF や LOD の形で公開されたメタデータの利用者は、2.1 節でも述べた
RDF クエリ言語 SPARQL を用いて各データセットから必要な情報を取得する。しかし、








	 しかし 2.2.1 項で述べた様に、メタデータ語彙定義が Web 上で公開される傾向にある一
方で、メタデータ記述規則が Web 上に第三者がアクセス出来る状態で公開されることは少



















3.1. Dublin Core Application Profile 
	 DCMI は、メタデータ記述規則の設計プロセスとして『Guidelines for Dublin Core 




ームワークである Singapore Framework [16]を紹介すると共に、DCAP を設計するプロセ




l Domain Model（必須）…メタデータの概念的なモデル 
l Description Set Profile（DSP）（必須）…メタデータ記述項目の詳細な制約 
l Usage Guidelines（任意）…DSP を補足するドキュメント 
l Syntax Guidelines and Data Formats（任意）…メタデータの構文に関するガイド
ライン 
 
	 これらは図 8 に示す様に、Functional Requirements から定義し、それを基に Domain 




1. Functional Requirements を定義する（必須） 
2. Domain Model を選択または開発する（必須） 
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3. メタデータ語彙を選択または定義する（必須） 
4. DSP を使ってメタデータ記述項目を設計する（必須） 
5. Usage Guidelines を作成する（任意） 
6. Syntax Guidelines を作成する（任意） 
 
	 本研究で提案する設計手順は、この『Guidelines for DCAPs』の手順を基にする。また
本研究では、これらの手順の内、主に 2~4 までの設計プロセスを支援する。 
 



























図  9	 メタデータ記述規則の失敗例  
 
 
図  10	 メタデータ記述規則の修正例  
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 本研究では、上記で述べた筆者の経験と『Guidelines for DCAPs』を踏まえて、改めて
メタデータ記述規則の設計プロセスを図 11 にまとめた。図 11 では、3.1 節の『Guidelines 
for DCAPs』の 2 から 4 のステップに加えて、メタデータの試作を通してメタデータ記述









































































メタデータスキーマ設計者は RDF や LOD に関する専門知識や経験が求められてしまうこ
とである。その専門的な難しさは更に 2 つに分けられる。まず一つは、RDF のグラフ構造












が RDF や LOD、メタデータ語彙に関する専門知識や経験がないと難しい。 



























ために、RDF や LOD に関する専門知識や経験が必要となることである。これらの問題点








	 アイデア 1 について説明する。メタデータ記述規則の設計プロセスの一部の行程で行う
















メタデータ語彙の探索を支援することを考えた。これについて、詳しくは 5.1 節で述べる。 










れについて、詳しくは 5.2 節で述べる。 
	 本研究では、まず上記の 3 つのアイデアの実現のために、図 11 で示したメタデータ記述
規則の設計プロセスを図 13 の様に 2 つのステップに分けた。ここでは、『Guidelines for 
DCAPs』の設計プロセスのうち、3 と 4 を更に細かく分割し、表 1 の様に割り当てている。
Step1 はメタデータ記述規則のおおまかな設計部分、即ち Domain Model の開発やメタデ
ータ記述項目の列挙、またそれらの最大出現回数、最小出現回数等の制約の決定といった
作業を行う。Step2 は Step1 で決定したものを RDF へ適応させるための作業、即ち RDF
のグラフ構造への適応やメタデータ語彙の探索を行う。Step2 まで終了すると、メタデータ
記述規則を DSP として作成し、さらにメタデータの試作を行う。問題があれば、Step1 か
らやり直していく。 
	 そして本研究では、この 3 つのアイデアに沿って、メタデータ作成ツールの開発行程を
組み込んだメタデータ記述規則の設計手法を提案する。図 14 は提案手法を図に示したもの
 20 





Step1、Step2 を終えると、設計したメタデータ記述規則を DSP としてまとめ、その情報
を基にメタデータ作成ツールを修正する。開発したメタデータ作成ツールを用いてメタデ
ータの試作を行い、必要に応じてメタデータ作成ツールの DB スキーマを修正していく。
そして、再び DB スキーマの情報を基に RDF のグラフ構造の構築やメタデータ語彙の探索







「DB スキーマの情報を基に RDF のグラフ構造を構築し、メタデータ語彙を探索するため
の支援」と、「メタデータ記述規則の情報を基にメタデータ作成ツールのひな形を生成し、





図  13	 メタデータ記述規則の設計プロセスを 3 つのアイデアに適応させたもの  
 
 
表  1	 『Guidelines for DCAPs』と提案プロセスとの関係  
 
 
Guidelines for DCAPs 本研究の設計プロセス 
2 Domain Model を 選択または開発する 
Step1 
Domain Model を 
選択または開発する 
3 メタデータ語彙を 選択または定義する メタデータ記述項目を列挙する 









4 DSP を使ってメタデータ 
記述項目を設計する  DSP の作成 
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 本研究の関連研究として、Malta らの Me4DCAP[21]がある。Me4DCAP（Method for the 






使って、ある程度量を含んだ RDF 形式のメタデータを作る。また、本研究では Domain 
Model の開発から DSP の設計までの部分に重点を置き、その行程を支援するためのシステ
ム開発を行っているという点で異なる。 
	 また、既存の RDB に保存された大量のデータを RDF に変換するための研究、ツールの
開発が数多く行われている。その中には、DB スキーマの情報を基に RDF として記述する
ためのメタデータ記述規則を自動的に生成するものも含まれている[22][23][24]。しかし本
研究は、DB スキーマの情報を基にメタデータ記述規則のひな形を生成するだけでなく、メ


















	 図 15 は、本研究で提案するメタデータ記述規則設計手法における支援 1 と支援 2 の役割
を図に表したものである。支援 1 は Step2 に対する支援を行い、支援 2 は Step1 に対する
支援を行う。以下、5.1 節では支援 1 について、5.2 節では支援 2 について詳しく説明する。 
 
 
図  15	 メタデータ記述規則の設計手法と支援 1,2 の関係図  
 25 
5.1. 支援 1：メタデータ作成ツールの RDBの情報を用いたメタデータ記述規則
のひな形生成 
	 支援 1 では、メタデータ記述規則の設計手法において、メタデータスキーマ設計者が
Step1 で開発したメタデータ作成ツールの DB スキーマの情報を利用してメタデータ記述
規則のひな形を生成する支援を行う。これにより、メタデータスキーマ設計者は Step2 の
作業として必要なグラフ構造の構築とメタデータ語彙の探索を、支援システムを使って容








き方は図 16 の通りであり、以降で登場する N は全て N>1 の自然数を表す。 
 
 






る。Tim Berners-Lee は Relational Detabase and the Semantic Web [25]において、RDB
は以下の様に RDF に置き換えられると述べている。 
 
l 1 つのレコードは 1 つの RDF ノードに対応する 
l カラム名は RDF のプロパティのタイプに対応する 
l セルに入力される 1 つ 1 つの値は、目的語として記述する値に対応する 
 




大 1 つまでしか値を入力出来ないことから、最大出現回数は 1 とする。図 17 の例では、テ
ーブル Person は関連を持たず、キー以外のカラムに name と birthday を持つため、リソ
ース Person から name と birthday を記述するためのプロパティが 2 つ伸びている。 
 
 
図  17	 関連を持たないテーブルの場合のグラフ構造の構築  
 
	 一方、DB スキーマのテーブル同士の関連には、以下の 3 種類がある。 
• 1 対 1 





I.  1 対 1 の場合  
	 2 つのテーブルが 1 対 1 関連を持つ場合は、図 18 の様な 3 つの構築パターンが考え
られる。これら 3 つの構築パターンは、関連付けられているテーブル（図 18 ではテー
ブル Place）をどの様に置き換えるかで大きく異なる。Pattern1 は関連付けられてい
るテーブルを、URI を持つリソースとして置き換えている。Pattern2 は空白ノードと





Place を一意に識別したい場合は Pattern1 を、Place を一意に識別する必要はないが、
カラム latitude と longitude はセットで扱いたい場合は Pattern2 を、出来るだけ単純
なグラフ構造にしたい場合は Pattern3 が望ましいと考えられる。また、関連付けられ
ているテーブルのキーを除いたカラムの数が 1 つの場合は、空白ノードを用いると冗




図  18	 1 対 1 の場合のグラフ構造の構築  
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II.  1 対多の場合  
	 2 つのテーブルが 1 対多の関連を持つ場合は、1 対 1 の場合と同じ 3 つの構築パター
ンが考えられる。この構築パターンを分ける要素は関連付けられているテーブル（図
19、図 20 ではテーブル Member）のキーを除いたカラムの数である。図 19 は、関連
が 1 対多で、キー以外のカラムの数が 2 つ以上の場合の構築パターンの例である。こ
の場合、関連付けられているテーブルを空白ノードに置き換える Pattern1 と URI を
持つリソースとして置き換える Pattern2 の 2 つの構築パターンが考えられる。また、
リソースOrganizationから空白ノードまたはリソースMemberへ伸びるプロパティは
最大出現回数が N となる。 
	 図 20 は、関連が 1 対多で、キー以外のカラムの数が 1 の場合の構築パターンの例で




パティに置き換えた Pattern2 のどちらかを選択する。Pattern2 の場合、テーブル
Member のカラム name を置き換えたプロパティの最大出現回数は N となる。 
 
 




図  20	 1 対多でカラムの数が 1 つの場合のグラフ構造への構築  
 
III.  多対多の場合  
	 2 つのテーブルが中間テーブルを使って多対多の関連となっている場合は、図 21 の
様なグラフ構造の構築が考えられる。ただし、このような構築パターンになるのは中
間テーブル（図 21 の場合はテーブル Book-Author）がキー以外のカラムを持たない場
合である。キー以外のカラムを持つ場合は 1 体多の場合と同じ構築パターンとなる。
図 21 では、テーブル Book-Author がキー以外のカラムを持たないため、テーブル Book





図  21	 多対多の場合のグラフ構造への構築  
 
	 次にこれらの構築パターンの判断を実際に行うためのアルゴリズムについて説明する。
また本研究では、Web アプリケーションフレームワークである Ruby on Rails で開発され
たアプリケーションの RDB の情報を読み込むことを前提としている。（Ruby on Rails につ






表  2	 Active Record の関連一覧  
関連の種類  説明  
belongs_to 一方のモデルに 1 対 1 で従属する関連 
has_one 1 対 1 の関連で一方のモデルを持つ（格納する）関連 
has_many 1 対多の関連で一方のモデルを持つ（格納する）関連 
has_many :through 中間モデルを介した多対多の関連 
has_one :through 中間モデルを介した 1 対 1 の関連 
has_and_belongs_to_many 中間モデルを介さない多対多の関連 （※中間テーブルは存在する） 




それらの制約を記述するための Description Template と Statement Template を構築して
いく。また、本アルゴリズムを動かす前提として、それぞれのモデルが互いにどの様な関
連を持つかは全て取得済みであるとする。図 22 はこのアルゴリズムのメインとなる部分で




developedDescriptionTemplates という配列に作成した Description Template を格納して
おく。developeStatementTemplates()では、Description Template が持つ Statement 
Template の情報を作成していく。全ての情報を読み込んだ後、Description Set Template
に Description Template を格納する。 
 
 
図  22	 RDB スキーマからの RDF のグラフ構造の構築：MAIN アルゴリズム  
 
	 図 23 は developStatementTemplates()のアルゴリズムを示したものである。ここでは、
カラムの名前を確認し、キー以外の場合は Statement Template を作成する。（このとき、
Ruby on Rails のアプリケーションでは、作成日、更新日というカラムが自動的に追加され
てしまうため、正確にはそれらのカラムも除いている。）また、RDB のカラムは 1 度しか
記述することが出来ないため、最大出現回数は 1 である。そして、Description Template
にそれらを格納していく。カラムの確認が終わったら、他のモデルとの関連を確認する。
本アルゴリズムでは、モデルが、どの関連でどのモデルと繋がっているかを事前に取得し






DST = DescriptionSetTemplate.New 
Check each Model of all Models 
  NEXT roop If Model is belongs to other Model  
  DT = DescriptionTemplate.New(Model) 
  Push DT into developedDescriptionTemplates 
  developStatementTemplates(DT,Model) 




図  23	 developStatementTemplates() アルゴリズム  
 
	 図 24 の transformModelToDescriptionTemplate()では、モデル同士の関係を表すための




デルについての Description Template を結ぶ。一致しない場合は、まず関連モデルについ
ての Description Template が既に作成済みでないかを確認する。作成済みの場合、作成さ
れた Description Template を Statement Template の目的語として結ぶ。更に関連が
「 has_many :through」、「 has_one :through」であり、仲介役となる中間モデル
（JunctionModel）が存在し、そのモデルのキー以外のカラムが 0 の場合、関連モデルにつ
いての Description Template と結びつける。中間モデルのキー以外のカラムが 1 以上の場
合は、中間モデルについての Description Template と結ぶ。このとき、関連モデル自身が
中間モデルではないかを確認し、そうでない場合は更に構築パターンを細かく判断するた
めに jugePattern()を行う。関連モデルが中間モデルであり、キー以外のカラムの数が 1 以
上の場合は、関連モデルの Description Template を Statement Template の目的語として
結び付ける。0 の場合は Statement Template は作成されない。 
	 図 25 の storeDescriptionTemplate()では、まず関連モデル（RelatedModel）の
def developStatementTemplates(DT, Model) 
  Check each Column of Columns of Model 
    If Column.name is NOT primary key or foreign key 
        ST = StatementTemplate.New(Column) 
        ST.max_qualified_cardinality = 1 
        Push ST into DT.statement_templates 
    end 
	 end 
 
  If Model has “has_one” relation then 
    transformModelToDescriptionTemplate (DT,Model,”has_one”) 
  end 
  If Model has “has_many” relation then 
    transformModelToDescriptionTemplate (DT,Model,”has_many”) 
  end 
  If Model has “has_one_belongs_to_many” relation then 
    transformModelToDescriptionTemplate (DT,Model,” 
has_and_belongs_to_many”) 
  end 




Description Template（ST.related_dt）がリソースに URI を持つかどうかを判断する。そ
して、無限ループを避けるため、2 回以上同じ動作を行わないために、作成した関連モデル
の Description Template を、作成済みの Description Template を記録するための配列
developedDescriptionTemplates に 格 納 す る 。 更 に 再 帰 的 に
developedDescriptionTemplates()を実行し、関連モデルの Description Template の
Statement Template を作成していく。それらが終了すると、関連モデルと元のモデルを結
ぶ Statement Template（ST）を、元のモデルの Description Template（DT）に格納する。 
 
 
図  24	 transformModelToDescriptionTemplate()アルゴリズム  
 
def transformModelToDescriptionTemplate (DT,Model,Association) 
  Check each RelatedModel 
    ST = StatementTemplate.New(RelatedModel) 
    Unless RelatedModel.name = Model.name then 
      Unless RelatedModel is already developed as DescriptionTempalte then 
        ST.related_dt = DescriptionTemplate.New(RelatedModel) 
        Unless RelatedModel has :through Association and there is JunctionModel 
then 
          Unless RelatedModel has a role of JunctionModel 
            judgePattern(DT,ST,RelatedModel,Association) 
          else 
           If RelatedModel.column_number >= 1 then 
            storeDescriptionTemplate(DT,ST,true,RelatedModel) 
           end 
          end 
        else 
          If JunctionModel.column_number < 1 then 
            storeDescriptionTemplate(DT,ST,true,RelatedModel) 
          end 
        end 
      else 
        ST.related_dt = debelopedDescriptionTemplate(RelatedModel) 
        Push ST into DT.statement_templates 
      end 
    else 
      ST.related_dt = DT 
      Push ST into DT.statement_templates 
    end 




図  25	 storeDescriptionTemplate()アルゴリズム  
 






数が 1 の場合、URI を持たせる場合は Statement Template（ST）の目的語に関連モデル
の Description Template を結びつけ、URI を持たせない場合は、他に関連モデルが別のモ
デルと関連を持たないことを確認した上で、transformModelToStatementTemplate()で関
連モデルが持つカラムを元のモデルの Statement Template として結びつける。別のモデ
ルと関連を持つ場合は、Statement Template（ST）の目的語に関連モデルの Description 
Template を結びつける。カラムの数が 0 の場合でも、更に他のモデルと関連している可能
性があるため、Statement Template の目的語に関連モデルの Description Template を結
ぶ。カラムの数が 2 以上の場合も同様に、URI を持てば Statement Template の目的語に
関連モデルの Description Template を結びつける。URI を持たない場合は、他に関連モデ
ルが更に別のモデルと関連を持たないことをまず確認する。関連を持つ場合は、Statement 





元のモデルの Statement Template とする。関連が「has_one」でなかった場合は、関連モ
デルのリソースは空白ノードとなり、元のモデルの Statement Template の目的語には関
連モデルの Description Template が結ばれる。 
	 図 27 の transformModelToStatementTemplate()では、developeStatementTemplates()
def storeDescriptionTemplate(DT,ST,id_presence,RelatedModel) 
  If id_presence = true then 
    ST.related_dt has URI 
  end 
  Push ST.related_dt into developedDescriptionTemplates 
  developStatementTemplates(ST.related_dt, RelatedModel) 











図  26	 judgePattern()アルゴリズム  
 
def judgePattern(DT,ST,RelatedModel,Association) 
  id_presence = true 
  askIDPresence(RelatedModel)  Unless Association = “has_and_belongs_to_many” 
  If RelatedModel,column_number > 1 then 
    If id_presence = true then 
      storeDescriptionTemplate(DT,ST,id_presence,RelatedModel) 
    else 
      If RelatedModel has other Associations with other Models then 
        storeDescriptionTemplate(DT,ST,id_presence,RelatedModel) 
      else 
        If Association = “has_one” then 
          structure_presence = askStructurePresence(RelatedModel) 
          If structure_presence = true then 
            storeDescriptionTemplate(DT,ST,id_presence,RelatedModel) 
          else 
           transformModelToStatementTemplate(ST.related_dt,DT,RelatedModel, 
Association) 
          end 
        eles 
          storeDescriptionTemplate(DT,ST,id_presence,RelatedModel) 
        end 
      end 
    end 
  else If RelatedModel,column_number = 1 then 
    If id_presence = true then 
      storeDescriptionTemplate(DT,ST,id_presence,RelatedModel) 
    else 
      If RelatedModel has other Associations with other Models then 
        storeDescriptionTemplate(DT,ST,id_presence,RelatedModel) 
      else 
        transformModelToStatementTemplate(DT,RelatedModel, Association) 
      end 
    end 
  else 
    storeDescriptionTemplate(DT,ST,id_presence,RelatedModel) 




図  27	 transformModelToStatementTemplate()アルゴリズム  
 
5.1.2. メタデータ語彙の探索手法 
	 本項では RDF で表現するために必要なメタデータ語彙を、DB スキーマの情報を利用し
てどの様に探索するかについて説明する。 














  Check each Column of Columns of RelatedModel 
    If Column.name is NOT primary key or foreign key 
        ST = StatementTemplate.New(Column) 
        ST.max_qualified_cardinality = 1 
        Push ST into DT.statement_templates 






図  28	 メタデータ語彙の探索に必要なキーワードの割当  
 
	 また現在、メタデータ語彙を検索するためのサービスとして Linked Open Vocabularies
（LOV）10がある。LOV はメタデータ語彙定義を収集・蓄積し、検索キーワードを入力す
ることで、そのキーワードを含むクラスやプロパティの一覧を検索結果としてユーザに返
す。また、メタデータ語彙定義を検索するための SPARQL Endpoint を 2 つ公開している。









とが出来るようにした。LOV のカテゴリは表 3 の通りである。 









その中でも、あるメタデータ語彙が LOD 上で利用されている数（LOD popularity）を、
探索したメタデータ語彙のランキングに用いた。 
	 図 29 と図 30 は、それぞれプロパティ、クラスを探索するために用いた SPARQL 文であ
る。これらは、Honma らの研究[27]を参考に作成した。赤字で書かれた category_url の部
分には、ユーザが選択したカテゴリの URI が入る。同様に keyword の部分には図 29 では
カラム名、図 30 ではテーブル名が含まれる。これらの SPARQL 文は、どちらもカテゴリ
で検索対象のメタデータ語彙定義を絞り込んだ上で、プロパティ、クラスと識別されるリ
ソースから伸びるプロパティの目的語に、キーワードが含まれているものを LOD 
popularity が大きい順に返す。なお LOD popularity が 0 のものは検索結果に含まない。 
	 本支援システムでは、5.1.1 項と本項で説明した方法で、メタデータ記述規則のひな形を
生成する。これを実際に実装したものに関しては 6 章で詳しく述べる。その前に次節では、










小カテゴリ  小カテゴリの概要  
Metadata 
Vocabularies used  
for metadata and 
annotations, such  
as Dublin Core 
Quality Quality, Provenance and Trust 
Tagging Vocabularies describing tags, folksonomies, tagging events 
Science Science Facts  and Figures 





Energy, Natural resources, 
Biodiversity, ... 




Vocabularies used to describe 
science methods and protocols, 
numerical data, statistics, 
measures etc. 









RDF Data RDF data bases, named graphs, RDB to RDF ... 
Protocols Protocols, Services, API ... 




Ontologies developed by 
the NEPOMUK Project 









Ontologies for general use  
in many domains 
Support 
vocabularies 




Ontologies developed in  
the PROTON project 
Schema.org Schema.org and extensions 
Media 
Press, Sound, 
Music, Image,  
Video 
Image  
and Video Image and video description 
Music  
and Sound Music, Sound, Audio files 
Multimedia Video, TV, Broadcasting ... 
Press  







Geography Geographical entities and features 
Geometry Geometry and spatial relationships 
 40 
Events 
Vocabularies for all kind  
of events :  
political, cultural, sports ... 
Timeline, 
Calendar Time intervals, timeline, time zones 
The City People and Society 
The Academy Vocabularies for academics  and research 
Social 
organization 




Governement,   
Administrative organisation 











Vocabularies used to describe and 






Vocabularies used to describe and  
organize library  





Vocabularies built  






The Semantic Publishing and  
Referencing Ontologies (SPAR)  
form a suite of orthogonal and  
complementary ontology modules for  
creating comprehensive machine- 
readable RDF metadata for all  
aspects of semantic publishing and  
referencing. A sourceforge repository  





Products and  
services 
Industry Industrial products and process 
E-Business Vocabularies supporting  online business 
Travel Transport and Tourism 
Contracts Calls, contracts, payments 
Recommandat
ions Review and Recommendations 





図  29	 プロパティを探索するための SPARQL 文  
 
 








SELECT distinct ?term ?nameUri ?prefix ?lod_popularity 
WHERE { 
 { ?term rdfs:subPropertyOf* rdf:Property . } 
 UNION 
 { 
   ?c rdfs:subPropertyOf* rdf:Property . 
   ?term rdf:type ?c . 
 } 
 ?term rdfs:isDefinedBy ?nameUri . 
 ?term ?p ?o. 
 ?term voaf:occurrencesInDatasets ?lod_popularity. 
   SERVICE <http://lov.okfn.org/endpoint/lov> 
   { SELECT * 
     WHERE{ 
     <category_url> dcterms:hasPart* ?nameUri. 
     ?nameUri <http://purl.org/vocab/vann/preferredNamespacePrefix> ?prefix. 
     } 
   } 
  FILTER isIRI(?term) . 
  FILTER REGEX(str(?o), ¥".*keyword.*¥", ¥"i¥") . 
} 





SELECT distinct ?term ?nameUri ?prefix ?lod_popularity 
WHERE { 
  { ?term rdfs:subClassOf* rdfs:Class . } 
  UNION 
  { 
    ?c rdfs:subClassOf* rdfs:Class . 
    ?term rdf:type ?c . 
  } 
  ?term rdfs:isDefinedBy ?nameUri . 
  ?term ?p ?o. 
  ?term voaf:occurrencesInDatasets ?lod_popularity. 
  SERVICE <http://lov.okfn.org/endpoint/lov> 
  { SELECT * 
    WHERE{ 
    <category_url> dcterms:hasPart* ?nameUri. 
    ?nameUri <http://purl.org/vocab/vann/preferredNamespacePrefix> ?prefix. 
    } 
  } 
  FILTER isIRI(?term) . 
  FILTER REGEX(str(?o), ¥".*keyword.*¥", ¥"i¥") . 
} 




	 支援 2 ではメタデータ記述規則の設計手法において、メタデータの試作のために用いる
メタデータ作成ツールのひな形を、メタデータ記述規則を基に生成する支援を行う。具体










回数が構築パターンを分ける重要な要素であり、最大出現回数が 1 回であるか 2 回以上で
あるかで構築パターンが変わる。リソースから伸びる全てのプロパティの最大出現回数が
すべて 1 回のとき、グラフ構造は 5.1.1 項の図 17 とは逆に DB スキーマへ置き換えられる。
リソースはテーブルとなり、プロパティはそのテーブルのカラムとなる。プロパティの最









• 1 対 1 
• 1 対多 
• 多対多 
	 次に、これらの関連を持つ RDF のグラフ構造からどの様に DB スキーマが構築されるべ
きかを考えた。 
 
I.  1 対 1 の関連を持つ場合  
	 2 つのリソースが 1 対 1 で関連を持つ場合、関連付けられているリソースが URI を
持つか否か、即ち空白ノードかどうかによって構築パターンが異なる。図 32 の様に、
空白ノードと 1 対 1 で関連を持つ場合、Pattern1 の様に空白ノードをテーブルとして
置き換え 1 対 1 で関連付ける場合と、Pattern2 の様に空白ノードから伸びるプロパテ
ィをカラムとして置き換える場合が考えられる。 
	 図 33 の様に、URI を持つリソースと 1 対 1 で関連を持つ場合は図 32 の Pattern1




II.  1 対多の関連を持つ場合  
	 2 つのリソースが 1 対多で関連を持つ場合、図 34 の様に関連付けられているリソー
スが URI を持つか否か、即ち空白ノードであるかどうかに関わらず、関連付けられて
いるリソースをテーブルとして置き換え 1 対多の関連で結びつける。 
 
 
図  32	 空白ノードと 1 対 1 の関連を持つ場合の構築  
 
 




図  34	 リソース同士が 1 対多の関連を持つ場合の構築  
 
III.  多対多の関連を持つ場合  





	 次にこれらを実際に行い、メタデータ作成ツールのための DB スキーマを構築するため
のアルゴリズムについて説明する。本アルゴリズムでは 5.1.1 項で説明したアルゴリズムと




に 多 対 多 の 関 連 を 持 つ Description Template は 、 そ の 組 み 合 わ せ を
ManyToManyCombinations という配列に事前に格納している。但し、この配列では対と
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なる組み合わせ（例：A と B、B と A）のものがそれぞれ含まれている。 
	 図 35 はこのアルゴリズムのメインとなる部分である。ここでは、まず先ほど述べた
ManyToManyCombinations に格納された Description Template の組み合わせに対して、
developMany-to-manyRelation()で多対多の関係のモデル（Model）を作成する。その後、 
他の Description Template に対して属する関係を持たず、グラフの頂点となっている
Description Template に対して、developModels()でモデルを作成していく。この時、




図  35	 RDF のグラフ構造から RDB スキーマの構築：MAIN アルゴリズム  
 
	 図 36は developMany-to-manyRelation()のアルゴリズムを示したものである。ここでは、
事前に多対多の関係にある 2 つの Description Template、DT と RelatedDT、また DT が










に生成したモデルを配列 developedModels に格納し記録しておく。 
# MAIN 
 
Check each ManyToManyCombination of ManyToManyCombinations 
  developMany-to-manyRelation(ManyToManyCombination) 
end 
 
Check each DT of DescriptionSetTemplate 
  Unless DT is belongs to other DT then 
    ParentDTs = Array.new 
    BrotherDTs = Array.new 
    developModel(DT,null,ParentDTs,BrotherDTs) 





図  36	 developMany-to-manyRelation()アルゴリズム  
 
	 図 37は、developModel()のアルゴリズムを示したものである。ここでは、ある Description 
Template（DT）と DT が属する関係にある Description Template（ParentDT）（ParentDT
が存在しない場合は null）を読み込み、DT のモデルを作成していく。また、DT と ParentDT
を実際に関連付けていく。始めに、developRecordSet()で DT のモデルのカラムを生成する。
そして、ParentDT が存在するかどうかを確認する。存在しない場合はそのまま DT のモデ
ルを生成する。存在する場合は、DT のモデルが既に作成済みでないかを確認する。作成済
みでない場合は、DT のモデルを生成した上で、ParentDT のモデルと 1 体 1 の関係ならば
「has_one」、1 対多の関係ならば「has_many」で関連付ける。作成済みの場合は、関連付
けだけを行う。developedModels に作成した DT のモデルを記録したら、更に DT から関
連している Description Template（RelatedDT）を確認する。RelatedDT を格納している
配列 RelatedDTs は、developRecordSet()を行った際に作成したものである。このとき、
RelatedDT と DT の名前が同じ場合は、DT に自己参照の関連を作る。それ以外の場合は、
RelatedDT に対して developModel()を再帰的に実行していく。 
def developMany-to-manyRelation(ManyToManyConbination) 
  DT = one DescriptionTemplate of ManyToManyConbination 
  RelatedDT = the other DescriptionTemplate of ManyToManyConbination 
  ParentDT = the DesctiprionTemplate which has “One-to-Many” or “One-to-one” 
relation with DT  
  MediateModelName = DT.name + “_” + RelatedDT.name 
  reversMediateModelName = RelatedDT.nam + “_” + DT.name 
 
  RecordSet = developRecordSet(DT,ParentDT) 
  If Model(DT) has ForeignKey of RelatedDT then that ForeignKey is deleted 
 
  developNewModel(DT) 
  Unless Model, name of which is reversMediateModelName then 
    developNewModel(MediateModelName) 
  else 
    MediateModelName = reversMediateModelName 
  end 
 
  relateModelToParentModel(Model(DT),Model(RelatedDT)) 
  relateModelToParentModel(Model(DT),Model(MediateModelName)) 
 
  Push Model(DT) into developedModels 




図  37	 developModel()アルゴリズム  
 
	 図 38 は、developRecordSet()のアルゴリズムを示したものである。ここでは、読み込ん
だ Description Template（DT）のモデルのカラムを作成する。まず、DT がリソースは URI
を持つという制約を持っている場合、URI を入力するためのカラムを作成する。そして、
DT の Statement Template（ST）を調べていく。もし、ST が目的語として別の Description 
Template（RelatedDT）を持つ場合は、ST の最大出現回数から 1 対 1 か 1 対多かを調べ
る。更に RelatedDT と DT の名前が一致し、自己参照である場合は DT 自身を参照するた
めの外部キーを追加する。そして、DT が関連を持つ DescriptionTemplate を記録する配列
RelatedDTs に RelatedDT を格納していく。RelatedDT が存在しない場合は、最大出現回
数を調べ、最大出現回数が 1 のとき DT のモデルのカラムとして ST を追加する。最大出現
回数が 2 回以上のときは、更に新たなモデルを生成し、DT のモデルと 1 対多で関連付ける。
Statement Template を全て確認したら、次は DT が属する関係にある Description 
Template（ParentDT）の存在を確認する。ParentDT がある場合は、その外部キーをカラ
ムとして追加する。 






  RecordSet = developRecordSet(DT,ParentDT) 
 
  Unless DT has ParentDT then 
    Unless Model of DT is already developed then developNewModel(DT) 
    relateModelToParentModel(Model(DT),Model(ParentDT)) 
  else 
    developNewModel(DT) 
  end 
 
  Push Model(DT) into developedModels 
  Check each RelatedDT of RelatedDTs 
    Unless RelatedDT.name = DT.name then 
      developModel(RelatedDT,DT) 
    else 
      developSelfReferenceRelation(RelatedDT) 
    end 











  If Resource of DT has URI then Add Column of DT_uri to Model(DT) 
 
  Check each ST of DT.statement_templates 
    If ST relates DT to RelatedDT then 
      If ST.max_qualified_cardinality = 1 then 
        Model(DT) has “One-to-many” relation with Model(RelatedDT) 
      else 
        Model(DT) has “One-to-one” relation with Model(RelatedDT) 
      end 
      If RelatedDT.name = DT.name then 
        Add Column of ForeignKey to Model(DT) for Self Reference 
      end 
      Push RelatedDT into RelatedDTs 
    else 
      If ST.qualified_cardinality = 1 then 
        Add Column of ST.name to Model(DT) 
      else ST.max_qualified_cardinality = 1 then 
        Add Column of ST.name to Model(DT) 
      else 
        developNewModel(ST) 
        Model(DT) has “One-to-many” relation with Model(ST) 
      end 
    end 
  end 
 
  If DT has ParentDT then 
    Add Column of ForeignKey to Model(DT) for Model(ParentDT) 
    If there are/is other ParentDT then  
      Add Column of ForeignKey to Model(DT) for Model(ParentDT) 
    end 




	 5 章では、支援システムを使ってどの様な支援を行うか、またその方法について説明した。 
本章では、まずメタデータ作成ツールの開発に用いる Ruby on Rails と、ひな形として生成
する Rails Application Template を紹介する。その上で、5 章で説明した支援 1 を行う支
援システム ToDsp と、支援 2 を行う支援システム ToRat について説明する。 
 





出来る様になった。そのため本研究では、メタデータ作成ツールの開発方法として Ruby on 
Rails を用いることを想定している。 




$	  rails	  new	  blog	  
というコマンドを入力すると、blog というディレクトリが生成され、その中には、表 4 の
様な構成でアプリケーションの開発に必要なファイルやディレクトリが生成される。更に
このディレクトリ内で、 
$	  rails	  generate	  scaffold	  Post	  title:string	  text:text	  
$	  rake	  db:migrate	  
$	  rails	  server	  
というコマンドを実行し、Web ブラウザで URL にアクセスすると図 39 の様なフォームか
らタイトルとテキストを入力し、データを作成、更新、削除することが出来るようになる。
そのため、短いサイクルでソフトウェアを反復的に開発していく必要があるアジャイル開
発モデルには、Ruby on Rails は非常に有効なツールであると言える。 
	 Ruby on Rails はモデル（Model）、ビュー（View）、コントローラ（Controller）の 3 つ
で構成される MVC と呼ばれるアーキテクチャで編成されている。モデルはアプリケーショ
ンのデータベースへの操作を行うための処理を行う。ビューはアプリケーションのユーザ





	 また、Ruby on Rails を用いたアプリケーション開発をより効率的に行うためのアイテム
として、Rails Application Template14（RAT）がある。RAT とは Ruby on Rails の Template 






表  4	 Ruby on Rails で生成されるディレクトリやファイルの一覧  


















test/ Unit test や fixture、その他テスト様の仕組みについてのファイルを含
む 








図  39	 Ruby on Rails によるアプリケーションの入力画面の例  
 
6.2. 支援システムの開発とその利用方法 
	 本研究では ToDsp と ToRat という 2 つの支援システムを開発した構成した。ToDsp は 5




	 ToDsp は Ruby on Rails で開発されたアプリケーション（以後、Rails アプリケーション
と呼ぶ）が持つモデルに関するファイルを読み込み、メタデータ記述規則のひな形を生成
するシステムである。操作は、全てコマンドライン上で行う。このアプリケーションを実
行することで、ユーザであるメタデータスキーマ設計者は Ruby on Rails で開発されたメタ
データ作成ツール上のモデルの関係を基に、メタデータ記述規則のひな形を作ることが出
来る。 
	 ToDsp では、まず入力値として、ユーザから Rails アプリケーションのディレクトリへ




l app/models ディレクトリに含まれる全てのファイル 
 
	 図 40 は schema.rb の記述例、図 41 は models の中にあるファイルの記述例である。
schema.rb は Ruby on Rails によって自動的に生成され、models のファイルは Ruby on 










データ語彙の候補を絞り込むことが出来る。図 42 は ToDsp の実行画面である。赤い矢印
部分は、ToDsp からの問い合わせで、緑の矢印部分はユーザの回答である。 
	 メタデータ語彙の検索まで終了すると、出力ファイルとして RDF/XML で記述された
OWL-DSP が生成される。出力された OWL-DSP には、コメント部分にそれぞれのメタデ
ータ語彙の検索結果が、それぞれの Description Template や Statement Template に用い
るメタデータ語彙の候補として LOD Popularity が大きい順番に記述されており（LOD 
Popularity が 0 の場合は結果に含まない）、ユーザはそれらを参考にメタデータ語彙を選択
し、OWL-DSP を完成させる。ToDsp の出力結果の例は、付録 A に載せている。 
	 また ToDsp では、4.2 節で説明した手法に沿って反復的にメタデータ記述規則の設計を
行うことを踏まえて、入力ファイルとして既存の DSP も読み込む事が出来る様にした。こ







図  40	 db/schema.rb の記述例  
ActiveRecord::Schema.define(version: 20140109050131) do 
 
  create_table "books", force: true do |t| 
    t.string   "book_uri" 
    t.string   "title" 
    t.string   "author_name" 
    t.datetime "created_at" 
    t.datetime "updated_at" 




図  41	 app/models にあるファイルの例（book.rb の場合）  
 
 
図  42	 ToDsp の実行画面  
 
6.2.2. ToRat：メタデータ作成ツールの DBスキーマ構築支援 





	 ToRat では、まず入力値として、RDF/XML 形式の OWL-DSP で表現されたメタデータ
記述規則のファイルと、OWL-DSP を読み込むために必要な URI を受け取る。それらを読
み込むと、5.2 節で説明した構築パターンに沿って RDF のグラフ構造から DB スキーマを
構築し、モデルやその関連を作るための Ruby のコードを RAT 上に記述していく。なお、
class Book < ActiveRecord::Base 
  has_one :author 
  validates :book_uri, :presence => true, :uniqueness => true 
  validates_presence_of :title 
end 
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1 対 1 関連で空白ノードを持つ場合は 2 つの構築パターンが考えられたが、本システムは図
32 の Pattern1 に従って新たなモデルを生成している。 
	 次にユーザは生成された RAT を使って、以下のコマンドで新たにメタデータ作成ツール
を生成する。（application_name はメタデータ作成ツールの名前を、app_template.rb は
Rails Application Template のファイル名をそれぞれ入力する） 
$	  rails	  new	  application_name	  -­‐m	  app_template.rb	  
すると、application_name という新たなメタデータ作成ツールが生成され、 
$	  rails	  server	  
を実行するとメタデータ作成ツールを起動することが出来る。メタデータ作成ツールの
URL にアクセスすると、メタデータスキーマ設計者は、メタデータ記述規則に沿ってデー
タを入力し作成することが出来る。また、更新、削除も可能である。図 43、図 44 は生成
されたメタデータ作成ツールの表示画面の例である。データの入力フォームの生成は、
Active Scaffold15という Rails のための Ruby ライブラリを利用し、モデルの関連から動的






図  43	 生成されたメタデータ作成ツールのトップ画面例  
 




図  44	 生成されたメタデータ作成ツールの入力フォーム例  
 
 




	 本章では、5 章と 6 章で説明した本研究で開発した支援システムに対する評価と考察につ
いて述べる。本研究では、ToDsp が実際にどの様な DB スキーマに対して RDF のグラフ構
造を構築することが可能であるか、また ToRat がどの様なグラフ構造に対して DB スキー
マの構築を行うことが出来るかを調査した。本節では、その調査方法と結果を述べた上で、




7.1. RDFのグラフ構造と RDBスキーマの構築に対する評価・考察 
	 本研究では、開発した支援システム ToDsp と ToRat がどの様な RDF のグラフ構造や
RDB スキーマのパターンに対して対応可能かを調査した。本節では調査の手順と結果、ま
たそれらに対する考察について述べる。 
	 本研究では、まず表 5 に挙げられるサンプル A からサンプル Q までの 17 個のメタデー
タ記述規則のサンプルを用意し、それらを入力値として支援システム ToRat を実行した。
表 7 は ToRat の実行結果である。 
	 まず、用意したメタデータ記述規則のサンプルについて説明する。5 章でも述べた様に、
RDF のグラフ構造ではリソースは 1 対 1、1 対多、多対多という関係で関連し合っている。
また、それらのリソースは、互いに関連せず独立しているもの、木構造の形で関連し合う
もの、閉路を作って関連し合うものなどに区分される。ここで、サンプル A、B は関連を全
く持たないもの、サンプル C、D、E、F、H、I、K は木構造となるもの、サンプル G はそ
れら両方を含むもの、サンプル J は一つのリソースに対し、2 つの異なるリソースが関連す
るものである。サンプル L は閉路を含む。サンプル M、N は互いに多対多で関連し合うも
の、サンプル O は 1 つのリソースから同じクラスのリソースに対して 2 つのプロパティで
関連するもの、サンプル P、Q は自己参照を持つものである。付録 B にこれらを図示した
ものを載せた。表6はメタデータ記述規則のサンプルを関連の種類とDescription Template












説明  調査対象  
A 
Description Template A は、他の Description 
Template と関連を持たず、全ての Statement 




Description Template A は、他の Description 
Template と関連を持たず、最大記述回数が N の
Statement Template を 1 つ持つ 
Statement Template の最大記
述回数が N の場合の動作 
C 
Description Template A は、URI を持たない
Description Template B（空白ノード）と 1 対 1
で関連を持ち、全ての Statement Template の最
大記述回数は 1 である。 




Description Template A は、URI を持たない
Description Template B（空白ノード）と 1 対多
で関連を持ち、残り全ての Statement Template
の最大記述回数は 1 である。 




Description Template A は 、 Description 
Template B と 1 対 1 で関連を持ち、全ての
Statement Template の最大記述回数は 1 であ
る。 
URI を 持 つ Description 
Template と 1 対 1 で関連を持っ
た場合の動作 
F 
Description Template A は 、 Description 
Template B と 1 対多で関連を持ち、残り全ての
Statement Template の最大記述回数は 1 であ
る。 
URI を 持 つ Description 
Template と 1 対多で関連を持っ
た場合の動作 
G 
Description Template A は 、 Description 
Template B と 1 対多で関連を持ち、全ての
Statement Template の最大記述回数は N であ
る。また、Description Template A、B とは関連






Description Template A は 、 Description 
Template B と 1 対多で関連を持ち、Description 
Template B は更に Description Template C と 1
対多で関連を持つ。Description Template A、B
の残りの Statement Template の最大記述回数
は 1 であり、Description Template C の残りの
Statement Template の最大記述回数は N であ
る。 




Description Template A は 、 Description 
Template B と 1 対 1 で関連を持ち、Description 
Template B は更に Description Template C と 1
対 1 で関連を持つ。Description Template A、B
の残りの Statement Template の最大記述回数
は N であり、Description Template C の残りの
Statement Template の最大記述回数は 1 であ
る。 
Description Template が深さ 3




Description Template A と Description 
Template B は 共 に 1 対 多 で Description 
Template C と 関 連 を 持 つ 。 Description 
Template A、B、Cの残りのStatement Template
の最大記述回数は N である。 
2 つの Description Template が




Description Template A は 、 Description 
Template B と 1 対 1 で関連を持ち、Description 
Template C と 1 対多で関連を持つ。Description 
Template A、B、Cの残りのStatement Template
の最大記述回数は 1 である。 
1 つの Description Template が




Description Template A は 、 Description 
Template B と 1 対 1 で関連を持ち、Description 
Template B は Description Template C と 1 対
多で関連を持つ。更に、Description Template C
は Description Template A と 1 対多で関連を持
つ。Description Template A、B、C の残りの
Statement Template の最大記述回数は 1 であ
る。 




Description Template A は 、 Description 
Template B と多対多で関連を持つ。Description 
Template A、B の残りの Statement Template
の最大記述回数は 1 である。 




Description Template A は 、 Description 
Template B と 1 対多で関連を持ち、更に
Description Template B と Description 
Template C は多対多で関連を持つ。Description 
Template A、B、Cの残りのStatement Template
の最大記述回数は 1 である。 





Description Template A は 、 Description 
Template B と 2 つの Statement Template で 1
対多の関連を持つ。Description Template A、B
の残りの Statement Template の最大記述回数
は 1 である。 
1 つの Description Template が
同じ Description Template に対
し て 、 異 な る Statement 
Template で 2 回以上参照してい
る場合の動作 
P 
Description Template A は 1 対 1 の関連で自己
参照の関連を持つ。残りの Statement Template




Description Template A は 1 対多の関連で自己
参照の関連を持つ。残りの Statement Template









表  6	 メタデータ記述規則のサンプルの分類  
 以下の関連を含む 














1 A,B P Q  
2  C,E D,F,G,O M 
3 G I,K,L H,J,K,L N 
 
	 表 7 は、これらのサンプルを使って ToRat を実行した結果である。表 7 では、５章で述
べた構築パターン通りにグラフ構造から RDB スキーマを構築出来たものに○を、出来なか
ったものに×を付けている。ToRat を実行した結果として、5.2 節で説明した現在のアルゴ
リズムではサンプル L の様に 3 つ以上のリソースが循環して参照し、閉路を作る場合に無
限ループが発生し対応出来ないことが分かった。これについては、循環が 1 周したところ
で再帰を止め、無限ループを回避する改善が必要であると考えられる。また、サンプル O
の様に同じ Description Template を持つリソースに対して 2 つの異なるプロパティ
（Statement Template）が伸びる場合にも対応出来ないことが分かった。この場合は、図
46 の様に、2 つのテーブルを構築するだけでなく、更にそれらを仲介する中間テーブル（図
46 ではテーブル Book-Author）を作成し、役割を記述するためのカラム（図 46 ではテー




表  7	 ToRat の実行結果  
サンプル名 実行結果 サンプル名 実行結果 
A ○ J ○ 
B ○ K ○ 
C ○ L × 
D ○ M ○ 
E ○ N ○ 
F ○ O × 
G ○ P ○ 
H ○ Q ○ 




図  46	 サンプル R のグラフ構造を表現した RDB スキーマ  
 
	 また、表 8 に挙げる 18 個の Rails アプリケーションのサンプルを用意し、それらに対し
てアプリケーション ToDsp を実行した。また、そのうち 13 個は ToRat で生成した RAT
を基に開発した Rails アプリケーションである。残る 5 つのサンプルについて説明する。サ
ンプル 2 は、キー以外のカラムの数が 1 で、1 対 1 で関連するテーブルが存在する場合を
調べる。サンプル 7 は多対多の関連を持つ際に、中間テーブルがキー以外のカラムを持つ
場合を調べる。また、サンプル 8、9 は Active Record が持つ関連「has_one :through」、
「has_and_belongs_to_many」を持つ場合を調べる。サンプル 16 はテーブルが循環して閉
路を作って関連している場合を調べる。表 5 と同様に付録 B にこれらを図示したものを載
せた。 
 




説明  調査対象  
1 テーブル A は他のテーブルと関連を持たない（サンプル A） 
テーブルが関連を持たない場合の動作 
2 
テーブル A はテーブル B と 1 対 1 の関連を
持ち、テーブル B のキー以外のカラムの数
は 1 である。 
テーブルが、キー以外のカラムの数が 1
であるテーブルと 1 対 1（has_one）の
関連を持つ場合の動作 
3 
テーブル A はテーブル B と 1 対多の関連を
持ち、テーブル B のキー以外のカラムの数






テーブル A はテーブル B と 1 対 1 の関連を
持ち、テーブル B のキー以外のカラムの数
は N である。（サンプル C、E） 
テーブルが、キー以外のカラムの数が
N であるテーブルと 1 対 1（has_one）
の関連を持つ場合の動作 
5 
テーブル A はテーブル B と 1 対多の関連を
持ち、テーブル B のキー以外のカラムの数
は N である。（サンプル D、F） 
テーブルが、キー以外のカラムの数が
N で あ る テ ー ブ ル と 1 対 多
（has_many）の関連を持つ場合の動作 
6 




テ ー ブ ル が 多 対 多 （ has_many 
through）の関連を持ち、中間テーブル
のキー以外のカラムが 0 の場合の動作 
7 
テーブル A はテーブル B とテーブル C を中
間テーブルとして多対多（ has_many 
through）の関連を持つ。テーブル C のキー
以外のカラムの数は 1 である。 





テーブル A はテーブル C と 1 対 1（has_one 
through）の関連を持ち、テーブル B はテー
ブル C と 1 対 1（has_one）の関連を持つ。
全てのテーブルのキー以外のカラムの数は
1 である。 
テーブルが 1 対 1（has_one through）
の関連を持つ場合の動作 
9 
テーブル A はテーブル B とテーブル C を中
間テーブルとして多対多 
（has_and_belongs_to_many）の関連を持






テーブル A はテーブル B、C と 1 対多の関
連を持つ。テーブル B はテーブル D と 1 対
多の関連を持つ。テーブル E はテーブル F、
G と 1 体多の関連を持つ。テーブル C、D、





テーブル A はテーブル B、C と 1 対多の関
連を持つ。テーブル B はテーブル D と 1 対
多の関連を持つ。テーブル C のキー以外の




テーブル A はテーブル B と 1 対 1、テーブ
ル C と 1 対多の関連を持つ。テーブル B は
テーブル D と 1 対 1、テーブル E と 1 対多
の関連を持つ。テーブル C、テーブル E の
キー以外のカラムは 1 である。（サンプル I） 
テーブルが深さ 3 の木構造の形で、1
対 1 で関連している場合の動作 
13 
テーブル A はテーブル B、C と 1 対多の関
連を持つ。テーブル B はテーブル D と 1 体
多の関連を持つ。テーブル E はテーブル B、
F と 1 体多の関連を持つ。テーブル C、D、





テーブル A はテーブル B と 1 対多、テーブ
ル C と 1 対 1 の関連を持つ。テーブル B、
C のキー以外のカラムは N である。（サンプ
ル K） 




テーブル A はテーブル B と 1 対多の関連を






テーブル A はテーブル B と 1 対多の関連を
持つ。テーブル B はテーブル C と 1 対 1 の




17 テーブル A は 1 対 1 の自己参照を持つ。（サンプル P） 
テーブルが 1 対 1 の自己参照を持つ場
合の動作 




表  9	 ToDsp の実行結果  
サンプル名 実行結果 サンプル名 実行結果 
1 ○ 10 ○ 
2 ○ 11 ○ 
3 ○ 12 ○ 
4 ○ 13 ○ 
5 ○ 14 ○ 
6 ○ 15 ○ 
7 ○ 16 × 
8 ○ 17 ○ 
9 ○ 18 ○ 
 
	 表 9 はこれらの Rails アプリケーションのサンプルを ToDsp で実行した結果である。表
9 では、５章で述べた変換通りに RDB スキーマからグラフ構造を生成したものに○を、出
来なかったものに×を付けている。ここではサンプル 1 からサンプル 15、サンプル 17、サ









	 以上の様に、本研究では ToRat と ToDsp を実行する調査を行うためにそれぞれ 17 個の
メタデータ記述規則（DSP）のサンプルと、18 個の Rails アプリケーションを用意した。
しかしながら、これらは全ての RDF のグラフ構造と RDB スキーマの表現パターンを網羅
しているとは言えない。一方で、RDF のグラフ構造と RDB スキーマの表現パターンを完
全に網羅することは非常に難しいと考えられる。そのため、今後アルゴリズムを改善して
いくと同時に、実際によく用いられる RDF のグラフ構造や RDB スキーマの表現パターン
を調査・分析し、優先的に対応していく必要があると考えられる。 









が出来るのは、URI を持つ 2 つのリソースが互いにプロパティを最大出現回数 N で結ぶ場




図  47	 構築された DB スキーマに対する問題  
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7.2. メタデータ語彙の探索に対する評価・考察 
	 本研究で開発した支援システム ToDsp では、テーブル名、カラム名を基に 5.1.2 項で説
明した方法でメタデータ語彙の探索を行った。本節では、その検索結果に対する考察を述
べる。ToDsp を使ってカラム「creator」、「author」、「writer」に対するプロパティを、カ











表  10	 「creator」、「author」の検索結果  
creator LOD popularity author 
LOD 
popularity 
dcterms:creator 4781374 dcterms:contributor 6307520 
dcterms:creator 4781374 dcterms:contributor 6307520 
dce:creator 974116 mads:isIdentifiedByAuthority 5093133 
dcndl:transcription 139606 schema:author 974556 
foaf:maker 12754 dce:creator 974116 
  rdag2:cataloguersNote 18188 
  mrel:hnr 11091 
  mrel:prf 1162 
  mrel:aut 84 
  mrel:aui 19 
 
  















に、本研究では ToRat と ToDsp という 2 つの支援システムの開発を行った。ToDsp では




サンプルとなるメタデータ記述規則（DSP）と Rails アプリケーションを用意し、RDF の
グラフ構造と RDB スキーマの構築がどの様なパターンにまで対応出来るのかを調査した。
この調査では、関連を持たない、もしくは木構造を持つ RDF のグラフ構造、DB スキーマ
には対応出来た。多対多を多く含む、もしくは循環した閉路を持つ RDF のグラフ構造、DB
スキーマには対応出来なかった。また、ある Description Template から同じ Description 
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 本研究で開発した支援システム ToDsp を実行して生成されたメタデータ記述規則（DSP）
のファイルをここに掲載しておく。6.2.1 項でも述べた様に、ToDsp からは RDF/XML で記
述された OWL-DSP のひな形が出力され、メタデータ語彙の検索結果はコメント部分（赤
字部分）に記述されている。なお、ここで掲載したメタデータ記述規則は 7 章で述べた Rails


















  <rdf:Description rdf:about="http://example.com/sample_application_5"> 
    <rdf:type rdf:resource="http://www.w3.org/2002/07/owl#Ontology"/> 
    <reg:created>2014-01-15</reg:created> 
    <reg:title>sample_application_5</reg:title> 
    <reg:primaryDescription 
rdf:resource="http://example.com/sample_application_5#Author"/> 
  </rdf:Description> 
  <rdf:Description rdf:about="http://example.com/sample_application_5#Author"> 
    <rdf:type 
rdf:resource="http://purl.org/metainfo/terms/dsp#DescriptionTemplate"/> 
    <dsp:resourceClass rdf:resource=""/> 
    <!-- ### How About This Terms For "Author"? ### 
    * http://xmlns.com/foaf/0.1/Person (foaf:Person) Popularity:2320027 
    * http://xmlns.com/foaf/0.1/Agent (foaf:Agent) Popularity:695736 
 --> 
    <reg:idField>AuthorID</reg:idField> 
    <rdfs:label>Author</rdfs:label> 
    <rdfs:subClassOf 
rdf:resource="http://example.com/sample_application_5#Author-Name"/> 
    <rdfs:subClassOf 
rdf:resource="http://example.com/sample_application_5#Author-NameKana"/> 
    <rdfs:subClassOf 
rdf:resource="http://example.com/sample_application_5#Author-BirthDay"/> 
    <reg:statementOrder>name,name_kana,birth_day</reg:statementOrder> 
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  </rdf:Description> 
  <rdf:Description 
rdf:about="http://example.com/sample_application_5#Author-Name"> 
    <rdf:type 
rdf:resource="http://purl.org/metainfo/terms/dsp#StatementTemplate"/> 
    <owl:minQualifiedCardinality>0</owl:minQualifiedCardinality> 
    <owl:maxQualifiedCardinality>1</owl:maxQualifiedCardinality> 
    <owl:onProperty rdf:resource=""/> 
    <!-- ### How About This Terms For "name"? ### 
    * http://xmlns.com/foaf/0.1/name (foaf:name) Popularity:3317798 
    * http://xmlns.com/foaf/0.1/givenname (foaf:givenname) Popularity:185937 
    * http://xmlns.com/foaf/0.1/family_name (foaf:family_name) Popularity:179956 
    * http://xmlns.com/foaf/0.1/givenName (foaf:givenName) Popularity:106834 
    * http://xmlns.com/foaf/0.1/familyName (foaf:familyName) Popularity:103561 
    * http://xmlns.com/foaf/0.1/firstName (foaf:firstName) Popularity:20404 
    * http://xmlns.com/foaf/0.1/surname (foaf:surname) Popularity:17884 
    * http://xmlns.com/foaf/0.1/mbox_sha1sum (foaf:mbox_sha1sum) Popularity:14967 
    * http://xmlns.com/foaf/0.1/lastName (foaf:lastName) Popularity:216 
    * http://xmlns.com/foaf/0.1/nick (foaf:nick) Popularity:76 
    * http://xmlns.com/foaf/0.1/accountName (foaf:accountName) Popularity:61 
    * http://usefulinc.com/ns/doap#name (doap:name) Popularity:7 
    * http://purl.org/vocab/aiiso/schema#name (aiiso:#name) Popularity:1 
 --> 
    <rdfs:label>name</rdfs:label> 
    <owl:onDataRange 
rdf:resource="http://www.w3.org/2000/01/rdf-schema#Literal"/> 
  </rdf:Description> 
  <rdf:Description 
rdf:about="http://example.com/sample_application_5#Author-NameKana"> 
    <rdf:type 
rdf:resource="http://purl.org/metainfo/terms/dsp#StatementTemplate"/> 
    <owl:minQualifiedCardinality>0</owl:minQualifiedCardinality> 
    <owl:maxQualifiedCardinality>1</owl:maxQualifiedCardinality> 
    <owl:onProperty rdf:resource=""/> 
    <!-- ### How About This Terms For "name_kana"? ### 
 --> 
    <rdfs:label>name_kana</rdfs:label> 
    <owl:onDataRange 
rdf:resource="http://www.w3.org/2000/01/rdf-schema#Literal"/> 
  </rdf:Description> 
  <rdf:Description 
rdf:about="http://example.com/sample_application_5#Author-BirthDay"> 
    <rdf:type 
rdf:resource="http://purl.org/metainfo/terms/dsp#StatementTemplate"/> 
    <owl:minQualifiedCardinality>0</owl:minQualifiedCardinality> 
    <owl:maxQualifiedCardinality>1</owl:maxQualifiedCardinality> 
    <owl:onProperty rdf:resource=""/> 
    <!-- ### How About This Terms For "birth_day"? ### 
    * http://xmlns.com/foaf/0.1/birthday (foaf:birthday) Popularity:1 
 --> 
    <rdfs:label>birth_day</rdfs:label> 
    <owl:onDataRange rdf:resource="http://www.w3.org/2001/XMLSchema#date"/> 
  </rdf:Description> 
  <rdf:Description rdf:about="http://example.com/sample_application_5#Book"> 
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    <rdf:type 
rdf:resource="http://purl.org/metainfo/terms/dsp#DescriptionTemplate"/> 
    <dsp:resourceClass rdf:resource=""/> 
    <!-- ### How About This Terms For "Book"? ### 
    * http://purl.org/dc/terms/BibliographicResource 
(dcterms:BibliographicResource) Popularity:7357973 
 --> 
    <reg:idField>BookID</reg:idField> 
    <rdfs:label>Book</rdfs:label> 
    <rdfs:subClassOf 
rdf:resource="http://example.com/sample_application_5#Book-Title"/> 
    <rdfs:subClassOf 
rdf:resource="http://example.com/sample_application_5#Book-Author"/> 
    <reg:statementOrder>title,author</reg:statementOrder> 
  </rdf:Description> 
  <rdf:Description 
rdf:about="http://example.com/sample_application_5#Book-Title"> 
    <rdf:type 
rdf:resource="http://purl.org/metainfo/terms/dsp#StatementTemplate"/> 
    <owl:minQualifiedCardinality>0</owl:minQualifiedCardinality> 
    <owl:maxQualifiedCardinality>1</owl:maxQualifiedCardinality> 
    <owl:onProperty rdf:resource=""/> 
    <!-- ### How About This Terms For "title"? ### 
    * http://purl.org/dc/terms/title (dcterms:title) Popularity:13420023 
    * http://purl.org/dc/elements/1.1/title (dce:title) Popularity:7626720 
    * http://purl.org/dc/elements/1.1/title 
(http://purl.org/dc/elements/1.1/title) Popularity:7626720 
    * http://purl.org/dc/terms/alternative (dcterms:alternative) 
Popularity:735177 
    * http://ndl.go.jp/dcndl/terms/transcription (dcndl:transcription) 
Popularity:139606 
 --> 
    <rdfs:label>title</rdfs:label> 
    <owl:onDataRange 
rdf:resource="http://www.w3.org/2000/01/rdf-schema#Literal"/> 
  </rdf:Description> 
  <rdf:Description 
rdf:about="http://example.com/sample_application_5#Book-Author"> 
    <rdf:type 
rdf:resource="http://purl.org/metainfo/terms/dsp#StatementTemplate"/> 
    <owl:minQualifiedCardinality>0</owl:minQualifiedCardinality> 
    <owl:onProperty rdf:resource=""/> 
    <!-- ### How About This Terms For "author"? ### 
    * http://purl.org/dc/terms/contributor (dcterms:contributor) 
Popularity:6307520 
    * http://www.loc.gov/mads/rdf/v1#isIdentifiedByAuthority 
(mads:#isIdentifiedByAuthority) Popularity:5093133 
    * http://purl.org/dc/elements/1.1/creator (dce:creator) Popularity:974116 
    * http://www.loc.gov/mads/rdf/v1#authoritativeLabel 
(mads:#authoritativeLabel) Popularity:2 
    * http://www.loc.gov/mads/rdf/v1#isMemberOfMADSCollection 
(mads:#isMemberOfMADSCollection) Popularity:2 
    * http://www.loc.gov/mads/rdf/v1#adminMetadata (mads:#adminMetadata) 
Popularity:1 
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    * http://www.loc.gov/mads/rdf/v1#hasBroaderAuthority 
(mads:#hasBroaderAuthority) Popularity:1 
 --> 
    <rdfs:label>author</rdfs:label> 
    <owl:onClass 
rdf:resource="http://example.com/sample_application_5#Author"/> 





	 本稿の 7 章の実験に用いたサンプルを分かり易く図示したものをここに示す。なお、N
は N>1 の自然数とする。 
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