Summary: Genome-wide association studies have become common over the last ten years, with a shift towards targeting rare variants, especially in pedigree-data. Despite lower costs, sequencing for rare variants still remains expensive. To have a relatively large sample with acceptable cost, imputation approaches may be used, such as GIGI for pedigree data. GIGI is an imputation method that handles large pedigrees and is particularly good for rare variant imputation. GIGI requires a subset of individuals in a pedigree to be fully sequenced, while other individuals are sequenced only at relevant markers. The imputation will infer the missing genotypes at untyped markers. Running GIGI on large pedigrees for large numbers of markers can be very time consuming. We present GIGI-Quick as a method to efficiently split GIGI's input, run GIGI in parallel and efficiently merge the output to reduce the runtime with the number of cores. This allows obtaining imputation results faster, and therefore all subsequent association analyses. Availability and and implementation: GIGI-Quick is open source and publicly available via: https:// cse-git.qcri.org/Imputation/GIGI-Quick.
Introduction
In the past ten years, genome-wide association studies (GWAS) have become widely used in human genetics (Evangelou and Ioannidis, 2013) . They led to the discovery of thousands of risk factors for hundreds of complex human traits, mainly using genotyping chips that mostly contain common variants (Manolio et al., 2009) . The majority of these factors are common in the population and only explain a small part of the heritability (Bansal et al., 2010) . Recently, there was a shift of interest toward the study of rare variants motivated by the advances in next generation sequencing technologies. Family-based association studies are advantageous for rare variant association because of the enrichment of rare alleles within families (pedigrees) (Wijsman, 2012) . The sample size can be increased in silico by using imputation to infer the missing genotypes in order to achieve high power for association tests. GIGI (Cheung et al., 2013) and Merlin (Abecasis et al., 2002) are the main pedigree-based imputation approaches and their performance is expected to be similar because they are based on essentially the same model. However, GIGI is the only approach that handles large families and accurately imputes rare variants. The computation time and memory resources required by GIGI increase with order of Oðn 2 Þ with the size of the families and linearly with the number of sequenced variants. For example, an imputation we performed using 5000 inheritance vector realizations on a 189-individual pedigree on chromosome 2 (2 402 346 SNPs) and chromosome 22 (377 953 SNPs) took approximately 17 and 3 days, respectively, and needed 28 and 4 GB of memory. Unlike population-based imputation where the linkage disequilibrium (LD) information between markers is required, GIGI imputes single-nucleotide polymorphisms (SNPs) independently because it uses identity-by-descent (IBD) information that defines how alleles are inherited, from parents to offspring, within a pedigree. Note that the IBD information required by GIGI is computed using gl_auto, implemented in MORGAN (Thompson, 2011) . We propose a new approach, GIGI-Quick, that splits GIGI input files into several chunks, runs GIGI on the split input files in parallel, and then merges the output of all chunks. GIGI-Quick permits obtaining imputation results much faster than GIGI. It also allows the user to perform imputation when there is not enough memory to do the imputation with GIGI alone. Finally, it allows the user to perform imputation on a specified region of interest.
Materials and methods

GIGI input and output files
Assume a goal of imputation on a pedigree of size N, where we sequence S subjects on a dense marker panel of M markers. Assume that the IBD was computed using a sparse marker panel of P informative markers. GIGI requires seven input files. I1: Pedigree structure file ($N rowsÂ 5), I2: Meiosis indicator file, containing the IBD information, I3: Sparse marker position file used to compute the IBD (P Â 1), I4: Dense marker position file (M Â 1), I5: Dense marker allele frequency file for the pair of allele frequencies (M Â 2), I6: Dense marker genotype file (S Â M) and I7: A parameter file that specifies all the aforementioned files and other flags for GIGI. GIGI outputs four files. O1: A probability file, for each of three possible genotypes (N Â (3 M)), O2: A genotype file, containing the best guess genotypes (N Â (2 M)), O3: A dose file, containing the estimation of the number of alleles, (N Â M) and O4: A file of consistent inheritance vectors (M rows). Input and output files for GIGI-Quick are identical to those for GIGI. These files are described further in the Supplementary Material.
GIGI-Quick
Similar to GIGI, GIGI-Quick runs in one command line. We support a flexible set of command line options while retaining the exact same parameter file used by GIGI. Other flags define other parameters, such as the output file names, cpu numbers and requested memory. Internally, GIGI-Quick splits three input files, I4, I5 and I6, into C chunks that are roughly the same size and not overlapping because the imputation is done independently across SNPs. By default, the number of splits (C) is the (number of cores-1) times the number of threads per core. The user is able to override the number of threads to be used. After splitting, GIGI-Quick prepares the appropriate parameter files to run GIGI on the C chunks. Finally, it merges all output chunks, column-wise for O1, O2 and O3, and row-wise for O4. GIGI-Quick is a combination of two utilities written in C þþ and several bash scripts. The first C þþ program is used to split the inputs and the second program is used to merge the imputation outputs. The bash scripts (i) parse the user's parameters (such as the number of splits, GIGI original parameter file and the long format flag), (ii) call the splitting program, (iii) run GIGI in parallel and (iv) call the merging program that will give one set of outputs, similar to what GIGI gives without splitting. Independent logs, which show memory usage, time and other information, are kept for each run with GIGI as well as for the split and merge programs. GIGI-Quick implements two different approaches to memory constrained scenarios, one queue-based and the other utilizing cgroups, a feature of the Linux kernel for controlling resource usage. GIGIQuick also allows the user to easily perform imputation on a specified region of interest rather than an entire chromosome by giving the start and end positions of the region. Note that GIGI-Quick will run on most Unix-like systems with Bash, common utilities and a C þþ compiler. We have tested it on OSX, Ubuntu and Red Hat.
Results
GIGI-Quick was tested on the new Ryzen platform 1800X CPU, a general purpose amd64 processor. We have tested it with a wide variety of pedigrees on both real and simulated sequence data, from just a few individuals up to 189, which is a very large pedigree. We measured several statistics while testing GIGI-Quick: the amounts of memory and time used for the input splitting, output merging and by a single instance of GIGI that was run by GIGI-Quick. We report the maximum memory and time of all instances. Figure 1 shows how GIGI-Quick scales with the number of chunks (which is also the number of threads used) on a single consumer CPU with 16 cores. Theoretically, time and memory to run GIGI-Quick are inversely proportional to the number of chunks. However, running these threads concurrently introduces a level of contention for L1-L3 cache and bandwidth on the main memory bus that bottlenecks CPU operations. To illustrate, we took the longest running chunk of chromosome 22 from the 8 concurrent chunks, which resulted in a 5.77Â speedup, and executed it alone. The speedup increased to 7.92Â, which means almost perfect scaling. We also verified that I/O (disk) wait was under 1% in both cases. The time and memory to split the files remains constant. The time to merge the files remains constant as well but the memory needed decreases because the buffer is written to disk after reading in each individual output file. We also ran GIGI-Quick on chromosome 2 to demonstrate that it is also effective for large chromosomes. Analysis took 2.4 days using 16 threads instead of 17 days in the single threaded case. It is noteworthy that the time and memory to run GIGI are much more than for the splitting and merging steps, which is not apparent from this plot. In our test runs of splitting input files into up to 16 chunks on the Ryzen platform, running all instances of GIGI accounted for more than 98.5% of the clock time and more than 99.5% of the total memory use. We modeled the memory use for GIGI with a linear regression model (memory all in kilobytes. Using this information, we were able to add an additional running mode to GIGI-Quick for users to run in an automatically queued manner for machines with less memory. Given an amount of memory and a desired number of splits (C), GIGI can queue and run these jobs within the memory envelope in most cases by including an additional buffer or five standard deviations over the predicted amount. Finally, GIGI's results were highly correlated with GIGI-Quick's results (Average Correlation > 0.999). The minimal differences arise from the fact that GIGI uses a random number generator when it cannot infer the missing genotypes using the IBD information. In this case, it randomly draws the inferred genotypes using the minor allele frequency provided in the input file, I5.
Conclusion
GIGI-Quick allows one to obtain imputation results in a significantly shorter amount of time than GIGI. We tested it on a 189-subject pedigree, which is very large. GIGI-Quick also works on other large pedigrees, such as the Framingham ones. The computational performance of GIGI-Quick conducted on the largest of the Framingham pedigrees (230 individuals) is expected to be comparable to what we observed in our data because our pedigree is much deeper and contains loops that increase computational demands. Prior to GIGI, such pedigrees were a significant problem and pedigree splitting algorithms were proposed just to run Merlin on Framingham pedigrees (Chen et al., 2012) . GIGI uses the IBD estimated from gl_auto implemented in MORGAN, which took approximately 22 days on chromosome 2 (397 sparse markers) for the 189-individual pedigree. GIGI-Quick offers a number of useful features for running GIGI that address both high and low end use cases.
In scenarios where there are many threads on a node they can all be utilized to get GIGI results more quickly. On the other end of the
