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za oddaljen dostop do sistema Zenon
DIPLOMSKO DELO
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korǐsčenje rezultatov diplomske naloge je potrebno pisno privoljenje avtorja,
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4.3.1 Komunikacija s strežnikom . . . . . . . . . . . . . . . . 32
4.3.2 Izdelava komponente . . . . . . . . . . . . . . . . . . . 33
4.4 Vsebovane funkcionalnosti . . . . . . . . . . . . . . . . . . . . 37
5 Analiza 39
5.1 Rezultati . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
5.2 Primerjava z Zenon spletnimi strežniki . . . . . . . . . . . . . 40
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HTML HyperText Markup Language jezik za označevanje nadbese-
dila
CSS Cascading Style Sheets kaskadne stilske podloge
SCADA Supervisory Control And Data
Acquisition
Sistem za nadzor in pridobiva-
nje podatkov
HMI Human-Machine Interface vmesnik človek-stroj
MES Manufacturing Execution Sy-
stem
sistem odločanja v proizvodnji
ERP Enterprise Resource Planning sistem za načrtovanje virov
podjetja
PLC Programmable Logic Control-
ler
programabilni krmilnik
JSON JavaScript Object Notation JavaScript format za izme-
njavo podatkov
SFC Single-File Component Datotečna Vue komponenta
URL Uniform Resource Locator Enolični spletni naslov
CORS Cross-Origin Resource Sharing Skupna raba virov

Povzetek
Naslov: Z vtičnikom izvedena spletna rešitev za oddaljen dostop do sistema
Zenon
Avtor: Dejan Božič
Cilj diplomskega dela je razvoj Zenon vtičnika kot spletnega strežnika in
spletne aplikacije odjemalca, ki uporabnikom omogoča hiter in enostaven
pregled nad stanjem različnih infrastruktur in proizvodnje.
Obstoječe rešitve pri uporabi oddaljenega dostopa do Zenon sistemov ne
nudijo najbolǰse uporabnǐske izkušnje, saj se prikaz podatkov o stanju infra-
struktur in proizvodnje ne prilagaja ločljivosti uporabljene naprave. Poleg
tega je za oddaljen dostop potrebna uporaba dodatnih orodij, kar poveča čas
dostopa do sistema. Ker rešitev za te omejitve še ne obstaja, smo to razvili
v tem diplomskem delu.
Spletni strežnik je zasnovan na modularni zasnovi Zenon Supervisor pro-
gramskega paketa kot vtičnik. To pomeni, da ga lahko uporabimo na kate-
remkoli nadzornem sistemu, ki je razvit v Zenon okolju. Strežnik deluje kot
podatkovni in programski vmesnik (API) med Zenon programskim paketom
in spletnim odjemalcem, ki je namenjen prikazu trenutnih podatkov, ki so
pridobljeni s strani spletnega strežnika.
Končna analiza rešitve je pokazala, da so bili zadani cilji izpolnjeni, saj je
dostop do sistem hitreǰsi, pregled stanja pa je uporabniku veliko bolj prijazen
in enostaven.
Ključne besede: Zenon, Zenon vtičnik, spletna aplikacija, spletni strežnik,
VueJS, Centrani nadzorni sistem, SCADA sistem.

Abstract
Title: An add-in implementation of the web solution for the distance access
to the Zenon system
Author: Dejan Božič
The goal of the thesis is to develop a web server using Zenon add-in and the
client’s web application, which allows a quick and easy overview of the state
of various infrastructures and production.
Existing remote access solutions to the Zenon system do not provide the
best user experience, because the display of the state of the infrastructure
and production data does not support the resolution of the used device. In
addition, remote access requires the use of additional tools, which increase
access time to the system. Since a solution for these constraints does not yet
exist, we have developed this in this thesis.
The web server is based on the modular design of the Zenon Supervisor
software package as an add-in. As such it can be used in any control system,
developed in the Zenon environment. The server acts as a data and software
interface (API) between Zenon’s software package and the web client, which
is intended to display the current data obtained by the web server.
The final analysis of the solution proved that the goals were achieved.
Access to the system is faster, while the state presentation is easier and
user-friendlier.
Keywords: Zenon, Zenon add-in, web application, web server, VueJS, Cen-




Centralni nadzorni sistemi (angl. Central control systems) se uporabljajo
za nenehen nadzor in upravljanje nad delovanjem različnih infrastruktur in
proizvodnje. Ti zagotavljajo pridobivanje podatkov o delovanju posame-
znih podsklopov sistema, njihovo analizo, poročanje, intuitiven prikaz stanja,
realno-časovno zaznavanje izjem in napak ter s tem učinkovito obveščanje od-
govornih oseb v celotni vertikali upravljanja. Med najpogosteje uporabljene
vrste centralno nadzornih sistemov spadajo SCADA sistemi, ki so name-
njeni nadzoru in pridobitvi podatkov proizvodnih procesov. Eden izmed
vodilnih programskih paketov, ki nudi opisane možnosti je Zenon podjetja
COPA-DATA [8]. Poznamo tudi Zenonu sorodne programske pakete kot so,
SIMATIC WinCC [31], iFix [16], Cimplicity [7].
S stalǐsča prikaza podatkov v centralnem nadzornem sistemu so se uve-
ljavili trije koncepti, ki temeljijo na odjemalec-strežnik arhitekturi [21, 22].
Pri prvem sta tako odjemalec kot strežnik namenska programa, ki za komu-
niciranje uporabljata namenske protokole. Drugi koncept temelji na sple-
tni tehnologiji, kjer je poglavitni del strežnǐske programske opreme spletni
strežnik, kot odjemalec pa se uporablja spletni brskalnik in/ali mobilna apli-
kacija. Tretji koncept skuša opisana dva združiti, pri čemer se prvi koncept
večinoma uporablja za lokalne računalnike, drugi pa za mobilne naprave.
Osredotočili smo se na razvoj tretjega koncepta, saj tehnologija napreduje
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v tej smeri in je potreba po prikazu podatkov na mobilnih napravah vedno
večja. Dostop do centralno nadzornih sistemov je namreč v veliki večini
mogoč samo z napravami, ki vsebujejo Microsoftove Windows operacijske
sisteme. Zaradi vedno večje uporabe mobilnih naprav smo se odločili, da
razvijemo vtičnik in spletno aplikacijo, ki bo uporabniku omogočila dostop
do sistema preko spletnega brskalnika nameščenega na napravi uporabnika.
Z razvojem vtičnika in spletne aplikacije želimo uporabniku nuditi eno-
stavneǰso in čim bolj ergonomsko uporabnǐsko izkušnjo. Trenutne rešitve
so namreč omejene z več stalǐsč: nimajo implementiranega odzivnega pri-
kaza (angl. responsive design), kjer se prikaz podatkov prilagaja ločljivosti
uporabljene naprave, omejujejo dostop do sistema več uporabnikom hkrati in
zahtevajo uporabo Microsoft Windows operacijskih sistemov. Z našo rešitvijo
želimo te omejite odpraviti. Poleg tega pa želimo implementirati samo tiste
funkcionalnosti, ki so za uporabnika najpomembneǰse.
Diplomsko delo sestavljajo štirje deli. Prvi del vsebuje opis Zenon plat-
forme in njenih funkcionalnosti, opis obstoječih rešitev na področju oddalje-
nega dostopa ter opis različnih vrst Zenon vtičnikov. V naslednjem delu sledi
opis spletnega strežnika kot vtičnika in njegove zgradbe, opis poteka razvoja,
funkcionalnosti vtičnika in opis orodij, ki smo jih pri tem uporabljali. Tretji
del se nanaša na spletno aplikacijo. Vsebuje opis programskega ogrodja Vu-
eJS, potek razvoja aplikacije in opis vsebovanih funkcionalnosti. Zadnji del
vsebuje analizo doseženih rezultatov in primerjavo naše rešitve z obstoječimi.
Poglavje 2
Programska platforma Zenon
V tem poglavju bomo opisali Zenon platformo in njene funkcionalnosti, ob-
stoječe rešitve na področju oddaljenega dostopa ter različne vrste Zenon
vtičnikov.
2.1 Predstavitev sistema
Zenon je izdelek podjetja COPA-DATA, vodilnega proizvajalca na področju
industrijske avtomatizacije in avtomatizacije v infrastrukturi. Uporabnikom
ponuja neodvisne rešitve na področju vodenja in nadzora delovanja različnih
procesov. Njegova zasnova, ki temelji na zbiranju in obdelavi realnih podat-
kov, pomaga podjetjem pri optimizaciji procesov in sprejemanju zanesljivih
odločitev [41].
Zenon ponuja integrirano okolje, katerega sestavljata Zenon Editor in
Zenon Runtime. Zenon Editor je urejevalnik namenjen konfiguraciji in ra-
zvoju Zenon projekta, medtem ko Zenon Runtime projekt poganja in s
tem omogoča upravljanje in vizualizacijo delovanja različnih procesov. V
pričujočem delu bomo Zenon Editor urejevalnik na kratko imenovali urejeval-
nik, Zenon Runtime pogon pa izvajalno okolje. Odprtost platforme omogoča
učinkovito integracijo strojne in programske opreme s pomočjo številnih ko-




Zenon odlikujejo sledeče lastnosti: [41]
• povezovanje raznolikih sistemov,
• varna izmenjava podatkov,
• enostavna nadgradnja sistemov,
• trajnostno naravnane rešitve, ki s časom ne zastarajo in
• ustvarjanje rešitev po meri z minimalno količino programiranja.
Pozitivni učinki uporabe Zenon platforme so: [41]
• izbolǰsava nadzora nad delovnimi procesi,
• zagotavljanje nemotenega delovanja procesov,
• zmanǰsanje porabe energije,
• povečanje produktivnosti in sledljivost ter
• optimizacija proizvodnih in upravljavskih stroškov.
Zenon platforma vsebuje več različnih programskih paketov:
• Zenon Logic je zasnovan po standardu IEC 61131-3 (PLC standard).
Združuje Zenon in PLC programiranje v skupen sistem. Ker se upo-
rablja skupna podatkovna baza, so spremembe na podatkih v Zenon
Logic-u vidne v Zenon sistemu brez dodatnega uvoza podatkov [39],
• Zenon Supervisor je samostojen Zenon sistem, podprt s strani Mi-
crosoft Windows operacijskih sistemov. Omogoča nadzor, vizualiza-
cijo in optimizacijo zahtevnih procesov v infrastrukturi (npr. elektro-
distribucijski in vodovodni sistemi) in v industriji (najpogosteje je pri-
soten v prehrambeni proizvodnji, avtomobilski proizvodnji in proizvo-
dnji zdravil) [42],
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• Zenon Operator je najosnovneǰsi paket v okviru Zenon platforme,
podprt s strani Microsoft Windows operacijskih sistemov. Njegova
osnovna funkcionalnost je razvoj vmesnikov človek-stroj, namenjen pa
je tudi razvoju projektov za nadzor in upravljanje manj obsežnih de-
lovnih procesov, ker ne vsebuje vseh funkcionalnosti paketa Zenon Su-
pervisor [40].
• Zenon Analyzer je spletno orodje za dinamično poročanje o učinkovitosti
procesa in opreme v realnem času. Na podlagi podatkov procesa, ki so
pridobljeni s strani Zenon sistema, sestavlja poročila, ki se uporabljajo
za nadzor kakovosti ter omogočajo primerjalno analizo (angl. Bench-
marking). Na podlagi ustvarjenih poročil se prepoznajo potencialne
izbolǰsave procesov, kar pripomore k njihovi učinkovitosti [36, 37].
• Straton platforma je integrirano programsko okolje za razvoj PLC
aplikacij, ki je namenjeno proizvajalcem strojne opreme. Podpira pro-
gramske jezike PLC standarda IEC 61131-3. Ponuja široko paleto funk-
cij in komunikacijskih protokolov za komunikacijo s strojno opremo [32].
Zenon platforma ponuja celostno rešitev za skoraj vse ravni avtomatizacijske
piramide (slika 2.1). Piramido sestavlja pet nivojev: [4]
Slika 2.1: Piramida avtomatizacije [4]
6 Dejan Božič
• Fizični nivo (angl. Production/Field level - PL): Na tem nivoju
so prisotni fizični elementi kot so krmilniki, elektromotorji, hidravlični
in pnevmatski pogoni ter senzorji. Krmilnik prejema informacije sen-
zorjev, stikal in ostalih vhodnih naprav, preko katerih na podlagi vsebo-
vanega programa preklaplja med izhodi. Pri Zenonu se na tem nivoju
uporabljata programska paketa Zenon Logic in Straton platforma,
• Nivo pridobivanja podatkov naprav (angl. Machine Data Acqui-
sition - MDA): Na tem nivoju se pridobivajo podatki, na osnovi ka-
terih se na vǐsjih nivojih vrši nadzor in upravljanje. Podatke v Zenonu
pridobivamo preko vgrajenih gonilnikov [38]. Vsak gonilnik je nasta-
vljen za določeno vrsto naprave (Siemens [30], Beckhoff [5], Vipa [33],
...) in tip komunikacije (Profinet [25], Profibus [24], Modbus [20], ...),
ki se uporablja.
• Nadzorni nivo (angl. Supervisory Control - SC): Na podlagi
podatkov preǰsnjih nivojev upravljamo in nadzorujemo procese. V Ze-
nonu sta temu namenjena Zenon Supervisor in Zenon Operator,
• Nivo načrtovanja (angl. Manufacturing Execution Systems -
MES): MES spremlja celoten postopek proizvodnje v tovarni od suro-
vin do končnega izdelka in na podlagi pridobljenih informacij optimi-
zira delovanje proizvodnje. V Zenonu je temu namenjena programska
platforma Zenon Analyzer,
• Vodstveni nivo (angl. Enterprise Resource Planning - ERP):
Na tej ravni se uporablja integrirani sistem upravljanja podjetij ERP.
S pomočjo ERP-ja vodstvo podjetja upravlja in nadzoruje poslovanje




Običajno je dostop do Zenon sistemov mogoč le z uporabo izvajalnega okolja,
ki mora biti nameščeno na napravi uporabnika. Poleg neposrednega poznamo
tudi oddaljen dostop, ki ga lahko vzpostavimo z uporabo spletnih modulov
ali HTML Web Engine modula [14, 15]. S tem omogočimo vpogled v sistem
brez uporabe izvajalnega okolja.
2.2.1 Spletni moduli
Spletni moduli omogočajo prikaz vsebine centralnega nadzornega sistema
preko spletnega brskalnika z uporabo Zenon spletnega odjemalca (angl. Web
Client Application), ki v tem primeru nadomešča izvajalno okolje. Trenu-
tne rešitve, ki jih Zenon ponuja na področju spletnega oddaljenega dostopa,
so [43]:
• Zenon Web Server: različica strežnika, ki posreduje podatke iz sple-
tnega strežnika do spletnega odjemalca. Omogoča le vpogled v sistem,
upravljanje z njim pa ni mogoče. Operacije uporabnika so prijava in
odjava ter preklapljanje med zasloni Zenon sistema. Podpira HTTP
tuneliranje in šifriranje podatkov. Nameščen je lahko ločeno od Zenon
Runtime strežnika.
• Zenon Web Server Pro: od osnovnega Web Server strežnika se raz-
likuje po operacijah, ki jih uporabnik lahko izvaja. Pri tej različici
strežnika lahko uporabnik upravlja s sistemom na enak način kot z
uporabo izvajalnega okolja,
• Zenon Web Server Pro Light: to je omejena različica Web Server
Pro strežnika. Operacije uporabnika so enake kot pri uporabi strežnika
Web Server Pro, razlikujeta pa se v načinu namestitve in nekaterih
funkcionalnostih. Web Server Pro Light mora biti nameščen na isti na-
pravi kot spletni strežnik (IIS, Apache, ...) in Zenon Runtime strežnik.
V primerjavi z Web Server Pro strežnikom, ta različica ne podpira
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HTTP tuneliranja in šifriranja podatkov ter omogoča dostop do sis-
tema le trem uporabnikom hkrati.
Slika 2.2: Primer konfiguracije oddaljenega dostopa
Konfiguracija oddaljenega dostopa
Konfiguracija se deli na tri sklope (slika 2.2):
1. Na napravi (PC1), preko katere želimo oddaljeno dostopati do sistema
(PC3), je potrebno namestiti brskalnik in Zenon spletni odjemalec.
2. Na ločeni napravi (PC2) je potrebno namestiti spletni strežnik (IIS,
Apache, ...) ter eno izmed različic Zenon spletnega strežnika.
3. Tretja naprava (PC3) vsebuje Zenon runtime strežnik in projekt, ki ga
poganja. Uporaba tretje naprave (PC3) je opcijska, saj lahko omenjene
komponente namestimo kar na napravo PC2.
Konfiguracija se nekoliko razlikuje pri uporabi spletnega strežnika Web Ser-
ver Pro Light, kjer morajo biti komponente druge in tretje točke vedno
nameščene na eni napravi.
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2.2.2 HTML Web Engine
Zenon platforma poleg spletnih strežnikov ponuja tudi rešitev HTML Web
Engine [14, 15]. Dostop do sistema poteka v tem primeru neposredno preko
spletnega brskalnika, ki podpira HTML5 standard. Za razliko od prej omenje-
nih rešitev HTML Web Engine ne prikazuje celotnega Zenon sistema, temveč
samo nekatere zaslone. Ti so seznam alarmov, seznam dogodkov, prikaz gra-
fov, prijava uporabnika in zaslon tipa HTML, ki je namenjen prikazovanju
HTML vsebin. Uporaba funkcionalnosti HTML Web Engine odpravi dostop
omejenega števila uporabnikov do sistema in ne zahteva Microsoft Windows
operacijskega sistema za dostop do Zenon sistema.
2.2.3 Omejitve obstoječih rešitev
Pri uporabi Zenon spletnega strežnika je oddaljen dostop mogoč le z napra-
vami, ki vsebujejo Microsoft Windows operacijski sistem, saj namestitev in
uporaba Zenon spletnega odjemalca v drugih primerih ni mogoča. Prikaz
vsebine se ne prilagaja ločljivosti uporabljene naprave, do sistema pa lahko
hkrati dostopa le omejeno število uporabnikov.
Z uporabo funkcionalnosti HTML Web Engine se prikaz podatkov ravno
tako ne prilagaja ločljivosti uporabljene naprave oziroma ta prilagoditev ni
avtomatska. Ne moremo tudi prikazati vseh podatkov, saj podpira prikaz
le določenih zaslonov. Ob nadgradnji funkcionalnosti sistema je rešitev po-
trebno ponovno zgraditi, če hočemo aktivirati spremembe. Poleg tega je ob-
vezna tudi uporaba Zenon Web Server ali Zenon Web Server Pro strežnika,
saj je HTML Web Engine dodatna funkcionalnost le-teh.
2.3 Zenon vtičniki
Vtičniki so ena izmed možnosti, ki jih Zenon platforma ponuja za dodatno
razširitev funkcionalnosti sistema. Kompatibilni so s stareǰsimi in noveǰsimi
različicami Zenon platforme, kar pomeni, da se lahko isti vtičniki uporabljajo
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na različnih verzijah Zenon projektov. Pri tem ločimo vtičnike urejevalnika
in vtičnike v izvajalnem okolju.
2.3.1 Vtičniki v urejevalniku
Ti služijo predvsem kot pripomoček pri konfiguraciji in razvoju projekta. To
vrsto vtičnikov je potrebno ročno uvoziti preko menija v urejevalniku in jih
namestiti. Ko je vtičnik uvožen v urejevalnik, je dostop do njega vedno mogoč
neodvisno od trenutnega projekta. Ločimo dva tipa vtičnikov v urejevalniku:
• Čarovnǐski vtičnik v urejevalniku (angl. Editor wizard exten-
sion): Funkcionalnost, ki jo uporabnik izvede po potrebi. Ko se funk-
cija izvrši, se čarovnik zapre. Je najpogosteje uporabljena različica
vtičnika v urejevalniku.
Primer uporabe čarovnǐskega vtičnika v urejevalniku je uvoz spremen-
ljivk iz krmilnika. Da se izognemo dolgotrajnemu postopku tvorbe
posameznih spremenljivk, lahko ustvarimo vtičnik, ki samodejno tvori
vse potrebne spremenljivke hkrati.
• Storitveni vtičnik v urejevalniku (angl. Editor service exten-
sion): Zagon tega tipa vtičnika je odvisen od njegove konfiguracije.
Pri avtomatskem načinu se zažene skupaj z delovnim okoljem in se
zaustavi, ko delovno okolje zapremo. V nasprotnem primeru ga upo-
rabnik zažene ročno v meniju urejevalnika preko orodja Manage Editor
services, ki nam omogoča ročen vklop in izklop vtičnika.
Primer uporabe storitvenega vtičnika v urejevalniku je samodejna iz-
delava varnostne kopije projekta glede na določen časovni interval.
2.3.2 Vtičniki v izvajalnem okolju
Ti vtičniki so namenjeni dopolnjevanju funkcionalnosti sistema v času izva-
janja. Uvažamo jih in z njimi upravljamo v urejevalniku. Ključna razlika v
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primerjavi z vtičniki v urejevalniku je ta, da se ti vtičniki samodejno name-
stijo ob zagonu Zenon sistema in so prisotni le v projektih, v katere smo jih
uvozili. Tudi tu ločimo dva tipa vtičnikov:
• Čarovnǐski vtičnik v izvajalnem okolju (angl. Project wizard
extension): Ta tip vtičnika lahko zaženemo le s funkcijo imenovano
Execute Project Wizard Extension. Potrebno je poskrbeti, da je
pred tem vtičnik uvožen v urejevalnik.
Primer uporabe čarovnǐskega vtičnika v izvajalnem okolju je komuni-
kacija med različnimi vtičniki v sistemu. Čarovnǐski vtičnik predsta-
vlja odjemalca. Ta komunicira s storitvenim vtičnikom, ki predstavlja
strežnik in na zahtevo streže podatke odjemalcu.
• Storitveni vtičnik v izvajalnem okolju (angl. Project service
extension): Zagon tega tipa vtičnika je odvisen od njegove konfigu-
racije. Pri avtomatskem načinu se zažene in zaustavi skupaj z Zenon
sistemom. V nasprotnem primeru ga uporabnik zažene ročno v me-
niju urejevalnika preko orodja Manage Editor services, ki nam omogoča
ročen vklop in izklop vtičnika. Ta vrsta vtičnika je najpogosteje upo-
rabljena različica vtičnika v izvajalnem okolju.
Primer uporabe tovrstnega vtičnika je predstavljen v sklopu diplom-
skega dela. Ob zagonu Zenon sistema se hkrati kot storitveni vtičnik v
izvajalnem okolju zažene tudi spletni strežnik.
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Poglavje 3
Spletni strežnik kot vtičnik
V tem poglavju bomo opisali spletni strežnik kot vtičnik in njegovo zgradbo,
razvoj in funkcionalnosti vtičnika ter orodja, ki smo jih pri tem uporabljali.
3.1 Namen spletnega strežnika
Spletni strežnik je namenjen pridobivanju podatkov iz Zenon sistema. Ti so
statusi spremenljivk, izjeme in napake, vrednosti za izris grafov in seznam
dogodkov. Poleg pridobivanja podatkov je glavni cilj vtičnika omogočiti vpo-
gled v sistem več uporabnikom hkrati, saj je v obstoječih rešitvah to omejeno.
Pri tem je potrebno poskrbeti, da ne posegamo v delovanje uporabnika, ki
je prijavljen na lokalnem sistemu. Spletni strežnik odpravlja tudi potrebo
po uporabi Zenon spletnega strežnika in Microsoft Windows operacijskega
sistema.
3.2 Uporabljena orodja in tehnologije
Za razvoj vtičnikov, COPA-DATA priporoča razvojni okolji Microsoft Visual
Studio [19] in SharpDevelop [29] ter programska jezika C# in Visual Basic
.NET [9]. V našem primeru smo se odločili za uporabo okolja Miscrosoft
Visual Studio 2017 s paketom za uporabo programskega jezika C#.
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Pri definiranju začetnega projekta smo si pomagali z razširitvijo ime-
novano COPA-DATA Developer Tools [9], ki smo jo namestili kot dodatek
okolju Visual Studio. Ta vsebuje predloge Visual Studio projektov za Ze-
non okolje, ki nam omogočijo tvorbo projekta, ki je kompatibilen z Zenon
platformo (slika 3.1). Predloge so na voljo za vse tipe vtičnikov.
Slika 3.1: Predloge Visual Studio projektov za Zenon okolje
Za pridobitev podatkov iz Zenon sistema smo uporabili knjižnico Scada
AddIn [18], ki služi kot vmesnik med sistemom in spletnim strežnikom.
Pri razvoju strežnǐskega dela vtičnika smo uporabili platformo Embe-
dIO [13], ki je namenjena implementaciji spletnega strežnika. Omogočila
nam je deklaracijo in konfiguracijo spletnega strežnika s pomočjo razreda
WebServer. Kot taka služi kot vmesnik med knjižnico Scada AddIn in odje-
malcem.
3.3 Zgradba vtičnika
V našem primeru ima vtičnik vlogo spletnega strežnika, ki služi kot vmesnik
med Zenon sistemom in spletnim odjemalcem. Njegovo zgradbo delimo na
strežnǐski in modularni del (slika 3.2).
Strežnǐski del je namenjen konfiguraciji in deklaraciji spletnega strežnika,
modularni del pa vsebuje module, preko katerih s pomočjo knjižnice Scada
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AddIn pridobivamo željene podatke. Vsak modul definira posamezno funk-
cionalnost spletnega strežnika.
Pri definiranju začetnega projekta je potrebno izbrati primerno Visual
Studio predlogo. V našem primeru smo se odločili za uporabo storitvenega
vtičnika v izvajalnem okolju (angl. Project service extension), ki je predsta-
vljen v razdelku 2.3.2.
Slika 3.2: Zgradba vtičnika
3.3.1 Strežnǐski del
Strežnǐski del vtičnika sestavljata dva sklopa. Prvi sklop predstavlja konfi-
guracijo spletnega strežnika, v drugem sklopu pa definiramo vstopno točko
in zagon strežnika.
Metoda za konfiguracijo strežnika (koda 3.1) potrebuje argumente, preko
katerih dostopamo do podatkov, in kontekst, ki predstavlja sistem, iz kate-
rega pridobimo podatke. Pri konfiguraciji strežnika je potrebno definirati
naslednje parametre:
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• URL naslov: sestavljen je iz IP naslova ali domenskega imena ter
številke vrat, preko katerih dostopamo do strežnika,
• HTTP poslušalca (angl. listener): namenjen je zajemu zahtev, ki
jih strežnik prejme s strani odjemalca,
• CORS mehanizem: omogoča spletnim aplikacijam dostop do virov
tudi v primeru, ko te niso istega domenskega izvora kot sama aplikacija,
• Uporaba sej: z definicijo parametra .WithLocalSessionManager()
omogočimo uporabo sej na strežniku,
• Moduli: ti so namenjeni dostopu do podatkov. Vsak modul je de-
finiran v modularnem delu, predstavlja pa eno izmed funkcionalnosti
strežnika.
Koda 3.1: Konfiguracija strežnika
// Create and configure our web server.
private static WebServer CreateWebServer(string url, IProject context, IBehavior behavior){






.WithModule(new ActionModule("/getAlarms", HttpVerbs.Post, ctx =>
ctx.SendDataAsync(new GetAlarms(context).Handle(ctx))))
.WithModule(new ActionModule("/getCel", HttpVerbs.Post, ctx =>
ctx.SendDataAsync(new GetCetList(context).Handle(ctx))))
.WithModule(new ActionModule("/getUser", HttpVerbs.Post, ctx =>
ctx.SendDataAsync(new UserLogin(context).Handle(ctx))))
.WithModule(new ActionModule("/getTrend", HttpVerbs.Post, ctx =>
ctx.SendDataAsync(new GetTrends(context).Handle(ctx))))
// Listen for state changes.
server.StateChanged += (s, e) => $"WebServer New State - {e.NewState}".Info();
return server;
}
Konfiguriranemu strežniku smo nato definirali vstopno točko (angl. entry
point) (koda 3.2). Določili smo URL naslov za dostop do podatkov ter izvedli
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klic RunAsync() metode, ki poskrbi za zagon spletnega strežnika ob aktivaciji
Zenon sistema. Metoda zažene opravilo, ki se zaključi ob proženju žetona za
izklop (angl. Cancellation Token) ali pa ob izklopu sistema.
Koda 3.2: Definicija vstopne točke
/// <summary>
/// Defines the entry point of the application.
/// </summary>
/// <param name="args">The arguments.</param>
public void Start(IProject context, IBehavior behavior){
var url = "http://localhost:9696/";
// Our web server is disposable.
using (var server = CreateWebServer(url, context, behavior)){




Poleg deklaracije in konfiguracije spletnega strežnika je v strežnǐskem delu
potrebno določiti tudi privzeti način zagona vtičnika (angl. Default Start
Mode) (koda 3.3). V našem primeru je način zagona avtomatski, ker se
mora spletni strežnik zagnati hkrati z Zenon sistemom. S tem zagotovimo,
da je pridobivanje podatkov ob delovanju sistema vedno mogoče.
Koda 3.3: Nastavitev avtomatskega zagona vtičnika
[AddInExtension("ZenonWebServer","ZenonWebServer",DefaultStartMode=DefaultStartupModes.Auto)]
public class ProjectServiceExtension : IProjectServiceExtension{
}
3.3.2 Modularni del
Modularni del strežnika sestavljajo strežnǐski moduli (slika 3.2). Vsak modul
predstavlja posamezno funkcionalnost. Število definiranih modulov ni ome-
jeno in ustreza številu željenih funkcionalnosti. Naš vtičnik vsebuje sedem
modulov:
• modul za pridobitev aktivnih alarmov in opozoril,
• modul za pridobitev spremenljivk,
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• modul za pridobitev časovnih dogodkov,
• modul za pridobitev vrednosti za izris grafa,
• modul za pridobitev imena arhivov in njihovih spremenljivk,
• modul za pridobitev imen spremenljivk,
• modul za prijavo uporabnika.
Posamezen modul je predstavljen kot objekt z dvema metodama (koda 3.4).
Metoda konstruktorja vsebuje parameter tipa IProject, ki je namenjen
določanju sistema, iz katerega se bodo podatki pridobivali. Tega definiramo
takrat, ko vtičnik uvozimo v urejevalnik. Metoda Handle služi pridobivanju
podatkov iz sistema. Njen parameter je HTTP zahteva obravnavana s strani
strežnika.
Koda 3.4: Primer razreda s konstruktorjem in Handle metodo
public class GetTrends{
private IProject m_project;




public Dictionary<System.DataTime,string> Handle (IHttpContext context){
}
}
Metodo Handle sestavljajo trije sklopi:
1. Pridobitev parametrov zahteve spletnega odjemalca
Pridobljene podatke s strani spletnega odjemalca se najprej razčleni v
smiselno enoto. Ker nam spletni strežnik pridobljene podatke pretvori v
podatkovni tip Stream, jih je najprej potrebno prebrati v tabelo bajtov
in nato pretvorili v JSON niz zaradi lažje uporabe v nadaljevanju.
V naslednjem koraku preverimo, če je prejeta zahteva tipa POST. V
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primeru, da se tip zahteve ujema, prej pridobljeni JSON niz razčlenimo
z JObject metodo, ki omogoča enostaven dostop do podatkov (koda
3.5).
Pri razčlenitvi podatkov smo naleteli na težavo pri uporabi Stream
spremenljivke. Tabeli bajtov je namreč potrebno določiti velikost in
idealno je, če se ta ujema z dolžino prejetih podatkov. Spremenljivke
tipa Stream vsebujejo metodo imenovano CanSeek(). V primeru, da je
rezultat metode false, je pridobitev dolžine podatkov onemogočena,
kar velja tudi v našem primeru.
Preizkusili smo več različnih pristopov pridobitve velikosti prejetih po-
datkov. Najprej smo poizkusili spremeniti vrednost CanSeek metode,
vendar se je ta pristop izkazal za neizvedljivega. Zatem smo poizku-
sili s kopiranjem vsebine Stream spremenljivke v spremenljivko tipa
MemoryStream, ki naj bi omogočal pridobitev velikosti podatkov, ven-
dar je bil tudi ta pristop neuspešen. Ker pristopa nista delovala, smo
se odločili, da tabeli bajtov določimo dovolj veliko statično dolžino, ker
v praksi podatki nikoli ne bodo presegali določene velikosti. Problem
bi se lahko pojavil le pri pridobivanju statusov posameznih spremen-
ljivk. Zenon sistem ima namreč lahko definiranih več sto različnih
spremenljivk in na težave bi lahko naleteli v primeru, ko bi hoteli pri-
kazati večje število spremenljivk. To smo odpravili tako, da smo prikaz
spremenljivk smiselno omejili na 20, hkrati pa v modulu za pridobitev
spremenljivk velikost tabele spremenili na 1024 bajtov. To pomeni, da
bi do napake prǐslo takrat, ko bi povprečna dolžina imena spremen-
ljivke presegla dolžino 50 znakov, kar pa je malo verjetno. V preostalih
modulih je velikost tabel 256 bajtov, saj je število parametrov vtičnika
točno določeno, in je rezerve več kot dovolj. Težava je le v neoptimal-
nosti, saj je pri branju tabele vedno potrebno pregledati celotno tabelo
ne glede na dejansko dolžino pridobljenih podatkov.
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Koda 3.5: Razčlenitev parametrov zahteve za izris grafa
Stream postBody = context.Request.InputStream;
// Create a byte array.
byte[] strArr = new byte[256];
// Read stream into byte array.
int strRead = postBody.Read(strArr, 0, 256);
//Convert byte array to a text string.
string result = Encoding.UTF8.GetString(strArr);
if (context.Request.HttpMethod.Equals("POST")){
try{
JObject ParsedData = JObject.Parse(result);
string StartTime = ParsedData["StrTime"].ToString();// Start time
string EndTime = ParsedData["EndTime"].ToString();// End time
string aName = ParsedData["ArchiveName"].ToString();// Archive name
string vName = ParsedData["VarName"].ToString();//Archive var. name
2. Pridobitev podatkov iz sistema
Na podlagi parametrov, ki smo jih pridobili iz prejete zahteve odje-
malca, se s pomočjo Scada AddIn knjižnice pridobi podatke iz Zenon
sistema (koda 3.6). Pridobitev podatkov se med moduli razlikuje, saj
imamo opravka z različnimi strukturami podatkov in metodami Scada
AddIn knjižnice. Iz Zenon sistema želimo pridobiti samo tiste podatke,
ki uporabniku nudijo uporabne informacije.
Koda 3.6: Pridobitev podatkov za izris grafa iz sistema
//Variable names with ID
Dictionary<string, int> VariableID = new Dictionary<string, int>();
IRuntimeArchive runtimeArchive = m_Project.RuntimeArchiveCollection[aName];
IRuntimeArchiveVariableCollection aVariables = runtimeArchive.VariableCollection;
//Get name of the variable for each variable in the collection
for (int i = 0; i < aVariables.Count; ++i){
VariableID.Add(aVariables[i].Name, i);
}
//Create archive variable filter
IRuntimeArchiveFilter ArchiveFilter = runtimeArchive.FilterCollection.Create();
//Conver time to timestamp
long STime = new DateTimeOffset(DateTime.Parse(StartTime)).ToUnixTimeSeconds();






//Add every archive variable to the archive filter
for (int i = 0; i < aVariables.Count; ++i){
ArchiveFilter.AddVariable(runtimeArchive.VariableCollection[i]);
}
IRuntimeArchiveFilterVariableCollection aVariablesFilter = ArchiveFilter.Query();
IRuntimeArchiveFilterVariable aFilterVariable = aVariablesFilter[VariableID[vName]];
//Get variable values from archive filter
var VariableValue = aFilterVariable.GetArchiveValues();
3. Priprava podatkov za strežbo spletnemu odjemalcu
V tem sklopu se zagotovi primerno podatkovno strukturo podatkov
za zagotovitev transparentnega vpogleda v podatke s strani odjemalca
(koda 3.7). V našem primeru smo pri vseh modulih uporabili podat-
kovno strukturo slovar (angl. dictionary), saj ta najbolj ustreza prikazu
podatkov v naši spletni aplikaciji. Slovarji se pri modulih razlikujejo le
po podatkovnih tipih ključev in vrednosti.
Za vsak modul smo morali izbrati primerne podatkovne tipe ključa
in vrednosti slovarja, saj na strani spletne aplikacije ne prikazujemo
vseh podatkov na isti način. Zato smo morali podatke v podatkovnih
strukturah prilagoditi potrebam spletne aplikacije.
Koda 3.7: Priprava podatkov grafa za strežbo odjemalcu
//Get variable values from archive filter
var VariableValue = aFilterVariable.GetArchiveValues();
String[] TrendValues = new String[VariableValue.Length];
for (int i = 0; i < VariableValue.Length; i++){
//Get timestamp
IRuntimeArchiveValue vTime = aFilterVariable.ArchiveValueCollection[i];
//Convert timestamp in date and time





TrendValues[i] = VariableValue[i].ToString().Replace(",", ".");
responseData.Add(dt, TrendValues[i]);
}
Če hočemo module uporabiti v našem strežniku, jih je najprej potrebno de-
finirati v konfiguracijski metodi strežnika (koda 3.1). V nasprotnem primeru
ne moremo dostopati do podatkov. Posameznemu modulu se pri konfiguraciji
definira naslednje parametre (koda 3.8):
• Osnovna pot: s tem parametrom dostopamo do podatkov posame-
znega modula. Uporabimo ga v URL naslovu, ki je določen v vstopni
točki strežnika.
• Tip zahteve: določimo tip zahteve pošiljanja podatkov. V našem
primeru smo se odločili za uporabo POST zahteve.
• Izbira modula: določimo metodo modula, iz katerega hočemo prido-
biti podatke.
Koda 3.8: Konfiguracija modula za pridobitev podatkov grafa
.WithModule(new ActionModule("/getTrend", HttpVerbs.Post, ctx => ctx.SendDataAsync(new
GetTrends(context).Handle(ctx))))
3.4 Funkcionalnosti vtičnika
Implementirali smo samo tiste funkcionalnosti, ki so za uporabnika najpo-
membneǰse. Moduli vtičnika omogočajo sledeče funkcionalnosti pridobivanja
podatkov:
• Imena spremenljivk: Iz sistema pridobimo imena spremenljivk, ki
jih uporabimo za pridobitev vrednosti in statusov le-teh.
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• Vrednosti in statusi spremenljivk: Na podlagi izbranih imen spre-
menljivk pridobimo njihove parametre: identifikacijska številka, ime,
status, trenutno vrednost ter minimalno in maksimalno vrednost spre-
menljivke. Status spremenljivke SPONT pomeni, da spremenljivka prika-
zuje pravilno vrednost, status INVALID pa označuje nasproten primer.
• Napake in izjeme: V primeru napak v sistemu pridobimo opozorila
oziroma alarme z naslednjimi parametri: identifikacijska številka, ime
napake, čas zaznave in potrditve alarma.
• Imena arhivov in njihovih spremenljivk: Iz sistema pridobimo
imena arhivov in njihovih vsebovanih spremenljivk.
• Trendi: Na podlagi izbranega arhiva in spremenljivke pridobimo vre-
dnosti spremenljivke v določenem časovnem obdobju. Pridobljene vre-
dnosti nato uporabimo za izris grafa.
• Seznam dogodkov: Iz sistema pridobimo opise sprememb v sistemu.
Posamezen zapis v seznamu pove, kje se je sprememba zgodila, upo-
rabnika, ki je spremembo izvedel in ime naprave, s katere je dostopal
do sistema.
• Prijava v sistem: Ta omogoča prijavo uporabnika v sistem z upo-
rabnǐskim imenom in geslom. Samo prijavljen uporabnik lahko dostopa
do podatkov. Uporabnik na strani odjemalca je neodvisen od lokalnega
uporabnika.
Ena izmed dobrih lastnosti vtičnika je njegova fleksibilnost, ki omogoča eno-
stavno razširitev funkcionalnosti. Potrebno je le ustvariti nov modul, ki
vsebuje željeno funkcionalnost in ga dodati h konfiguraciji strežnika. Nato





V tem poglavju bomo opisali spletno aplikacijo. Predstavljen bo njen razvoj,
programsko ogrodje VueJS in vsebovane funkcionalnosti aplikacije.
4.1 Cilj spletne aplikacije
Namen spletne aplikacije je prikaz podatkov, ki so pridobljeni s strani opisa-
nega Zenon vtičnika, in uporabnikom omogočiti dostop do sistema neposre-
dno preko spletnega brskalnika. S tem odpravimo potrebo po uporabi Zenon
spletnega strežnika, Zenon spletnega odjemalca in Microsoft Windows ope-
racijskega sistema, pa tudi omejitve števila hkratnih dostopov do sistema.
Ustvariti hočemo spletno aplikacijo z odzivnim prikazom (angl. responsive
design), pri kateri se bo prikaz podatkov prilagajal ločljivosti zaslona upora-
bljene naprave. S tem želimo uporabniku zagotoviti čimbolǰso uporabnǐsko
izkušnjo. Prednosti uporabe odzivnega spletnega prikaza so: [27, 28]
• Hkratni razvoj za več naprav: Z uporabo odzivnega prikaza ni
potrebe po razvoju ločenih aplikacij za naprave z zasloni različnih
ločljivosti.
• Manǰsi stroški vzdrževanja: Ker ni več potrebe po razvoju ločenih
aplikacij za različne vrste naprav, zadošča vzdrževanje le ene aplikacije.
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• Izbolǰsanje uporabnǐske izkušnje: Pri uporabi odzivnega prikaza
se elementi spletne aplikacije prilagajajo ločljivosti zaslona naprave. S
tem uporabniku omogočimo enostavneǰso uporabo aplikacije ne glede
na to, s katero napravo dostopa do nje.
Slabosti uporabe odzivnega spletnega prikaza so: [10, 11]
• Dalǰsi čas razvoja: Razvoj spletnih aplikacij je dolgotrajneǰsi, saj
je v okviru ene aplikacije potrebno poskrbeti, da se funkcionalnosti in
vsebovani elementi primerno odzivajo pri uporabi različnih naprav.
• Prikazovanje elementov: Pri uporabi naprav z manǰso ločljivostjo
zaslonov lahko pride do težav pri prikazovanju vsebovanih elementov,
saj je zaslonskega prostora malo.
• Počasneǰse nalaganje aplikacije: Odzivne spletne aplikacije nala-
gajo informacije za vse vrste naprav in ne samo za tisto, ki jo upo-
rabnik trenutno uporablja. Počasne aplikacije lahko tako poslabšajo
uporabnǐsko izkušnjo. Temu se lahko deloma izognemo z uporabo pred-
pomnjenja.
4.2 VueJS
VueJS je odprtokodno JavaScript ogrodje namenjeno razvoju uporabnǐskih
vmesnikov in enostranskih spletnih aplikacij (angl. Single-page application) [12].
Ker spada med tako imenovana progresivna ogrodja [35], ga lahko vključimo
v posamezne dele že obstoječih spletnih aplikacij, ki zahtevajo bolǰso inte-
raktivno izkušnjo, ali pa ga uporabimo za izgradnjo le-teh iz samega začetka.
Osrednja knjižnica VueJS-a se osredotoča na prikazni sloj (angl. view la-
yer) [23]. Osnovna različica omogoča razvoj enostavneǰsih aplikacij, z upo-
rabo razširitev pa lahko brez težav gradimo tudi zahtevneǰse.
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4.2.1 Struktura VueJS projekta
Funkcionalnosti spletnih aplikacij so v VueJS-u definirane s komponentami,
zato mora vsak VueJS projekt v svoji strukturi vsebovati sledeče elemente:
• Osnovna HTML datoteka (index.html) je ključni element spletne
aplikacije. V telesu (angl. body) definiramo div element “<div id =
‘app’ ></div>”, ki služi prikazu primarne strani aplikacije. Identi-
fikacijo div elementa uporabimo za povezavo osnovne HTML datoteke
in korenske komponente (koda 4.1).
Koda 4.1: Povezava osnovne HTML datoteke in korenske
komponente(App.vue)
import Vue from ’vue’
import App from ’./App.vue’
new Vue({
router,
render: h => h(App),
}).$mount(’#app’)
• Korenska komponenta predstavlja predlogo aplikacije. V njej defi-
niramo elemente, ki jih vedno želimo prikazovati. V našem primeru so
to navigacijska vrstica, glava in noga aplikacije.
• Primarna JavaScript datoteka (main.js) služi povezavi korenske
komponente z osnovno HTML datoteko (koda 4.1) in definiciji upora-
bljenih razširitev. Njena glavna naloga je povezovanje VueJS kompo-
nent in njihovih razširitev v celoto.




Vsaka komponenta je sestavljena iz treh delov, ki služijo implementaciji
željenih funkcionalnosti aplikacije (koda 4.2):
• HTML predloga: Predstavlja uporabnǐski vmesnik komponente. Na-
menjena je definiciji HMTL elementov, ki se prikazujejo v spletni apli-
kaciji. Celotna struktura HTML ni potrebna, zato lahko dodajamo
samo posamezne elemente.
• Skriptni del: Služi dodajanju oziroma razširitvi funkcionalnosti po-
samezne komponente. Najpogosteje se uporablja JavaScript program-
ski jezik. Eden izmed primerov uporabe v naši aplikaciji je pošiljanje
POST zahtev Zenon vtičniku za pridobivanje podatkov.
• Stilska podloga: Namenjena je izbolǰsanju uporabnǐskega vmesnika
oziroma določitvi izgleda spletne aplikacije. Uporablja se označevalni
jezik CSS.
Koda 4.2: Osnovna struktura komponente
<template>








Podatke in stanja, ki so bila pridobljena v skriptnem delu komponente
(razdelek 4.2.2) se sprotno povezuje s HTML elementi (koda 4.3). S tem
VueJS omogoča posodabljanje prikaza podatkov ob spremembi njihovih vre-
dnosti na vseh lokacijah v spletni aplikaciji.
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Koda 4.3: Primer sprotne povezave podatkov z HTML elementi
<template>
<div>












Vsebuje tudi HTML ukaze, ki določajo obnašanje HTML elementov glede
na pridobljene podatke v skriptnem delu komponente (razdelek 4.2.2). Pri-
meri HTML ukazov so v-if, v-for, v-else, v-on:click (koda 4.4).
Koda 4.4: Primer uporabe HTML ukazov
<template>
<h1 "v-if= ’rNumber = 0’" >Random number is 0</h1>












4.2.3 Prednosti in slabosti VueJS
Glavne prednosti VueJS so: [1, 2]
• preprosta uporaba; zaradi majhne velikosti ogrodja je vzpostavitev pro-
jekta hitra in enostavna,
• sprotno posodabljanje podatkov,
• integracija in fleksibilnost z obstoječimi aplikacijami je zelo enostavna,
saj VueJS temelji na JavaScript programskem jeziku,
• enostaven je za nove uporabnike; lahka uporaba že z osnovnim znanjem
HMTL, CSS in JavaScript-a, kar je povzročilo velik porast uporabe
ogrodja (slika 4.1), in
• urejena dokumentacija in kvalitetna podpora za uporabnike.
Glavne pomanjkljivosti VueJS so: [1, 2]
• pomanjkanje podpore za večje projekte,
• navkljub precej širokemu ekosistemu in velikemu številu orodij se ta po
številu razpoložljivih orodij in razširitev ne more primerjati z React [26]
ali Angular [3] platformami, ter
• VueJS je precej nova tehnologija, zato primanjkuje izkušenih razvijal-
cev.
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Slika 4.1: Priljubljenost VueJSa v primerjavi z ostalimi ogrodji
4.3 Razvoj aplikacije
Za razvoj spletne aplikacije smo uporabili JavaScript ogrodje VueJS z razširitvami
in urejevalnik Visual Studio Code.
Odločili smo se, da bomo razvili enostranski tip spletne aplikacije (angl.
Single-page application). Pri tem tipu brskalnik ob preklapljanju med različnimi
stranmi aplikacije iz spletnega strežnika ne nalaga novih strani, ampak pre-
klaplja med definiranimi komponentami VueJS projekta. Pri tem se posodo-
bijo le prikazani podatki in ni potrebno vedno znova nalagati celotne spletne
strani, kar se pozna pri hitrosti in učinkovitosti aplikacije. Za to funkcio-
nalnost skrbi usmerjevalni paket (angl. router package), ki določa pot do
posamezne komponente.
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4.3.1 Komunikacija s strežnikom
Komunikacija med spletno aplikacijo in spletnim strežnikom poteka preko
HTTP POST metode. Ta tip zahteve smo izbrali, ker so nekateri podatki
zaupni in jih ne želimo deliti. Poleg tega je za vpogled v sistem potrebna
prijava, pri čemer si ne smemo privoščiti razkritja gesla uporabnika (tabela
4.1).
HTTP metoda POST GET
Varnost Bolj varna Manj varna
Vrsta poslanih podatkov Ni omejitev Samo ASCII znaki
Dolžina poslanih podatkov Omejuje strežnik Omejuje protokol
Primerna uporaba Zaupni podatki Nezaupni podatki
Vidnost poslanih podatkov Niso vidni Vidni vsem, del URL naslova
Tabela 4.1: Primerjava GET in POST metode
V spletni aplikaciji pri pošiljanju POST zahtev uporabljamo knjižnico
Axios [17]. Zahtevi je potrebno določiti URL naslov, ki ga sestavljata IP
in vrata strežnika, na katerega jo pošljemo. V našem primeru je to naslov
do izbranega modula Zenon vtičnika (koda 4.5). Nekateri moduli zahtevajo
dodatne parametre, zato je potrebno poskrbeti, da so tudi ti vključeni v
zahtevi. Če je zahteva uspešno poslana, dobimo s strani strežnika odgovor
z zahtevanimi podatki. V nasprotnem primeru strežnik v odgovoru sproži
napako.











Komponenta VueJS projekta predstavlja posamezno funkcionalnost spletne
aplikacije. V našem primeru posamezno komponento predstavlja SFC dato-
teka. Tako imamo vsako posamezno funkcionalnost definirano v svoji dato-
teki. S tem omogočimo lažje vključevanje komponent v aplikacijo. Zgradba
komponent je v vseh primerih enaka (razdelek 4.2.2), razlikuje se samo v vse-
bini HTML elementov, JavaScripta in CSS podlog. Zaradi lažje razlage smo
se odločili, da opǐsemo izdelavo tipične komponente na primeru komponente
za izris grafov. Ostale komponente spletne aplikacije so:
• komponenta za prijavo uporabnika,
• komponenta za prikaz napak in opozoril,
• komponenta za filtriranje in prikaz statusov spremenljivk,
• komponenta za prikaz kronoloških dogodkov.
Uporabnǐski vmesnik komponente za izris grafa
Uporabnǐski vmesnik sestavljajo HTML elementi (koda 4.6). Namesto osnovne
HTML sintakse smo za izvedbo uporabnǐskega vmesnika uporabili ogrodje
Bootstrap [6]. Ta vsebuje predefinirane HTML in CSS predloge za gumbe,
tabele in ostale HTML elemente, poleg tega pa omogoča lažji razvoj odzivnih
spletnih aplikacij. Elementi vsebujejo atribut class, preko katerega lahko
definiramo povezavo na ime razreda v stilskih podlogah. S pomočjo boot-
strap predlog smo potrebnim elementom definirali primeren razred in s tem
določili, kako naj reagirajo ob spremembi ločljivosti zaslona.
V predstavljenem primeru se vsebina uporabnǐskega vmesnika deli na dva
dela. Prvi del je izbira parametrov za pridobitev podatkov kot so: ime arhiva,
izbira spremenljivke za prikaz na grafu ter začetni in končni čas, ki definirata
območje zajemanja vrednosti spremenljivk. Drugi del služi izrisu grafa. Pri
izrisu smo si pomagali z dodatkom Chartkick [34], ki je VueJS razširitev za
integracijo prikaza grafov in trendov.
34 Dejan Božič




<!-- List of archive names -->
<b-form-select id="aList" v-model="archiveList">




<!-- List of archive variables -->
<b-form-select id="aVar" v-model="showGraph">





<input type="datetime-local" id="StartTime" v-model="STime"><br>
<input type="datetime-local" id="EndTime" v-model="ETime"><br>
<b-button id="tData" v-on:click="TrendData">Show Graph</b-button> <br><br>,
<!-- Draw graph -->




Skriptni del komponente za izris grafa
V skriptnem delu je potrebno poskrbeti za funkcionalnost posameznih ele-
mentov komponente. Najprej smo poskrbeli za avtomatsko preusmeritev na
stran za prijavo. To se zgodi v primeru, ko uporabnik ni prijavljen, saj je vpo-
gled v sistem mogoč samo prijavljenim uporabnikom. Ob prijavi se ustvari
seja, ki bodisi traja do odjave ali pa se po določenem pretečenem času sa-
modejno zaključi. S pomočjo seje zaznamo, če je uporabnik prijavljen, v
nasprotnem primeru se izvede preusmeritev na stran za prijavo. Poleg ko-
munikacije s strežnikom (razdelek 4.3.1) je potrebno poskrbeti tudi za ostale
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funkcije, ki se izvedejo ob interakciji z gumbi, vnosnimi polji in ostalimi vse-
bovanimi elementi aplikacije (koda 4.7).
Za izris grafa je potrebno najprej pridobiti imena arhivov in njihovih
spremenljivk. Ta zahteva se izvede takoj ob preklopu na komponento. Ko
izberemo vse potrebne parametre, z gumbom potrdimo izbrane vrednosti in
jih pošljemo strežniku. Ta nam vrne potrebne podatke, na podlagi katerih
se izrǐse graf.



























Izgled uporabnǐskega vmesnika urejamo z uporabo CSS stilskih podlog (koda
4.8). Ker je Bootstrap ogrodje za CSS podloge, imajo elementi vnaprej
definirane vzorce stilskih podlog. Tako lahko elementom določimo prikazni
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stil neposredno ob definiciji. Uporabljenim elementom lahko določimo barvo,
odmike, velikost, obnašanje v primeru spremembe ločljivosti zaslona in druge
željene parametre.
























Če hočemo komponento uporabiti v spletni aplikaciji, moramo naprej defi-
nirati pot, preko katere dostopamo do posamezne komponente. To storimo v
glavni JavaScript datoteki (main.js) s pomočjo usmerjevalnega paketa (angl.
router package) (koda 4.9). Nastavljene poti v našem primeru uporabimo v
navigacijski vrstici, ki služi preklapljanju med komponentami aplikacije.
Koda 4.9: Definiranje poti za dostop do komponent
import Home from ’./components/Home.vue’
import Alarms from ’./components/Alarms.vue’
import Trends from ’./components/Trend.vue’
import CelList from ’./components/CelList.vue’
import Variable from ’./components/Variable.vue’
import Login from ’./components/Login.vue’
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const routes = [
{path: ’/home’, name: ’home’, component: Home},
{path: ’/alarms’, name: ’alarms’, component: Alarms},
{path: ’/trends’, name: ’Trends’, component: Trends},
{path: ’/cel’, name: ’cel’, component: CelList},
{path: ’/variable’, name: ’variable’, component: Variable},
{path: ’/login’, name: ’login’, component: Login},
]
const router = new VueRouter({




Spletna aplikacija vsebuje naslednje funkcionalnosti:
• Prikaz napak in opozoril: Omogoča prikaz napak in opozoril Zenon
sistema.
• Prikaz statusa spremenljivk: Omogoča prikaz statusov spremen-
ljivk. Izpǐsejo se statusi spremenljivk, ki jih uporabnik ročno izbere.
• Filtriranje spremenljivk: Omogoča filtriranje spremenljivk po imenu,
kar olaǰsa iskanje željene spremenljivke.
• Izris grafov: Na podlagi pridobljenih podatkov iz vtičnika aplikacija
izrǐse graf.
• Seznam kronoloških dogodkov : Ob spremembi kakršnegakoli sta-
nja v sistemu aplikacija prikaže čas spremembe ter kdo in s katere
naprave je spremembo opravil.
• Odzivni spletni prikaz: Prikaz podatkov v spletni aplikaciji se pri-
lagaja ločljivosti zaslona uporabljene naprave.
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• Prijava uporabnika: Dostop do sistema je mogoč samo s prijavo
uporabnika. Akcije prijavljenega uporabnika v spletni aplikaciji so ne-
odvisne od uporabnika lokalnega sistema.
Dobra lastnost spletne aplikacije je njena fleksibilnost, ki omogoča enostavno
razširitev funkcionalnosti. Ker imamo komponente v aplikaciji definirane s
SFC datotekami, je vključevanje novih funkcionalnosti zelo enostavno. Po-
trebno je le ustvariti novo SFC datoteko, ki vsebuje željeno funkcionalnost.
Nato sledi še definicija poti za dostop do nove komponente (koda 4.9). S tem




Spletni strežnik kot vtičnik in aplikacija sta se izkazala kot ustrezna rešitev.
Čeprav je bil razvoj dalǰsi od predvidenega in trenutno še nimamo implemen-
tiranih vseh funkcionalnosti obstoječih rešitev (kot so potrjevanje alarmov,
spreminjanje parametrov napravam v sistemu in grafični prikaz statusov na-
prav v sistemu), se izvedba vtičnika in aplikacije že obrestuje.
Odpravili smo omejitve obstoječih rešitev in s tem izbolǰsali uporabnǐsko
izkušnjo. Pridobili smo odziven prikaz, ki omogoča avtomatsko spreminjanje
ločljivosti glede na ločljivost zaslona uporabljene naprave (slika 5.1). Odpra-
vili smo tudi omejitve hkratnega dostopa uporabnikov do sistema, odpravili
uporabo Zenon spletnih strežnikov (razdelek 2.2.1) za oddaljen dostop do
sistema in hkrati tudi Zenon spletnega odjemalca (angl. Web Client Appli-
cation). Pomembno je tudi, da smo odpravili potrebo po Microsoft Windows
operacijskem sistemu. Poleg tega nam je uspelo tudi pohitriti in poenostaviti
dostop do Zenon sistema. Ker z uporabo spletne aplikacije do sistema do-
stopamo preko spletnega brskalnika in prikazujemo le najpomembneǰse funk-
cionalnosti, čas dostopa do le-tega zmanǰsamo. Obstoječe rešitve morajo
namreč pri dostopu do sistema naložiti elemente celotnega Zenon sistema,
kar je časovno potratno.
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Slika 5.1: Prikaz podatkov na namiznem računalniku (levo) in mobilni
napravi (desno)
5.2 Primerjava z Zenon spletnimi strežniki
Primerjava z Zenon spletnimi strežniki (razdelek 2.2.1) ni ravno na mestu,
saj se koncept prikaza Zenon sistema razlikuje od tega, kar omogoča naša
rešitev. Pri uporabi Zenon spletnih strežnikov je za dostop do Zenon sistema
potrebna uporaba Zenon spletnega odjemalca, ki omogoča vpogled v celoten
sistem (slika 5.2). V naši rešitvi dostop do sistema poteka preko spletnega
brskalnika, prikazujemo pa le njegove najpomembneǰse funkcionalnosti. Ne
glede na razlike pa smo uspeli odpraviti nekatere omejitve Zenon spletnih
strežnikov.
Ker z uporabo naše rešitve dostop do sistema poteka preko spletnega
brskalnika, smo s tem odpravili uporabo Zenon spletnega strežnika, Zenon
spletnega odjemalca in obvezne uporabe Microsoft Windows operacijskega
sistema. Do Zenon sistema sedaj lahko dostopa več uporabnikov hkrati,
pri tem je uporabnik aplikacije neodvisen od uporabnika lokalnega sistema.
Implementirali smo tudi odziven prikaz, tako da lahko spletno aplikacijo upo-
rabljamo na kateri koli napravi, ki ima nameščen spletni brskalnik, tudi na
mobilnih telefonih. V primerjavi z Zenon spletnim odjemalcem je oddaljen
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dostop do sistema z uporabo spletne aplikacije bistveno hitreǰsi, saj prika-
zujemo le najpomembneǰse funkcionalnosti in ne celotnega sistema (tabela
5.1).
Aplikacija Zenon strežnik
Odziven prikaz Da Ne
Potreben Windows sistem Ne Da
Uporaba brskalnika Da Ne
Uporaba Zenon spletnega odjemalca Ne Da
Omejeno število uporabnikov Ne Da
Prikaz celotnega sistema Ne Da
Dostop do sistema Hitreǰsi Počasneǰsi
Tabela 5.1: Primerjava naše rešitve z Zenon spletnimi strežniki
Slika 5.2: Prikaz podatkov z uporabo Zenon spletnega odjemalca
5.3 Primerjava s funkcionalnostjo HTML Web
Engine
Primerjava s funkcionalnostjo HTML Web Engine (razdelek 2.2.2) je veliko
bolj primerna, saj je koncept prikaza Zenon sistema zelo podoben (slika 5.3).
Pri obeh rešitvah se za prikaz sistema namreč uporablja spletni brskalnik.
Prednosti naše rešitve so v odzivnem prikazu, ki ga HTML Web Engine ne
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omogoča. Ni tudi potrebe po vnovični gradnji rešitve v primeru sprememb
sistema in ni omejitev pri prikazu podatkov ter uporabi njegovih funkcional-
nosti (tabela 5.2). HTML Web Engine je namreč precej omejen glede prikaza
določenih zaslonov sistema. Prikaz v spletu je mogoč le za določene vrste po-
datkov (razdelek 2.2.2), kar pomeni, da ni mogoče prikazati vseh podatkov
in izvajati vseh funkcionalnosti sistema z njegovo uporabo. Poleg tega je
za njegovo delovanje še vedno potrebna uporaba Zenon spletnih strežnikov
(razdelek 2.2.1).
Aplikacija HTML web engine
Odziven prikaz Da Ne
Potreben Windows sistem Ne Ne
Uporaba brskalnika Da Da
Uporaba Zenon spletnega odjemalca Ne Ne
Omejeno število uporabnikov Ne Ne
Prikaz celotnega sistema Ne Ne
Tabela 5.2: Primerjava naše rešitve s funkcionalnostjo HTML Web Engine




Za primerjavo rešitev v praksi smo izbrali tri različne uporabnike. Prvi
uporabnik je razvijalec Zenon sistemov, drugi je programer brez posebnih
izkušenj z Zenonom, tretji pa študent na Fakulteti za elektrotehniko z naj-
manj izkušnjami uporabe podobnih sistemov. Zanimalo nas je njihovo mne-
nje o uporabi naše rešitve v primerjavi z obstoječimi. Uporabnikom smo
predstavili naše diplomsko delo, cilje in izdelek. Nato smo izvedli primerjavo
med rešitvami na testnem Zenon sistemu. Vsak uporabnik je najprej po-
skušal dostopati do Zenon sistema preko Zenon spletnega strežnika z Zenon
spletnim odjemalcem. Nato je sledila uporaba funkcionalnosti HTML Web
Engine, na koncu pa še uporaba naše spletne aplikacije. Po končanih testih
smo jim postavili naslednja vprašanja:
• Vprašanje 1: Kakšna se vam zdi uporaba spletne aplikacije v primer-
javi z ostalimi rešitvami?
• Vprašanje 2: Ali vam je pri uporabi spletne aplikacije dostop do
sistema povzročal težave?
• Vprašanje 3: Ali je z uporabo spletne aplikacije pregled nad sistemom
bolǰsi ?
• Vprašanje 4: Ali bi spletno aplikacijo priporočali ostalim uporabni-
kom?
Odgovori na vprašanja so predstavljeni v tabeli 5.3.
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Uporabnik 1 Uporabnik 2 Uporabnik 3
Vprašanje 1 Zelo preprosta Zelo preprosta Preprosta
Vprašanje 2 Ne Ne Ne
Vprašanje 3 Precej bolǰsi Da Veliko bolǰsi
Vprašanje 4 Nedvomno Da Da
Tabela 5.3: Odgovori na vprašanja pri uporabi spletne aplikacije
Čeprav je število mnenj majhno, ustrezno odraža vtise uporabnikov in
potrjuje, da smo bili pri izvedbi ciljev uspešni.
Poglavje 6
Zaključek
Z razvojem vtičnika in spletne aplikacije smo izpolnili vse zadane cilje. Čeprav
je uporaba obstoječih tehnologij enostavna in hitra rešitev, se večkrat izkažejo
kot nekoliko okorne in nezadostne za uporabnika. Naša rešitev uporabnikom
omogoča bolj fleksibilen in enostaven vpogled v Zenon sistem. Oddaljen do-
stop do sistema je sedaj mogoč s katerekoli napravo, ki vsebuje spletni brskal-
nik, pri tem pa se prikaz podatkov prilagaja uporabljeni napravi. Informa-
cije o stanju Zenon sistema so za uporabnika lažje dostopne in berljive, saj z
aplikacijo prikazujemo samo najpomembneǰse. Tako uporabnikom olaǰsamo
pregled nad sistemi, ki so lahko sicer zelo zahtevni.
Razvoj vtičnika in spletne aplikacije se vsekakor splača, še posebej za
podjetja, ki imajo v lasti več sistemov in veliko uporabljajo oddaljen dostop.
S tem povečajo učinkovitost delovanja procesa, saj je pregled nad sistemom
hitreǰsi in enostavneǰsi.
Cilji za prihodnost so redno vzdrževanje vtičnika in spletne aplikacije, saj
se spletna tehnologija in Zenon platforma redno posodabljata in je potrebno
poskrbeti, da so rešitve kompatibilne z noveǰsimi različicami. Poleg tega
je naš cilj tudi razširitev funkcionalnosti le-teh. Implementirati želimo še
funkcionalnosti kot so: potrditev alarmov, vpogled v poročila, grafičen prikaz
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