We describe the concepts and methods behind the S4 class timeDate used in Rmetrics for financial data with time and holiday's management.
The timeDate class represents calendar dates and times as follows:
> library(timeDate) > showClass("timeDate")
Class "timeDate" [package "timeDate"] Slots:
Name: Data format FinCenter Class:
POSIXct character character where the slot @Data contains the timestamps in POSIXct, @format is the format typically applied to @Data and @FinCenter is the financial center. The timeDate class can be summarised as a combination of
• POSIXct timestamp objects always in the GMT time zone
• in the human readable ISO-8601 format standard which expresses dates as "%Y-%m-%d" and dates/times as "%Y-%m-%d %H:%M:%S"
• with a financial center used for the time zone and daylight saving rules (DST).
The definition of timeDate objects fulfils the conventions of the ANSI C and POSIX standard and the ISO 8601 standard. Additionally, Rmetrics has added the concept of a "Financial Center". This allows mixing data collected in different time zones or handling historical data recorded in the same time zone but with different DST rules. The local financial center can be defined via setRmetricsOptions(myFinCenter = ....) and refers, by default, to Greenwich Mean Time (GMT).
Moreover, timeDate offers sophisticated calendar manipulations for business days, weekends, public and ecclesiastical holidays. This allows handling day count conventions and rolling business conventions according to the rules of ICMA 2 , ISDA 3 , and SIFMA 4 .
In the following sections, we present functions of the timeDate package. First, the creation of timeDate objects is explained. Second, operations on timeDate objects such as mathematical operations, rounding, subsetting and coercions are discussed. Third, the use of a financial center with DST rules is described. Finally, the management of holidays is explained.
How to Create a timeDate Object
There are different ways to generate a timeDate object. One can either use timeDate(), timeSequence() or timeCalendar().
The function timeDate() creates a timeDate object from scratch. It requires a character vector of timestamps with its financial center. The financial center (FC) can be specified, as mentioned, via setRmetricsOptions() or (more cleanly) with the argument FinCenter. By default, it is set to GMT 5 . Note: timeDate uses an automated date/time format identifier for many common date/time formats. Indeed, whichFormat() tries to recognise the format of a timestamp character vector.
> whichFormat(charvec)
[1] "%Y-%m-%d %H:%M:%S"
Note: timeDate always uses the midnight standard, i.e. 00:00:00 marks the beginning of each day. The function timeSequence() creates a timeDate representing an arithmetic sequence of points in time. You can specify the range of dates with the arguments from and to. If from is missing, length.out defines the length of the sequence.
In the case of a monthly sequence, you can define specific rules. For example, you can generate the sequence with the last days of the month or with the last or n-th Friday of every month. This can be of particular interest in financial applications. 
Operations on timeDate Objects
As exemplified in the above code, '... + 16*3600', many operations can be performed on timeDate objects. For example you can add and subtract, round and truncate, subset, coerce or transform them to other objects. These are only a few of the many available options.
Math Operations
Mathematical operations such as addition, subtraction and comparisons can be performed on timeDate objects. 
Lagging
The timeDate method for diff() returns suitably lagged and iterated differences. 
Rounding and Truncating
Dates and times can be rounded or truncated. This can be useful in the case of a frequency lower than seconds, for example hours. To do this you can use the functions round() and trunc().
> # Round the random time stamps to the nearest hour: > tC <-timeCalendar(m = 1:4) > tR <-tC + round(3600*rnorm (4) 
Subsetting
Subsetting is a very important issue in the management of dates and times. The timeDate package has different functions to subset a timeDate object. '[' extracts or replaces subsets of timeDate objects, window() extracts a piece from a timeDate object, and the functions start() and end() extract the first and last timestamps, respectively. 
Logical Test
Weekdays, weekends, business days and holidays can be tested with the functions: isWeekday(), isWeekend(), isBizday() and isHoliday(). 
Coercions and Transformations
timeDate objects do not exist in an isolated world. Coercions and transformations allow timeDate objects to communicate with other formatted timestamps. But one should bear in mind that information can be lost if the other date/time class does not support the same functionality. The S4 methods to coerce to and from timeDate objects are > showMethods("coerce", class = "timeDate")
Function: coerce (package methods) from="ANY", to="timeDate" from="Date", to="timeDate" from="POSIXt", to="timeDate" from="timeDate", to="character" from="timeDate", to="data.frame" from="timeDate", to="Date" from="timeDate", to="list" from="timeDate", to="numeric" from="timeDate", to="POSIXct" from="timeDate", to="POSIXlt"
Concatenation and Reordering
It might be sometimes useful to concatenate or reorder timeDate objects. The generic functions to concatenate, replicate, sort, re-sample, unify and revert timeDate objects are the well known functions c(), rep(), sort(), sample(), unique() and rev(). Note: The c() method for timeDate objects takes care of the different financial centers of the object to be concatenated. In such cases, all timestamps are transformed to the financial center of the first timeDate object : 
Financial Centers Setting Financial Centers
The financial center can be set or changed by setRmetricsOptions() and accessed with the function getRmetricsOptions(). Its default value is "GMT": From now on, all dates and times are handled within the Central European time zone and the DST rule for Zurich. Note: By setting the financial center to a continent/city which lies outside of the time zone used by your computer does not change any time settings or environment variables used by your computer.
List of Financial Centers
There are almost 400 financial centers supported by Rmetrics thanks to the Olson data base. They can be accessed by the function listFinCenter(). Partial lists can also be extracted and displayed using regular expressions:
> # All supported Financial Centers Worldwide: > FCs <-listFinCenter() > head(FCs) # the first few [1] "Europe/Amsterdam" "Europe/Andorra" [3] "Europe/Athens" "Europe/Belgrade" [5] "Europe/Berlin" "Europe/Bratislava" [7] "Europe/Brussels" "Europe/Bucharest" [9] "Europe/Budapest"
DST Rules
Each financial center has an associated function which returns its daylight saving time rules (DST). Theses functions are named as their financial center name, e.g. Zurich(), and return a data.frame. 
