Capstone and large projects in computing education are used as a vehicle for giving students as close to a "realworld" experience in software development as possible within the constraints of a computing degree program. This special issue presents four articles that focus on empirical research on capstone or other large-scale projects. These articles discuss areas such as project selection, working with external stakeholders, choosing the appropriate development methodology, incorporating creative activities to support student engagement, and learning.
INTRODUCTION
Modern software development is much more than just the sum of the skills that we teach in the classroom. As computing students reach the later stages of their degree programs, there is a desire and a need to give students the opportunity to put all they have learned into practice. In some cases, this opportunity takes the form of internships or co-op programs, where students work in industry to better understand how to apply their skills on a real-world project. However, opportunities in industry are not always available or feasible within a curriculum, and so computing programs look to capstones and other large-scale project courses to give students the experience they need to be successful in the field of software development. Example courses in the ACM/IEEE 2013 Computing Curricula (ACM/IEEE-CS Joint Task Force on Computing Curricula 2013) include project-based coursework and the ABET Computing Accreditation Commission (ABET Computing Accreditation Commission 2017) even requires a major project for computer science programs.
Constructing an effective and meaningful capstone or project-based course that can give students the experience they need is a significant challenge. Instructors must consider how to compress a large project into one or two semesters, how to manage student teams, and how to best motivate students. The body of knowledge regarding how to best structure and deliver capstone and large-scale project courses has been growing significantly in recent years, focusing on topics 6:2 M. Sherriff and S. Heckman from course management (O'Leary 2017; Herbert 2018; Neyem et al. 2017; Heckman et al. 2018 ) to development methodologies (Murphy et al. 2017; Paasivaara et al. 2017 ) to professional (soft) skills (Carter 2011) to motivating students (Bloomfield et al. 2014; Postner et al. 2018) .
In this special issue, four articles were selected that show the range of empirical work being done in capstones and large-scale project-based courses. These articles aim to show best practices in creating, managing, and motivating students as they prepare them for careers in software development.
AREAS OF INTEREST
The call for papers for this special issue asked for submissions that "effectively present and evaluate any and all aspects regarding the design, implementation, and evaluation of capstone and largescale projects in computing education." Authors were required to submit a long-form abstract as an initial submission for peer review, addressing one or more of the following topic areas: -How to manage capstones and large projects in the face of rising enrollments -Capstones to satisfy learning outcomes related to soft skills -Novel use of projects in computer science education contexts -Empirical results demonstrating efficacy of project and capstone courses -Software engineering skills for large-scale projects -Industrial sponsored projects and working with industrial partners -Long running or multi-semester projects -Multi-disciplinary projects and working with other disciplines -Legal and ethical issues -Handling interpersonal complexities for project teams -Evaluating contribution and participation in team projects -Working with not-for-profit organizations -Contributing to open source projects Thirty-five abstracts were submitted from all over the world, including Australia, Brazil, Canada, Germany, Great Britain, Finland, France, Israel, Italy, Saudi Arabia, Spain, South Africa, and the United States. The editors and reviewers selected 12 abstracts from this set, representing a broad cross section of topics and research areas, to move to the full article submission phase.
The final articles presented in this special issue were reviewed by the editors, external reviewers, and by the other submitting authors.
ARTICLES IN THIS ISSUE
The four articles selected cover a wide range of the topics listed above. A synopsis of each article is presented below.
Using Free/Open Source Software in Large-Scale Projects
Free and open source software (FOSS) is a resource for educators seeking a more complex software development project experience in their classrooms. However, adoption of FOSS or humanitarian free and open source software (HFOSS) in a project course can be complex. In "A Multi-Institutional Perspective on H/FOSS Projects in the Computing Curriculum," Braught et al. describe five models for using H/FOSS projects in undergraduate coursework to support exposure to large software development projects. In addition to describing how H/FOSS was integrated into specific courses, the authors identify five themes for consideration when integrating H/FOSS projects at other institutions: integration into courses and curricula; selection of projects; teaming and engagement with the H/FOSS community; design and assessment of student assignments; and how to identify resources to help with integration of H/FOSS into a course/curriculum. Challenges and opportunities are discussed so that others can successfully adopt and evaluate H/FOSS offerings in their own classes.
Working with External Stakeholders
Project and capstone courses will frequently engage external, typically industrial, stakeholders from guest lecturers through product owners. In "Working with External Stakeholders," Steghöfer et al. present a model for the involvement of external stakeholders in project-based courses. The model, created and validated over six iterations by a "guild of teachers," incorporates the context of the project course, driving questions about the collaboration to build an action plan, and a reflection on the execution to drive further innovation and improvement. The experience of stakeholder engagement is viewed through six lenses that consider the instructor, student, and stakeholder.
The authors demonstrate the efficacy of their model through a retrospective analysis of eight courses at four institutions from three countries. Using the model, the authors identify seven risk themes and suggest mitigation strategies that will be beneficial for educators planning to incorporate projects from external stakeholders into their courses. Additionally, the authors demonstrate the use of their model on the construction of a new course. Two appendices provide details for application of the model in other contexts.
Deciding on a Software Development Methodology
A question that instructors of software engineering and project-based courses often have is what development methodology to use with their students. Many courses use some variation of an agile methodology, but even then there are numerous options to consider. In "A Scalable Methodology to Guide Student Teams Executing Computing Projects," Saltz and Heckman consider three different software development methodologies and examine their effects on student teams and the associated instructor workload. Scrum, Kanban, and CRISP are compared to a control group in which no structured methodology was given to the students.
To measure the effects these development methodologies had on the teams, Saltz and Heckman present a theoretical model for comparing team performance between the different experiment groups based on existing literature. Their model considers solution quality, user perceptions of the solution, and team satisfaction. In their mixed-methods study, Saltz and Heckman found particular aspects of the different methodologies that had overall positive effects on the student experience and consider future work for how they might be combined into a process specifically for student projects.
Adding Theater to Project Demonstrations
When teaching students about software development with external customers for the first time, it can often be difficult to transition students from thinking about their project as something for a class into a piece of software that will be used by real users. In "Software Theater Teaching Demo-Oriented Prototyping," Krusche, Dzvonyar, Xu, and Bruegge add a new layer to capstone courses by introducing aspects of theater to scenario-based design and project demonstration. Students create "screenplays" based on high-level scenarios and personas of potential users. These screenplays are iterated on by teams as they try to best understand the requirements of the system they are creating and how to communicate their designs to their customer.
Krusche et al. describe two courses in which they used their software theater methodology. In both cases, students reported that the added level of creativity that the technique provided not only helped them better understand the requirements, but also simply made the process more fun and engaging overall. The authors provide several best practices they have learned from the refinement of their methodology so that other instructors can build on what they have learned.
