One of the most important combinatorial optimization problems is graph coloring. There are several variations of this problem involving additional constraints either on vertices or edges. They constitute models for real applications, such as channel assignment in mobile wireless networks. In this work, we consider some coloring problems involving distance constraints as weighted edges, modeling them as distance geometry problems. Thus, the vertices of the graph are considered as embedded on the real line and the coloring is treated as an assignment of positive integers to the vertices, while the distances correspond to line segments, where the goal is to find a feasible intersection of them. We formulate different such coloring problems and show feasibility conditions for some problems. We also propose implicit enumeration methods for some of the optimization problems based on branch-and-prune methods proposed for distance geometry problems in the literature. An empirical analysis was undertaken, considering equality and inequality constraints, uniform and arbitrary set of distances, and the performance of each variant of the method considering the handling and propagation of the set of distances involved.
Introduction
Let G = (V, E) be an undirected graph. A k-coloring of G is an assignment of colors {1, 2, . . . , k} to the vertices of G so that no two adjacent vertices share the same color. The chromatic number χ G of a graph is the minimum value of k for which G is k-colorable. The classic graph coloring problem, which consists in finding the chromatic number of a graph, is one of the most important combinatorial optimization problems and it is known to be NP-hard (Karp, 1972) .
There are several versions of this classic vertex coloring problem, involving additional constraints, in both edges as vertices of the graph, with a number of practical applications as well as theoretical challenges. One of the main applications of such problems consists of assigning channels to transmitters in a mobile wireless network. Each transmitter is responsible for the calls made in the area it covers and the communication among devices is made through a channel consisting of a discrete slice of the electromagnetic spectrum. However, the channels cannot be assigned to calls in an arbitrary way, since there is the problem of interference among devices located near each other using approximate channels. There are three main types of interferences: co-channel, among calls of two transmitters using the same channels; adjacent channel, among calls of two transmitters using adjacent channels and co-site, among calls on the same cell that do not respect a minimal separation. It is necessary to assign channels to the calls such that interference is avoided and the spectrum usage is minimized (Audhya et al., 2011; Koster and Munhoz, 2010; Koster, 1999) .
Thus, the channel assignment scenario is modeled as a graph coloring problem by considering each transmitter as a vertex in a undirected graph and the channels to be assigned as the colors that the vertices will receive. Some more general graph coloring problems were proposed in the literature in order to take the separation among channels into account, such as the T-coloring problem, also known as the Generalized Coloring Problem (GCP) where, for each edge, the absolute difference between colors assigned to each vertex must not be in a given forbidden set (Hale, 1980) . The Bandwidth Coloring Problem, a special case of T-coloring where the absolute difference between colors assigned to each vertex must be greater or equal a certain value (Malaguti and Toth, 2010) , and the coloring problem with restrictions of adjacent colors (COLRAC), where there is a restriction graph for which adjacent colors in it cannot be assigned to adjacent vertices (Akihiro et al., 2002) . The separation among channels is a type of distance constraint, so we can see the channel assignment as a type of distance geometry (DG) problem (Liberti et al., 2014) since we have to place the channels in the transmitters respecting some distances imposed in the edges, as can be seen in Figure  1 . One method to solve DG problems is the branch-and-prune approach proposed by Lavor et al. (2012a,b) , where a solution is built and if at some point a distance constraint is violated, then we stop this construction (prune) and try another option for the current solution in the search space. See also: Mucherino et al. (2013) ; Lavor et al. (2012a) ; Freitas et al. (2014a,b) ; Dias (2014) ; Dias et al. (2013 Dias et al. ( , 2012 .
For graph theoretic concepts and terminology, see the book by Bondy and Murty (2008) . The main contribution of this paper consists of a distance geometry approach for special cases of T-coloring problems with distance constraints, involving a study of graph classes for which some of these distance coloring problems are unfeasible, and branch-prune-and-bound algorithms, combining concepts from the branch-and-bound method and constraint propagation, for the considered problems.
The remainder of this paper is organized as follows. Section 2 defines the distance geometry models for some special graph coloring problems. Section 3 shows some properties regarding the structure of those distance geometry graph coloring problems, including the determination of feasibility for some graphs classes. Section 4 formulates the branch-prune-and-bound (BPB) algorithms proposed for the problems and shows properties regarding optimality results. Section 5 shows results of some experiments done with the BPB algorithms using randomly generated graphs for each proposed model. Finally, Section 6 concludes the paper and states the next steps for ongoing research.
Distance geometry and graph colorings
We propose an approach in distance geometry for special vertex coloring problems with distance constraints, based on the Discretizable Molecular Distance Geometry Problem (DMDGP), which is a special case of the Molecular Distance Geometry Problem, where the set V of vertices from the input graph G are ordered such that the set E of edges contain all cliques on quadruplets of consecutive vertices, that is, any four consecutive vertices induce a complete graph (∀i ∈ {4, . . . , n} ∀j, k ∈ {i − 3, . . . , i} ({j, k} ∈ E)) (Lavor et al., 2012a) . Furthermore, a strict triangular inequality holds on weights of edges between consecutive vertices in such ordering (∀i ∈ {2, . . . , n − 1}
). All coordinates are given in R 3 space. The position for a point i (where i ≥ 4) can be
Figure 2: Some types of n-spheres. A (n − 1)-sphere is a projection of a n-sphere on a lower dimension. determined using the positions of the previous three points i − 1, i − 2 and i − 3 by intersecting three spheres with radii d i−3,i , d i−2,i and d i−1,i , obtaining two possible points that are checked for feasibility. A similar reasoning can be used in vertex coloring problems with distance constraints, where the distances that must be respected involve the absolute difference between two values x(i) and x(j) (respectively, the color points attributed to i and j), but for these problems the space considered is actually unidimensional. The positioning of a vertex i can be determined by using a neighbor j that is already positioned. Thus, we have a 0-sphere, consisting of a projection of a 1-sphere (a circle), which itself is a projection of a 2-sphere (the three-dimensional sphere), as shown in Figure 2 . The 0-sphere is a line segment with a radius d i,j , and feasible colorings consist of treating the intersections of these 0-spheres. Figure 3 exemplifies the correlations between these types of spheres and shows the example from Figure 1 as the positioning of these line segments.
In this work we focus on problems with exact distances between colors, and also in the analysis of different types of BPB algorithms and integer programming models.
Based on DMDGP, which is a decision problem involving equality distance constraints, the basic distance graph coloring model we consider also involves equality constraints between colors of two neighbor vertices i and j. That is, the absolute difference between them must be exactly equal to an arbitrary weight imposed on the edge (i, j), and the solution candidate must satisfy all given constraints. We can formally define as follows.
Given a graph G = (V, E), we define d i,j as a positive integer weight associated to an edge (i, j) ∈ E(G). In distance coloring, for each vertex i, a color must be determined for it (denoted by x(i)) such that the constraints imposed on the edges between i and its neighbors are satisfied. A variation of the classic graph coloring problem consists in finding the minimum span of G, that is, in determining that the maximum x(i), or color used, be the minimum possible. Based on these preliminary definitions, we describe the following distance geometry vertex coloring problems. Definition 1. Coloring Distance Geometry Problem (CDGP): Given a simple weighted undirected graph G = (V, E), where, for each (i, j) ∈ E, there is a weight d i,j ∈ N, find an embedding x : V → N (that is, an embedding of G on the real number line, but considering only the natural number points) such that
CDGP involves equality constraints, and thus is named as Equal Coloring Distance Geometry Problem and labeled as EQ-CDGP. A solution for this problem consists of a tree, whose vertices are colored with colors that respect the equality constraints involving the weighted edges (see Figure 4 ). Since CDGP (or EQ-CDGP) is a decision problem, only a feasible solution is required. This problem is NP-complete, as shown below. Theorem 1. EQ-CDGP is NP-complete.
Proof. To prove that EQ-CDGP ∈ NP-complete, we must show that EQ-CDGP ∈ NP and EQ-CDGP ∈ NP-hard.
EQ-CDGP ∈ NP.
Given, for a graph G = (V, E), an embedding x : V → N, its feasibility can be checked by taking each edge (i, j) ∈ E and examining if its endpoints do not violate the corresponding distance constraint, that is, if |x(i) − x(j)| = d i,j . If all distance constraints are valid, then x is a certificate for a positive answer to the EQ-CDGP instance, meaning that a certificate for a YES answer can be verified in O(|E|) time, which is linear. Thus, EQ-CDGP ∈ NP.
2. EQ-CDGP ∈ NP-hard. Since EQ-CDGP is equivalent to 1-Embeddability with integer weights, which is NP-hard (Saxe, 1979) , we can use the same proof for the latter problem to show that EQ-CDGP is also NP-hard. The proof is made by reducing the Partition problem, which is known to be NP-complete (Garey and Johnson, 1979) to EQ-CDGP. Consider a Partition instance, consisting of a set I of r integers, that is, M = {m 1 , m 2 , . . . , m r }. Let G be a weighted graph G = (V, E), where G is a cycle such that |V | = |E| = r and, for each edge (i, j), its weight is a natural number denoted by d i,j . This graph is constructed from M by considering:
Now, let x : V → N be an embedding of the vertices on the number line. If it is a valid embedding, then we can define two sets: •
We have that S 1 and S 2 are disjoint subsets of M (that is, they form a partition of M ) where the sum of all S 1 elements is equal to the sum of all S 2 elements, that is, if the cyclic graph constructed from G admits an embedding on the line (which means that its solution to EQ-CDGP is YES), then M has a YES solution for Partition and vice-versa. This reduction can be made in O(r) time, thus, EQ-CDGP ∈ NP-hard.
To illustrate the reasoning from Theorem 1, let M be an instance of Partition such that M = {1, 4, 5, 6, 7, 9}. Figure 5 shows its corresponding EQ-CDGP solution.
Since most graph coloring problems in the literature and in real world applications are optimization problems, we define an optimization version of this basic distance geometry graph coloring problem, as shown below.
Definition 2. Minimum Equal Coloring Distance Geometry Problem (MinEQ-CDGP): Given a simple weighted undirected graph G = (V, E), where, for each (i, j) ∈ E, there is a weight d i,j ∈ N, find an embedding x : V → N such that |x(i) − x(j)| = d i,j for each (i, j) ∈ E whose span S, defined as S = max i∈V x(i), that is, the maximum used color, is the minimum possible. Figure 6 shows an example of this model and its corresponding 0-sphere visualization. On the other hand, instead of equalities, we can consider inequalities, such that the weight d i,j on an edge (i, j) is actually a lower bound for the distance to be respected between the color points x(i) and x(j), that is, |x(i) − x(j)| ≥ d ij . Thus, we can modify MinEQ-CDGP to deal with this scenario, which becomes the following model. Definition 3. Minimum Greater than or Equal Coloring Distance Geometry Problem (MinGEQ-CDGP): Given a simple weighted undirected graph G = (V, E), where, for each (i, j) ∈ E, there is a weight d i,j ∈ N, find an embedding
MinGEQ-CDGP is equivalent to the bandwidth coloring problem (BCP) (Malaguti and Toth, 2010) , which itself is equivalent to the minimum span frequency assignment problem (MS-FAP) (Koster, 1999; Audhya et al., 2011) . Figure 6 In Figure 7 , this model, along with its 0-sphere representation, is exemplified. 
Special cases
For the models previously stated, we can identify some specific scenarios for which additional properties can be identified. The first special case is for EQ-CDGP, the decision distance coloring problem, where all distances are the same, that is, the input is a graph with uniform edge weights, as stated below.
Definition 4. Coloring Distance Geometry Problem with Uniform Distances (EQ-CDGPUnif ): Given a simple weighted undirected graph G = (V, E), and a nonnegative integer ϕ, find an embedding
For the optimization version, we can also define this special case, as shown below.
Definition 5. Minimum Equal Coloring Distance Geometry Problem with Uniform Distances (MinEQ-CDGP-Unif ): Given a simple weighted undirected graph G = (V, E), and a nonnegative integer ϕ, find an embedding x : V → N such that |x(i) − x(j)| = ϕ for each (i, j) ∈ E whose span (max i∈V x(i)) is the minimum possible.
In this model, an input graph can be defined by its sets of vertices and edges and the ϕ value, instead of a set of weights for each edge. A similar special case exists for MinGEQ-CDGP, as stated in the following definition.
Definition 6. Minimum Greater than or Equal Coloring Distance Geometry Problem with Uniform Distances (MinGEQ-CDGP-Unif ): Given a simple weighted undirected graph G = (V, E), and a nonnegative integer ϕ, find an embedding x : V → N such that |x(i) − x(j)| ≥ ϕ for each (i, j) ∈ E whose span (max i∈V x(i)) is the minimum possible.
When ϕ = 1, MinGEQ-CDGP-Unif is equivalent to the classic graph coloring problem (Figure 8) . A summary of all distance coloring models, including special cases, is given in Table 1 . 
Problem
Constraint type Distance type
x(1) = 1 (a) MinEQ-CDGP-Unif.
Figure 8: Examples of instances for the special cases of distance coloring models with constant edge weights and feasible solutions for them.
Feasibility conditions of distance graph coloring problems
In this section, we discuss feasibility conditions related to our proposed EQ-CDGP problems. Clearly, the problems involving inequality constraints are always feasible. This is the case for the MinGEQ-CDGP and MinGEQ-CDGP problems (and the special cases with uniform distances, MinGEQ-CDGP-Unif and MinGEQ-CDGP-Unif). However, this is not so for versions that involve only equality constraints, EQ-CDGP and its special case with uniform distances, the EQ-CDGP-Unif problem.
Feasibility conditions for EQ-CDGP-Unif
Graphs that admit a solution for the EQ-CDGP-Unif problem are characterized by the following theorem.
Theorem 2. A graph G has solution YES for EQ-CDGP-Unif problem if and only if G is bipartite.
Proof. Let G be a graph, input to a EQ-CDGP-Unif problem, where for each edge v i v j of G, the distance required is d ij = ϕ, ϕ ∈ N, constant. Suppose G has a YES solution for the problem such that x : V → N is a certificate for that solution. Let x(i) be the color assigned to v i ∈ V . Choose an arbitrary path v 1 , v 2 , ..., v k of G, not necessarily simple. Then |x(i) − x(j)| = ϕ, for |i − j| = 1. The latter implies x(i) = x(i + 2), i = 1, 2, ..., k − 2. Consequently, if the path contains the same vector v i twice, their corresponding indices are the same. That is, all edges of G are necessarily even, and G is bipartite.
Conversely, if G is bipartite, its vertices admit a proper coloring with two distinct colors. Assign the value x(i) to the vertices of the first color, and the value ϕ+1 to the second one. Then |x(i)−x(j)| = ϕ, for each edge v i v j of G, and EQ-CDGP-Unif has a YES solution. As an alternative way of proving that if a graph is bipartite then it has a YES solution for EQ-CDGP, observe that, since the input graph is bipartite, it is also 2-colorable (considering the classic graph coloring problem), that is, the entire graph can be colored using only two different colors, which can be determined by considering a single edge from the graph. All edges (i, j) have the same distance constraint, that is, |x(i) − x(j)| = ϕ, so the two colors that will be used are {1, 1+ϕ}, which form the solution for the EQ-CDGP-Unif instance.
In order to prove the converse statement, that is, if a graph has a YES solution for EQ-CDGP, it is bipartite, we will use a proof by contrapositive, which states that if a graph is not bipartite, then it has a NO solution for EQ-CDGP. This will be done by mathematical induction on odd cycles, since a graph is not bipartite if, and only if, it contains an odd cycle. Let |V | = 2z + 1. The proof will be by induction on z (the number of vertices).
Base case: z = 1. We have the cycle C 3 , with three vertices (V = {1, 2, 3}) and three edges ({(1, 2), (1, 3), (2, 3)}), with |x(i) − x(j)| = ϕ for all of them. Without loss of generality, let x(1) = 1 and x(2) = 1 + ϕ. Then we have that:
• Since (1, 3) ∈ E and x(1) = 1, then |x(3) − 1| = ϕ. All colors must be positive integers, so
x(3) = 1 + ϕ.
• Since (2, 3) ∈ E and x(2) = 1 + ϕ, then |x(
From this result, we have that x(3) = 1 + ϕ and (x(3) = 1 or x(3) = 1 + 2ϕ) at the same time, which is impossible. Then C 3 has a NO solution for EQ-CDGP, as seen in Figure 9 .
Induction hypothesis: The cycle C 2z+1 has a NO solution for EQ-CDGP.
Inductive step: By the inductive hypothesis, the cycle C 2z+1 is infeasible for EQ-CDGP. If we consider the cycle C 2(z+1)+1 = C 2z+3 , we have that the size of the cycle increases by two vertices, but it will still be an odd cycle. If we add only one vertex, that is, we consider the cycle C 2z+1+1 = C 2z+2 , we will have an even cycle. Since all even cycles are bipartite, they are feasible in EQ-CDGP according to Theorem 2. Now, consider that another vertex is added to C 2z+2 , becoming C 2z+3 . Without loss of generality, consider that the new vertex 2z + 3 is adjacent to vertices 2z + 2 and 1, that is, we have {(2z + 2, 2z + 3), (2z + 3, 1)} ⊆ E, and x(2z + 2) = 1 + ϕ and x(1) = 1 (these colors can be seen as having been assigned when we added only one vertex, generating an even cycle). Then we have that:
• Since (2z + 2, 2z + 3) ∈ E and x(2z + 2) = 1 + ϕ, then |x(2z + 3) − (1 + ϕ)| = ϕ ⇒ |x(2z + 3) − 1 − ϕ| = ϕ. By this inequation, x(2z + 3) = 1 or x(2z + 3) = 1 + 2ϕ.
• Since (2z + 3, 1) ∈ E and x(1) = 1, then |x(2z + 3) − 1| = ϕ. All colors must be positive integers, so x(2z + 3) = 1 + ϕ.
From this result, we have that x(2z + 3) = 1 + ϕ and (x(2z + 3) = 1 or x(2z + 3) = 1 + 2ϕ) at the same time, which is impossible. Therefore C 2z+3 has a NO solution for EQ-CDGP, as can be seen in Figure 10 .
Cannot be colored
Figure 9: C 3 graph that has a NO solution for EQ-CDGP-Const when all distances are the same.
To be colored Figure 10 : Odd cycle C 2z+3 that has a NO solution for EQ-CDGP-Const when all distances are the same.
As a complementary result, graphs which have odd-length cycles as induced subgraphs will always have a NO solution for EQ-CDGP-Unif, because a graph is bipartite if, and only if, it contains no odd-length cycles. Since the recognition of bipartite graphs can be done in linear time using a graph search algorithm such as depth-first search (DFS), the EQ-CDGP-Unif problem can be solved in linear time.
Feasibility conditions for EQ-CDGP
Clearly, Theorem 2 does not apply when the distances are arbitrarily defined. Depending on the edge weights, bipartite graphs may have NO solutions for EQ-CDGP, and graphs which include oddlength cycles may have YES solutions. Figure 11 shows examples of instances considering each case. However, this decision problem can be easily solved for trees, as shown below.
Theorem 3. Let G = (V, E, d), be a tree, where ∀(i, j) ∈ E d i,j is an arbitrary positive integer. Then G always has a YES solution for EQ-CDGP.
Proof. We describe a simple algorithm for assigning colors that satisfy the EQ-CDGP problem. Initially unmark all vertices. Choose an arbitrary vertex v i , assign any positive integer value x(v i ) to v i , and mark v i . Iteratively, choose an unmarked vertex v j , adjacent to some marked vertex v k . Assign the value x(v j ) = d jk + x(v j ) and mark v j . Repeat the iteration until all vertices become marked.
The algorithm described in Theorem 3 has linear time complexity. It is important to note that when this procedure is applied to a MinEQ-CDGP instance, that is, the optimization problem with equality constraints, it only guarantees that a feasible solution is found for a tree, not the optimal one. A branch-and-prune (BP) algorithm was proposed by Lavor et al. (2012a) for the Discretizable Molecular Distance Geometry Problem (DMDGP), based on a previous version for the MDGP by Liberti et al. (2008) . The algorithm proceeds by enumerating possible positions for the vertices that must be located in three-dimensional space (R 3 ), by manipulating the set of available distances. The position for a vertex i, where i ∈ [4, n] and n is the number of vertices that must be placed in R 3 , is determined with respect to the last three vertices that have already been positioned, following the ordering and sphere intersection cited in Section 2. However, a distance between the currently positioned vertex and a previous one that was placed before the last three can be violated, which requires feasibility tests to guarantee that the solution being built is valid. The authors applied the Direct Distance Feasibility (DDF) pruning test, where ∀(i, j) ∈ E |||x(i) − x(j)|| − d i,j | < , and where is a given tolerance. In this work, we adapted these concepts to study and solve our proposed distance geometry coloring models. One of the first reflections that can be made is that for the distance geometry coloring models, there are no initial assumptions to be respected, and thus, there is no explicit vertex ordering to be considered, so we build the ordering by an implicit enumerating process. We mix concepts from branchand-prune for DMDGP and branch-and-bound procedures to obtain partial solutions (sequences of vertices that have already been colored) that cannot improve on the current best solution.
Our branch-prune-and-bound (BPB) method works as follows. First, a vertex i that has not been colored yet is selected as a starting point. This vertex receives the color 1, which is the lowest available (since all colors are positive integers). Then a neighbor j of i that has not been colored yet is selected. A color selection algorithm is used for setting a color to j and the process is repeated recursively for neighbors of j that have not been colored yet. When an uncolored neighbor of the current vertex cannot be found, a uncolored vertex of the graph is used. Pseudocode for this general procedure is given in Algorithm 1.
We propose different strategies for selecting a color for a vertex and illustrate how the feasibility checking can be done in different levels of the procedure. Each of these cases are discussed below.
Color selection for a vertex
There are two possibilities for determining which colors a vertex can use, determined by the call to SelectColors()), which returns a set of possible colors for a vertex.
Algorithm 1 Branch-prune-and-bound general algorithm.
Require: graph G (with set V of vertices and set E of edges), function d : E → N of distances for each edge, previous vertex i, current vertex j to be colored, current partial coloring x, best complete coloring found x best , upper bound ub, array pred of predecessors from each vertex (initially all set to -1) and enumeration tree depth dpt. 1: function Branch-Prune-And-Bound(G = (V, E), d, i, j, x, x best , ub, pred, dpt)
2:
for each neighbor k of j do 3:
Set current vertex as predecessor of neighbors 5:
If this call did not come from a neighbor, use predecessor information
colorsAvail ← SelectColors (G, d, i, j, x, ub) 8:
color ← element of colorsAvail 10:
colorsAvail ← colorsAvail − {color} 11:
Remove color from i Branch-Prune-And-Bound(G, d, f, −1, k, x, x best , ub, dpt + 1)
32:
Remove color from i 33:
The first one, denoted by BPB-Prev, is based on the original BP algorithm by Lavor et al. (2012a) . When a vertex i has to be colored, the single previously colored vertex j is taken into account. If j is an invalid vertex, which means that i is not an uncolored neighbor of j, then the only color that i can receive is 1. Otherwise, the function returns a set of cardinality at most 2, whose elements are:
This means that this criterion uses only information from the previous vertex to determine colors, which makes the BPB that uses it an inexact algorithm, something that the original BP for DMDGP also is (Lavor et al., 2012a) . However, to counter this in our BPB, when a vertex is colored, its neighbors are marked so that they can use the current vertex as a predecessor in case the search restarts from one of such neighbors. Since we assume the input graph is connected and the algorithm essentially walks through the graph, this information helps to find the true optimal solution. This procedure is done in O(1) time, since only two arithmetic operations are made to determine the colors. An example of this color selection possibility is given in Figure 12 .
When using this criterion, we apply the feasibility checking at each colored vertex. However, an alternative is to prune only infeasible solutions where all vertices have colors, that is, we apply the feasibility test only at the last level of the enumeration tree. An example of this alternative is shown in Figure 13 , where it is possible to see that this strategy makes the tree grow very large.
The second selection criterion is undertaken using information from all colored neighbors to determine the color for the current vertex i. This is done by solving a system of absolute value inequalities (or equalities, in the case of MinEQ). Those inequalities arise from the distance constraints for the edges. Let i be the vertex that must be colored. The color x(i) must be the solution of a system of absolute value (in)equalities where there is one for each colored neighbor j and each one is as follows:
Where OP is either "=" (for MinEQ-CDGP type problems) or "≥" (for MinGEQ-CDGP type problems). The color that will be assigned to j is the smallest value that satisfies all (in)equalities. We note that this procedure always returns a set of cardinality 1, that is, only one color (since only the lowest index is returned) which is also feasible for the partial solution and eventually leads to the optimal solution, although it requires more work per vertex. This selection strategy runs in O(ub) time, where ub is an upper bound for the span, since, to solve the system, we have to mark each possible solution in the interval [1, ub] and select the smallest value. Figure 14 shows an example of an enumeration tree using this color selection strategy.
Feasibility checking
When building a partial solution we must verify if it is feasible when not all distances are taken into account at the same time, especially on BPB-Prev. We used a similar feasibility test to the Direct Distance Feasibility (DDF) used on the BP algorithm for the DMDGP.
Let i be the vertex that has just been colored. Then we must check, for each neighbor j that has already been colored, if the condition
. This test can be seen as a variation of DDF setting to zero and allowing inequalities in the test. We denote this procedure as Direct Distance Coloring Feasibility (DDCF) and its pseudocode is given in Algorithm 2.
Algorithm 2 Direct Distance Coloring Feasibility (DDCF) check
Require: graph G (with set V of vertices and set E of edges), problem type t (MinGEQ-CDGP or MinEQ-CDGP), matrix d of distances for each edge, current coloring x and vertex i.
for each neighbor k of i do else Equality constraint 8:
return false 10:
return true
We note that when selecting a color using the first criterion (only taking into account the previously colored vertex) the feasibility check can be made at each colored vertex or only when all vertices have been colored (which will require that the function DDF-Check() is called for each vertex). Each check (for only one vertex) runs in O(|V |) time, and if the entire coloring is checked (that is, for all vertices), it runs in O(|V | 2 ) time. We also note that, when using the second criterion (using a system of absolute value (in)equalities), the feasibility check can be skipped, since the color that it returns is always feasible.
The combination of these selection criteria and the corresponding feasibility checks result in three possible BPB algorithms, which are summarized in Table 2 . 
Only when all vertices are colored O(|V | 2 ) for entire coloring BPB-Select -System of all neighbors 1
Computational experiments
In order to analyze the behavior of the proposed distance geometry coloring problems and the branch-prune-and-bound algorithms, we made two main sets of experiments: the first one involved generating many random graphs with different numbers of vertices according to some configurations and counting how many include even or odd cycles (while the rest are trees), since some of the properties of distance geometry coloring are related to these types of graphs.
All algorithms used in these experiments were implemented in C language (compiled with gcc 4.8.4 using options -Ofast -march=native -mtune=native) and executed on a computer equipped with an Intel Core i7-3770 (3,4GHz), 8GB of memory and Linux Mint 17 operating system. We describe each set of experiments below. 
Counting members of graph classes in random instances
Using Theorems 2 and 3, we have information about some types of graphs which always have feasible embeddings for EQ-CDGP and EQ-CDGP-Unif. Based on this, we generated a large amount of random graphs with different number of vertices and counted how many were cyclic (and based on that, how many there were for each possibility of having even or odd cycles) and how many were trees.
Each random graph always starts as a random spanning tree, that is, a connected undirected graph G = (V, E), where |E| = |V | − 1. To generate this initial tree, we used a random walk algorithm proposed independently by Broder (1989) and Aldous (1990) . The procedure works by using a set V * of the vertices outside the tree and a set W of edges of the spanning tree. Then, whenever the random walk reaches a vertex j outside the tree, the edge (i, j) is added to E and j is removed from V * . This continues until V * = ∅. We note that this amounts to making a random walk in a complete graph of |V | vertices and it generates trees in a uniform manner, that is, for all possible spanning trees of a given complete graph, each one has the same probability of being generated by the algorithm.
After the initial tree is generated, we add random new edges to it until the graph has the desired number of edges. This parameter is also randomly set, sampled from interval |V | − 1,
2 . This interval ensures that the generated graph is always connected and is, at least, a tree and, at most, a complete graph.
In Table 3 , we outline statistics obtained from using the described procedure to generate 1,000,000 (one million) random graphs for each |V | ∈ {50, 100, 150, 200, 250, 300, 350, 400, 450, 500}. As we can observe, most of the graphs (more than 99%) generated have odd cycles, which translates into a very small set of possible EQ-CDGP-Unif instances with feasible embeddings for this configuration of random graphs. By increasing the number of vertices, more possibilities for generating edges appear, but the number of possible connections which will lead to trees or graphs with even cycles is very small. In fact, we can deduce that this configuration generated very few bipartite graphs. For EQ-CDGP (with arbitrary distances), the space of instances with guaranteed feasible embeddings is even smaller, since only trees are certain to have them. However, as shown in Section 3, odd and even cycles can have embeddings depending on how the edges are weighted.
In Figure 15 , we can observe the growth of the average number of edges between all generated graphs for each number of vertices. Since the number of edges in a graph is proportional to the square of the number of edges (since
∈ O(|V | 2 ), the curve follows a similar pattern, being a half parabola.
Results for branch-prune-and-bound algorithms
In order to use some of the random graphs in experiments with the BPB algorithms, we selected four graphs of each type (with even cycle, with odd cycle and trees) for each number of vertices and Figure 16: Total number of bipartite graphs generated from 1,000,000 random graphs of each number of vertices. randomly weighted the edges with a uniform distribution in the interval [1, 30] . We made two subsets of experiments: the first one involved only the EQ-CDGP and EQ-CDGP-Const models, in order to find a feasible solution for each of its instances that were generated (that is, the algorithms use the pruning procedure, but not bounding -equivalently, stopping the search as soon as the first feasible solution is found), and the second one involved the optimization models for each discussed model (MinEQ-CDGP, MinEQ-CDGP-Const, MinGEQ-CDGP and MinGEQ-CDGP-Const). Tables 4, 5 and 6 give detailed results with 4 to 8, 9 to 16 and 18 to 20 vertices, respectively, considering each BPB algorithm applied to the decision versions. We can see that BPB-Prev reaches a feasible solution faster than the other methods (that is, it solves the decision problem in less time), but it also returns the first feasible solution with a worst span than BPB-Select (noting that BPBPrev-FeasCheckFull always returns the same span from BPB-Prev because only the pruning point is changed). However, it is much slower to prove that an instance is infeasible (that is, the answer to the decision problem is NO). This is explained by the fact that the enumeration tree is smaller in BPB-Select, since instead of two color possibilities for each vertex, there is only one. Although the time complexity of determining the color for a vertex in BPB-Select is higher (as shown in Table 2 ), this is compensated by generating a smaller tree and that the feasibility check is not explicitly needed, since it is guaranteed by the color selection algorithm. We also note that BPB-Prev-FeasCheckFull has the worst CPU times for infeasible instances, because the method will keep branching the enumeration tree to find a feasible solution, but since feasibility checking is only done at the leaf nodes, the tree will tend to become the full enumeration tree.
In the same manner, Table 7 shows the results for the BPB algorithms considering the optimization versions and applied only to feasible MinEQ-CDGP instances. For almost all of these instances, BPBPrev is the best method, BPB-Prev-FeasCheckFull shows similar performance and BPB-Select has worse CPU times. The ties between BPB-Prev and BPB-Prev-FeasCheckFull are explained by the fact that although, in the latter method, the feasibility checking at the leaf nodes increases the time required to find a feasible solution, we keep using the bounding procedures at each node, which reduces the amount of work needed to find the optimal solution. We also note that, for the 4th Tree instance with 20 vertices, BPB-Select does not find the true optimum for the problem. This happens because the method is recursively applied only to vertices which have recorded neighbors, in the same manner as the other two BPBs, but the system of absolute value expressions returns only one color, which may not be the one for the optimal solution when applying the recursion only on some vertices. On some experiments, we detected that, if we generate all vertice orders and apply the color selection of BPB-Select, on them, the optimal solution is found, but the CPU times become very high, since this procedure does not take advantage of the 0-sphere intersection characteristic.
The last experiments were made by applying the BPB algorithms on all instances considered for the algorithms, but by transforming them to MinGEQ-CDGP (changing the = in constraints to ≥). Since they are always feasible for MinGEQ-CDGP because of its equivalence to BCP, we only have to consider optimization problems, as was already done in Section 2. The same pattern of previous experiments occur here, with BPB-Prev being the best method of the three, however, the CPU time difference between it and BPB-Prev-FeasCheckFull becomes much more apparent here, since there are many more feasible solutions for MinGEQ-CDGP than MinEQ-CDGP.
Concluding remarks
In this paper, we proposed some distance geometry models for graph coloring problems with distance constraints that can be applied to important, modern real world applications, such as in telecommunications for channel assignment in wireless networks. In these proposed coloring distance geometry problems (CDGPs), the vertices of the graph are embedded on the real line and the coloring is treated as an assignment of natural numbers to the vertices, while the distances correspond to line segments, whose objective is to determine a feasible intersection of them.
We tackle such problems under the graph theory approach, to establish conditions of feasibility through behavior analysis of the problems in certain classes of graphs, identifying prohibited structures for which the occurrence indicates that it can not admit a valid solution, as well as identifying classes graphs that always admit valid solution.
We also developed exact and approximate enumeration algorithms, based on the Branch-and-Prune (BP) algorithm proposed for the Discretizable Molecular Distance Geometry Problem (DMDGP), combining concepts from constraint propagation and optimization techniques, resulting in BranchPrune-and-Bound algorithms (BPB), that handle the set of distances in different ways in order to get feasible and optimal solutions. The computational experiments involved equality and inequality constraints and both uniform and arbitrary sets of distances, where we measure the number of prunes and bounds and the CPU time needed to reach the best solution.
The main contribution of this paper consists of a distance geometry approach for special cases of T-coloring problems with distance constraints, involving a study of graph classes for which some of these distance coloring problems are unfeasible, and branch-prune-and-bound algorithms, combining concepts from the branch-and-bound method and constraint propagation, for the considered problems.
Ongoing and future works include improving the BPB formulations by domain reduction and more specific constraints; developing hybrid methods, involving integer and constraint programming; and applying heuristics, in order to solve the proposed distance coloring models more efficiently. Studying problems posed to specific classes of graphs, in order to establish other characterizations of feasibility conditions for more general CDGP problems, is also a subject of research in progress. 
