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1 Johdanto 
Maa- ja metsätalousministeriön tietopalvelukeskuksessa, tästä edespäin Tike,  on ollut 
vuosituhannen alusta asti käytössä Renki –järjestelmä. Tämä opinnäytetyö keskittyy ku-
vaamaan Rengin uudistamista, eli tähän on poimittu vaiheita uudistetun version kehityk-
sen aloittamisesta julkaisuun asti. Tiken toiminta itsenäisenä virastona päättyi 31.12.2014 
ja muun muassa sovelluskehitystä tekevä osa virastosta siirtyi Maanmittauslaitoksen alai-
suuteen. Opinnäytetyössä kuitenkin viitataan toimeksiantajaan Tikenä, sillä ensimmäisen 
tuotantoversion julkaisu tapahtui ennen yhdistymistä. 
 
Järjestelmää käytetään esimerkiksi erilaisten tapahtumien, prosessien, projektien tai jär-
jestelmien työnkulun seuraamiseen työohjausjärjestelmänä. Rengin nykyisiin käyttötarkoi-
tuksiin ja toiminnallisuuksiin perehdytään tarkemmin myöhemmin tekstissä, mutta lyhyesti 
kuvattuna se on järjestelmä, jonne tallennetaan tapauksia, jollekin palvelukohteelle. Tapa-
uksilla on työjonoja ja niillä on toimenpiteitä, joita voi siirtää asianomaisille työntekijöille 
tehtäväksi. Tarkempi läpikäynti tehdään luvussa 5. 
 
Renkiä käytetään Tikessä ja myös osassa Tiken asiakasvirastoista; lähinnä viraston osas-
toissa, joilla on tekemistä Tiken tuottamien järjestelmien kanssa, esimerkiksi hallinnoinnis-
sa tai ylläpidossa.  
 
Renki on vanha järjestelmä ja sitä ei ole kehitetty aktiivisesti vuosien aikana. Järjestel-
mässä on havaittu puutteita, jotka on nähty aiheellisiksi korjata. Suurimmat kehitystarpeet 
on todettu käytettävyydessä ja tietoturvassa. Lisäksi Tikessä halutaan muuttaa Renki ku-
vastamaan Tiken nykyistä sovellusarkkitehtuuria ja käyttämään nykyisiä tekniikoita, kuten 
Tiira- ja AngularJS-sovelluskehyksiä. 
 
1.1 Opinnäytetyön tavoite ja rajaus 
Alun perin opinnäytetyön tavoitteena oli tuottaa toimiva kokonaisuus Rengistä, mutta pro-
jektin edetessä nähtiin aiheelliseksi rajata opinnäytetyön laajuus uudelleen käsittelemään 
pääasiallisesti käyttäjäkerroksen toteutusta tiettyjen komponenttien kautta ja palvelinpuo-
lelta vain yleisiä huomioita. Syynä tähän oli projektin laajuuden suureneminen. Laajene-
miseen vaikutti järjestelmän ikä ja se, ettei järjestelmää ole kehitetty aktiivisesti, jolloin 
migraatio uudempien tekniikoiden pariin vaati enemmän työtä. Lisäksi projektin aikana 
päätettiin liittää poistuvan järjestelmän yksi prosessi Renkiin. Toteutusprojektissa pyritään 
tuottamaan edelleen toimiva ja jatkokehitettävä versio Rengistä, mutta tämän opinnäyte-
työ tarkastelee projektia aiemmin tässä kappaleessa esitetystä näkökulmasta. 
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Uudistuksen alkuvalmistelut aloitettiin 2013 joulukuussa, mutta varsinainen kehitystyö 
alkoi vasta tammikuussa 2014 ulkoasun suunnittelun myötä. Uudistettu versio Rengistä 
julkaistiin joulukuussa 2014 ja tämä opinnäytetyö on tarkoitus saattaa loppuun vuoden 
2015 aikana. 
 
1.2 Opinäytetyön menetelmä 
Opinnäytetyössä käydään ensiksi läpi teoriaa käytetyistä merkittävistä tekniikoista, työvä-
lineistä ja kehitystyössä käytettävistä periaatteista, eli minkä ideoiden varaan ja minkä 
näkökulmien avulla sovellusta on lähdetty kehittämään.  
 
Läpikäyntiin käytetään merkittävä määrä aikaa, sillä osat käytetyistä tekniikoista ovat uu-
dehkoja ja lisäksi osa käytetyistä tekniikoista ja käytännöistä perustuvat Tiken toiminta-
malleihin tai ovat Tiken tuottamia tekniikoita tai teknologioita. 
 
Teorian lisäksi pyritään kuvaamaan Renkiä järjestelmänä ennen uudistamista teknisestä 
ja toiminnallisesta näkökulmasta tuoden esille tiettyjä kehittämistarpeita ja kohtia. Tämän 
jälkeen käydään läpi tavoitetilaa ja ominaisuuksia uudistetussa versiossa, eli pyritään 
luomaan konstrukio esitetyn teorian ja uudistamistarpeiden pohjalta. 
 
Lopuksi arvioidaan uudistettua versiota, eli miten hyvin se täytti asetetut tavoitteet, ja arvi-
oidaan sovelluksen jatkokehitysmahdollisuuksia ja -tarpeita. Arviointia suoritetaan viimei-
sessä luvussa myös projektiteknisemmästä näkökulmasta, eli käydään lyhyesti läpi kehi-
tysprojektia ja opinnäytetyöprosessia. 
 
1.3 Opinnäytetyön käytäntöjä 
Tässä opinnäytetyössä käytetään tietyissä tapauksissa englanninkielisiä sanoja suomen-
kielisten sanojen sijaan. Nämä kääntämättömät sanat osoittautuivat haasteellisiksi kään-
tää kokonaisuudessaan tarkasti, joten tarkan asianyhteyden säilyttämisen takia ne on 
jätetty kääntämättä. IT-ala kehittyy jatkuvasti, joten uutta sanastoa syntyy ja niiden kään-
tämisessä suomenkielelle voi kestää pitkään. 
 
Opinnäytetyön tekijällä on osasta tekniikoista jo ennestään kokemusta, joten osa, erityi-
sesti toteutuksen kohdalla, perustuvat havaittuihin hyviin toimintatapoihin. Kuitenkin, on 
pyritty noudattamaan hyviä käytäntöjä asioiden toteuttamiseen, mikäli niitä on ollut saata-
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villa toteutushetkellä. Lisäksi joissain tapauksissa myöhemmin löydettyjä hyviä käytäntöjä 
on otettu takautuvasti käyttöön kirjoittamalla sovelluskoodia uudestaan.  
 
Opinnäytetyössä viitataan käyttäjä- ja käyttöliittymäkerroksiin. Tässä opinnäytetyössä 
käyttöliittymäkerros käsitetään osaksi käyttäjäkerrosta. Käyttöliittymäkerros sisältää ulko-
asun ja se mikä näkyy käyttäjälle. Käyttäjäkerros pitää sisällään logiikan ja käyttöliittymän. 
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2 Järjestelmän toteutustekniikat ja –työkalut 
Opinnäytetyön sovelluksen tuottamiseen käytetään palvelinpuolella Javaa ja käyttäjäker-
roksessa HTML:ää tiedon esittämiseen ja CSS:ää tyylittelyyn. Käyttäjäkerroksessa toi-
minnallisuuden kehittämiseen käytetään pääasiallisesti AngularJS:ää, joka on JavaScript-
sovelluskehys (Lerner 2013, 9). Suurinta osaa tekniikoista käydään vain lyhyehkösti läpi, 
mutta tärkeimpiä ja merkittävimpiä käydään kattavammin läpi.  
 
Valtiolla järjestelmien skaalat ovat mittavia sillä niiden pitää lähtökohtaisesti kattaa suuria 
osia maasta tai väestöstä. Tästä johtuen Renkiä toteutettaessa noudatetaan Tiken linja-
uksia arkkitehtuurin ja käytettävien tekniikoiden suhteen. On muutamia tekniikoita, jotka 
otetaan käyttöön kaikissa uusissa projekteissa, esimerkiksi Tiken kehittämä Tiira-
sovelluskehys ja web-sovelluksissa myös AngularJS-sovelluskehys käyttäjäkerroksessa. 
Näiden lisäksi voi ottaa muita komponentteja, kirjastoja tai kehyksiä käyttöön, jos ne kun-
nioittavat muuten Tiken linjaamia arkkitehtuurikäytäntöjä ja niiden käytölle nähdään päte-
vä syy. 
 
Ohjelmointityökalujen valinnan Tike jättää kehittäjälle. Työasemiin on esiasennettu monia 
yleisesti käytettyjä ohjelmistoja, kuten Eclipse, mutta ohjelmistokehittäjät saavat usein 
oikeuden asentaa haluamiaan kehitystyökaluja koneelle. Opinnäytetyön toteutukseen käy-
tetyistä työkaluista Sublime Text 3 ja Prepros ovat esimerkkejä työkaluista, jotka tekijä 
asennutti itse. Käytettyjä työkaluja läpikäydessä pyritään tuomaan esille syy tai syitä nii-
den valitsemiselle ja lisäksi tekemään lyhyt esittely työkalusta.  
 
2.1 Eclipse 
Tässä opinnäytetyössä tarkoitetaan Eclipse-ohjelmointiympäristöä, kun käytetään termiä 
Eclipse, ellei toisin mainita. Eclipse-ohjelmointiympäristö on kuitenkin osa laajempaa Ec-
lipse Foundationin tuoteperhettä. Eclipse Foundation on voittoa tavoittelematon järjestö, 
joka hallinnoi lukuisia avoimen lähdekoodin projekteja. (Eclipse.) Eclipse foundationin muu 
toiminta, ei kuulu tämän opinnäytetyön tarkasteluun. 
 
Opinnäytetyön tekemiseen Eclipse-ohjelmistoa käytetään pääasiallisesti Java-koodin tuot-
tamiseen, koska opinnäytetyön tekijällä on kaikista Java-ohjelmointiympäristöistä eniten 
kokemusta Eclipsestä. Lisäksi Eclipse on Tikessä oletusohjelmointiympäristö Javan suh-
teen, joten sille löytyy parhaiten sisäistä tukea tarpeen vaatiessa. Eclipseä käytetään 
myös osittain projektin rakenteen hallintaan ja pääasiallisena rajapintana versionhallin-
taan. 
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Tikessä käytetään pääasiallisesti versionhallintajärjestelmänä CVS:ää, eli Concurrent 
Versions Systemiä, mutta Gitin käyttöönoton aloitus tehtiin 2014 ja Renki oli yksi ensim-
mäisistä sinne siirretyistä projekteista. CVS:ää, Gitiä ja niiden käyttöä Tikessä käydään 
tarkemmin läpi seuraavassa luvussa, 2.2. 
 
2.2 CVS ja Git 
Molemmat otsikon tekniikat ovat versionhallintajärjestelmiä, mutta eroavat toimintaperiaat-
teiltaan: CVS on keskitetty järjestelmä ja Git on hajautettu. Keskitetyssä järjestelmässä 
palvelimella on repositorion oikea tila ja hajautetussa jokaisella kopiolla on repositorion 
koko muutoshistoria. (Lionetti G. 2012). 
 
CVS on tekniikka mitä on käytetty Tikessä pääasiallisesti, mutta vuoden 2014 aikana alet-
tiin valmistella sisäistä Git-repositoria pyrkimyksenä, että siirretään projektien lähdekoodi 
sinne.  
 
Gitiin siirtymisessä oli taustalla muutamia syitä, mutta tärkeimpiin kuuluvat kehitysproses-
sin monipuolisempi ja parempi tuki, eli käytännössä haarojen käytön helpotus, ja nykyai-
kaisuus. Haarojen helpomman käytön kautta kehitystyö helpottuu ja selkeytyy, kun voi-
daan esimerkiksi pitää haaroja, jotka kuvastavat jonkun tietyn toimintaympäristön tilaa. 
(Driessen 2010). 
 
Käytännön esimerkki tästä olisi, että master-nimisessä haarassa on tuotannon tila, dev-
nimisessä haarassa kehityksessä oleva tila ja mahdollisesti test-haara, jossa pidetään 
testiympäristön suhteen ajan tasalla. Kyseisessä ympäristössä voisi toimia niin, että kehi-
tyksestä luodaan aina uudelle ominaisuudelle oma haara ja se ominaisuus toteutetaan 
kyseisessä haarassa. Ominaisuuden valmistuttua se yhdistetään, englanniksi ja tästä 
edespäin merge, takaisin kehityshaaraan. Kun halutut muutokset seuraavaan testiversi-
oon on toteutettu, voidaan dev-haara mergetä testi-haaraan, ja sen pohjalta rakentaa so-
velluspaketti testiympäristöön vietäväksi. (Driessen 2010.) 
 
Molempia tekniikoita on pääasiallisesti käytetty Eclipsen tarjoaman graafisen käyttöliitty-
män kautta. Eclipsen Git-laajennus on nimeltään EGit, mutta se on tullut oletuksena Eclip-
sen mukana Juno-versiosta lähtien (Koegel M. & Helming J. 2015). Gitiä on käytetty osit-
tain tässä opinnäytetyössä myös komentoriviltä; yleensä ongelmatilanteiden esiintyessä 
EGitin kanssa. 
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Opinnäytetyön alussa sovelluksen lähdekoodia pidettiin CVS:ssä, mutta loppuvuodesta 
2014 se siirrettiin Gitiin. Tikessä on oma repositorio kummallekin tekniikalle. 
 
2.3 AngularJS-sovelluskehystä hyödyntävät kirjastot 
Projektissa käytetään käyttäjäkerroksessa AngularJS-kehystä. Kehyksen toimintaa esitel-
lään tarkemmin luvussa 4, mutta yksinkertaisimmillaan kehys noudattaa MVC-rakenteen 
piirteitä, joka luo vaatimuksia sovelluksen toteutustavalle. MVC on lyhenne Model View 
Controller –sanoista. Lyhyesti läpikäytynä View-osio sisältää näkymän, eli mitä näytetään 
käyttjälle. Model-osio sisältää sovelluksen logiikan ja tiedot ja Controller-osio yhdistää 
muut osat. (Lerner 2013, 12.) MVC-mallin tarkempi tarkastelu on rajattu ulos tästä opin-
näytetyöstä. Tässä luvussa käydään läpi projektissa käytettyjä merkittäviä AngularJS:ään 
pohjautuvia kirjastoja, eli kaikkia ei käydä läpi. 
 
AngularJS:n käyttö toteutuksen sovelluskehyksenä vaikuttaa sovelluksen toteutustapaan. 
Tämä tarkoittaa, että normaalien JavaScript-kirjastojen käyttö voi vaatia lisätyötä. Käyttö-
liittymän manipulointia suorittavien ja käyttöliittymäkomponenttien sisältävien kirjastojen 
kohdalla on usein ollut suotavaa, että ne kirjoitetaan uusiksi AngularJS:n tapojen mukaan, 
mutta monien yksinkertaisten apukirjastojen kohdalla riittää, että kirjastot kääritään sovel-
lukseen lisättäessä AngulariJS:n palveluun. Tämän kohdan myöhemmässä vaiheessa 
käsitellään UI-Bootstrap-kirjastoa, joka on esimerkki kirjastosta, joka on AngularJS:lle uu-
delleenkirjoitettu versio normaalista Bootstrap-kirjastosta (Angular-UI Team). Normaalia 
Bootstrap-kirjastoa ei tarkastella tarkemmin. 
 
Angular-UI-kirjasto on laaja pääprojekti, joka pitää sisällään monia AngularJS-moduuleja. 
Rengissä käytetään UI-Router-moduulia ja UI-Bootstrap-moduulia. UI-Router on tehokas 
komponentti, joka mahdollistaa näkymien liittämisen sovelluksen osoitepolkuihin (Mc-
Keachie 2014). Moduuli on välttämätön sovelluksen toteuttamiselle opinnäytetyön tekijän 
mielestä ja kyseinen moduuli on myös paljon monipuolisempi kuin muut saatavilla olevat 
ratkaisut kyseiseen ongelmaan (McKeachie 2014). 
 
AngularJS:n tulevassa versioissa on tarkoitus uudistaa kehyksen omaa reititin-
komponenttia, englanniksi router, mahdollisesti samankaltaisemmaksi kuin UI-Router 
(AngularJS d). Projektin aloitusvaiheessa sovelluskehyksen oma reititin ei kuitenkaan ollut 
tarpeeksi monipuolinen, joten päätös tehtiin olla käyttämättä sitä.  
 
UI-Bootstrap on moduuli, joka perustuu Bootstrap-kirjastoon. Moduulissa moni Bootstrapin 
JavaScript-komponenteista on käännetty toimimaan Angularin periaatteiden mukaan. Mo-
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duulilla on kuitenkin riippuvuus Bootstrap-kirjaston tyylitiedostoihin, joten sitä käytetään 
myös tässä projektissa (Angular-UI Team). UI-Bootstrap on nähty hyödylliseksi ottaa tä-
hän projektiin mukaan, sillä se sisältää joukon valmiita käyttöliittymäkomponentteja . Tästä 
johtuen itse komponenttien tekemiseen ei tarvitse käyttää paljon aikaa, vaan aika voidaan 
ohjata muihin asioihin, kuten käyttöliittymän ja sovelluksen suunnitteluun. 
 
2.4 Muut Javascript –kirjastot 
JavaScript-kirjastoja on saatavilla paljon, joten lisättyjen kirjastojen kohdalla on pyritty 
miettimään tarkkaan, että käyttöönotto on kannattavaa. Opinnäytetyön tekijän mielestä 
JavaScript-kirjastojen kohdalla tässä asiassa on oltava tarkempi, kuin esimerkiksi Java-
kirjastojen kohdalla. Tekijän oman kokemuksen mukaan JavaScript-kirjastojen saatavuus 
ja näkyvyys on paljon suurempi, joten löytyy paljon enemmän pieniäkin kirjastoja. Ongel-
mana tässä on, että kirjaston käyttöönottajan täytyy arvioida käyttöönotettavaa kirjastoa 
sovelluksen riippuvuusverkon kautta, eli tuoko kirjasto uusia riippuvuuksia ja miten se suh-
teutuu nykyisiin käytössä oleviin kirjastoihin. Voi helposti käydä niin, että joku kirjasto A 
pakottaa ottamaan uuden version käyttöön kirjastosta B. Kirjastolla C on kuitenkin myös 
riippuvuus kirjastoon B ja kun B:stä otetaan uusi versio käyttöön, menee C rikki. Tässä 
tilanteessa on olennaista, että C:tä kehitetään jatkuvasti, jotta yhteensopivuusongelmat 
korjataan kirjastoon mahdollisimman nopeasti ja sovelluksen kehitystä voi jatkaa. 
Crouchin (2013) näkemykset riippuvuuksien hallinnasta tukevat opinnäytetyön tekijän kan-
taa. Crouch sanoo olevan tärkeää valita riippuvuus, joka on muun muassa suosittu ja jon-
ka tulevaisuus on tiedossa, jotta voi suojautua riippuvuuksiin liittyviltä ongelmilta. 
 
Projektissa otettiin alussa käyttöön Underscore.js, tästä lähtien Underscore. Underscore 
tarjoaa yli 80-funktiota mm. objektien, taulukoiden ja funktioiden muokkaamiseen (Un-
derscore). Rengissä taulukoiden ja objektien käsittelyä esiintyy paljon ja tästä syystä on 
nähty aiheelliseksi ottaa Underscore käyttöön. Näin ehkäistään sitä, että käyttöliittymäker-
roksen lähdekoodiin  tulisi  jatkuvasti monimutkaisia silmukkarakenteita, jotka puolestaan 
saattavat heikentää koodin luettavuutta. Luettavuuden parantuminen kuitenkin vaatii sen, 
että sovelluskoodin lukijalla on tietämystä Underscoren notaatiosta ja sisällöstä. Kirjastos-
ta on saatavilla kattava dokumentaatio. 
 
JQuery on myös otettu projektiin mukaan, sillä Tiira-kehyksen JavaScript-osiolla on riip-
puvuus siihen. Lisäksi AngularJS käyttää supistettua versiota jQuerystä, mutta normaalin 
jQueryn ollessa läsnä, se käyttää sitä. JQueryä ei käytetä muuten merkittävissä määrin 
sovelluksessa, sillä AngularJS ottaa rakenteellaan kantaa siihen missä jQuery dokument-
tioliomallin manipulointia voidaan tehdä (Lerner 2013, 9). Dokumenttioliomalli on englan-
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niksi Document Object Model, eli lyhennettynä DOM ja tästä edespäin esiintyy tekstissä 
lyhennettynä (2Kmediat.com). Tätä manipulointia voidaan lähinnä tehdä direktiiveissä, 
esimerkiksi käyttöliittymäkomponenttia rakennettaessa. Tässä sovelluksessa käytetään 
kuitenkin lähinnä UI-Bootstrapin tarjoamia valmiita komponentteja, joten tarve tehdä omia 
komponentteja ei ole kovinkaan suuri. JQueryssä on muita apufunktioita, joita voisi projek-
tissa käyttää, mutta opinnäytetyön tekijä pyrkii käyttämään AngularJS:n  tai muiden pro-
jektissa suuremmassa käytössä olevien kirjastojen tarjoamia vastaavia ominaisuuksia. 
 
2.5 Sublime Text 3 
Sublime Text –tekstieditoria käytetään käyttöliittymäkerroksen komponenttien tuottami-
sessa. Kyseinen tekstieditori on tehokas ja monipuolinen, sillä siihen voi asentaa lukuisia 
omia lisäpaketteja, jotka muokkaavat editorista käyttäjälleen sopivan. Opinnäytetyön tekijä 
on käyttänyt tätä editoria aika kauan, jonka takia sen käyttöön on päädytty tässä projektis-
sa. Sublime Text 3:sta on edelleen saatavilla vain betaversio, mutta se on opinnäytetyön 
tekijän mielestä tarpeeksi vakaa käytettäväksi. Editorin versiota 2 saa kokeilla ilmaiseksi, 
mutta jatkuva käyttö vaatii lisenssin. Versio 3 vaatii lisenssin, mutta opinnäytetyön tekijällä 
on se ennestään. (Sublime Text.) 
 
2.6 HTML ja SCSS 
Käyttöliittymä rakennetaan HTML:llä ja ulkoasun tyylittely tehdään SCSS:llä, joka käänne-
tään projektissa käytettäväksi CSS:ksi. HTML-teknologiasta voidaan käyttää kaikkia saa-
tavilla olevia komponentteja ja elementtejä, mukaan lukien HTML5 standardin tuomat uu-
distukset.  HTML oletetaan lukijalle tutuksi ja sitä ei käydä tarkemmin läpi tämän opinnäy-
tetyön puitteissa. CSS oletetaan myös tutuksi lukijalle ja sitä ei käydä läpi.  
 
Sass on CSS-kielen laajennus ja SCSS on Sassin syntaksi. Sassilla on kaksi syntaksia, 
Sass ja SCSS, joista SCSS on uudempi ja perustuu CSS3 –standardiin. Tämä tarkoittaa 
sitä, että kaikki validi CSS3-standardilla tehty tyylittely on validia SCSS:ää, mutta SCSS 
sisältää lisäominaisuuksia, joita voidaan käyttää, kuten muuttujia. (Sass 2014.) 
 
Käyttämällä SCSS-tekniikkaa voidaan paremmin hallita tyylitiedostojen rakennetta ja yllä-
pitää niiden luettavuutta. Lisäksi hyödyntämällä SCSS:n tarjoamia lisäominaisuuksia tyyli-
tiedoston tekeminen helpottuu. Tyylitiedostoja voidaan pilkkoa pienempiin osiin, jakaen ne 
ominaisuuksittain ja tallentaa pilkottu tiedosto muiden saman ominaisuuteen liittyvien tie-
dostojen kanssa. 
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2.7 Prepros 
Prepros on ohjelmisto, jolla voidaan esimerkiksi suorittaa SCSS-tiedostojen kääntäminen 
CSS-tiedostoiksi, joita voidaan tarjota selaimille. Ohjelmistolla voidaan myös suorittaa 
esimerkiksi JavaScript-tiedostojen minimointia.  Preprosia voi käyttää ilmaiseksi, mutta 
siitä on myös tarjolla laajempi maksullinen versio. Tässä opinnäytetyössä oli käytössä 
ilmaisversio. (Prepros .) 
 
Myös muita vaihtoehtoja SCSS:n kääntämiseen ja JavaScriptin minimointiin löytyy, esi-
merkiksi Gulp ja sen eri moduulit, mutta opinnäytetyön tekijällä oli projektin alkaessa eni-
ten kokemusta Preprosin käytöstä. Projektin edettyä opinnäytetyön rajauksen ulkopuolelle 
projektissa siirryttiin käyttämään Gulpia automatisoinnin edistämiseksi. Tässä opinnäyte-
työssä ei käydä tarkemmin läpi Gulpin toimintaa. Opinnäytetyön tekijän nykyinen suositus 
olisi Gulpin käyttöönotto Preprosin sijaan, osittain automaatiomahdollisuuksien ja laajen-
tamismahdollisuuksien takia.  
 
2.8 Oracle SQL Developer 
Tikessä on käytössä Oraclen tietokantoja. Suurin osa tietokantoihin liittyvästä työstä, mm. 
eri tietokantaskriptien ajo tai tietokannan datan vertailu, tehdään SQL Developer -
työkalulla. Tikessä on myös saatavilla SQL Plus- ja TOAD-työkalut. Opinnäytetyön tekijäl-
lä on kuitenkin eniten kokemusta SQL Developer -työkalusta, joten tämän takia sitä tul-
laan käyttämään pääasiallisesti. 
 
Pääsääntöisesti SQL Developeria käytetään tietokantaan kohdistuvien hakujen testaami-
seen, datan varmentamiseen ja tietokannan rakenteiden ja olemassa olevien tietokanta-
objektien tarkasteluun. 
 
2.9 Oracle Data Modeler 
Data Modeleria käytetään lähinnä tietokantojen ja tietokantaobjektien mallintamiseen. 
Opinnäytetyön aikana kyseisen työkalun käyttö jäi lopulta melko vähälle. Käyttö kohdistui 
lähinnä julkaisunhallinnan tietokantaobjektien mallintamiseen Rengin käyttämään tieto-
kantaan. Muuten Rengin tietokannan rakenteeseen ei kohdistunut merkittäviä muutoksia 
projektin aikana.  
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3 Tiira 
Tiira on Tikessä kehitetty alusta, jota lähes kaikki uudet, ja suurin osa vanhoista Tikessä 
toteutetuista sovelluksista käyttävät. Tiiran arkkitehtuuri on palvelukeskeinen, lyhennetty-
nä SOA. Lyhenne koostuu englannin kielen sanoista service-oriented architecture. Tiiran 
kokonaisuuksia hallitaan tästä johtuen palveluittain. Tiiran ominaisuuksia hyödyntäen voi-
daan julkaista palvelusta rajapinta muiden palveluiden käytettäväksi. (Turkkila, Laamanen 
& Tuomainen 2015, 5.)  
 
Tiiran avulla pyritään luomaan alusta Tiken tuottamille sähköisen asioinnin sovelluksille. 
Se tukee eri kehitysteknologioita: HTML-standardia, avoimen lähdekoodin kehityskirjasto-
ja, tarjoaa integraatiorajapinnan taustapalveluihin, käyttäjän tunnistamista, käyttöoikeuksi-
en hallintaa ja on alustariippumaton Java EE palvelinten suhteen. (Turkkila ym. 2015, 8-
9.)  Luvussa 3.1 käydään läpi sen tarjoamia palveluita ja luvussa 7 esitellään miten palve-
lu määritellään sovelluksen palvelukerroksessa ja miten sitä kutsutaan käyttäjäkerrokses-
ta. 
 
3.1 Tiiran tarjoamat yhteiset palvelut 
Tiira tarjoaa valmiit ratkaisut palveluihin, joiden käyttötarve on tunnistettu suurimmassa 
osassa sovelluksista. Nämä palvelut ovat AuthGate, SeDi, Attribuuttikanta, Siilo ja tiedos-
tonsiirtäjä. (Turkkila ym. 2015, 15.) Tikessä on myös käytössä yhteiskäyttöisiä palveluita, 
joita kehitetään muiden järjestelmien tarpeiden mukaan, mutta Tiira ei tarjoa mitään eri-
tyistä integraatiota niiden suhteen. 
 
AuthGate on käyttövaltuuteen liittyvä palvelu, eli se hoitaa käytännössä kirjautumisen ja 
siihen liittyvät käyttöoikeustarkistukset.  Sovelluksen palvelinpuolen koodissa on myös 
mahdollisuus pyytää AuthGateltä, esimerkiksi, käyttäjän tietoja Tiiran tarjoaman integraa-
tion kautta. (Turkkila ym. 2015, 15.) Käyttöoikeustietoja hallinnoidaan osittain Pääsynhal-
linta-sovelluksessa, lyhyesti PAHA, mutta sovellusta kehittäessä, myös Tiiran tarjoamien 
kehitystyökalujen kautta. 
 
SeDi on palveluhakemiston rajapintasovellus, eli sen kautta haetaan tietoa eri palveluiden 
sijainneista.  Kyselyt SeDille tehdään automaattisesti Tiiran kautta riippumatta mistä so-
velluskerroksesta pyyntö tehdään. (Turkkila ym. 2015, 15.)  
 
Attribuuttikanta on sovelluksien metatietoja sisältävä kanta. Käytännön käyttöesimerkki 
olisi sovelluksen monikielisyyteen liittyen. Eli attribuuttikantaan tallennetaan tietyllä 
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avaimella eri käännökset tietystä tekstistä, esimerkiksi otsikosta. Sen jälkeen voidaan 
hyödyntää näitä käännöksiä käyttöliittymäkerroksessa ja tarjota käyttäjän kielivalinnan 
perusteella oikea teksti. (Turkkila ym. 2015, 15.) Kaikki Tiken sovellukset eivät hyödynnä 
tai tue monikielisyyttä, mutta mahdollisuus sille löytyy. 
 
Siilo on palvelu, mihin tallennetaan tietoa Tiiran kautta tehdyistä kutsuista. (Turkkila ym. 
2015, 15.) Tätä dataa voidaan hyödyntää, esimerkiksi sovelluksen suorituskykyongelmia 
kartoitettaessa tutkimalla mihin palvelukutsuihin menee eniten aikaa ja koittaa optimoida 
niitä. 
 
Tiedostonsiirtäjä on palvelu, jonka kautta voidaan siirtää tietoa ulkoiseen järjestelmään, 
joka ei käytä Tiiraa. Tietoa voidaan tarjota eri formaateissa, esimerkiksi XML-muodossa. 
(Turkkila ym. 2015, 20.)  
 
3.2 Rakenne 
Tiiralle on asetettu arkkitehtuurivaatimuksia, jotka vuorostaan ohjaavat sen kehittämistä. 
Vaatimukset ovat suorituskyky, skaalautuvuus, luotettavuus, saatavuus, laajennettavuus, 
ylläpidettävyys, hallittavuus ja tietoturvallisuus. (Turkkila ym. 2015, 6.) 
 
Suorituskyky tarkoittaa käytännössä sitä, että Tiirassa käytetyt teknologiat tukevat tätä 
toteutustavaltaan ja käyttölogiikaltaan. Lisäksi tuotettujen sovellusten pitää toimia nopeas-
ti, joten Tiiran on tuettava tätä myös. Suorituskyvyn on skaalauduttava sovelluksen koon 
mukaan Lisäksi skaalautuvuus edellyttää myös sen, että sovellus tai sen osia voi monis-
taa tai hajauttaa, mikäli sovelluksen käyttöaste sitä edellyttää. (Turkkila ym. 2015, 6.) 
 
Luotettavuudella tarkoitetaan sitä, että sovellus toimii johdonmukaisesti ja lisäksi sovelluk-
sen, sen toiminnan ja arkkitehtuurin pitäisi olla ennakoitavissa. Saatavuus tukee luotetta-
vuutta, sillä saatavuus edellyttää sovellus on aina käytettävissä ja tämä on edellytys so-
velluksen luotettavalle toiminalle. Lisäksi sovelluksen ollessa skaalautuva voidaan, edelli-
sen kappaleen maininnan mukaisesti, monistaa sovelluksen osia ja täten parantaa sovel-
luksen vikasietoisuutta. (Turkkila ym. 2015, 6.) 
 
Laajennettavuudella haetaan kykyä liittää sovellukseen uutta toiminnallisuutta ottamatta 
kantaa sovelluksen vanhaan toiminnallisuuteen. Ylläpidettävyys lähestyy samasta näkö-
kulmasta kuin laajennettavuus, eli kyky muuttaa olemassa olevia toimintoja ilman vaiku-
tusta muihin sovelluksen osiin. Molemmissa näissä auttaa löyhät kytkennät. (Turkkila ym. 
2015, 6.) Löyhät kytkennät tarkoittavat käytännössä, että osat eivät riipu toisistaan ja niitä 
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voi esimerkiksi irrottaa ja muokata vaikuttamatta muiden osien toimintaan (SOA and EDA 
2006). 
  
Hallittavuus määritellään siten, että sovelluksen seuranta ja ei-toiminnallisten osien hallin-
ta onnistuu ilman, että sovelluksen sisäiseen toiminnallisuuteen tarvitsee koskea. Esi-
merkkejä ei-toiminnallisista ominaisuuksista olisivat suorituskyky ja skaalautuvuus. Tieto-
turvan näkökulmasta on tärkeää tietojen olevan saatavilla vain oikeille tahoille ja sovelluk-
seen syötettävän tiedon virheettömyys. (Turkkila ym. 2015, 6.) 
 
Liitteen 2 kuvassa 1 on esitetty Tiiran arkkitehtuurin loogiset kerrokset. Kerroksille on 
määrätty omat vastuut ja kerrosten välinen kommunikaatio hoidetaan rajapintojen kautta. 
Rajapinnat mahdollistavat kerrosten riippumattomuuden toistensa sisäisestä logiikasta ja 
toiminnallisuudesta: ylemmän kerroksen kytkentä on ainoastaan alemman kerroksen raja-
pintaan. Lisäksi vastuuerittely kerrosten välillä tukee skaalautuvuutta joissain tapauksissa, 
mahdollistamalla joidenkin kerroksien monistettavuutta. (Turkkila ym. 2015, 9.) 
 
Liitteen 2 kuvan 1 tietovarastokerroksen funktio on tiedon säilytys määritellyllä tietoraken-
teella. Useimmiten tämä tarkoittaa tietokantaa tai tiedostojärjestelmää. (Turkkila ym. 2015, 
10.) Fyysisessä maailmassa tietovarastokerros sijaitsee useimmiten eri palvelimella kuin 
ylemmät kerrokset, mutta Tiira ei sulje pois mahdollisuutta käyttää, esimerkiksi lokaalia 
tietokantaa (Turkkila ym. 2015, 13).  
 
Tietointegraatiokerroksen vastuulla on käytännössä tiedonvälitys tietovarastokerroksen ja 
palvelukerroksen välillä. Mikäli tietovarastokerroksesta haettavan tiedon tietotyyppiä ei 
voida sellaisenaan käsitellä palvelukerroksessa, hoidetaan konversio tässä kerroksessa, 
riippumatta siitä kumpaan suuntaan tietoa liikutetaan. (Turkkila ym. 2015, 11.) Tämä ker-
ros sijaitsee normaalisti sovelluspalvelimella ja mikäli tietovarastokerros on tietokanta, 
otetaan siihen yhteys JDBC-rajapintaa ja SQL-kieltä käyttäen. (Turkkila ym. 2015, 13.) 
JDBC-rajapinta on tietokantariippumaton standardi, jota käytetään Java-ohjelmointikiellä 
toteutetuissa sovelluksissa yhteyden muodostamiseksi, esimerkiksi SQL-pohjaisiin tieto-
kantoihin (Oracle). 
 
Palvelukerros sisältää eri kohdealueita. Nämä ovat käytännössä sovelluksen sisäisiä so-
pivan kokoisia kokonaisuuksia, jotka koostuvat eri palveluista. Kohdealueiden ja sen pal-
veluiden koko voivat vaihdella. (Turkkila ym. 2015, 11.) Palvelukerroksen fyysinen sijainti 
on sama kuin tietointegraatiokerroksen. Palvelukerroksen kohdealueiden palveluita kutsu-
taan esitystapakerroksesta. Palvelukerros voi käyttää muiden tietojärjestelmien tarjoamia 
ulkoisia palvelurajapintoja toteuttaessaan sille itselleen kohdistettua palvelupyyntöä. 
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(Turkkila ym. 2015, 13.). Tässä opinnäytetyössä käytetään termiä palvelinpuoli. Sillä viita-
taan käytännössä sovelluksen osiin, jotka sijaitsevat samalla sovelluspalvelimella palvelu-
kerroksen toteutuksen kanssa. 
 
Esitystapakerros on käytännössä se kerros, jossa kootaan esitettävä tieto ja toteutetaan 
käyttöliittymä asiakaskerrokselle. Käyttöliittymä voi olla tarkoitettu toiselle tietojärjestelmäl-
le, eli se ei ole välttämättä suunniteltu ihmiselle. Asiakaskerros esittää käyttäjälle esitysta-
pakerroksen tuottaman käyttöliittymän, eli esimerkiksi internet-selain (Turkkila ym. 2015, 
11, 13-14.) Tässä opinnäytetyössä esitystapakerrokseen viitataan myös käyttäjäkerros-
termillä. 
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4 AngularJS 
AngularJS on JavaScript-kehys, joka otettiin käyttöön Tikessä 2012-vuoden lopulla. Uudet 
selainsovellukset pääasiallisesti toteutetaan käyttäen tätä kehystä. Kehys tuo MVC-
arkkitehtuuria muistuttavan rakenteen käyttäjäkerrokseen. Yksi suurimmistä hyödyistä 
tässä on koodin testattavuuden parantuminen.  
 
Perinteisesti JavaScriptissä, esimerkiksi jQuery-kirjastolla, tehdään paljon DOM:in mani-
pulointia ja tämä vaatii käyttöliittymän olemassaolon, jos koodia halutaan testata. Angu-
larJS:ssä näkymä (HTML) on erotettu käyttöliittymäkerroksen logiikasta (JavaScript). Tä-
mä mahdollistaa sen, että sovelluksen logiikka on paljon testattavampi. 
 
MV* -arkkitehtuurin myötä käyttöliittymäkerroksen rakenne standardisoituu myös ja Angu-
larin modulaarisen rakenteen takia voidaan helposti luoda paljon uudelleenkäytettäviä 
komponentteja, mikä puolestaan nopeuttaa työskentelyä. 
 
AngularJS-sovellukset on usein jaoteltu moduuleihin.  Yksi suositeltu rakenne on, että 
sovellukselle tehdään päämoduuli, johon kaikki muut moduulit injektoidaan. Muut sovel-
luksen moduulit tehdään ja jaotellaan käyttötarkoituksen perusteella. (Lerner 2013, 18.) 
Opinnäytetyön sovelluksen rakenne käydään läpi luvussa 7.  
 
Syksyllä 2014 ng-europe -konferenssissa AngularJS:n kehitystiimi paljasti lisää ideoita ja 
suuntauksia joiden perusteella versiota 2.0 on lähdetty kehittämään.  Näillä näkymin mo-
net asiat, joita tässä opinnäytetyön lyhyessä teorian läpikäynnissä käydään läpi, tulevat 
poistumaan versiossa 2.0. 2.0:sta ei kuitenkaan ole vielä pitäviä määrittelyjä, joten opin-
näytetyön sovelluksen tekemisessä pyritään noudattamaan 1.x mukaisia hyviä käytäntöjä 
ja sille soveltuvaa teoriaa esitellään. Joissakin kohdissa mainitaan kuitenkin lyhyesti ver-
siossa 2.0 tulevista mahdollisista muutoksista. Lisäksi monet tämän hetken hyvistä käy-
tännöistä ovat askel 2.0:n ideologioihin päin. (Minar I. & Bosch T. 2014.) 
 
Luvussa 4 esitetyt kuvat koodiesimerkeistä ovat nimensä mukaisesti esimerkkejä. Niissä 
on pyritty yksinkertaisuuteen, joten kaikki eivät esitetyssä muodossaan sovellu suoraan 
käytettäväksi. Tässä luvussa pyritään esittelemään nykyisiä hyviä käytäntöjä kehittäessä 
AngularJS:llä, mutta nämä käytännöt eivät välttämättä olleet vielä olemassa, kun kehitys-
työ on aloitettu. Tästä johtuen esitellään myös vanhempaa teoriapohjaa, mutta pyritään 
myös tuomaan esille mikä olisi nykyään suositeltua.  
 
  
15 
4.1 Kahdensuuntainen tiedon sidonta 
Klassisissa webmaailman sovelluskehyksissä luodaan mallien, englanniksi model, ja mal-
linteiden, englanniksi template, perusteella näkymä. Tällöin sovelluksen kehittäjän täytyy 
itse tehdä logiikkaa, mikäli dataa halutaan päivittää näkymästä. Tämä kuvastaa yhden-
suuntaista tiedon sidontaa. (Lerner 2013, 12.) 
 
AngularJS:ssä käytetään kahdensuuntaista tiedon sidontaa, englanniksi two-way data 
binding, jonka avulla mallin päivitys näkymästä onnistuu automaattisesti, kun sitä muute-
taan näkymässä. Käytännössä tämä tarkoittaa, että AngularJS:n mallinne on elävä ja siinä 
olevat arvot interpoloidaan selaimelle, eli käyttäjälle esitetään interpoloitu arvo.  (Lerner 
2013, 12.) 
 
AngularJS suorittaa tämän interpoloinnin käyttämällä kahta sen sisäistä funktiota, $digest 
ja $apply (Lerner 2013, 417). Suomennettuna karkeasti digest olisi sisäistämistä tai 
omaksumista ja apply soveltamista tai applikoimista. Tässä opinnäytetyössä näihin kui-
tenkin viitataan funktion nimen mukaisesti. 
 
AngularJS lisää oman kontekstin AngularJS-sovellukseen, jossa edellä mainittu $digest-
silmukka pyörii. Silmukka käyttää hyväkseen AngularJS:n sisäisiä listoja, $watch- ja $eva-
lAsync-listoja (Lerner 2013, 417). Näitä läpikäymällä AngularJS pystyy tarjoamaan kah-
densuuntaisen tiedon sidonnan.  
 
$watch-lista pitää sisällään vain näkymään liitetyt muuttuja arvoineen. AngularJS käyttää 
likaisuustarkistusta, englanniksi dirty checking, käydessään läpi $watch-listaa, eli käytän-
nössä listaan on tallennettu muuttujan arvo ja $digest-silmukassa käydään läpi onko arvo 
muuttunut. Mikäli arvo on muuttunut, se päivitetään listaan. (Lerner 2013, 418.)  Jos 
$watch-listaa läpikäydessä päivitettiin joku arvo, käydään lista uudestaan läpi, sillä edelli-
nen arvon päivitys on voinut johtaa jonkin muun arvon päivittymiseen. AngularJS kuitenkin 
heittää virheen, mikäli $digest-silmukka suoritetaan yli yhdeksän kertaa saman tapahtu-
man takia. Tämä tehdään ehkäisemään loputtomia muuttujien keskinäisiä päivityssilmu-
koita.  (Lerner 2013, 419.) 
 
$evalAsync-funktio on yksinkertaisimmillaan tapa määrätä funktio tai toiminto suoritetta-
vaksi jonain hetkenä tulevaisuudessa. Jos tätä tarkastellaan pintaa syvemmältä, niin An-
gularJS:n sisäiseen $$asyncQueue-jonomuuttujaan voidaan $evalAsync-funktion kautta 
lisätä lausekkeita, jotka suoritetaan $digest-silmukassa. On hyvä muistaa, että jonoon 
asetetun funktion suoritushetki on joskus sen jonoon asettamisen jälkeen, eli tarkkaa suo-
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ritushetkeä ei voida määrittää. (Lerner 2013, 423.) $evalAsync-funktiota voi käyttää tapa-
uksissa, joissa halutaan ilmoittaa AngularJS:n kontekstille muutoksesta, jota se ei itse 
havaitse. Lisäksi sillä voidaan kiertää $apply-funktion mahdollisesti aiheuttama virheilmoi-
tus: mikäli $digest-silmukka on jo käynnissä ja kutsutaan $apply-funktiota, heittää Angu-
larJS virheen tästä. (Nadel 2014a.) $apply-funktiota käydään läpi seuraavassa kappa-
leessa tarkemmin. 
 
$apply-funktion päätarkoitus on antaa työkalu päästä AngularJS:n kontekstiin sen ulko-
puolelta. Kontekstin ulkopuolinen toiminto voisi esimerkiksi olla kolmannen osapuolen 
JavaScript-kirjastolla suoritettu muutos sovelluksen dataan tai näkymään. $apply-funktio 
kutsuminen käynnistää $digest-silmukan AngularJS sovelluksessa. (Lerner 2013, 424-
425.) 
 
4.2 Scopet 
Scopet viittaavat Angularissa MVC:n Model-osioon ja roolinsa takia ne sisältävät konteks-
tinsa datan. Scopet ovat injektoitavia komponentteja ja useimmiten injektoidaan kontrolle-
riin, jossa määritellään kyseisen kontekstin sisältö. Scopet toimivat siis linkkinä kontrolleri-
en ja näkymän välillä. (Lerner 2013, 20.) Suomeksi scope olisi malli tai näkymämalli opin-
näytetyön tekijän mielestä, mutta tässä opinnäytetyössä käytetään kuitenkin scope-termiä.  
 
Nykyisten hyvien käytäntöjen mukaan on suositeltua käyttää kontrollereissa erilaista syn-
taksia, jonka tarkoituksena olisi poistaa tarve injektoida kontrolleriin scope (Motto, 2014). 
Tässä opinnäytetyössä kuitenkin käytetään scopeja vaihtoehtoisen tavan sijaan, sillä aloi-
tushetkellä kyseistä syntaksia ei ollut vielä mahdollista käyttää ja nyt myöhemmin sovel-
luksen uudelleenkirjoittaminen käyttämään uutta syntaksia ei nähty tarpeelliseksi. Kuvas-
sa 1 näkyy esimerkki kontrollerista $scope-muuttujaa käyttäen ja kuvassa 2 edellä mainit-
tua uudempaa tapaa. Kuviin 1 ja 2 palataan myöhemmin myös luvussa 4.3. 
 
 
Kuva 1. Kontrolleri $scope-muuttujalla injektoituna 
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Kuva 2. Kontrolleri ilman $scope-muuttujan injektointia 
 
AngularJS-sovellukseen luodaan aina yksi juuriscope, eli $rootScope. Kaikki myöhemmin 
luotavat scopet perivät tämän scopen ominaisuudet. $rootScope –objektin käyttöä datan 
periyttämiseen, ja kaikkeen muuhunkin, kannattaa harkita tarkkaa, sillä sen paisuttaminen 
ei ole hyvän ohjelmointitavan mukaista. (Lerner 2013, 20.) Edellä mainittu muu käyttö pi-
tää sisällään esimerkiksi tapahtumien kuuntelun ja lähettämisen. Angularissa voidaan 
lähettää tapahtumia ylös- ja alaspäin scope-hierarkiassa ja joskus tämä vaatii $rootSco-
pen käyttöä, jos lapsiscopeilla ei ole muuta yhteistä vanhempaa. 
 
Datan jakamiseen sovelluksen sisällä on muita ratkaisuja myös tarjolla, kuin $rootScopen 
käyttö, esimerkiksi servicet. Servicet ovat singletoneja, eli niistä luodaan vain yksi instans-
si koko sovellukselle. Tällöin niitä voidaan käyttää myös datan tallentamiseen ja injektoida 
tarvittaviin komponentteihin. Serviceitä käydään tarkemmin läpi luvussa 4.4. 
 
Edellisissä kappaleissa viitattiin lapsi-scopeihin. Kun luodaan uusi direktiivi tai kontrolleri, 
luodaan samalla uusi scope kyseiselle komponentille ja tämä uusi scope injektoidaan 
komponentin sisälle. Tähän scopeen tallennetaan normaalin käytännön mukaisesti kom-
ponentin ja sen näkymän muuttujia ja logiikkaa. Kun uusi scope luodaan, se perii scope-
hierarkiassa vanhemmiltaan niiden sisällöt. Vanhempien scopeissa oleviin objekteihin 
tehdään referenssi, eli jos lapsi-scopen sisällä perityn objektin arvo muuttuu, niin muuttuu 
se myös siinä scopessa mistä se on peritty. Yksinkertaiset muuttujat, kuten stringit ja boo-
leanit, eivät luo referenssiä vanhemman scopen muuttujaan, eli niillä alustetaan vaan sa-
manniminen muuttuja uuteen scopeen. Tämä tarkoittaa sitä, että jos lapsessa muutetaan 
yksinkertaista muuttujaa, niin se ei peilaudu siihen scopeen, josta se on peritty. 
 
4.3 Kontrollerit 
Scopet ja kontrollerit, englanniksi controller, ovat vanhan teorian mukaan vahvasti toisiin-
sa yhteydessä, joten tämä kohta käy osittain tain läpi samoja asioita kuin edellinen, 4.2, 
mutta hieman eri näkökulmasta.  
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Kontrollerien sisältö on hieman häilyvä käsite ja siitä keskustellaan jatkuvasti. On esitetty, 
että kontrollerien, ei kuuluisi itse alustaa modeleita, vaan kaikki tämä tapahtuisi serviceis-
sä. Tällöin koodin uudelleenkäytettävyys ja modulaarisuus paranevat. (Motto, 2014). On 
kuitenkin muutamia yleisesti hyväksyttyjä piirteitä ja kriteereitä jotka kontrollerin tulisi täyt-
tää, esimerkiksi kontrollerin ei tulisi sisältää yhtään DOMin muokkausta ja tulisi olla mah-
dollisimman kevyitä.  
 
AngularJS:ssä kaikki JavaScriptillä tehtävä DOMin manipulointi tulisi tehdä direktiiveissä. 
Pääsyy siihen, että kontrollereissa ei saisi manipuloida DOMia, on testattavuuden paran-
taminen. Muuttamalla DOMia kontrollerissa pakotettaisiin DOMin läsnäolo kaikissa kont-
rolleriin kohdistuvissa testeissä. Kun kontrollerissa ei tätä manipulaatiota tehdä, voidaan 
vain injektoida tarvittavat kontrollerin riippuvuudet ja testata normaalisti kontrollerin sisäl-
tämä logiikka. 
 
Aikaisemmin mainittiin myös, että kontrollerin tulisi olla kevyt. Mitä kevyempi kontrolleri on, 
sitä helpommin se on testata ja sen toiminnallisuus pysyy halutuissa rajoissa. 
 
Kontrollerien kohdalla keskustelua on herättänyt myös se, että kuinka paljon sovelluksen 
tai jonkun komponentin logiikasta tulisi olla kontrollerissa. Tämän kohdan alussa sivuttiin 
jo sitä, ettei kontrollereissa kuuluisi välttämättä alustaa malleja ja oikeastaan mallin tilan 
päivitys ja ylläpito tulisi hoitaa oikeastaan kokonaan palveluissa. (Motto 2014).  Tällöin 
kontrollerit toimisivat lähinnä liitoksena palveluiden ja näkymien välillä. 
 
Nykyisen tiedon mukaan Angular 2.0 myötä kontrollerit ovat myös poistumassa kehykses-
tä, sillä kehyksen ideologiassa ollaan liikkumassa vahvemmin komponenttimaiseen ajatte-
luun. (Minar I. & Bosch T. 2014.) 
 
Kuten aikaisemmin mainittiin, kontrollerit ja scopet ovat vahvasti liitoksissa toisiinsa van-
han teorian mukaan, sillä jokaiseen kontrolleriin injektoidaan oma scope, kuvan 1 mukai-
sesti. Scopeen liitetään se data, joka halutaan esittää kontrollerin hallinnoimassa näky-
mässä. Uusi tapa on käyttää kuvassa 2 esiteltyä syntaksia. 
 
4.4 Palvelut 
Palvelut, englanniksi service, pitävät sisällään, tai monissa tapauksissa pitävät, suren 
osan AngularJS-sovelluksen logiikasta (Motto 2014).  Palvelut ovat singletoneja, eli niiden 
avulla voi jakaa dataa AngularJS-sovelluksen sisällä. Singleton tarkoittaa sitä, että kom-
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ponentista luodaan vain yksi ilmentymä koko sovelluksen elinkaaren ajaksi. (Lerner 2013, 
148).   
 
Nykyisten hyvien käytäntöjen mukaan palveluiden rooli korostuu yhä enemmän, kun näh-
dään parhaaksi, että kontrollerit hoitavat vain mallin välityksen näytölle. (Motto 2014).   
 
AngularJS:ssä on viisi erilaista palvelutyyppiä tai muottia palveluiden luomiseen: provider, 
service, constant, value ja factory. Käytännössä provider on laajin näistä ja nämä muut 
ovat käyttöä helpottavia vaihtoehtoja rakennettuna provider-muotin päälle. Kaikki palvelu-
tyypit vaativat kuitenkin ensiksi reksteröitymisen sovellukseen. (AngularJS a.)Kullakin pal-
velutyypillä on oma funktionsa ja seuraavaksi käydään niitä hieman läpi.  
 
Factory-tyyppinen palvelu on yleisin näistä (Lerner 2013, 154). Kyseinen palvelu luodaan 
antamalla factory-funktiolle parametreina luotavan palvelun nimi, palvelun luova funktio ja 
mikäli käytetään minimointiturvallista notaatiota, kuten kuvassa 3, niin lisäksi palvelun 
riippuvuudet (AngularJS a). Kuvassa 3 olevan palvelun nimi on siis EsimerkkiFactory ja 
siinä annetaan toisena parametrina taulukko, jossa annetaan ensiksi riippuvuuksien nimet 
ja viimeiseksi palvelun toteuttava funktio. Ainoa injektoitava riippuvuus kyseiselle palvelul-
le on AngularJS:n $http-palvelu. 
 
 
Kuva 3. Esimerkki factory-tyyppisen palvelun luomisesta. 
 
Provider-tyyppi on näistä monimutkaisin ja sitä käytetään harvemmin, sillä sen tuoma hyö-
ty muihin tyyppeihin verrattuna on lähinnä, että sitä voidaan konfiguroida vielä itse sovel-
luksen konfigurointivaiheessa. Tätä ominaisuutta voidaan hyödyntää esimerkiksi sovelluk-
sien välillä uudelleenkäytettävissä olevien moduulien tai osien kanssa. (AngularJS a; Ler-
ner 2013, 156-158.) Kuvassa 4 on esimerkki provider-tyyppisestä palvelusta. Kuvassa 
näytetään myös miten provider konfiguroidaan sovelluksen alustuksessa config-funktiolla. 
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Kuva 4. Esimerkki provider-tyyppisen palvelun luomisesta ja konfiguroinnista. 
 
Service-tyyppistä palvelua voidaan käyttää, jos halutaan rekisteröidä instanssi palvelusta. 
Käyttämällä tätä tyyppiä voidaan antaa muodostin, englanniksi constructor,  jolla luodaan 
palveluinstanssi. Palvelu alustetaan käyttäen JavaScriptin new-avainsanaa. (Lerner 2013, 
155.) Alla kuvassa 5 on esimerkki palvelusta service-tyyppiä käyttäen. 
 
 
Kuva 5. Esimerkki service-tyyppisen palvelusta 
 
Constant- ja value-tyyppiset palvelut muistuttavat toisiaan jonkin verran, eli käytännössä 
tallennetaan jokin arvo avaimella, eli palvelun nimi, ja myöhemmin sovelluksessa voidaan 
injektoida palvelun nimellä tallennettu arvo. Yksi ero näiden kahden välillä on se, että 
constant voidaan providerin tapaan injektoida sovelluksen konfigurointivaiheessa ja value-
tyyppistä palvelua ei voi. (AngularJS a; Lerner 2013, 160.) Kuvassa 6 on esimerkit näistä 
kahdesta tyypistä. Lisäksi näytetään miten constanttia voi käyttää sovelluksen konfiguroin-
ti-vaiheessa. Kuvassa 6 on korvattu kuvan 4 kovakoodattu vuosiluku, 2015, injektoidulla 
constant-palvelulla. 
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Kuva 6. Esimerkki value- ja constant-tyyppisistä palveluista ja myös constantin käytöstä 
konfigurointivaiheessa. 
 
4.5 Direktiivit 
Nykyisen komponenttiajattelun perustana toimivat direktiivit. Direktiivit itsessään ovat ly-
hykäisyydessään tapa ”opettaa” selaimelle uutta HTML:ää. Tämä tarkoittaa sitä, että käy-
tännössä niiden avulla voidaan luoda uudelleenkäytettäviä komponentteja, jotka voivat 
sisältävät jotain logiikkaa tai muuta toiminnallisuutta. (Lerner 2013, 56.) 
 
AngularJS:ssä on sisäänrakennettuna direktiivejä: kaikki ng-alkuiset komponentit mitä 
näkee HTML:n seassa ovat sellaisia. Tästä syystä ei ole suositeltavaa laittaa oman direk-
tiivin etuliitteeksi ng: se on varattu AngularJS:n omille direktiiveille. Lisäksi osa normaa-
leista HTML-elementeistä on ylikirjoitettu direktiiveillä. Esimerkkinä tästä on <form> ele-
mentti: ylikirjoittamalla natiivin elementin Angular lisää siihen uutta toiminnallisuutta tai 
helpottaa tiettyjen ominaisuuksien toteuttamista, kuten lomakkeen tietojen tarkistamista. 
(AngularJS b; Lerner 2013, 72.) 
 
Direktiivit nähdään yleensä monimutkaisimpana osana Angularista, osittain niiden moni-
puolisuuden takia. Ne voivat olla valmiita käyttöliittymäkomponentteja tai ne voivat olla 
attribuutteja joiden kautta voidaan muokata jotain muuta direktiiviä tai HTML:ää. (Angu-
larJS b.)  
 
Kuvassa 7 on esitetty yksinkertainen direktiivi, joka käytännössä asettaa kuvan 8 div-
elementin sisällöksi ”<p>Muutetaan sisältö</p>”. Kuvassa 7 näkyy myös restrict-optio. 
Sillä voi rajata missä paikoissa direktiiviä voi käyttää. Käytetty ”A” tarkoittaa, että direktiiviä 
voi vain käyttää jonkun muun elementin attribuuttina. ”M” ja ”C” –rajauksia, eli kommentti 
ja luokkarajauksia ei suositella käytettäväksi. On myös mahdollista antaa monta rajausta, 
eli, esimerkiksi ”AE”-rajaus on mahdollinen. (AngularJS b.) 
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Kuva 7. Kuvassa esiteltynä yksinkertainen direktiivi, jota voi käyttää elementin attribuuttina 
 
 
Kuva 8. Esimerkki miten kuvan 7 direktiiviä käytettäisi HTML:ssä 
 
Direktiiveillä on oma scope myös, mutta sen määrittely on hieman erilainen kuin kontrolle-
rin kohdalla. Direktiivi voi suoraa periä tai initialisoida scopensa isäntä-scopen perusteella, 
mutta tällöin se on useimmiten linkitetty vahvasti toiminnallisuudeltaan vanhempaansa. 
(AngularJS b.) 
 
Joskus tämä on haluttua, mutta useimmiten halutaan tehdä eristetty scope, englanniksi 
isolate scope, jolloin luodaan uusi scope ja voidaan määritellä mitä arvoja halutaan antaa 
direktiiville käytettäväksi. Tällöin direktiivin uudelleenkäytettävyys paranee. (AngularJS b; 
Lerner, 2013, 105). 
 
Esimerkiksi, jos sovelluksessa halutaan listata eri automalleja ja jokaisen mallin kohdalla 
halutaan käyttää samankaltaista tyyliä ja näyttää samat tiedot, niin luontevaa olisi tehdä 
direktiivi. Täten sinun täytyy vain tyylitellä ja määritellä kyseinen komponentti kerran ja sen 
jälkeen voit kutsua sitä sovelluksessa käytännössä missä vaan ja sen toiminta säilyy sa-
mana. Kuvassa 9 on esitetty yksinkertainen esimerkki tälle.  
 
Kuvassa 9 nähdään, että direktiivi on rajoitettu käytettäväksi pelkästään elementtinä: esi-
merkki tästä käytöstä näkyy kuvassa 10. Kuvassa 9 esiintyy myös uusi direktiivin optio 
template ja lisäksi aikaisemmin mainittu eristetty scope. Template-optio pitää sisällään 
HTML:n joka lisätään direktiivin sisälle, eli kuvan 10 ”<em-auto></em-auto> ”-elementin 
sisälle. Yleensä template-option sijaan näkyy templateUrl-optio, jolloin referoidaan toiseen 
tiedostoon tai mallinteeseen, sillä sitä on helpompi ylläpitää erikseen (AngularJS b). Aikai-
semmin mainittiin, että kuvassa 9 nähdään myös eristetty scope. Tähän scopeen sidotaan 
muuttuja auto. Kuvassa 10 nähdään, miten kyseinen muuttuja sidotaan HTML:ssä.  
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Kuvassa 9 eristetyn scopen määrityksessä auto-muuttujan perässä on ”=”.  Muuttuja voi-
daan sitoa eristettyyn scopeen kolmella eri tavalla ja ”=” ilmaisee yhtä tapaa. Kaksi muuta 
ovat ”@”ja ”&”. @-merkki tarkoittaa käytännössä, että sidotaan HTML:ssä oleva string-
arvo suoraan. =-merkki tekee kahdensuuntaisen tiedonsidonnan eristetyn ja isäntäscopen 
välille, eli käytännössä arvoa voi päivittää eristetystä scopesta myös. &-merkillä ilmais-
taan, että halutaan päästä käsiksi isännän suoritusympäristöön, eli tätä käytetään käytän-
nössä, kun halutaan sitoa funktio. (Lerner 2013, 106-107.) 
 
 
Kuva 9. Yksinkertainen direktiivi auton tietojen esittämiseksi. 
 
 
Kuva 10. Kuvassa 9 esitetyn direktiivin käyttö HTML:ssä 
 
Kun käytetään sovelluskehystä kehitystyössä, sillä pyritään saada yhtenäistä ja loogista 
rakennetta sovelluksen sisällä ja samalla säästämään aikaa. Lisäksi, pyritään helpotta-
maan sovelluksen toiminnallisuuden ymmärtämistä uuden henkilön näkökulmasta oletta-
en, että on perusymmärrys kehyksen tai vastaavan kehyksen toiminnasta. Tämän takia 
direktiivit ovat tällä hetkellä vallitsevan komponenttiajattelun ytimessä. Ne mahdollistavat 
sovelluksen rakentamisen modulaariseksi, eli täyteen pieniä kokonaisuuksia ja tällöin so-
velluksen hallittavuus, testattavuus, ylläpidettävyys ja toiminnallisuus pysyvät paremmin 
hallinnassa. (Motto 2014; Nadel 2014b.)  
 
 
4.6 Suodattimet 
Suodattimet, englanniksi filter, ovat Angularin komponentteja, joilla voidaan muuttaa käyt-
täjälle näytettävän datan muotoa (Lerner 2013, 35). Käytännössä tämä tarkoittaa sitä, että 
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filtteri on funktio, jolle annetaan muuttuja, esimerkiksi string-muuttujan, josta muodoste-
taan tietyllä logiikalla käyttäjälle näytettävä uusi arvo.  
 
Angularissa on sisäänrakennettuna suhteellisen monta filtteriä, joilla voidaan rajata listas-
sa näytettävää dataa (Lerner 2013, 35). Suodattimia voidaan myös ketjuttaa saavuttaak-
seen haluttu lopputulos, mutta suorituskykyä on hyvä miettiä. Suodattimet ajetaan läpi 
uudestaan jokaisessa $digest-silmukassa. Tämä tarkoittaa, että suodattimen suorittavan 
paljon muokkausta, sen esiintyessä useasti sivulla tai sen käsittelevän suurta arvojouk-
koa, voi vastaan tulla suorituskykyongelmia näkymää renderöitäessä. Suorituskykyyn vai-
kuttaa myös renderöitävän datan tyyppi ja esitysmuoto. Lista numeroista on nopeampi 
renderöidä näkymään, kuin esimerkiksi, monimutkaista tietorakennetta esittävä direktiivi. 
(AngularJS c.) 
 
Angularissa voi tietysti myös luoda omia suodattimia ja kuvassa 11 on esimerkki suodat-
timesta, joka muuttaa annetun string-tyyppisen muuttujan kaikki kirjaimet A-kirjaimiksi.  
 
 
Kuva 11. Esimekki suodattimesta, joka vaihtaa annetun string-tyyppisen muuttujan kaikki 
kirjaimet A-kirjaimiksi. 
 
Suodattimia voi kutsua sekä HTML-, että JavaScript-koodista. Kuvan 11 suodatinta voisi 
kutsua JavaScriptissä, esimerkiksi kuvan 12 osoittamalla tavalla. 
 
 
Kuva 12. Suodattimen kutsuminen JavaScriptista. 
  
Kuvassa 13 näkyy miten suodatinta voi kutsua HTML:stä. Kuvan testiString-muuttuja ole-
tetaan löytyvän määriteltynä sopivassa paikassa, esimerkiksi kontrollerissa, ja sen olevan 
myös string-tyypin muuttuja. 
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Kuva 13. Suodattimen kutsuminen HTML:stä. 
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5 Renki 
Renki otettiin käyttöön 2003 (Maanmittauslaitos 2015).  2010 siitä julkaistiin viimeisin toi-
minnallisuutta muokkaava versio. Maaliskuussa 2014 tehtiin Rengin käyttämään tietokan-
taan muutosta, Tikessä käytettyjen kantaversion päivityksestä johtuen. Rengin käyttämä 
kanta-ajuri ei enää tukenut uutta käyttöönotettua kantaversiota, joten Rengille päätettiin 
tehdä vanhemmalla versiolla oleva kanta ja kopioida oikean kannan skeemat datoineen 
sinne. Tutkittiin myös kanta-ajureiden päivittämistä, mutta Rengin iästä ja käytettyjen tek-
niikoiden johdosta sen tarkkaan selvittämiseen ja korjauksen tekemiseen olisi mennyt 
liikaa aikaa.  
 
Tässä luvussa esitetyt kuvankaappaukset eivät ole viimeisimmästä versiosta ennen uu-
den version käyttöönottoa, mutta sovelluksen käyttöliittymä ja käyttäjälle näkyvä toiminnal-
lisuus ei eroa merkittävästi näiden versioiden välillä.  
 
5.1 Käyttötarkoitus  
Renkiä käytetään Tikessä ja sen asiakasvirastoissa työnohjaukseen ja muutoshallintaan 
ja sen pääasiallinen kehittämistarkoitus oli apuvälineenä toimiminen sovelluksiin liittyvien 
ylläpitoprosessien hallinnassa (Maanmittauslaitos 2015; Kyröläinen L. & Lötjönen E. 2005, 
4).  
 
5.2 Toiminnallisuus 
Tässä luvussa esitellään vanhan Rengin toiminnallisuutta ja komponenttikokonaisuuksia. 
Suurin osa näistä ominaisuuksista on tarkoitus toteuttaa myös Rengin uudessa versiossa. 
Lisäksi monien kokonaisuuksien toiminnallisuus ja tietorakenne säilyy ennallaan, sillä nii-
den muuttaminen olisi tiedon eheyden kannalta haasteellista.  
 
Rengin iästä ja sen alkuperäisenä toteutushetkenä vallinneista käytännöistä johtuen, jär-
jestelmästä ei ole saatavilla suuria määriä dokumentaatiota. Toiminnallisuuksien kuvaus 
perustetaan vanhalle Rengille tehtyyn käyttöohjeeseen, projektin aikana käytyihin keskus-
teluihin Rengin toiminnoista ja opinnäytetyön toteuttajaan omaan Rengin käyttäjänä kerty-
neeseen kokemukseen ja ymmärrykseen sovelluksesta. Lisäksi projektin aikana kehitys-
työssä kertynyttä osaamista sovelluksesta käytetään tässä luvussa hyväksi asioiden esil-
letuomisessa ja kuvaamisessa.  
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Rengissä tapaukset, työjonot ja toimenpiteet koostavat yhden kokonaisuuden ja ovat kes-
keisiä käsitteitä. Tähän kokonaisuuteen on vahvasti liitoksissa palvelukohde. Palvelukoh-
de on kokonaisuus, esimerkiksi sovellus tai järjestelmä, jolle voidaan kohdistaa tekemistä 
ja jokaisella palvelukohteella on vastuuhenkilö (Kyröläinen L. & Lötjönen E. 2005, 4). 
 
Tapaus on käytännössä palvelukohteelle tehty kirjaus. Tapauksella voi olla monta työjo-
noa, mikäli se nähdään tarpeelliseksi. Työjonoissa suoritetaan ennalta määrätyn proses-
sin mukaan jokin tapauksen ratkaisua edistävä osa. Toimenpide on työjonon vaihe, jolla 
edistetään työjonon etenemistä Rengin käyttäjän toimesta. (Kyröläinen L. & Lötjönen E. 
2005, 4.) Tapauksella voi olla myös muita tapauksia alitapauksina, mikäli se nähdään ta-
pauksessa esitetyn tehtävän, ongelman tai kysymyksen kannalta oleelliseksi. 
 
 
Kuva 14. Vanhan Renki-version listanäkymä omista töistä (Kyröläinen L. & Lötjönen E. 
2005, 5). 
 
Kuvassa 14 nähdään oletusasetuksilla sisään kirjautuneen käyttäjän kirjautumisen jälkei-
nen näkymä (Kyröläinen L. & Lötjönen E. 2005, 5). Lisäksi näytössä näkyy kaksi tapausta. 
Kuvan tapauksessa 346 tapauksen ensimmäinen työjono näkyy ”1/1 Helpdesk Käsittely / 
1” –rivillä ja sen alla on kyseisen työjonon ensimmäinen ja ainoa toimenpide. 
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Kuva 15. Uuden tapauksen luonnin ensimmäinen näkymä (Kyröläinen L. & Lötjönen E. 
2005, 17). 
  
Kuvassa 15 esitellään uuden tapauksen lisäämistä. Ainoat pakolliset tiedot luonnissa ovat 
palvelukohde, tyyppi, selite ja otsikko. Tiedot annettua näkymästä siirrytään eteenpäin 
kuvan alareunassa olevien nappien kautta. Uuden tapauksen luominen nostetaan esille 
tässä vaiheessa, sillä sitä tarkastellaan esimerkkinä luvuissa 7 ja 8, joissa esitellään ja 
arvioidaan uusi versio.  
 
5.3 Uudistus  
Rengin uudistamisessa haluttiin kiinnittää huomiota muutamiin kohtiin: tietoturva, käytet-
tävyys ja toteutustapojen, -ratkaisujen ja -tekniikoiden nykyaikaistaminen kuvastamaan 
Tiken nykyisiä sovelluskehitysmenetelmiä.  
 
Renki toteutettiin alun perin sovellukseksi, joka ei ohjaa käyttäjää ja käyttäjän tekemistä. 
Tämä tarkoittaa, että käyttäjien ja sovellusvastaavien kontolle on jäänyt oikeiden toiminta-
tapojen varmistaminen. (Kyröläinen L. & Lötjönen E. 2005, 4.) Uudessa versiossa tätä 
käytettävyyttä haluttiin parantaa. 
 
Vanhassa Rengissä oli tiettyjä tietoturvapuutteita, joita ei käydä tässä opinnäytetyössä 
tarkemmin läpi, mutta Rengin tietoturvaa haluttiin parantaa tulevaan versioon. Osittain 
nämä tietoturvapuutteet juurtuvat Rengin toteutusajankohdan vallitseviin käytäntöihin. 
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Renki toteutettiin 2000-luvun alussa, joten Tikessä vallitsevat sovelluskehityskäytännöt 
ovat muuttuneet siitä merkittävästi. Käytäntöjen muutokset näkyvät esimerkiksi käytettyjen 
sovelluskehitystekniikoiden muuttumisessa ja käytetyissä sovelluspalvelinohjelmistoissa. 
Vanha Renki pyöri Oraclen WebLogic-sovelluspalvelimella, mutta suurin osa Tiken tuot-
tamista ja ylläpitämistä sovelluksista pyörii nykyään Apache Tomcat-sovelluspalvelimilla. 
Sovelluspalvelimia, niiden eroja ja hyötyjä ei käydä tässä opinnäytetyössä tarkemmin läpi. 
Lisäksi Tiira on nykyään olennainen osa Tiken sovellusarkkitehtuuria ja vanhassa Rengis-
sä sitä ei ollut.  
 
Vaikka Renki on selainsovellus, eli sovellus, jota käytetään internet-selaimella, on sen 
käyttöliittymäkerroksen toteutustapa erilainen nykyisiin Tikessä tuotettuihin selainsovel-
luksiin verrattuna. Uusi versio on tarkoitus toteuttaa käyttäen Tiken sen hetkisiä käytäntö-
jä, eli HTML5 ja AngularJS tekniikkoja käyttäen.  
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6 Konstruktio 
Tässä luvussa käydään läpi versiota ja sen ominaisuuksia, joihin haluttiin päästä Rengin 
uudistamisessa, ja miten lopputulokseen päädyttäisiin, eli pyritään luomaan konstruktio. 
Lisäksi tässä käydään läpi tekijän tunnistamia haasteita toteutustyön alkaessa.  
 
Tikessä Rengin uudistamisprojektiin oli varattuna myös rahaa konsulttien käyttöön, joten 
sopivissa tilanteissa, esimerkiksi kehityssuuntia mietittäessä tai muita sovellusteknisiä 
päätöksiä, joista tekijällä ei ole paljoa aikaisempaa kokemusta, pohtiessa, voidaan kokea 
hyödylliseksi käyttää Tiken käytössä olevia konsultteja. Monet konsultit ovat kuitenkin va-
kituisesti muissa projekteissa kiinni, joten jatkuvaa suurta työpanosta ei voitu odottaa ai-
nakaan lyhyellä varoitusajalla.  
 
6.1 Vapaat kädet 
Opinnäytetyön tekijällä oli pitkälti vapaat kädet valita ensiaskeleet käyttöliittymän en-
sisuuntautumisien suhteen. Tämä oli tekijän mielestä sekä hyvä, että haasteellinen asia, 
mutta kokonaisuudessaan positiivinen toimintamalli. Hyvä puoli tässä on se, että opinnäy-
tetyön tekijä pystyi kehittämään osaamistaan ja pohtia itse miten lähteä liikkeelle.  
 
Haasteellista oli kuitenkin se, että monella osa-alueella, esimerkiksi käyttöliittymä suunnit-
telussa, tekijän aiempi kokemus on erittäin rajallinen. Lisäksi käyttöliittymän tyylittely 
SCSS:llä, tai siitä muodostettavalla CSS:llä, ei ole myöskään opinnäytetyön tekijälle kovin 
tuttua. 
 
Opinnäytetyön tekijä näki kuitenkin vapaiden käsien tarkoittavan sitä, että monia kom-
ponentteja, ideoita ja ratkaisuja pitää iteroida projektissa olevien muiden henkilöiden 
kanssa, jotta pystyy vakiinnuttamaan kehityssuuntaa. 
 
6.2 Käyttäjäkerros 
Käyttäjäkerroksen uudistamista oli jo aloitettu, mutta tuotettua materiaalia ei voitu tässä 
käyttää hyväksi, sillä se oli toteutettu tekniikoilla, jotka eivät vastaa Tikessä nykyään käy-
tettäviä tekniikoita. Käytännössä tämä tarkoittaa, että käyttäjäkerrosta ei oltu toteutettu 
AngularJS:ää käyttäen. 
 
Edellisessä luvussa, 6.1, mainittiin käyttöliittymäsuunnittelusta ja sen kehitykseen liittyvis-
tä haasteista. Näistä haasteista johtuen opinnäytetyön tekijä päätyi käyttämään luvussa 2 
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mainittua UI-Bootstrap -kirjastoa mahdollisimman paljon käyttöliittymäkehityksessä. Lu-
vussa 2 mainittiin kyseisen kirjaston olevan AngularJS:lle käännetty versio alkuperäisestä 
Bootstrap-kirjastosta. 
 
Bootstrap-kirjasto sisältää paljon valmiita tyylejä mitä voi käyttää. Rengissä on tarkoituk-
sena käyttää näitä tyylejä, joten yhdennäköisyyttä moniin muihin internetistä löytyviin so-
velluksiin on odotettavissa. Tekijän aikaisempien kokemusten perusteella on kuitenkin 
odotettavissa, että näiden valmisten tyylien lisäksi on tarve kehittää Rengin ulkonäköä 
vahvistavia ja ominaisuuksia korostavia tyylejä. 
 
Opinnäytetyön tekijä lähti siitä liikkeelle, että vanhan Rengin värivalintoja pyrittäisiin säilyt-
tämään ja tiettyjen vanhan version komponenttien sijoittelua säilytettäisiin mahdollisuuksi-
en mukaan. Esimerkkinä säilytettävistä komponenteista oli vasemmassa laidassa oleva 
navigointi ja siihen listattavista navigointivalinnoista. Pitämällä käyttöliittymäkomponenttien 
ja -elementtien sijoittelua mahdollisuuksien mukaan samana vanhaan versioon verrattuna 
tekijä halusi pienentää käyttäjien siirtymävaikeutta heidän ottaessa uutta versiota käyt-
töön. 
 
Vanhan version olemassaolon opinnäytetyön tekijä näki sekä hyvänä, että haasteellisena 
asiana. Vanhan version pohjalta pystyi tunnistamaan tarvittavat osat ja vanhan version 
tietorakenne ohjasi toteutettavaa lopputulosta. Tekijän aikaisemman käyttöliittymäkehitys-
kokemuksen perusteella tämä oli hyvä asia.  
 
Haasteellista tässä on se, että uudet teknologiat mahdollistavat kuitenkin monien asioiden 
toteuttamisen eri tavoin 2000-luvun alussa toteutettuun sovellukseen verrattuna. Tämä 
tarkoittaa, että kehittäjän ja projektin jäsenten pitäisi pystyä tunnistamaan vanhoista kom-
ponenteista ne, jotka voitaisiin nykytekniikoilla toteuttaa paremmin.  
 
6.3 AngularJS 
Tekijällä oli opinnäytetyön alkaessa jo kokemusta AngularJS-tekniikasta, joten käsitystä, 
miten tiettyjä komponentteja lähdetään toteuttamaan, löytyi ennestään. 
 
Tekijä osasi oman kokemuksensa perusteella arvioida täytyvänsä opetella uusia ratkaisu-
ja ja asioita AngularJS:ään liittyen projektin aikana. Pohjaten aikaisempaan opittuun ke-
hyksen ominaisuuksista ja piirteistä olisi odotettavissa monien projektin aikana esiintyvien 
uusien asioiden sisäistämisen vievän aikaa.  
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Opinnäytetyön tekijä pystyi projektin alkuvaiheilla jo tunnistamaan oman kokemuksensa 
perusteella elementtejä vanhasta Rengistä, joissa pystyisi hyödyntämään AngularJS:n 
tarjoamia ominaisuuksia. Esimerkiksi tapausten, ja niiden sisällön, esittämiseksi direktiivit 
tuntuivat luontevalta ratkaisulta, sillä sitä kautta tapauksia voisi hallita ja ylläpitää kehitys-
prosessin ajan komponenttina ja yhtenä kokonaisuutena.  
 
6.4 Palvelinpuoli 
Palvelinpuolen uudistamista oli jo aloitettu käyttäjäkerroksen tapaan. Palvelinpuolen uu-
distukset näyttivät tekijän mielestä ja projektiryhmän kanssa käytyjen keskustelujen perus-
teella olevan soveltuvia käytettäväksi.  
 
Jo uudistettu sovelluslogiikka antoi hyvän lähtötilanteen uudistamiselle, sillä siellä oli to-
teutettuna jonkin verran tapausten hakuun liittyvää logiikkaa, jonka tuottaminen olisi ollut 
projektin alussa olevalla substanssiosaamisella ja tietotaidoilla haasteellista. Tekijä ei en-
nakoi sen logiikan muuttuvan, vaan pysyvän suhteellisen muuttumattomana projektin läpi. 
 
Tekijä oletti saavansa lisätä uusia palvelukokonaisuuksia sovelluksen palvelukerrokseen 
sovelluksen kehitystyön edetessä ja myös täydentää vanhoja. Sillä vaikka esimerkiksi 
hakulogiikkaa oli tehty jo tapauksille, ja sen sisäisille komponenteille, niin tallennusta ei 
oltu vielä tehty. 
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7 Uudistettu versio 
Rengin uudistamisen käsitteleminen kokonaan olisi liian laaja kokonaisuus tälle opinnäy-
tetyölle. Joten uudistetun version läpikäynnissä keskitytään käyttäjäkerroksen purkuun. 
Käydään läpi yleisiä haasteita, vaiheita, ongelmia ja ratkaisuja mitä uudistamisen aikana 
tehtiin. Lisäksi käydään tarkemmin läpi uuden tapauksen luontia Rengissä. Rengin uudis-
tettu versio 3.0.0 julkaistiin 17.12.2014 (Maanmittauslaitos 2015). 
 
Uudessa versiossa Renkiin liitettiin myös julkaisunhallinta. Tämä ominaisuus liittyy tuotan-
toon kohdistuvien muutoksien hallintaan, eli Tikessä on käytössä prosessi, jonka mukaan 
tehdään muutoksia tuotantoympäristöön. Muutokset voivat koskea muun muassa sovel-
luksia, infrastruktuuria tai tietokantoja. Näille muutoksille on haettava lupa ja haettava ai-
ka, jolloin muutokset viedään tuotantoympäristöön. Tämän prosessin hallinta päätettiin 
projektin aikana siirtää Renkiin ja suurin osa saatiin toteutettua ensimmäiseen versioon, 
mutta esimerkiksi raportointia on tarkoitus kehittää tulevaisuudessa. Tämän version julkai-
sunhallinnan palvelinpuolen toiminnallisuudesta suurimman osan toteutti konsultti. Opin-
näytetyön tekijä toteutti kokonaisuuden käyttäjäkerrosta. 
 
7.1 Tietoturva 
Tietoturva oli yksi uudistamisen tarpeista, joten uudistetussa versiossa pyrittiin ottamaan 
sitä huomioon. Merkittävän parannuksen tähän toi Tiira-sovelluskehyksen käyttöönotto, 
sillä Tiiran tarjotessa rajapinnan tai helpotetun käyttöönoton monelle palvelulle, esimerkik-
si AuthGate-palveluun, pysyy kommunikointitapa palvelun kanssa turvallisena ja puutteita 
havaittaessa, niitä voidaan korjata keskitetysti Tiirassa tai AuthGatessa. Tällöin sovelluk-
sen täytyy vain mahdollisesti ottaa käyttöön uusi versio Tiirasta, sen sijaan, että sovelluk-
sen sisäistä käyttövaltuusimplementaatiota pitäisi refaktoroida ja refaktoroitu lähdekoodi 
katselmoida. Refaktoroinnilla tarkoitetaan tai muutoksien tekemistä sovelluksen koodiin, 
jotka eivät muuta sovelluksen toiminnallisuutta, vaan parantava sovelluskoodin laatua 
(Fowler). Lisäksi, kuten luvussa 3 todettiin, tietoturva on Tiiran yksistä rakennevaatimuk-
sista. 
   
7.2 Palvelinpuoli 
Tiira-kirjasto ohjaa palvelinpuolen arkkitehtuuria jonkin verran. Käytännössä toteuttajalle 
jää toteutettavaksi palvelukerros ja tietokannan kanssa kommunikoiva kerros. Joissain 
tapauksissa voi olla tarpeellista toteuttaa perinteisiä servlet-tyyppisiä komponentteja tai 
kontrollereita. 
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Rengissä liitetiedostojen hakua palvelimelta varten tehtiin servlet-komponentti. Tämä 
komponentti hoitaa liitteiden haun tietokannasta hyödyntäen Rengin palvelinpuolen muita 
kerroksia ja siirtää liitteen käyttäjälle. 
 
Palvelinpuolella on jonkin verran kohtuullisen monimutkaista logiikkaa SQL-kyselyiden 
muodostamiseksi, ja lisäksi muutama toiminto, jotka voisi refaktoroida suorittamaan vain 
yhden kyselyn kantaan. Opinnäytetyön tekijän mielestä jatkokehityksessä voisi harkita 
tiettyjen Java-koodissa olevien toimintojen logiikan siirtämistä, esimerkiksi SQL-
proseduureihin, jotta kantakyselyjen määrää tietyissä tapauksissa voitaisiin vähentää. 
Lisäksi Java-koodin logiikan ja tietokannassa olevan logiikan rajaa voisi tarkentaa sovel-
luksessa, eli mitä on järkevä toteuttaa missäkin. 
 
Kuvassa 16 näytetään miten palvelukerroksen kokonaisuus määritellään, eli käytetään 
Javan rajapintoja, joiden perusteella määritellään Java-luokassa toteutus. Rajapinnassa 
määritellään kutsuttavat palvelut kuvan 17 mukaisesti. Kuvassa 17 on nähtävissä readTa-
paus-palvelulle määritelty turvataso, eli ”0.1” ja rooli, joka saa kutsua palvelua. Rooleja voi 
määrittää monta. Lisäksi näkyy palvelulle annettava parametrityyppi, Tapaus, ja sen pa-
lauttaman olion tyyppi, Tapaus. 
 
 
Kuva 16. Rajapinta palvelukerroksessa. 
 
 
Kuva 17. Rajapinnan palvelu. 
 
7.3 Käyttäjäkerros 
Käyttäjäkerros kävi läpi erilaisia vaiheita käyttöliittymän suhteen ja myös kerroksen logii-
kan toteutuslinjausten suhteen. Toteutuslinjauksia käydään läpi tässä luvussa ja luvussa 
7.4 käydään läpi käyttöliittymän vaiheita, eli miten käyttöliittymän ulkoasu ja linjaukset 
kehittyivät projektin aikana.  
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Opinnäytetyön tekijä pyrki projektin aika seuraamaan AngularJS:n kehitystä ja keskuste-
lua hyvistä käytännöistä ja muutokset kehityslinjauksiin perustuvat lähinnä näihin. Tämän 
opinnäytetyön lähteistä löytyvän artikkelin kirjoittajan, Todd Motton, näkemyksiä pyrittiin 
ottamaan käyttöön. Lisäksi AngularJS:ää käsittelevissä konferensseissa, kuten lähteissä 
mainittu ng-europe, esitellyt suuntaukset olivat tekijän mielestä usein käyttöönoton tai 
käyttöönoton arvioinnin arvoisia. Kehityslinjan muutokset liittyivät usein AngularJS:n kom-
ponenttien käyttötarkoituksiin ja sovelluksen rakenteeseen AngularJS:n osalta. 
 
Tekijän mielestä yksi tärkeistä ideologisista muutoksista oli aggressiivisempi AngularJS:n 
palveluiden käyttö ja olemassa olevien kontrollereiden ja palveluiden pilkkominen pie-
nemmiksi palveluiksi. Kaikissa tilanteissa, missä vanhan komponentin refaktorointitarpeita 
tunnistettiin, ei refaktorointia pystytty toteuttamaan aikataulusyistä. 
 
Toinen merkittävä kehityslinjauksen muutos oli siirtyminen komponenttiajatteluun ja kom-
ponenttidirektiivien käyttö. Muutamia sovelluksen pieniä komponentteja kirjoitettiin uudel-
leen tätä ideologiaa käyttäen projektin aikana ja monet uusista osista toteutettiin tätä lä-
hestymistapaa käyttäen. Komponenttilähtöinen lähestymistapa AngularJS-kehityksessä 
on kasvattanut suosiota ja AngularJS 2.0 näyttääkin perustuvan tähän vahvasti. Toteut-
tamalla tällä lähestymistavalla mahdollisimman suuren osan sovelluksesta voisi sovelluk-
sen siirtäminen käyttämään tulevaa AngularJS:n versiota todennäköisesti onnistua hel-
pommin. Siirtymispolut ja -ohjeet perustuvat usein hyviin käytäntöihin. Puhetta tästä siir-
tymisestä Tikessä ei kuitenkaan ole ollut vielä. 
 
Tiiraan kuuluu JavaScript-rajapinta, jota hyödyntämällä kutsutaan palvelimen palveluraja-
pintaa. Rengissä Tiiran tarjoama rajapinta on kääritty AngularJS:n palveluun, jotta raja-
pinnasta on saatu halutunlainen sovelluksen logiikan kannalta. Jos Tiiran rajapinta muut-
tuu tulevassa versiossa, voidaan rajapintamuutoksen edellyttämät sovellusmuutokset en-
sisijaisesti pyrkiä korjauttamaan keskitetysti tässä palvelussa. Kuvassa 18 näkyy kyseisen 
AngularJS:n palvelun funktio, jonka avulla voidaan kutsua Tiiran kautta palvelurajapinnan 
palvelua.  
 
Kuvasta on nähtävissä yksi esimerkki, miksi oli hyödyllistä tehdä sovellukseen AngularJS-
palvelu, jonka kautta tehdään Tiira-kutsut. Kuvan rivillä 128 suoritetaan varsinainen kutsu 
Tiiralle ja siinä annetaan context-objekti parametrina. Objektin sisällä on done-funktio, 
jonka avulla palautetaan kutsutun rajapintapalvelun palauttama arvo palvelua kutsuneelle 
taholle. Virhetilanteissa syntynyt virhe palautetaan error-funktion avulla kutsun suoritta-
neelle taholle. Rengissä on kuitenkin hyödynnetty AngularJS:n sisäistä $q-palvelua asyn-
kronisten kutsujen käsittelyssä, joten callService-funktiossa voidaan mahdollistaa $q:n 
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käyttö palvelukerroksen kutsuissa koko sovellukselle keskitetysti. $q-palvelua käytön ku-
vaus on rajattu ulos tästä opinnäytetyöstä. 
 
 
Kuva 18. TiiraService-palvelun funktio, jolla kutsutaan palvelukerroksen palveluja. 
 
Kuvassa 19 Nähdään miten sovelluksen tapausService-palvelun funktio käyttää kuvan 18 
näyttämää funktiota. Kutsun service-parametri on palvelurajapinnan Java-rajapinnan tark-
ka polku. Java-rajapinnalla tarkoitetaan kuvassa 16 näkyvän rajapinnan tapaista rajapin-
taa. Toinen parametri on kutsuttava metodi, eli palvelu, palvelurajapinnassa. Kolmas pa-
rametri sisältää pyynnön tarvittavat parametrit, jotka on määritelty palvelurajapinnassa 
kuvan 17 mukaisesti. Viimeinen scope-niminen parametri on kutsuvan kontrollerin scope, 
jota hyödynnetään virheviestien näyttämisessä käyttäjälle. 
 
 
Kuva 19. TapausService-palvelun funktio, jolla haetaan tietyn tapauksen tiedot. 
 
7.4 Käyttöliittymä  
Rengin uusi käyttöliittymä kävi läpi eri vaiheita ja tässä luvussa on tarkoitus esitellä niitä. 
Käyttöliittymää pyritään esittelemään sovelluksen eri vaiheiden aikana otettujen kuvan-
kaappauksien avulla. Sovelluksen kaikkia näyttöjä ei esitellä. Pääasiallisesti tarkastellaan 
tapauksen luontiin ja listaukseen liittyviä näyttöjä. 
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Ensimmäinen pohjautui aika vahvasti Bootstrap-kirjastoon valmiisiin komponentteihin ja 
niiden tyyleihin.  Kuvasta 16 voi tarkastella käyttöliittymän yleisilmettä, sekä nähdä miltä 
tapauksen luonnin ensimmäinen vaihe näytti projektin alussa.  
 
 
 
Kuva 20. Tapauksen luonnin ensimmäinen näyttö projektin alkuvaiheilta. 
 
Tapauksen luonti jakautuu kahteen vaiheeseen uudessa versiossa. Kuvassa 20 näkyy 
ensimmäinen vaihe ja kuvassa 21 näkyy toinen vaihe. Tämä kaksiosaisuus ei muuttunut 
projektin aikana. Kuvassa 21 on nähtävissä myös tapaus-komponentti kokonaisuudes-
saan muokkaustilassa.  Komponenttikokonaisuuden tapausosa on käytännössä Bootst-
rap-kirjaston paneeli, jonka ylätunniste sisältää otsikkotietoja ja paneelin sisältönä on ta-
pauksen lisätiedot sekä tapauksen työjonot. Työjonot on rakennettu myös kyseisen pa-
neelikomponentin avulla. Toteutustapa on hieman eri kuitenkin, sillä työjonon tiedot on 
käytännössä laitettu tämän paneelin ylätunnisteeseen ja toimenpiteet on listattuna panee-
lin sisällölle tarkoitetulla alueella. 
 
  
38 
 
Kuva 21. Uuden tapauksen luonnin toinen vaihe projektin alussa. 
 
Tapauskomponentin paneelirakenne ei muuttunut projektin aikana. Paneelien ulkonäköä 
ja komponenttien sijoittelua omissa lokeroissaan muuteltiin, mutta idea komponentin taus-
talla säilyi. Direktiivien hyödyllisyys tuli tätä kokonaisuutta rakentaessa opinnäytetyön teki-
jälle vahvasti esille: jaottelemalla kokonaisuuden eri komponentit direktiiveiksi, niiden hal-
linta helpottui ja uudelleenkäytettävyys mahdollisti niiden käytön monissa näkymissä. 
 
Komponenttikokonaisuus toteutettiin kuitenkin projektin alussa jolloin opinnäytetyön teki-
jän käsitys AngularJS:n eri komponenttien roolista oli erilainen kuin myöhemmin projektin 
aikana. Tästä johtuen komponentin sovelluskoodin looginen rakenne ei ole optimaalinen: 
tapausdirektiivin kontrolleri sisältää liikaa logiikkaa. Tätä huomiota käydään vielä tarkem-
min läpi opinnäytetyössä myöhemmin. 
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Kuva 22. Käyttöliittymän projektin loppuajalta. Tapauksen luonnin ensimmäinen vaihe. 
 
Kuvassa 22 nähdään tapauksen luonnin ensimmäinen vaihe projektin loppuvaiheilta. Tä-
män jälkeen käyttöliittymä ei tekijän mukaan muuttunut enää merkittävästi. Tässä vai-
heessa käytiin läpi käyttöliittymää konsultin kanssa ja toteutettiin osa konsultin ehdotta-
mista muutoksista.  
 
Kuvassa 22 nähdään, että ulkoasusta on poistettu Bootstrap-kirjastolle ominaiset kulmien 
pyöristykset tekstikentistä. Pyöristetyt kulmat näkyvät kuvan 20 tekstikentissä ja vasem-
massa reunassa olevassa navigaatiolistassa. Kuvassa 21 tekstikentät eivät ole samankal-
taisia kuvan 20 tekstikenttien kanssa, sillä kuvassa tapauskomponentin ulkoasusuunnitte-
lu on vielä kesken. Kuvassa 22 käy ilmi pyrkimys selventämään käyttöliittymän eri alueita 
taustaväreillä ja antamalla alueiden reunoille rajat.  
 
Kuvissa 23 - 26 nähdään lopullisen version ulkoasu kuvissa näkyvien näkymien ja kom-
ponenttien osalta. Kuvassa 23 listatut tapaukset ovat kaikki korkean prioriteetin tapauksia, 
joten ne ovat väritykseltään punaisia. Normaalin prioriteetin tapaukset ovat sinisiä, valmiit 
vihreitä ja harmaat alhaisen prioriteetin tapauksia. Värit tulevat suoraan Bootstrap-
kirjaston paneelikomponentille tehdyistä tyyleistä. Tapauksien otsikkojen alla näkyy tapa-
uksen työjonot ja niitä on mahdollista suodattaa niin, että näytetään kaikki, kaikki kesken-
eräiset tai pelkästään omat. 
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Kuva 23. Uuden version listanäkymä tapauksista. 
 
Kuvan 24 näkymä on kehittynyt kuvan 22 näkymästä pääasiallisesti siinä mielessä, että 
lopullisessa ulkoasussa on pyritty miettimään tärkeitä komponentteja korostamaan niitä. 
Käyttöliittymäkonsultin ehdotuksen perusteella toteutettiin sivupalkin navigointiin korostus-
ta sille sivulle, jolla käyttäjä on sillä hetkellä. Mikäli valitulla palvelukohteella on aihealuei-
ta, on aihealueen valintanappi vihreä, jotta se korostuu. Käyttäjiä haluttiin kannustaa käyt-
tämään kyseistä luokittelutietoa. Tapauksen prioriteettivalinta on muutettu selkeämmäksi 
edeltäjästään. ”Viimeistele tapaus”-nappi on poistettu käytöstä ja vaaleampi pakollisten 
tietojen puuttuessa tai lomakkeen sisältäessä virheellistä tietoa. 
 
 
Kuva 24. Tapauksen luonnin ensimmäinen vaihe uudessa versiossa. 
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Kuvissa 25 ja 26 nähdään tapauksen luonnin toinen ja viimeinen vaihe. Tapauskom-
ponentin ulkoasua on pyritty selventämään projektin alun, eli kuvan 21, tilanteeseen näh-
den. Edellisen vaiheen tavoin virheelliset tai puutteelliset kentät on korostettu punaisella ja 
kentän alla on pakollisuutta ilmoittava viesti. Kuvista on nähtävissä, että samoja kom-
ponentteja, esimerkiksi prioriteettivalitsin, on pyritty käyttämään tämän näkymän sisällä ja 
myös eri näkymien kesken. AngularJS:n mahdollistama komponenttilähtöinen toteutusta-
pa on ollut tässä avainasemassa. 
 
 
 
Kuva 25. Tapauksen luonnin toinen vaihe uudessa sovelluksessa. Puuttuva alaosa näkyy 
kuvassa 26. 
 
 
 
Kuva 26. Tapauksen luonnin toiseen vaiheen alaosa. Puuttuva yläosa näkyy kuvassa 25. 
 
  
42 
7.5 Jatkokehitys 
Muutamia vanhan Rengin version ominaisuuksista siirrettiin uudistamisprojektin aikana 
jatkokehitettäväksi, sillä niitä ei nähty kriittisiksi saada ensimmäiseen versioon valmiiksi.  
Esimerkkinä tästä oli tapausten toimenpiteiden massakäsittely. Käytännössä tämä tarkoit-
taa sitä, että tietyin hakuehtoin pystyi hakemaan samassa tilassa olevia työjonoja ja siir-
tämään kaikki samaan aikaan uuteen tilaan.  
 
Yksi, opinnäytetyön tekijän mielestä, tärkeä jatkokehityksen kohde on sovelluskoodin ra-
kenteen jatkojalostaminen. Tiettyjen luvussa 7 mainittujen ja muiden komponenttien refak-
torointi olisi tarkoituksenmukaista suorittaa koodin laadun ja opinnäytetyöntekijän oman 
osaamisen kehittämisen kannalta. Olisi siis suotavaa, että sovelluksen lähdekoodia kat-
selmoitaisiin tai arvioitaisiin ja uudistettaisi resurssi- ja aikataulumahdollisuuksien mukaan. 
Monet opinnäytetyön tekijän tunnistamista refaktorointikohteista sijaitsevat käyttäjäkerrok-
sessa, eli käytännössä AngularJS:llä toteutetuista osista. Tätä käydään tarkemmin läpi 
luvussa 8.3. 
 
Muita potentiaalisia jatkokehitettäviä toiminnallisuuksia tuli projektin aikana esille myös ja 
muutamia käydään seuraavaksi läpi. Yksi aihe oli hakutoiminnallisuuden kehittäminen. 
Uuden version hakutoiminnallisuus ei ollut täysin samanlainen tiettyjen hakutoimintojen 
suhteen, joten tarve toteuttaa kyseiset toiminnot tai vastaavanlaisia toimintoja oli olemas-
sa. Lisäksi vanhan version hakutoiminnallisuuteen liittyen projektin aikana tuotiin projekti-
ryhmän ulkopuolelta parannusehdotuksia, esimerkiksi mahdollisuus määrittää tarkemmin 
haun parametrien ehtojen toiminta, eli tarvitseeko kaikkien ehtojen täyttyä vai ei, jotta pa-
lautetaan tapaus haussa.  
 
Toinen jatkokehityksen kohde olisi tapausten keskenään sitomien, eli linkittäminen. Van-
hassa versiossa käytännössä ainoa tapa linkittää tapauksia oli ylä- ja alitapaus –suhde 
tapauksien välillä, mutta ongelmana tässä on se, että tapaus voi olla vain yhden tapauk-
sen alitapaus. Alitapauksia tapauksella voi olla monta. Ali- ja ylätapaus –rakenteeseen ei 
välttämättä tarvitse tehdä muutoksia, sillä se ottaa kantaa erilaiseen luokitteluun kuin eh-
dotettu linkitys. Linkityksellä mahdollistettaisiin se, että voitaisiin asettaa riippuvuus toi-
seen tapaukseen tai tieto, että nämä tapaukset liittyvät toisiinsa. 
 
Viimeisenä esimerkkinä jatkokehitysideoista oli tapauksen asettaminen suosikiksi tai tal-
lentaminen vastaavanlaiseen listaan, jotta esimerkiksi tapauksien, joilla ei ole suoranaista 
yhteistä luokittelutekijää, seuranta samanaikaisesti helposti. Rengissä tapauslistat tuote-
taan erilaisin hakuehdoin ja sovelluksessa haun voi tallentaa, jotta se voidaan suorittaa 
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uudestaan myöhemmin. Tämä kuitenkin vaatii tapauksissa olevan joku yhteinen luokittelu-
tekijä, jotta ne saadaan haettua samassa haussa. Kuvissa 16 – 18 näkyy sivupalkissa 
”Omat haut”, jota painamalla laajenee sivupalkissa napin alle lista käyttäjän omista hauis-
ta. 
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8 Uuden version arviointi  
Tässä luvussa käydään läpi luvussa 6 esitettyjä kohtia, eli aatteita ja näkemyksiä uudesta 
versiosta. Tämä luku käy läpi projektin aikana tuotettua versiota ja luvussa 9 puidaan uu-
distamis- ja opinnäytetyöprojekteja. 
 
8.1 Vapaat kädet 
Opinnäytetyön tekijän pohdinnat luvun otsikkoon pitivät kohtalaisen hyvin paikkansa. Teki-
jä pystyi lähtemään itsenäisesti eteenpäin monen komponentin toteuttamisessa. Tämä 
kuitenkin tarkoitti, että tiettyjen komponenttien toteutuksessa kehittäjä joutui suorittamaan 
refakrorointia havaittuaan, että alkuperäinen rakenne ei tuotakaan haluttua lopputulosta.  
 
Opinnäytetyön tekijän arvio käyttöliittymätyylittelyn haasteellisuudesta projektin kehityk-
sessä osoittautui aiheelliseksi ja sitä käydään seuraavassa luvussa tarkemmin läpi. 
 
8.2 Käyttäjäkerros 
Käyttöliittymän vaiheita läpikäydessä voi opinnäytetyön tekijän mielestä todeta, että kon-
struktiossa asetettu tavoite värimaailman säilyttämisestä saavutettiin. Eri vaiheet ovat nä-
kyvissä kuvissa 20-26. 
 
Luvussa 6 oli maininta, että konsulttien käyttöön oli mahdollisuus. Yksi kohde, jossa tätä 
mahdollisuutta hyödynnettiin hieman, oli käyttöliittymän suunnittelussa ja hiomisessa. Uu-
distamisen aikana muutaman kerran käytettiin käyttöliittymäsuunnittelijaa arvioimassa 
nykyisen käyttöliittymän toimivuutta ja mitä olisi mahdollista kehittää. Luvussa 7.4 kuvaa 
24 läpikäydessä mainittiin yksi muutetuista seikoista: sivupalkin navigaatiovalinnan vah-
vempi liittäminen esillä olevaan näkymään. 
 
Opinnäytetyön tekijän osaaminen käyttöliittymän toteuttamisessa parani oman näkemyk-
sen mukaan huomattavasti projektin aikana, mutta suhtautuu Bootstrapin käyttöön projek-
tissa silti hyvänä ratkaisuna. Kehitystä aloittaessa oli vakaa tyylikirjasto, jota hyödyntää, ja 
lisäosaamisen kertyessä pystyi rakentamaan sen päälle sovelluskohtaisia tyylejä.  
 
Luvussa 7 käytiin läpi käyttöliittymän eri vaiheita ja miten käyttöliittymä kehittyi projektin 
aikana. Bootstrap-kirjasto ohjasi valmiilla tyyleillään ja käyttöliittymäkomponenteillaan so-
velluksen ulkonäköä merkittävästi, mutta opinnäytetyön tekijän mielestä tämä oli suota-
vaa. Ollessaan pääasiallinen vaikuttaja käyttöliittymään oli helpompaa valita ulkonä-
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kösuuntaa, kun vaihtoehtoja oli rajattu hieman. Mikäli liikkuvia osia ongelman ratkaisemi-
seksi on liikaa, voi ongelmanratkaisussa eteenpäin kestää pidempään, kun mietitään op-
timaalisinta ja parasta ratkaisua. Tärkeisiin kohtiin on suotavaa keskittyä ja pohtia ratkai-
suja tarkkaan, mutta ratkaisut on kuitenkin tehtävä sen hetkisen parhaan osaamisen ja 
tiedon mukaan.  
 
Edellisessä kappaleessa mainittiin opinnäytteen tekijän olleen pääasiallinen vaikuttaja 
käyttöliittymän suuntaan. Tällä tarkoitetaan sitä, että usein tekijä tuotti hänen mielestään 
toimivan ratkaisun ja ehdotti sitä projektin muille jäsenille. Ratkaisuja pyrittiin iteroimaan 
paremmaksi saadun palautteen perusteella. Samaa toimintatapaa käytettiin, kun keskus-
teltiin sovelluksen ulkoasusta konsultin kanssa. 
 
8.3 AngularJS 
Luvussa 7.5 mainittiin, että monet refaktorointia vaativat komponentit ovat AngularJS:llä 
toteutetut komponentit. Tekijä näkee muutaman syyn tähän. AngularJS on nuorehko tek-
niikka vielä: Tikessäkin se otettiin käyttöön vasta 2012 loppuvuodesta. Tästä johtuen toi-
mintatavat, hyvät käytännöt ja muut linjaukset tekniikan käyttöön liittyen muuttuvat useas-
ti. Renki on kuitenkin sen verran laaja sovellus, että tiettyjä ohjelmointikäytäntöjen muut-
taminen on isompi prosessi, joten kaikkia uusia hyväksi havaittuja käytäntöjä ei voida to-
teuttaa niiden aiheutuvien muutostöiden takia. 
 
Luvussa 6 mainittiin tapauskokonaisuus, jonka tekijä arveli olevan hyvä toteuttaa eri direk-
tiiveillä. Projektin jälkeenpäin tekijä on asiasta samaa mieltä ja näkemystä tukee kompo-
nenttiajattelun suosio AngularJS:n käytössä nykyään. Toteutustapa tälle komponenttiko-
konaisuudelle jälkeenpäin tarkasteltuna ei ole optimaalinen.  
 
Tapaus-direktiivin kontrolleri sisältää liikaa logiikkaa, joka puolestaan vaikeuttaa testaa-
mista ja paisunut kontrolleri tarkoittaa myös, ettei se ole modulaarinen. Kontrolleri siis si-
sältää paljon logiikkaa, joka olisi sijoitettavissa esimerkiksi AngularJS:n palveluluun. Halu-
tut muutokset tulevaisuudessa olisivat helpommin kohdistettavissa, mikäli komponentin 
toiminnallisuus olisi jaoteltu paremmin alikomponentteihin. Komponenttikokonaisuus on 
keskeisessä roolissa sovelluksen sisällä ja on suhteellisen laaja, joten sitä ei pystytty re-
faktoroimaan uudistamisprojektin aikana, eli jouduttiin ottamaan teknistä velkaa ja toteut-
taa muutokset jo olemassa olevaan ratkaisuun. 
 
Sovelluksen ylläpidettävyyden näkökulmasta ei ole suotavaa, kun tunnistetaan refaktoroi-
tavaa ja korjattavaa, sillä joudutaan keskittymään vanhan korjailemiseen jatkokehittämi-
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sen sijaan. Opinnäytetyön oman oppimisen kannalta tämän ongelman tunnistaminen 
komponentissa oli hyödyllistä, sillä se on esimerkki Todd Motton artikkelissaan esittämiin 
ongelmiin logiikan sijoittamisesta kontrolleriin. Artikkelissa Motto näkee logiikan kontrolle-
rissa muun muassa vähentävän sovelluskoodin uudelleenkäytettävyyden vaikeutuvan, 
testauksen hankaloituvan ja kytkevän koodin tiiviisti kyseiseen kontrolleriin. Opinnäytetyön 
tekijä pystyy tunnistamaan kyseiset ongelmat tapaus-direktiivin kontrollerista. Komponent-
tikokonaisuus kaipaa kokonaisuudessaan uuden katsauksen projektin tulevaisuudessa, 
mutta kriittisin kohde on kuitenkin tapaus-direktiivin kontrolleri. 
 
Opinnäytetyön tekijän mielestä AngularJS:n hyvien käytäntöjen muutokset ja muodostu-
miset projektin aikana olivat hieman ongelmalliseksi. Käytäntöjen muuttuessa tai tarken-
tuessa tekijä joutui arvioimaan muutosta ja sen vaikutuksista projektiin, mikäli se otetaan 
käyttöön tai jätetään ottamatta käyttöön. Joitakin muutoksia pystyi ottamaan käyttöön, 
mutta esimerkiksi controllerAs-syntaksin jätettiin ottamatta käyttöön sen julkaisun jälkeen. 
Sovellukseen käyttäjäkerrosta oli jo toteutettu sen verran, että vanhan refaktorointia opin-
näytetyön tekijä ei nähnyt siinä vaiheessa hyväksi vaihtoehdoksi ja molempien käyttämi-
nen samassa sovelluksessa ei olisi johdonmukaista. 
 
AngularJS:n palveluiden monipuolisempi ja pääasiallinen käyttö logiikan sijaintina ja kom-
ponenttilähtöisen ajattelutavan toteutettaviin ominaisuuksiin tekijä arvioi muutoksiksi, joi-
den käyttöönotto olisi suotavaa, sillä ne kuitenkin kohentaisivat sovelluksen ylläpidettä-
vyyttä tulevaisuudessa. Tosin tässäkin oli ongelmakohtana näiden ratkaisujen vaikutus 
sovelluksen rakenteen johdonmukaisuuteen. Opinnäytetyön tekijä kuitenkin piti saavutet-
tuja ylläpidollisia hyötyjä uusissa komponenteissa olevan suurempia kuin mahdolliset on-
gelmat rakenteen johdonmukaisuudessa tässä tapauksessa. 
 
8.4 Palvelinpuoli 
Luvussa 6 mainittiin, että palvelinpuolen sovelluskoodia oli jo uudistettuna, kun projekti 
aloitettiin. Opinnäytetyön tekijä arvioi, että tämä oli hyvä asia, sillä jo uudistettu osuus si-
sälsi jonkin verran sovelluslogiikka, jonka sisäistämiseen ja itsenäisesti toteuttamiseen 
olisi mennyt jonkin verran aikaa. Projektin jälkeen tekijä on edelleen samaa mieltä. Jo 
toteutettu osuus pysyi hyvin stabiilina myös projektin ajan, eli käytännössä lisättiin ominai-
suuksia entisten ominaisuuksien päälle, ja kehitysvaiheen aikana vanhoissa ominaisuuk-
sissa ei esiintynyt suoranaista korjattavaa.  
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8.5 Muuta huomioitavaa ja yhteenveto 
Projektissa oli onnistuneita ratkaisuja ongelmiin, mutta myös heikommin onnistuneita, joita 
korjailtiin projektin aikana. Osa korjauksista merkittiin toteutettavaksi jatkokehityksen aika-
na, mikäli resursseja niiden toteuttamiseksi on ja nähdään tarpeellisina toteuttaa. Opin-
näytetyön tekijä piti AngularJS:n uusien käytäntöjen käyttöönoton arviointia välillä haas-
teellisena, mutta näkee kehyksen hyvänä työvälineenä. Kehys ei kuitenkaan ole ongelma-
ton. Tietyissä tapauksissa se vaatii jonkin verran konfigurointia ja ei välttämättä ole ytime-
käs, englanniksi sitä voisi kutsua sanalla verbose.  
 
Esimerkkinä tästä olisi luvussa 4 esitetyissä kuvissa näkyvät eri komponenttien injektoinnit 
toiseen komponenttiin: injektoitavat komponentit pitää käytännössä listata kaksi kertaa. 
Direktiivien konfigurointi voi olla myös hieman raskasta. Luvussa 4.5 esitetyt kuvat ovat 
direktiivien koodista ovat lyhyitä, joten tämä ei ilmene niistä. 
 
Ongelma, joka usein esiintyi oli näkyvyys scopejen kanssa, eli käytännössä se, että yksin-
kertaiset arvot eivät periydy objektin tavoin scopehierarkiassa. Tästä pääsee helpoiten 
eroon käyttmällä objekteja yksinkertaisten arvojen sijaan, mutta ongelmia tämän asian 
kanssa esiintyi silti välillä. ControllerAs-syntaksi helpottaisi tätä, sillä siitä syntaksista nä-
kee helposti HTML:ssä minkä kontrollerin arvoon viitataan. 
 
Jatkokehitykseen siirrettiin myös osa edellisen version sisältämistä ominaisuuksista, mutta 
tähän versioon pyrittiin toteuttamaan kriittisimmät ja yleisimmin käytetyt ominaisuudet.  
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9 Yhteenveto 
Itse Rengin uudistamisprojekti ja opinnäytetyö olivat käynnissä pitkään, sillä molemmat 
aloitettiin käytännössä 2013 loppuvuodesta suunnitteluasteella. Uudistettu versio julkais-
tiin lopulta joulukuussa 2014. Itse projektin venymiseen vaikutti osaltaan projektin laajuu-
den kasvu: tietyt ominaisuudet nähtiin tarpeellisiksi toteuttaa projektiin ensimmäiseen ver-
sioon, osittain Tiken 2014-2015 vuodenvaihteen organisaatiomuutoksen takia. Esimerkki 
tästä muutoksesta oli julkaisunhallinnan liittäminen Renkiin jo ensimmäisessä versiossa. 
 
Projektin venymiseen vaikutti osittain myös tekijälle annetut vapaat kädet, sillä tietyssä 
mielessä rajaukset ohjaavat enemmän tekemistä johonkin suuntaan. Asialla on kuitenkin 
kääntöpuoli. Vapaat kädet mahdollistivat kuitenkin tekijän oman osaamisen kehittämisen 
paremmin ja tehokkaammin. Tätä käydään tarkemmin läpi luvussa 9.3. 
 
Opinnäytetyön myöhästymiseen vaikuttivat tekijän aikataululliset ongelmat, eli tekijän ol-
lessa täysipäiväisesti töissä, opinnäytteen raporttiosuuden edistäminen putosi takasijalle. 
Tämä on kuitenkin ollut tekijälle hyvä oppimiskokemus ajanhallinnallisesta ja -käytöllisestä 
näkökulmasta.  
 
Opinnäytetyön raportin kirjoittamisen ja itse uudistamisprojektin venyessä avautui myös 
mahdollisuus valikoida tarkemmin opinnäytteen näkökulmaa ja painopistettä, sillä pääasi-
allisen uudistamisen ollessa valmis pystyi paremmin tunnistamaan kokonaisuuksia, joista 
pystyisi kokoamaan tekijän mielestä hyvän kokonaisuuden. Opinnäytetyön tekijä päätti 
keskittyä tuotoksen kuvauksessa ja arvioinnissa pääasiallisesti käyttäjäkerrokseen, sillä  
sen tekijä on pääasiallisesti tuottanut itse. Lisäksi opinnäytteen tekijän mielestä hänen 
osaaminensa kyseisen kerroksen logiikan tuottamiseen ja analysointiin on merkittävästi 
parempi kuin, esimerkiksi palvelinpuolen läpikäyntiin ja purkuun. 
 
9.1 Projektin ja toimintatapojen analysointi 
Projektin toteutuksessa ja projektiryhmässä opinnäytetyön tekijällä oli monta roolia itsel-
lään. Tämä tarkoittaa, että suuri osa työstä oli itsenäistä, joka välillä ilmeni opinnäytetyön 
tekijällä kommunikaation vähyydessä muiden projektin jäsenten kanssa. Opinnäytetyön 
tekijä tunnisti tämän projektin edetessä ja pyrki vaihtelevan menestyksen kera korjaamaan 
tätä. Tulevia projekteja ajatellen tämä on opinnäytetyön tekijälle arvokas tieto, jotta voi 
seurata tätä ilmiötä niissä. 
 
  
49 
Edellisessä kappaleessa kuvattu niin sanottu siiloutuminen on mahdollisesti vaikuttanut 
myös hieman projektin venymiseen, sillä riskinä siinä on, että jää helposti kiinni tiettyyn 
yksityiskohtaan, kun ei pysty peilaamaan ja keskustelemaa muiden kanssa ongelmasta. 
Oppimisen kannalta tämä ei välttämättä ole huono asia, sillä yksityiskohtaisella ongelman-
tarkastelulla kartuttaa paremmin omaa osaamistaan. Projektinhallinnollisesta näkökulmas-
ta ei kuitenkaan suotavaa, mikäli käytetty lisäaika ongelman ratkaisuun ei suoraan tuota 
projektille myöhemmässä vaiheessa hyötyä tai lisäarvoa. 
 
9.2 Oman oppimisen arviointi 
Opinnäytteen tekijälle projektin laajeneminen oli lopulta hyvä asia monestakin syystä: 
päällisimpinä Tiken prosessien parempi osaaminen, tekijän ohjelmointiosaaminen ja teki-
jän yleinen sovelluskehitysosaaminen. 
 
Julkaisunhallinnan tuominen tämän järjestelmän piiriin antoi tekijälle katsausta Tiken jul-
kaisuprosessiin ja ymmärrystä sen vaiheista. Ohjelmistokehityksessä tuotteen, palvelun 
tai kokonaisuuden julkaisu voi opiskeluvaiheessa jäädä helposti vähemmälle huomiolle, 
joten osaamisen parantaminen kyseisellä osa-alueella oli ainakin opinnäytetyön tekijälle 
hyvin tervetullutta. 
 
Opinnäytetyön tekijä kehitti sovellusta sekä käyttöliittymän ja käyttäjäpuolen, sekä palve-
linpuolen osalta, joten osaaminen näillä osa-alueilla kehittyi tekijän oman arvion mukaan 
projektin aikana merkittävästi. Lisäksi tekijä oli tekemisissä pienissä määrin sovelluksen 
sovelluspalvelimeen liittyvissä asioissa. Englanniksi tämänlaista roolia voisi jo kuvata full 
stack developer -työnä. Opinnäytetyön tekijän ollessa vielä oman osaamisen kehittämisen 
alkuvaiheissa tämä rooli projektissa antoi hyvän katsauksen eri kehitysrooleihin sovellusta 
kehitettäessä. Tämän saadun tietämyksen perusteella opinnäytetyön tekijä voi miettiä 
omaa erikoistumistaan alalla paremmin tiedoin. 
 
Projektin venymisestä syntyviä hyötyjä on tarkasteltu jonkin verran, mutta samalla sen 
haitat ovat myös huomattavissa. Kokonaisuuden venyminen ajallisesti asettaa tiettyjä 
haasteita itse toteutukselle, mutta myös oppimiselle. Yksi riski on, kun opinnäytetyötä ei 
kirjoitettu jatkuvasti koko projektin aikana, niin sisällön ja jo kirjoitettujen asioiden palaut-
tamien kirjoittajan mieleen vie aikaa.  
 
Tekijän mielestä tämä toteutui osittain projektissa. Tekijä on kuitenkin tyytyväinen siihen, 
että keräsi materiaalia ja kirjasi ongelmia muistiin työn eri vaiheista projektin edetessä, 
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jotta raportissa pystyttiin esittelemään työn eri vaiheita kuvakaappauksien kautta ja pohti-
maan esille nousseita toteutukseen liittyviä ongelmia, kuten kontrollerien paisuminen. 
 
Aikataulussa pysyminen ja mahdollisimman tarkkojen työmääräarvioiden antaminen on 
tärkeä taito, joten siinä on parannettavaa. Työmääräarvioiden toteutettavien ominaisuuk-
sien kohdalla parani tekijällä projektin edetessä kuitenkin. 
 
9.3 Johtopäätökset ja tulokset 
Projektin yksi ongelma oli testausresurssien puute, eli projektissa ei ollut käytettävissä 
vakituista testaajaa tai testaajia. Testaus suoritettiin projektin muiden jäsenten ja muuta-
mien muiden Tiken työntekijöiden toimesta heidän käytettävän työnajan puitteissa, joten 
vankkaa kanssakäymistä testaajien ja kehittäjien osalta ei päässyt syntymään sovellusta 
kehitettäessä.  
 
Testauksen puute ilmeni myös sovelluksen laadussa. Uudistetusta versiosta jouduttiin 
julkaisemaan pikakorjausversio nopealla aikataululla tuotannossa havaittujen ohjelmointi-
virheiden, eli bugien, takia. Lisäksi osasta kevään 2015 aikana julkaistuista versioista jou-
duttiin myös tekemään korjausversioita.  
 
Tikessä on pyritty parantamaan sovellusten laadun seurantaa ja tuomaan projektiryhmien 
käytettäviksi työkaluja laadun ja sen seurannan parantamiseksi. Projektin yhden uudista-
mistarpeen olleen sovelluksen muuttaminen noudattamaan Tiken nykyisiä sovelluskehi-
tysmalleja ja käytäntöjä pitäisi laadun tarkastelua ja huomioimista parantaa ja nostaa mui-
den sovelluksien tasolle. 
 
Projektinhallinnollisesta näkökulmasta katsottuna ja luvussa 9 esille tuotujen tietojen ja 
huomioiden perusteella opinnäytetyön tekijä näkisi projektin olleen tyydyttävällä tasolla. 
Mikäli projektia tarkastelee oppimisen kannalta, opinnäytetyön tekijä näkee sen onnistu-
neen erinomaisesti. Tekijä pystyi tunnistamaan monia kehitettäviä osa-alueita omassa 
osaamisessaan, kartuttamaan yleistä sovelluskehityksellistä osaamistaan, parantamaan 
ohjelmointiosaamistaan ja tuntemusta Tiken käytännöistä sekä prosesseista. 
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