Abstract-The TCP performance can deteriorate substantially in the multipath packet-forwarding networks which induce persistent packet reordering. Focusing on these networks, we propose a simple algorithm to adaptively adjust the value of dupthresh, the threshold of duplicate acknowledgement at which the TCP fast retransmission algorithm is triggered, to improve the TCP performance. It uses an exponentially weighted moving average (EWMA) and the mean deviation of the length of reordering events to adjust the value of dupthresh. Our algorithm also computes an upper bound of dupthresh to avoid retransmission timeout events. In addition, it provides a mechanism to decrease dupthresh at the retransmission timeout (RTO) events. The simulation results show that our algorithm improves the protocol performance significantly with very low overhead. It achieves a greater throughput and fewer false fast retransmissions.
I. INTRODUCTION
Multipath routing [3] , [5] is an effective traffic engineering technique to improve network throughput and reduce network load fluctuation. Recent studies [2] , [6] show that not only does multipath routing balance the load significantly better than single-path routing over wired networks, but also it provides better performance in congestion and capacity over mobile ad-hoc networks. In packet-switched networks such as the Internet, the smallest data switching unit is a packet. A packet flow can be split over multiple paths between a source and a destination in a multipath routing network. However, packets travelling on different paths may arrive out-of-order at the destination. Such packet reordering degrades the TCP performance significantly. When the network path reorders packets persistently, TCP keeps on retransmitting spuriously. This in turn exacerbates network congestion, leads to congestion collapse, and reduces TCP connection throughput.
Recent studies reveal that false fast retransmissions can be reduced by adapting the value of dupthresh to the reordering network environment. However, the approach in [7] requires excessive computational and storage overheads as it needs to construct a reordering histogram, whereas the techniques proposed in [1] may not adapt well to changing network conditions promptly. Moreover, these approaches have not yet been studied under multipath network scenarios. We therefore propose an algorithm which possesses a similar performance speedup with less overhead. We then show that it outperforms other existing algorithms over multipath communication networks.
II. OUR ALGORITHM
We use the DSACK extension in TCP to detect the occurrences of false fast retransmissions. Our algorithm (referred to [4] for detail) evaluates an exponentially weighted moving average (EWMA) of the lengths of reordering events to dynamically adjust dupthresh. We let dupthresh be the sum of avg and a fraction of sdev, which are the average and mean deviation of reordering length samples respectively. That is,
where α, β, and
The inclusion of sdev renders dupthresh consistent with the dispersion of reordering lengths and makes it more conservative (but not overly conservative) in discriminating between packet reordering and packet loss. For computational simplicity, we use mean deviation rather than standard deviation. The use of EWMA on the reordering length has also been proposed in [1] as an alternative approach to adjust dupthresh. Our method differs in that it adds a fraction of sdev into dupthresh. Theoretically, including this additional term enables dupthresh to avoid a certain portion of false fast retransmissions caused by packet reordering. This additional term shares the same design philosophy of the false fast retransmit avoidance (FA) ratio [7] , but it incurs less overhead.
A very high dupthresh may trigger RTO events frequently. We apply an adaptive upper bound of dupthresh, which is a function of the TCP connection status (the congestion window size, the value of retransmission timer, and the estimated RTT), to reduce the probability of RTO events:
where dupthresh tmo is the value of dupthresh when the last timeout event occurs.
We also develop a mechanism to decrease dupthresh (i.e., adjust the estimation of avg and sdev) when RTO expires (avg = 
III. SIMULATION RESULTS
In this section, we describe our simulation environment and present our simulation results by comparing our algorithm and those proposed in [1] , [7] .
The simulations are carried out in ns-2. Instead of using the default round-robin forwarding algorithm, we have modified the ns-2 multipath packet forwarding implementation to allow user-assigned distribution along different paths. The simulation topology shown in Fig. 1 
involves two end-systems (S and D)
and four routers (R1-4). A TCP flow lasting for 1000 seconds is simulated. The sender S uses the sack1 TCP and the receiver D can generate the DSACK information. In the simulation reported here, the configurable bandwidth and the delay of the R1-R3 link are 1 Mbps and 250 ms, respectively. The TCP traffic proportion between two paths (R1-R2-R4 and R1-R3-R4) is adjustable. We change the proportion of the flow travelling along R1-R2-R4 from 0% to 100%; meanwhile, for R1-R3-R4, it decreases from 100% to 0%. When the proportion of flow travelling along R1-R2-R4 is 0% or 100%, the TCP traffic travels along a single path; there is no packet reordering. All the methods investigated have the same throughput.
By changing the proportion of the flow to be routed on the two paths, various levels of packet reordering can be simulated. Consequently, different performances in these reordering scenarios are illustrated, as shown in Fig. 2 . DSACK is the method using DSACK TCP agents with a fixed dupthresh of 3. INC, AVG, DEL, and EWMA are those proposed in [1] . AVG-DEV corresponds to our proposed algorithm. FA (False Fast Retransmit Avoidance) is a "typical" instance described in [7] . The setting of the configurable parameters corresponds to DSACK-FA-MEAN with enhanced RTT sampling (ES) as described in [7] .
As illustrated in Fig. 2(a) , our proposed algorithm improves the throughput by 35-45% compared with DEL, INC, and AVG on the average. When it is compared with EWMA, it achieves a throughput improvement by 65%. This can be explained by the ability of our proposed algorithm to adapt very well when reordering events with different reordering lengths occur frequently. The result also shows that the dupthresh upper bound reduces the occurrences of RTO events. Fig. 2(b) depicts the throughput curves when a loss rate of 0.3% over the link S-R1 is introduced. Our proposed algorithm Table I compares the unnecessary fast retransmission rates, the ratios of the numbers of unnecessary fast retransmissions to the total numbers of packets transmitted. Our proposed algorithm is shown to substantially reduce the number of unnecessary fast retransmissions.
Our simulation results show that the performance of our proposed algorithm is comparable to that of FA described in [7] . Our proposed algorithm's performance improvement is very close to that of FA. Our proposed algorithm merely requires several counters. The values of these counters are updated by using simple arithmetic formulae. However, FA maintains a histogram data structure which takes up to 8 KB of storage space. FA also scans and updates the histogram at every reordered packet. Therefore, our proposed algorithm has negligible overhead compared with that of FA.
IV. CONCLUSIONS
We have proposed a simple method to improve the robustness of TCP in multipath networks which experience persistent reordering. The value of dupthresh is adaptively adjusted with the reordering length samples by using the EWMA estimation and mean deviation of the reordering lengths. Compared with the previous work, our proposed method is simpler, more implementation-friendly, and more effective. Simulation results show that our technique: 1) improves the protocol throughput significantly, as compared with methods proposed in [1] ; 2) reduces the number of unnecessary retransmissions; and 3) achieves a performance improvement comparable to that described in [7] with much less overhead.
