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The Citation File Format (CFF) is a human- and machine-readable format for CITATION files. These files
provide citation metadata for (research and scientific) software. The format aims to support all use cases for
software citation described in [1]. CFF is serialized in YAML 1.2, and is therefore Unicode-based and cross-
language (in terms of both natural language scripts and programming languages). This specification, together
with the Unicode standard for characters, aims to provide all the information necessary to understand CFF, and
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Status of this document
This document reflects the version 0.9-RC1 of the Citation File Format (CFF). CFF has been developed in the
context of the Workshop on Sustainable Software for Science: Practice and Experiences (WSSSPE5.1), which was
held on 6 September 2017 in Manchester, UK. More specifically, the constraints for CFF has been developed in the
discusion and speed blogging group “Development and implementation of a standard format for CITATION files”,
whose members were Stephan Druskat (Humboldt-Universität zu Berlin, Germany), Neil Chue Hong (Software
Sustainability Institute, University of Edinburgh, UK), Raniere Silva (Software Sustainability Institute, University
of Manchester, UK), Radovan Bast (University of Tromsø, Norway), Andrew Rowley (University of Manchester,
UK), and Alexander Konovalov (University of St. Andrews, UK).
CFF Version 0.9-RC1 has been developed by Stephan Druskat with contributions from the following.
• Radovan Bast (@bast): Reporter
• Raniere Silva (@rgaiacs): Reporter
CFF has been developed to provide the first iteration of a format for CITATION files which could be recommended
to readers of the blog post which has been produced by the group during the workshop and shortly after, and which
will be published on the blog page of the Software Sustainability Institute.
Rationale
The rationale for a standardized, machine- and human-readable format for CITATION files is discussed
in more detail in [2]. CFF has been developed to support all use cases for the citation of software, as
discussed in [1], and thus promote attribution and credit for software in general, and research software
in particular.
In a blog post [3], Robin Wilson has introduced CITATION files as a means to make citation information for software
easily accessible. This accessibility is important, because in order to receive deserved credit for research software
in the academic system - where credit is still mainly measured based on citations -, the citation information for
software must be made visible; Authors will only cite software if the citation information is readily available, as
there is no standard, easily deducible way (yet) to cite software, such as there is for journals for example.
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Some have followed the advice, and have uploaded CITATION (or CITATION.md, or CITATION.txt) files to the root
of the source code repository holding their software. While this practice has made for a good start, plain text,
unstandardized CITATION files are not machine-readable, and machine- readability is a precondition for re-use of
the citation information in different contexts which could further support a fair distribution of credit for research
software.
Goals
The goal of CFF is to provide an all-purpose citation format (similar to BibTeX or RIS), and specifically provide
optimized means of citation for software via the provision of software-specific reference keys and types, e.g., a
dedicated type for source code and one for executables, and a reference key for versions, cf. Reference types.
The ultimate goal of CFF as a project is comprehensive uptake and re-use of the format by Research Software
Engineers and software developers as well as by vendors and services, such as software repositories, reference
managers, etc., in order to boost the visibility of citation information for research software, and empower the fair
distribution of credit for software development, maintenance, etc., in academia.
Concepts
For users of other reference formats, such as BibTeX or RIS, it is important to note that in CFF, all available keys
can be used for all reference types. CFF leaves reasonability of use with format users and providers of tooling, such
as conversion software for CFF and other formats. In other words, the use of keys should follow common sense.
If not, it will confuse the user of the CITATION file, and some of the information will probably be lost in re-use
scenarios such as conversion or display. If you feel that CFF does not offer a solution for your specific use case,
please consider contributing to the format as described in section Contributions.
Furthermore please note that if a section of a work is referenced, this is not supported by a dedicated reference
type. Instead, the section key in the parent type (i.e., book for a section of a book, etc.) should be used.
Format
CFF CITATION files must be named CITATION.cff.
CFF is implemented in YAML 1.2, as the language provides optimal human- readability and the required core data
types. For details, see the YAML 1.2 Specifications [4].
File structure
CFF CITATION files are YAML 1.2 dictionaries (“maps”) with three mandatory keys: cff-version, message,
references.
cff-version must specify the exact version of the Citation File Format that is used for the file.
message must specify instructions to users on how to cite the software the CITATION.cff file is associated with.
references must specify a list of references.
Example:
cff-version: 1.0.0






A reference item, i.e., an item in the list under references, must at least specify values for the following mandatory
keys: type, authors, title.
type must specify the type of the referenced work. For a list of available values, cf. reference types.
authors must specify a list of person objects.
title must specify the title of the referenced work.
Additionally, it can contain any further reference keys. In version 0.9-RC1, CFF does not specify a strict schema
where specific reference types can only contain specific reference keys, although this may be implemented in future
versions.
Notable reference keys
conference, database‑provider, institution, publisher
These keys take an entity object as value. Entity objects reference named entities and provide a fixed set of keys,










authors, contact, editors, editors-series, recipients, senders, translators
These keys take a collection of person objects as value. Person objects provide a fixed set of keys to reference























type, languages, programming-languages, status
These keys only take values from a defined set, cf. the respective sections:
• Reference types
• Language strings
• Programming language strings
• Status strings
license‑url, repository, repository-code, repository-artifact, url
These keys take URL strings as values.
keywords











A reference item can specify a more detailed scope for the reference, via the reference key scope. This key can be
useful if certatin references should only be cited under specific circumstances, e.g., only when a specific package of
the software is used. In such a case, the package would ideally have its own CFF file, but if this is not possible for








CFF follows the formatting rules of YAML 1.2, of which one of the most important ones is that the colon (:) after
a key should always be followed by a whitespace.
Structure is determined by indentation, i.e., lines containing nested elements must be indented by at least one
whitespace character, although using at least two whitespaces as a standard for indentation preserves readability.
Value strings can (and sometimes should) be double-quoted, e.g. "string", especially when they contain YAML
special characters, or special characters in general. These include:
: { } [ ] , & * # ? | - < > = ! % @ \
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Reference keys
CFF defines the following reference keys.
Table 1: Complete list of CFF keys.
CFF Key CFF Data Type Description
abbreviation String The abbreviation of the work
abstract String The abstract of a work
authors Collection of entity or person
objects
The author of a work
collection-doi String The DOI of a collection conttaining the work
collection-
title
String The title of a collection or proceedings
collection-
type
String The type of a collection
commit String The (e.g., Git) commit hash or (e.g., Subversion)
revision number of the work
conference Entity object The conference where the work was presented
contact Collection of entity or person
objects
The contact person, group, company, etc. for a work
copyright String The copyright information pertaining to the work
data-type String The data type of a data set




Entity object The provider of the database where a work was
accessed/is stored
date-accessed Date The date the work has been last accessed
date-
downloaded
Date The date the work has been downloaded
date-
published
Date The date the work has been published
date-released Date The date the work has been released
department String The department where a work has been produced
doi String The DOI of the work
edition String The edition of the work
editors Collection of entity or person
objects
The editors of a work
editors-series Collection of entity or person
objects
The editors of a series in which a work has been
published
end Integer The end page of the work
entry String An entry in the collection that constitutes the work
filename String The name of the electronic file containing the work
format String The format in which a work is represented
institution Entity object The institution where a work has been produced or
published
isbn String The ISBN of the work
issn String The ISSN of the work
issue Integer The issue of a periodical in which a work appeared
issue-date String The publication date of the issue of a periodical in which
a work appeared
issue-title String The name of the issue of a periodical in which the work
appeared
journal String The name of the journal/magazine/newspaper/periodical
where the work was published
keywords Collection of strings Keywords pertaining to the work
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CFF Key CFF Data Type Description
languages Collection of ISO 639 language
strings
The language of the work
license String The license under which a work is licensed
license-url String (URL) The URL of the license text under which a work is
licensed
location Entity object The location of the work
loc-start Integer The line of code in the file where the work starts
loc-end Integer The line of code in the file where the work ends
medium String The medium of the work
month Integer The month in which a work has been published
nihmsid String The NIHMSID of a work
notes String Notes pertaining to the work
number String The accession number for a work
number-
volumes
Integer The number of volumes making up the collection in
which the work has been published
pages Integer The number of pages of the work
patent-states String The states for which a patent is granted





The programming language of the work
publisher Entity object The publisher who has published the work
recipients Collection of entity or person
objects
The recipient of a personal communication
repository String (URL) The repository where the work is stored
repository-
code




String (URL) The repository where the (executable/binary) artifact of
the work is stored
scope String The scope of the reference, e.g., the section of the work it
adheres to
section String The section of a work that is referenced
senders Collection of person objects The sender of a personal communication
status Status string The publication status of the work
start Integer The start page of the work
thesis-type String The type of the thesis that is the work
title String The title of the work
translators Collection of entity or person
objects
The translator of a work
type Reference types string The type of the work
url String (URL) The URL of the work
version String The version of the work
volume Integer The volume of the periodical in which a work appeared
volume-title String The title of the volume in which the work appeared
year Integer The year in which a work has been published
year-original Integer The year of the original publication
Exemplary uses
This section details exemplary use cases for some of the keys to avoid ambiguity/misuse.
abstract
• If the work is a journal paper or other academic work: The abstract of the work.
• If the work is a film, broadcast or similar: The synopsis of the work.
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department
• If the work is a thesis: The academic department where the thesis has been produced.
• If the work is a government document: The governmental department which has issued the document.
format
• If the work is a music file: The digital format in which a musical piece is saved, e.g., MP3.
• If the work is a data set: The digital format in which the data set is saved.
• If the work is a painting: The format of the painting, e.g., the width and height of the canvas.
institution
• If the work is a report: The institution where the report has been produced.
• If the work is a case: The court where a case has been held.
• If the work is a blog post: The institution responsible for running the blog.
• If the work is a patent, legal rule or similar: The issuing institution of the patent/rule.
• If the work is a grant: The funding agency sponsoring the grant.
• If the work is a thesis: The university where a thesis has been produced.
• If the work is a statute: The institution or geographical unit which the statute adheres to.
• If the work is a conference: The organisation which held the conference.
languages
• If the work is a book: The language in which the book is written.
location
• If the work is an artwork: E.g., the museum holding the work.
• If the work is a historical work, illuminated manuscript or similar: The library or archive where the work is
held.
medium
• If the work is an artwork: The medium of the artwork, e.g., “photograph”, “painting”, “oil on canvas”, etc.
• If the work is a book or similar: Whether it is a printed book or an ebook.
month
• If the work is a conference: The month in which the conference has been held.
• If the work is a magazine article: The month in which the magazine issue containing the article has been
published.
number
• If the work is a conference paper: E.g., the submission number of the paper
• If the work is a grant: The grant number provided by the funding agency.
• If the work is a work of art: E.g., the catalogue number provided by a museum holding the artwork.
• If the work is a report: The report number of a report.
• If the work is a patent: The patent number of the work.
• If the work is a historical work, illuminated manuscript or similar: The codex or folio number of a manuscript,
or the library identifier for a manuscript.
term
• If the work is a dictionary or encyclopedia: The term in the dictionary or encyclopedia that is being referenced.
title
• If the work is a case: The name of the case (e.g., Name v. Name).
version
• If the work is a software: The version of the referenced software.
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Reference types
Table 2: Complete list of CFF reference types.
Reference type string Description
art A work of art, e.g., a painting
article
audiovisual
bill A legal bill
blog A blog post




data A data set
database An aggregated or online database
dictionary
edited-work An edited work, e.g., a book
encyclopedia
film-broadcast A film or broadcast
generic The fallback type
government-document
grant A research or other grant
hearing





map A geographical map
multimedia A multimedia file








slides Slides, i.e., a published slide deck
software Software
software-code Software source code
software-container A software container (e.g., a docker container)
software-executable An executable software, i.e., a binary/artifact




thesis An academic thesis
unpublished





Entity objects can represent different types of entities, e.g., a publishing company, or conference. In CFF, they are
realized as collections with a defined set of keys. Only the key name is mandatory.
Table 3: Complete list of keys for entity objects.

















• To be used for street names and house numbers, etc.
region
• To be used for, e.g., states (as in US states or German federal states).
post-code
• The post code or zip code of an address.
country















A person object represents a person. In CFF, person objects are realized as collections with a defined set of keys,
of which only family-names and given-names are mandatory.
Table 4: Complete list of keys for person objects.















website String (URL) •
role Person roles string •
Exemplary uses
Name keys
CFF aims at implementing a culturally neutral model for personal names, according to the suggestions on splitting
personal names by the W3C and the implementation of personal name splitting in BibTEX [5].
To this end, CFF provides four generic keys to specify personal names:
1. Values for family-names specify family names, including combinations of given and patronymic forms, such as
Guðmundsdóttir or bin Osman; double names with or without hyphen, such as Leutheusser-Schnarrenberger
or Sánchez Vicario. It can potentially also specify names that include prepositions or (nobiliary) particles,
especially if they occur in between family names such as in Spanish- or Portuguese-origin names, such as
Fernández de Córdoba.
2. Values for given-names specify given and any other names.
3. Values for name-particle specify nobiliary particles and prepositions, such as in Ludwig van Beethoven or
Rafael van der Vaart.
4. Values for name-suffix specify suffixes such as Jr. or III (as in Frank Edwin Wright III).
Note that these keys may still not be optimal for, e.g., Icelandic names which do not have the concept of family names,
or Chinese generation names, but the alternative is highly localized customization, which would be counterintuitive
as to CFF’s goal to be easily accessible. Thus, it is ultimately the task of CFF file authors to find the optimal name
split in any given case.
affiliation
• To specify the affiliation of a person, e.g., a university, research centre, etc.
Address keys
• Cf. Entity objects for details.
orcid
• To specify an ORCID identifier in the format dddd-dddd-dddd-dddd, e.g., 0000-0003-4925-7248.
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Person roles
A person object can be assigned a role for the purposes of specifying authorship status, e.g., to distinguish main
authors of a software from contributors who have provided a small patch. The defined roles are:
Table 5: Defined roles for person objects.
Key
administrator (e.g., of a software system)
artist
assignee (e.g., of a patent)
author






director (e.g., of a movie)
editor (e.g., of an edited book/edition)
evangelist (e.g., for a software)
institution (e.g., issuing a standard)
inventor
main-author
maintainer (of a software project)
manager (e.g., of a software project)
programmer
reporter (e.g., of a court case/a software bug)
researcher (e.g., authoring a data set/informing a software implementation)
engineer (e.g., for a software)
technical-writer (e.g., of a software documentation)
tester (e.g., of a software)
trainer
Specified value strings
The keys status, languages and programming-languages can only take values from a fixed set of strings. These
are specified below.
Status strings
Works can have a different status of publication, e.g., journal papers. CFF specifies the following value strings for
the key status.
Table 6: Defined statuses for works
Status (String) Description
in-preparation A work in preparation, e.g., a manuscript
abstract The abstract of a work
submitted A work that has been submitted for publication
in-press A work that has been accepted for publication but has not yet been published
advance-online A work that has been published online in advance of publication in the target medium
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Language strings
Natural languages as a value for the key languages are specified via their respective 3-character ISO 639-3 code. A
list of ISO 639-3 codes in maintained at Wikipedia:List of ISO 639-3 codes. Alternatively, a language’s 2-character
ISO 639-1 code may be used. A list of ISO 639-1 codes is maintained at Wikipedia:List of ISO 639-1 codes.









CFF specifies the following value strings for the key programming-languages. If a language is not included,
please use the string other with a lower-case, hyphenated string argument, and do not include the version of the
programming language used, e.g., for My Fancy Language v4.2.1, use other=my-fancy- language. Additionally,
please create an issue on the GitHub repository for CFF, asking to include the programming language in the list.
Table 7: List of programming language names available in
CFF. Table based on the languages available on GitHub
(via https://github.com/github/linguist/blob/master/lib/linguist/
languages.yml, MIT license, Copyright (c) 2017 GitHub, Inc.).
CFF key Language name Language type





adobe-font-metrics Adobe Font Metrics data
agda Agda programming
ags-script AGS Script programming
alloy Alloy programming
alpine-abuild Alpine Abuild programming
ampl AMPL programming




api-blueprint API Blueprint markup
apl APL programming

































c2hs-haskell C2hs Haskell programming

















coldfusion-cfc ColdFusion CFC programming
collada COLLADA data
common-lisp Common Lisp programming








csound-document Csound Document programming
















digital-command-language DIGITAL Command Language programming
dm DM programming




































game-maker-language Game Maker Language programming
gams GAMS programming
gap GAP programming




CFF key Language name Language type
genie Genie programming
genshi Genshi programming
gentoo-ebuild Gentoo Ebuild programming
gentoo-eclass Gentoo Eclass programming
gerber-image Gerber Image data











grammatical-framework Grammatical Framework programming
graph-modeling-language Graph Modeling Language data
graphql GraphQL data
graphviz Graphviz (DOT) data
groovy Groovy programming




















igor-pro IGOR Pro programming
inform-7 Inform 7 programming
ini INI data
inno-setup Inno Setup programming
io Io programming
ioke Ioke programming
irc-log IRC log data
isabelle Isabelle programming




java-server-pages Java Server Pages programming
javascript JavaScript programming
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CFF key Language name Language type
jflex JFlex programming
jison Jison programming








jupyter-notebook Jupyter Notebook markup
kicad-layout KiCad Layout data
kicad-legacy-layout KiCad Legacy Layout data













linker-script Linker Script data
linux-kernel-module Linux Kernel Module data
liquid Liquid markup
literate-agda Literate Agda programming
literate-coffeescript Literate CoffeeScript programming






































































openedge-abl OpenEdge ABL programming
openrc-runscript OpenRC runscript programming
openscad OpenSCAD programming









CFF key Language name Language type
papyrus Papyrus programming
parrot Parrot programming
parrot-assembly Parrot Assembly programming























propeller-spin Propeller Spin programming
protocol-buffer Protocol Buffer data
public-key Public Key data
pug Pug markup
puppet Puppet programming




python-console Python console programming



























































srecode-template SRecode Template markup
stan Stan programming




sublime-text-config Sublime Text Config data






















type-language Type Language data
typescript TypeScript programming
unified-parallel-c Unified Parallel C programming
unity3d-asset Unity3D Asset data








vim-script Vim script programming
visual-basic Visual Basic programming
volt Volt programming
vue Vue markup
wavefront-material Wavefront Material data
wavefront-object Wavefront Object data

























Work is still in progress to provide a schema for CFF, against which CFF files can be validated.
Examples
Software examples
One of the main foci of CFF is to comprehensively cover the provision of citation metadata for software. To this
end, it should always be used based on the Software Citation Principles [1]! Please make sure you follow the
best practices wherever possible. Two typical scenarios for software citation metadata include the existence and
respectively lack of a DOI for the software for which citation metadata is provided, for both of which examples
follow.
A software with a DOI
Note that [1, p. 12] recommends
[…] the use of DOIs as the unique identifier due to their common usage and acceptance, particularly as
they are the standard for other digital products such as publications.
Furthermore, DOIs should point to a “unique, specific software version” [1, p. 12]. Also it is recommended [1, p.
13] that:
the [DOI] should resolve to a persistent landing page that contains metadata and a link to the software
itself, rather than directly to the source code files, repository, or executable.
Therefore, a minimal CITATION.cff file in such a case would look similar to the following.
cff-version: 1.0.0







title: My Research Tool
version: 1.0.4
doi: 10043/zenodo.1234
A more comprehensive version could look similar to the following.
cff-version: 1.0.0































license: Apache License, Version 2.0
license-url: http://www.apache.org/licenses/LICENSE-2.0
url: https://sdruskat.github.io/my-research-tool
A software without a DOI
For software without a DOI, it is recommended that “the metadata should still provide information on how to
access the specific software, but this may be a company’s product number or a link to a website that allows the
software be purchased.” [1, p. 13]. Furthermore, “if the version number and release date are not available, the
download date can be used. Similarly, the contact name/email is an alternative to the location/repository.” [1, p.
7]
Hence, for a closed source software without a DOI for which the version number and release date cannot be
determined, a CITATION.cff file could look like this.
cff-version: 1.0.0
message: "If you dare to use this commercial, closed-source, unversioned software









affiliation: Dark Side Software
location: DS-1 Orbital Battle Station, near Scarif
email: father@imperial-empire.com
tel: +850 (0)123-45-666
software (with two references)
cff-version: 1.0.0




























title: "My Research Tool: A 100% accuracy syntax parser for all languages"
year: 2099




software-code (without a DOI: code repository + commit)
We recognize that there are certain situations where it may not be possible to follow the recommended
best-practice. For example, if (1) the software authors did not register a DOI and/or release a specific
version, or (2) the version of the software used does not match what is available to cite. In those cases,
falling back on a combination of the repository URL and version number/commit hash would be an
appropriate way to cite the software used. [1, p. 12]
cff-version: 1.0.0




















































medium: Oil on canvas
format: 349.3cm x 776.6cm
location:















affiliation: "National Center for Supercomputing Applications &
Electrical and Computer Engineering Department & School of Information







- name: "FORCE11 Software Citation Working Group"
website: https://www.force11.org/group/software-citation-working-group
title: "Software citation principles"
year: 2016






























title: "The future of syntax parsing"
year: 2017
publisher:











title: "Ultimate-accuracy syntax parsing with My Research Tool"
year: 2017






- name: 1st Conference on Wishful Thinking
location: Spock's Inn Hotel and Bar











Note that the editors of the edited work must be specified under the authors key. Specific citation styles may or
may not attach a suffix to the authors, such as “, eds.” or similar.
cff-version: 1.0.0
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title: "Ultimate-accuracy parsing in practice"
year: 2017
publisher:









- name: Fictional Parsing Interest Group, ACME Inc.












title: "A high accuracy syntax parser in Visual Basic"
thesis-type: PhD
year: 2017
department: Dept. of Universal Language Philosophy
institution:








The roadmap for CFF plans for the provision of further infrastructure (e.g., software packages and web services),
to support the following use cases for CFF:
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• Creating CFF files
• Reading CFF files
• Validating CFF files
• Converting CFF files
Contributions
Contributions to the format specifications are welcome! For details on how to contribute, please refer to the GitHub
repository for CFF at http://github.com/sdruskat/citation-file-format.
License
This document is licensed under a CC-BY- SA-4.0 license. The full license text can be obtained from the URL
https://creativecommons.org/licenses/by-sa/4.0/legalcode.
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