Abstract. A minimum dominating set in a graph is a minimum set of vertices such that every vertex of the graph either belongs to it, or is adjacent to one vertex of this set. This mathematical object is of high relevance in a number of applications related to social networks analysis, design of wireless networks, coding theory, and data mining, among many others. When vertex weights are given, minimizing the total weight of the dominating set gives rise to a problem variant known as the minimum weight dominating set problem. To solve this problem, we introduce a hybrid matheuristic combining a tabu search with an integer programming solver. The latter is used to solve subproblems in which only a fraction of the decision variables, selected relatively to the search history, are left free while the others are fixed. Moreover, we introduce an adaptive penalty to promote the exploration of intermediate infeasible solutions during the search, enhance the algorithm with perturbations and node elimination procedures, and exploit richer neighborhood classes. Extensive experimental analyses on a variety of instance classes demonstrate the good performance of the algorithm, and the contribution of each component in the success of the search is analyzed.
Introduction
The minimum dominating set problem in a graph G = (V, E) consists of determining a set S ⊆ V of minimum cardinality that dominates all vertices. A vertex is dominated if it belongs to S or has a neighbor in S. In a variant of this problem, called Minimum Weight Dominating Set problem (MWDS), a non-negative weight is defined for each vertex, and the objective is to find a dominating set of minimum total weight. The MWDS is NP-hard (Garey and Johnson 1990) , and the current exact methods cannot solve instances of practical relevance for data mining and other large-scale applications in reasonable CPU time.
Dominating set problems are linked with a rich set of applications (Yu et al. 2013) , including the design of wireless sensor networks, the study of social networks and influence propagation , 2014 , Daliri Khomami et al. 2018 , protein interaction networks (Wuchty 2014, Nacher and Akutsu 2016) and covering codes (Östergård 1997), among others. Initially, a significant amount of research focused on approximation algorithms for this family of problems (see, e.g., Chen et al. 2004 , Zou et al. 2011 , Schaudt and Schrader 2012 . In contrast, the research on efficient metaheuristics has expanded fairly recently. For the MWDS, some population-based algorithms have been introduced in Bouamama and Blum (2016) , Jovanovic et al. (2010) and Potluri and Singh (2013) . The latter method has been successful for a wide range of problem instances thanks to its combination with an integer linear programming (ILP) solver. Finally, Wang et al. Wang et al. (2017) introduced a local search with additional mechanisms to prevent cycling. These methods produce solutions of good quality on classical instance sets, however they may prematurely converge in some cases or tend to be over-restrictive, and require a significant amount of CPU time for the largest instances.
In this paper, we introduce a hybrid tabu search matheuristic (HTS-DS) for the MWDS. The term "matheuristic" has been widely used to refer to algorithms that combine metaheuristics with mixed integer programming (MIP) strategies and software (Maniezzo et al. 2009 , Ball 2011 , Archetti and Speranza 2014 . The proposed method combines four successful strategies: an efficient neighborhood search, an adaptive penalty scheme to explore intermediate infeasible solutions, perturbation phases to promote exploration, and an intensification mechanism in the form of a MIP solver, which is applied to solve partial problems in which a fraction of the variables are fixed, keeping free those of the current best known solution and those associated to promising vertices. As in the Construct, Merge, Solve & Adapt (CMSA) approach described in Blum et al. (2016) , the set of promising vertices is selected based on the search history. Moreover, the size of the subproblem is adapted to exploit the capabilities of the MIP solver as efficiently as possible.
The performance of the proposed hybrid method is demonstrated through extensive experiments on a variety of benchmark instances with up to 4000 vertices and one million edges. The algorithm achieves solutions of better quality than previous methods, in a computational time which is notably smaller. Our sensitivity analyses on the method's components underline the decisive impact of some specific neighborhoods used in the tabu search, the perturbation mechanism, as well as the contribution of the integer programming solver. Finally, new best solutions have been produced for many classical benchmark instances.
The remainder of this paper is organized as follows. Section 2 formally defines the MWDS and reviews the related literature. Section 3 describes the proposed algorithm. Section 4 reports on our experimental analyses, and Section 5 concludes.
Problem Statement and Literature Review
A simple mathematical formulation of the MWDS is displayed in Equations (1-3). In this formulation, the closed neighborhood N (i) represents all vertices adjacent to i, including i itself (i.e., N (i) = {i} ∪ {j|(i, j) ∈ E}). Each decision variable x i is set to 1 if vertex i is included in the dominating set, and 0 otherwise. The weight of each vertex i is defined as w i . 
s.t.
The MWDS can be viewed as a special case of the set covering (SC) problem, in which each vertex corresponds to a possible set. Although the research on exact methods has led to very efficient solution techniques for SC problems (Caprara et al. 2000) , many instances of the MWDS present graphs with medium or high densities, leading to SC instances with large sets (i.e., dense matrices) which can be unusually challenging. For this reason, along with emerging applications in machine learning and social network analysis, a research line specific to the MWDS has been growing in intensity in recent years.
Earlier studies on the MWDS have focused on approximation algorithms for specific types of graphs called unit disk graphs (UDG), in relation to wireless ad-hoc networks applications. A UDG is a graph in which every vertex corresponds to a sensor on the plane, and in which two vertices are connected by an edge if their Euclidean distance in the plane is no more than 1 unit. The first constant-factor approximation algorithm for this setting was proposed by Ambuhl et al. Ambühl et al. (2006) , with an approximation ratio of 72. Subsequently, this ratio has been successively improved, down to (6 + ) in Huang et al. (2009) using a "double-partition" strategy, followed by (5 + ) and (4 + ) in Dai and Yu (2009) and Erlebach and Mihalák (2010) . The first polynomial time approximation scheme (PTAS) was introduced in Zhu et al. (2012) , with an approximation ratio of (1 + ) for the specific case where the ratio of the weights of any two adjacent nodes is upper bounded by a constant. Finally, Li and Jin Li and Jin (2015) introduced a PTAS for the general case without restrictions on adjacent weights.
The research on metaheuristics for the MWDS has also recently grown. Many of the methods proposed for this problem rely on evolutionary population search. An ant colony algorithm with a pheromone correction strategy (Raka-ACO) was proposed in Jovanovic et al. (2010) . Subsequently, Potluri and Singh Potluri and Singh (2013) introduced a hybrid genetic algorithm (HGA) and two extensions of the ACO algorithm with a local search which consists of removing redundant vertices. In the second algorithm, a pre-processing step is included immediately after pheromone initialization, in order to reinforce the pheromone values associated with 100 independent sets generated via a greedy algorithm. Later on, Lin et al. Lin et al. (2016) proposed a memetic algorithm based on a greedy randomised adaptive construction procedure as well as problem-tailored crossover and path-relinking operations. An iterated greedy algorithm (R-PBIG) was introduced in Bouamama and Blum (2016) . The method maintains a population of solutions and applies deconstruction and reconstruction steps. This approach was then hybridized with an ILP solver for solution improvement. Wang et al. Wang et al. (2017) proposed a variant of tabu search called configuration checking algorithm, with a mechanism which modifies the objective function based on the search history. Finally, Chalupa (2018) proposed a multi-start order-based randomised local search, using jump moves for solution diversification, and reported computational results for a variety of MDS and MWDS instances. Each of the mentioned methods led to some solution improvement on the classical benchmark instance sets for the problem. However, none of these methods reliably finds the best known or optimal solutions for all instances, and their computational time tends to be high for large graphs. The contribution of this paper is to propose a scalable and efficient algorithm for the problem.
3 Proposed Methodology
The proposed solution method, summarized in Algorithm 1, combines a tabu search with an integer programming solver. The method starts from a random initial solution (Line 3). This solution is improved by a tabu search (Lines 3-18) with perturbation mechanisms (Line 15 -after each I pert iterations), which terminates as soon as either I NI consecutive iterations (moves) without improvement of the best solution S best or I max total iterations have been performed. The best solution of the tabu search then serves to define a reduced problem which is solved using an integer programming solver (Line 19). This process is repeated N restart times (Lines 2-22), and the best overall solution S overall is returned (Line 23). 
We note that some penalized infeasible solutions, in which some vertices are not dominated, can be explored during the search. The objective function therefore plays an important role in the algorithm. This will be discussed in Section 3.1. Subsequently, Section 3.2 describes the solution initialization, tabu search and perturbation operator, and Section 3.3 presents the integer programming subproblem and its resolution.
Penalized Objective Function
As illustrated in several previous studies (see, e.g., Glover and Hao (2011), Vidal et al. (2015) ), an exploration of penalized infeasible solutions can help to diversify the search and prevent the method from becoming trapped in low-quality local optima. Therefore, HTS-DS relies on a penalized objective function that allows to evaluate infeasible solutions with some non-dominated vertices. The cost of a solution S is calculated as:
where W (S) is the total weight of solution S, α is the current penalty factor, w max is the maximum weight of a vertex i ∈ V , and N d (S) is the number of non-dominated vertices in solution S. This way, the amount of penalty is directly proportional to the degree of infeasibility in order to promote a gradual return to the feasible solution space.
Selecting a proper value for α is important for the efficiency of the search. However, in our preliminary experiments, a constant value was found to be insufficient for transitioning between different regions of the search space. We therefore designed a periodic ramp-up strategy, inspired by the strategic oscillation of (Glover and Hao 2011) , in which α rises from a minimum level α min to a maximum level α max by steps of α step , and then returns to its minimum value before increasing again. When α is small, the search will tend to remove vertices from the solution and lead to more non-dominated vertices. These vertices are subsequently covered again when the value of α becomes larger. Due to this behavior, HTS-DS also shares some common characteristics with ruin-and-recreate methods. With this analogy in mind, the parameter α step has been set to be inversely proportional to the number of vertices of the graph,
where β is a parameter of the method which controls the number of steps between α min and α max , and the update rule (Line 8 of Algorithm 1) for parameter α is: Figure 1 illustrates the behavior of the parameter α on a small instance. We observe that the feasibility of the current solution directly depends on the value of α. The discovery of new best solutions, depicted with green diamonds in the graph, usually occurs when α is closer to α max , i.e., when the search is driven back towards feasible solutions. This controlled exploration of the infeasible solution space allows to transition towards structurally different solutions.
Tabu Search
Initial Solution Each initial solution S of the tabu search is built by random construction (Line 3 of Algorithm 1). With uniform probability, the algorithm iteratively selects a random vertex which covers at least one non-dominated vertex, and inserts it in S. The process stops when a dominating set is obtained.
Neighborhood Solution S is then improved by tabu search considering three classical families of moves:
• ADD -adds a vertex i into the solution;
• DEL -removes a vertex j from the solution;
• SWAP -simultaneously adds a vertex i and removes a vertex j from the solution.
The moves are evaluated according to the objective function of Equation (4). At each iteration, the best non-tabu move from the entire neighborhood is applied (Line 9 of Algorithm 1). Note that, depending on the status of the tabu memory, this move can be deteriorating, thus allowing the algorithm to escape from local minima.
These three neighborhoods differ in their size: ADD and DEL contain O(|V |) moves while SWAP contains O(|V | 2 ) moves. To balance the search effort and improve the speed of the method, we apply dynamic restrictions to the SWAP neighborhood. This restriction works by first evaluating the ADD and DEL moves, ranking these moves relative to their impact on the solution value, and restricting the search of the SWAP neighborhoods to the (i, j) pairs that belong to the top |V | ADD and DEL moves. With this restriction, only O(|V |) SWAP moves are evaluated. To efficiently evaluate each move, we maintain for each vertex i a value C(i) which counts how many times the vertex is dominated by another. Therefore, if C(i) = 0 then i is non-dominated. This allows to evaluate each move with a complexity proportional to the degree of the associated vertex (or vertices).
Tabu List The short-term memory (tabu list) is essential to avoid cycling. In HTS-DS, this list has a fixed size of N Tabu and contains two types of labels: those that prohibit the insertion of a specific vertex, and those that prohibit the removal of a specific vertex. The tabu list is updated (Line 10 of Algorithm 1) according to the following rules:
• Whenever ADD(i) is applied, a label is added to prohibit the removal of i;
• Whenever DEL(j) or SWAP(i, j) is applied, a label is added to prohibit the insertion of j. Note that the tabu status associated to the SWAP move prohibits only the reinsertion of the removed vertex j. Indeed, in preliminary analyses, we observed that simultaneously prohibiting the removal of i over-constrains the search and slows down the progress towards high-quality solutions. Finally, as usually done in most tabu searches, we use an aspiration criterion which revokes the tabu status of a move in case it leads to a new best solution.
Node Elimination Finally, after the application of each move, HTS-DS checks for the possible existence of redundant vertices. A redundant vertex is a vertex which can be removed from the solution without increasing the number of non-dominated vertices. When such a situation occurs, a redundant vertex of maximum weight is removed. This process is iterated until no redundant vertex exists.
Perturbation After every I pert iterations of the tabu search, a perturbation mechanism is triggered to diversify the search further and reach different solutions (Line 15 of Algorithm 1). The perturbation is based on the ruin-and-recreate strategy (Schrimpf et al. 2000) . It works by removing ρ × |S Best | vertices from the current best feasible solution S Best of the tabu search, reconstructing the solution with a greedy algorithm, and finally applying the node elimination procedure. The resulting solution becomes the new starting point for the search.
The greedy algorithm used for solution reconstruction works as follows. For every vertex i, we define Γ(i) as the set of non-dominated vertices belonging to N (i) (adjacent to i, or i itself). Let ∆(i) = |Γ(i)| and W (i) = k∈Γ i w k . With equal probability, the greedy algorithm includes a vertex i with:
• highest value of ∆(i)/w i ;
• second-highest value of ∆(i)/w i ;
• highest value of W (i)/w i ;
• second-highest value of W (i)/w i . Ties (vertices with identical value) are broken randomly with uniform probability, and the process is iterated until a feasible solution is found.
Resolution of a reduced integer problem
After the tabu search, HTS-DS constructs a reduced problem based on the information of the best current solution and the past search history, and solves it with an integer programming solver over the formulation of Equations (1-3) with the aim of finding a new best solution (Line 19 of Algorithm 1). In the reduced problem, most of the decision variables are fixed, and only a smaller group of free variables remain, representing possible choices of vertices for the dominating set. This type of approach is classified as a decomposition and partial optimization method in Ball (2011), Archetti and Speranza (2014) .
The set of free variables corresponds to the |S Best | vertices used in the best solution S best of the tabu search, along with the N freq = max{0, N free − |S Best |} most frequent vertices observed in the incumbent solution, during the search history. Each other vertex is fixed by setting x i = 0, i.e., excluding it from any candidate dominating set in the integer program. To identify the most frequent vertices, HTS-DS counts the total number of iterations I Total (i) for which each vertex i was used in the current solution, and selects the N freq vertices with highest value of I Total (i). Such a counter can be efficiently implemented by storing the index of the current iteration when i is included, and only updating the counter with the adequate increment when i is removed.
The resulting formulation is solved by the integer programming solver subject to a time limit T max . Initially, the size parameter N free is set to 50. Subsequently, in order to fully exploit the capabilities of the IP solver, the parameter N free is adapted from one general iteration of HTS-DS to the next. At the end of the resolution, there are three possible outcomes for the IP solver.
• Case 1a) The solver finds an optimal solution, and N free = |V |. An optimal solution has been found for the MWDS problem, HTS-DS terminates.
• Case 1b) The solver finds an optimal solution of the reduced problem. In this case, the IP solver may be able to address a larger problem in the next iteration within the allowed time, and therefore the parameter N free is increased to min{|V |, 2 × N free }.
• Case 2) The solution is not proven optimal or no solution is produced. In this case, the IP solver has been used beyond its capabilities, and N free is reduced to N free /2. The best overall solution is stored and returned at the end of HTS-DS.
Computational Experiments
Extensive computational experiments were conducted to evaluate the performance of the method relative to previous algorithms, and to examine the relative contribution of each of its main components. HTS-DS was implemented in C++, and CPLEX 12.7 was used for the resolution of the integer linear programs. All tests were conducted on a single thread of an I7-5820K 3.3GHz processor.
We rely on a total of 1060 problem instances originally proposed in Jovanovic et al. (2010) . These instances are divided into two types (T1 and T2) and two classes (SMPI and LPI). The SMPI class includes 320 small and medium instances with 50 to 250 vertices and 50 to 5000 edges, and the LPI class includes 210 larger instances counting between 300 and 1000 vertices, with up to 20000 edges. In the instances of type T1, the vertex weights are uniformly distributed in the interval [20, 70] , while in the instances of type T2, the weight of each vertex i is randomly chosen in [1, δ(i) 2 ], where δ(i) is the degree of i.
Ten instances were generated for each problem dimension. Therefore, in the subsequent sections, all results will be aggregated (averaged) by groups of ten instances with the same number of edges and vertices. All instance files and solutions are made available at the following address: https://w1.cirrelt.ca/~vidalt/en/research-data.html.
Parameters Calibration
Three main parameters of HTS-DS have a strong influence on the search: the size of the tabu list N tabu , the strength of the perturbation operator ρ, and the control parameters for the penalty (α min , α max , β). These parameters were calibrated through preliminary experiments by varying one parameter at a time until reaching a "local optimum" in terms of parameter configuration. Then, from the final parameter setting obtained, we performed a sensitivity analysis to examine the effect of a variation of each parameter. This analysis will be reported in Section 4.3 along with other results measuring the contribution of the main search components. Finally, the parameters (N restart , I max , I ni , I pert , T max ) control the number of iterations and search time of each component. Changing these parameters leads to different trade-offs between solution quality and computational effort. Therefore, for a fair experimental analysis, their values were selected to obtain solutions in a CPU time which is comparable to or lower than those of previous algorithms. The final parameter values are presented in Table 1 . Table 2 . This table also indicates the CPU model used by each study, along with the associated time scaling factor (based on the Passmark benchmark) representing the ratio between its speed and the speed of our processor. In some cases, the CPU model was not reported by the authors, and therefore we used a factor of 1.0. In the remainder of this section, the time values reported by previous studies will be multiplied by the associated factors, in order to account for CPU differences and conduct a fair comparison. Tables 3-6 now compare the results of all methods. Each table corresponds to a different instance class (SMPI and LPI) and type (T1 and T2), and each row corresponds to a group of ten instances with identical characteristics. From left to right, the columns report the characteristics of the instances, the average solution quality and CPU time of previous algorithms, as well as the best and average solution quality, and average CPU time of HTS-DS. The two rightmost columns also report the gap of the best (Gap B ) and average (Gap A ) solutions of HTS-DS, relative to the best known solutions (BKS) in the literature. Let z be the solution value found by HTS-DS and z bks be the best known solution value, then the percentage gap is computed as Gap(%) = 100 × (z − z bks )/z bks . Finally, the best method is highlighted in boldface for each row, and the last line of the table presents some metrics (time and solution quality) averaged over all instances. For the benchmark instances of type T1 and class SMPI, the HTS-DS identifies all known optimal solution values (known for 17 instances in total), and even finds new best known solutions for 16% of the instances. The algorithm produces solutions of consistently high quality, with an average gap from the previous BKS of −0.003%, meaning that the average solution quality of HTS-DS is better than the best solutions ever found in all prior studies in the literature (i.e., the best solutions found by multiple algorithms, runs, and parameter settings). In a similar fashion, for the class LPI, the HTS-DS algorithm retrieves all known optimal solutions (50 in total), and produces new best solutions for 52% of the instances, with an average percentage gap of −0.096% relative to the BKS from previous literature. HTS-DS is also faster than existing algorithms, with an average CPU time of 3.6 and 10.1 seconds on the classes SMPI and LPI, respectively. Similar observations are valid for the benchmark instances of type T2. For this type, the instances of class SMPI are easier to solve, and most recent methods find the same solutions. In contrast, the class LPI allows to observe significant differences between methods. Again, for this benchmark, HTS-DS retrieves very accurate solutions, with an average gap of 0.024% relative to the BKS, in a time which is significantly smaller than previous approaches.
Finally, the BHOSLIB and DIMACS benchmark instances were extended in Wang et al. (2017) with a weight w(i) = (i mod 200) + 1 for each vertex i, and the authors provided experimental results of ACO-PP-LS and CC 2 FS on these test sets. We therefore tested HTS-DS on these instances and report the solutions in the appendix of this paper. These results highlight again the excellent performance of the proposed algorithm, which finds or improves all known BKS for the BHOSLIB instances with an average gap of −0.38%, and FS was run until a fixed time limit of 50s (equivalent to 47.5s after CPU scaling) † -MSRLS 0 was run until a fixed time limit of 3600s (equivalent to 4428s after CPU scaling) 13 FS was run until a fixed time limit of 50s when |V | ≤ 500, and 1000s otherwise, (equivalent to 47.5s and 950s after CPU scaling, respectively) † -MSRLS 0 was run until a fixed time limit of 3600s (equivalent to 4428s after CPU scaling) 14 FS was run until a fixed time limit of 50s (equivalent to 47.5s after CPU scaling) † -MSRLS 0 was run until a fixed time limit of 3600s (equivalent to 4428s after CPU scaling) 15 FS was run until a fixed time limit of 50s when |V | ≤ 500, and 1000s otherwise, (equivalent to 47.5s and 950s after CPU scaling, respectively) † -MSRLS 0 was run until a fixed time limit of 3600s (equivalent to 4428s after CPU scaling) finds or improves the BKS for 53 out of 54 instances of the DIMACS class with an average gap of −0.13%. Moreover, since the scalability of the algorithm is essential for large scale applications, Figure 2 presents a more detailed analysis of the CPU time spent in the two main phases of the method (tabu search and IP) as a function of the number of vertices |V | for the instances of type T1 and T2. To eliminate some instances with few edges which tend to be easy to solve, we restricted this analysis to the subset of instances such that |E| ≥ 3|V |. From this figure, we first observe that the average CPU time of HTS-DS remains below two seconds on a majority of instances. There are two situations where this computational time is exceeded. For the instances of type T1, the total time dedicated to the resolution of the reduced problems with the IP solver amounts to five to six seconds when |V | ≥ 150 due to the increased difficulty of the mathematical models. For the instances of type T2, the resolution of the subproblems is faster, and the CPU time of the method only exceeds two seconds when |V | ≥ 500.
Note that the time spent solving the subproblems cannot exceed an upper bound of 10 seconds overall due to the time limit imposed on the IP solver (1 second) and the limited number of subproblem resolutions (N Restart = 10). Therefore, the scalability of the approach essentially depends on the efficiency of the tabu search, and more specifically, on the evaluation of the neighborhoods. For each instance type, we fitted the CPU time spent in the tabu search phase as a power law f (|V |) = x|V | y (by a least-squares regression of an affine function on the log-log graph). This time appears to grow as O(n 1.81 ) on the instances of type T1, and O(n 2.30 ) on the instances of type T2.
Sensitivity analyses
We performed sensitivity analyses in order to evaluate the impact of each main component and parameter of HTS-DS. Starting with the standard configuration described in Section 4.1, we modified one parameter and design choice at a time (OFAT approach) to evaluate its effect. The following configurations were considered: Standard. Standard configuration described in Section 4. H. ↑ Beta. Longer phases for penalty management: β = 1.5. All configurations were run ten times on each instance. Table 7 presents the gap of the best and average solutions over these runs, as well as the average CPU time resulting from each method configuration. These experiments (configurations A-C) highlight the major contribution of the mathematical programming solver used for the solution of the reduced problems, the limited SWAP neighborhood as well as the perturbation operator. Without the subproblem solver, the average gap from the BKS rises up to 0.13% for type T1 and 0.12% for type T2, while the CPU time decreases by 55% for type T1 and 19% for type T2. In a similar fashion, deactivating the SWAP or the perturbation operator translates into a significant decrease of solution quality for only a moderate reduction of CPU time.
The three main search parameters in charge of the perturbation rate, the tabu tenure and the management of the penalty factors also play an important role in the method. Increasing the perturbation rate to ρ = 0.4, for example, allows to better diversify the search but leads to a loss of information from the best solution, with a negative impact on the overall performance (configuration D). Similarly, increasing the size of the tabu list is over-restrictive and hinders the progress towards high-quality solutions (configuration E), whereas decreasing it may increase the cycling probability (configuration F). Finally, the value of the parameter β has been chosen so as to find trade-off solutions at the frontier of feasibility without spending too much time per phase. Increasing or decreasing this parameter (configurations G and H) leads to solutions of lower quality.
Conclusions
In this article, we have proposed a matheuristic (Maniezzo et al. 2009 ) combining a tabu search with integer programing for the MWDS problem. The method exploits an efficient neighborhood search, an adaptive penalty scheme to explore intermediate infeasible solutions, perturbation mechanisms as well as additional intensification phases in which a reduced problem is optimized by means of an integer programming solver. The size of the reduced problem is adapted to fully exploit the capabilities of the solver.
Through extensive computational experiments, we have demonstrated the good performance of HTS-DS, which outperforms previous algorithms on the classical benchmark instances of Jovanovic et al. (2010) , Wang et al. (2017) as a function of the number of vertices for the instances of types T1 and T2, respectively, therefore making it suitable for large-scale applications. Finally, our sensitivity analyses demonstrate the essential contribution of each component of the search: the subproblem resolution, the perturbation mechanisms, and the restricted SWAP neighborhood. The research perspectives are numerous. First of all, we exploited the past search history and the frequency of some vertices in the dominating set to fix variables in the subproblem. This strategy is closely related to the Construct, Merge, Solve & Adapt (CMSA) approach described in Blum et al. (2016) . Moreover, other instance and solution metrics (e.g., ratio between weight and degree) may be used to further guide the search. Second, the synergies between heuristic search and mathematical-programming techniques can certainly be better exploited, by possibly sharing dual information or forming other types of subproblems. Finally, the current machine learning literature, and especially the study of graphs arising from social networks opens the way to very-large scale problems, with possibly millions of vertices, which deserve a careful study. Solution methods for such problems need to be carefully crafted to retain only essential search components working in linear or log-linear complexity. Overall, these are all open important research directions which can be explored in the near future. 
