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1. Вступ
Відомо, що розвиток науки основується на отри-
манні об’єктивних і системно-організованих знань, 
які допомагають людям раціонально організувати 
свою діяльність і вирішувати різні проблеми, котрі 
виникають в її процесі. Сучасні комп’ютерні техно-
логії зумовили розвиток інженерії знань - області 
науки про штучний інтелект, яка вивчає методи і 
засоби отримання, представлення, структурування 
і використання знань. Інженерія знань пов’язана з 
розробкою баз знань і експертних систем [1,2].
База знань - це сукупність фактів і правил логіч-
ного висновку (виведення) в обраній предметній об-
ласті. Правила логічного висновку - це правила пере-
творення вихідної системи фактів (суджень) в нову 
систему фактів (висновків). Наприклад, за такими 
правилами з вихідних фактів “всі люди смертні” і 
“Сократ - людина” можна зробити висновок “Сократ 
смертний”. В даному випадку правилом висновку є 
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параметризоване твердження “якщо всі люди смер-
тні і Х - людина, то Х смертний”. Власне наявність 
правил висновку є основною відмінністю баз знань 
від баз даних.
Програма, яка виконує логічний висновок з по-
передньо побудованої бази фактів і правил у відпо-
відності з законами формальної логіки, називається 
машиною виведення. База знань і машина виведен-
ня є основними компонентами експертної системи 
- програми, яка призначена для пошуку способів 
вирішення проблем з певної предметної області. Для 
такого пошуку користувач подає відповідні запити 
до бази знань.
Для збереження знань в комп’ютерній системі з 
можливістю їх подальшої автоматизованої обробки 
використовують різноманітні методи подання (пред-
ставлення) знань. Прикладами методів подання чіт-
ких знань є: логіка першого порядку, мова програ-
мування Пролог, реляційні системи, продукційна 
модель, фреймова модель, семантичні мережі [1,2]. Ці 
методи можна реалізувати різними формальними мо-
вами подання знань, наприклад класу онтологій. Під 
онтологією в інформатиці розуміють детальну фор-
малізацію деякої області знань за допомогою концеп-
туальної схеми. Онтологія може використовуватись 
для представлення в базі знань ієрархії понять і їх 
відносин. Наприклад, мова Веб-Онтологій OWL (ont-
ology web language) [3] була розроблена для реалізації 
концепції семантичної павутини в межах всесвітньої 
павутини (WWW) і є розширенням мови RDF (Reso-
urce Description Framework) - мови розмітки на основі 
XML, яка використовується для подання тверджень 
про ресурси в вигляді придатному для машинної 
обробки. Діалекти OWL Lite і OWL DL основані на 
дескріпційних логіках - мовах подання знань, що 
дозволяють описувати поняття предметної області в 
недвозначному, формалізованому вигляді. Для ство-
рення запитів до даних, поданих за моделлю RDF, 
використовується мова запитів SPARQL. Не зважа-
ючи на усі переваги OWL і SPARQL є спеціальними 
мовами, що певною мірою обмежує їх можливості.
2. Постановка задачі
Основною ідеєю авторів є застосування в якості 
мови подання знань та створення запитів до бази 
знань мови програмування Python [4,5], яка на від-
міну від спеціальних мов є мовою загального при-
значення, і тому дає розробнику експертних систем 
набагато більше можливостей. Для цього можна ви-
користати об’єктно-орієнтовані можливості Python 
та її засоби інтроспекції, адже відомо, що такі методи 
подання чітких знань як фрейми і семантичні мережі 
можна просто реалізувати засобами об’єктно-орієн-
тованого програмування (ООП).
3. Огляд можливостей Python для подання знань
Чому авторами була вибрана саме Python? Py-
thon - розповсюджена високорівнева мова загаль-
ного призначення з акцентом на продуктивність 
розробника. Основні її особливості: працює майже 
на усіх відомих платформах, є відкритим і вільним 
програмним забезпеченням, виконується шляхом 
інтерпретації байт-коду, підтримує кілька парадигм 
програмування (в тому числі об’єктно-орієнтоване), 
код програм компактний і легко читається, мові ха-
рактерні динамічна типізація, повна інтроспекція, 
зручні структури даних (кортежі, списки, словники, 
множини), велика стандартна бібліотека та велика 
кількість сторонніх бібліотек різноманітного при-
значення.
Python володіє потужними об’єктно-орієнтова-
ними можливостями, наприклад, усі значення в 
програмі є об’єктами. ООП основане на використан-
ні об’єктів, які є абстрактними моделями реальних 
об’єктів. Об’єкти створюються за допомогою спе-
ціальних типів даних - класів. Кожен клас описує 
множину об’єктів певного типу. Приклад ООП мо-
вою Python:
# -*- coding: UTF-8 -*-
import inspect 
# ���� A ������������ ��� object
class A(object):
'''���� A''' # ����� ������������
def __init__(self,a): # �����������
self.a=a # ������� a
def f(self): # ����� f
'''�������� self.a''' # ����� ������������
return self.a
class B(A): # ���� B ������������ ��� A
'''���� B''' # ����� ������������
def __init__(self,a,b): # �����������
        # ������ ������������ �������� �����
        super(B, self).__init__(a)
self.b=b # ������� b
def f(self): # ����� f
'''�������� ���� self.a+self.b''' # ����� ������������
return self.a+self.b
obj=B(0,2) # ��������� ��'���� ����� B, ������ ������������
obj.a=1 # ����� �������� �������� a
print obj.f() # ������ ������ f
Основними принципами ООП є інкапсуляція, 
успадкування і поліморфізм. Інкапсуляція - об’єд-
нання даних (атрибутів) і функцій їх опрацювання 
(методів) в класі.
Наприклад, в класі B об’єднано атрибути a і b та 
методи __init__() і f(). Успадкування - можливість 
створення похідних класів шляхом успадкування 
ними членів базового класу. Наприклад, атрибут 
a класу B успадкований від класу A. Поліморфізм 
- властивість об’єктів з однаковою специфікацією 
мати різну реалізацію. Наприклад, функції f() кла-
сів A і B мають одну назву, але виконується по-різ-
ному.
Розглянемо засоби інтроспекціїї Python. Python 
підтримує повну інтроспекцію часу виконання. Тоб-
то для будь-якого об’єкта під час виконання можна 
отримати всю інформацію про його структуру. При-
клади:
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print dir(B) # ������ ���� ��������� ����� B
print dir(obj) # ������ ���� ��������� ��'���� obj
print id(obj) # ���������� ������������� ��'����
print obj.__sizeof__() # ������ ��'���� � ���'��� � ������
print B.__doc__ # ����� ������������ ����� B
print obj.f.__doc__ # ����� ������������ ������ f
print B.__name__ # ��'� ����� B
print __name__ # ��'� ������
print type(obj) # ��� (����) ��'���� obj
# ���
print obj.__class__ 
print obj.__class__.__name__ # ��'� ���� ��'���� obj
print vars(obj) # ������� � ������ �������:��������
# ���
print obj.__dict__ 
print hasattr(obj, 'a') # �� � ������� 'a' � ��'���� obj?
setattr(obj,'a',3) # ����� �������� (3) �������� 'a' ��'���� obj
# ���
obj.__setattr__('a',3)





print callable(obj.f) # �� ������� f � �������?
print isinstance(obj, B) # �� obj � ����������� B?
print issubclass(A, object) # �� A � ��������� object?
print A.__subclasses__() # �������� A 
print B.__bases__ # ������ ������� ������




# �������� ������ ��� (��'�, ��������) ������ ��'����
print inspect.getmembers(obj)
print inspect.getcomments(A) # �������� ����� ������ A
print inspect.getsource(A) # ����� ��������� ���� ����� A
print inspect.isclass(A) # �� A � ������?
print inspect.ismethod(obj.f) # �� obj.f � �������?
Найбільш відомим інструментом для інтроспек-
ції в Python є функція dir(), яка повертає список імен 
атрибутів переданого їй об’єкта. Ця функція працює 
з усіма типами об’єктів. Функція id() повертає уні-
кальний ідентифікатор об’єкта. Рядок документації 
_doc_ - це атрибут, який містить рядок-коментар, 
який описує об’єкт. Рядки документації дозволяють 
зберігати документацію на класи і функції прямо в 
коді програми і звертатись до неї під час виконан-
ня програми. Атрибут _name_ містить ім’я об’єкта. 
Функція type() або атрибут _class_ дозволяють отри-
мати тип об’єкта. Функція vars() або атрибут _dict_ 
дозволяють отримати словник з парами атрибут:
значення об’єкта. Функції hasattr(), getattr() і setat-
tr() дозволяють відповідно перевірити наявність у 
об’єкта заданого атрибута, повернути його і змінити 
значення. Функція callable() дозволяє визначити чи 
об’єкт є функцією або методом. Функція isinstance() 
дозволяє визначити чи об’єкт є екземпляром задано-
го типу. Функція issubclass() дозволяє визначити чи 
успадковується один клас від іншого, а метод _subc-
lasses_() повертає список підкласів. Кортеж базових 
класів та їх ієрархію можна отримати за допомогою 
атрибутів _bases_ і _mro_. Модуль inspect містить 
додаткові функції, які допомагають отримати інфор-
мацію про об’єкти під час виконання.
Застосування інтроспекції дозволяє ефективно 
програмувати механізми виведення та запити до 
бази знань.
4. Приклад бази знань і запитів до неї мовою Python
Подамо приклад створення мовою Python демон-
страційної бази знань, яка містить поняття (класи) 
персони і сім’ї, відповідні індивіди (об’єкти) та вла-
стивості (атрибути), які описують родинні зв’язки 
між індивідами. Для цього застосуємо фреймову 
модель подання знань.
Елементи розробленої авторами онтології частко-
во відповідають основним елементам OWL Lite [3]: 
класи (з можливістю створення підкласів), власти-
вості (які можуть бути функціональними, інверсни-
ми, симетричними і транзитивними) і індивіди. Тому 
можливим є імпорт і експорт таких онтологій в OWL. 
Модуль Python, який містить базу знань і запити до 
неї повинен мати блочну структуру - спочатку ство-
рюються класи, потім індивіди, потім задаються вла-
стивості індивідів, а в кінці виконуються запити.
Класи онтології відповідають класам мови Pyth-
on, а підкласи можна створювати за допомогою меха-
нізму успадкування Python. Так розроблено базовий 
клас Base (описує усі об’єкти, які мають ім’я), класи 
Persona (описує персону), PersonaMarried (описує 
одружену персону, успадковується від Persona) і Fa-
mily (описує сім’ю).




self.name=name # ����� ��'����
        KB[self.name]=self # �������� ���� � ���� �����
#################################################################
class Persona(Base): # ���������� ���� Base 
'''����, ���� ������ �������'''
def __init__(self,name):
        Base.__init__(self,name) # ������ ������������ �������� �����
# ���������� � ����������� ����������� '� ������/�������'
        Property(subj=self, name='isSibling',
                 symmetric=True, transitive=True)
# ����������� ����������� '� ��������' (�������� - '� �������')
        Property(subj=self, name='isChild',
                 inverseName='isParent', transitive=True)
# ����������� '� ������ ���'�' (�������� - '��� ������')
        Property(subj=self, name='isMember',
                 inverseName='hasMembers',transitive=True)
################################################################
class PersonaMarried(Persona):
'''����, ���� ������ �������� �������'''
def __init__(self,name):
        Persona.__init__(self, name)
# ���������� � ������������� ����������� '� ���������'
        Property(subj=self, name='isMarried',
                 symmetric=True, functional=True)
# ����������� ����������� '� �������' (�������� - '� ��������')
        Property(subj=self, name='isParent',
                 inverseName='isChild', transitive=True)
#################################################################
class Family(Base):
'''����, ���� ������ ���'�'''
def __init__(self,name):
        Base.__init__(self,name)
# ����������� '��� ������' (�������� - '� ������ ���'�')
        Property(subj=self, name='hasMembers',
                 inverseName='isMember', transitive=True)
def number(self):








self.name=name # ����� ��'����
        KB[self.name]=self # �������� ���� � ���� �����
#################################################################
class Persona(Base): # ���������� ���� Base 
'''����, ���� ������ �������'''
def __init__(self,name):
        Base.__init__(self,name) # ������ ������������ �������� �����
# ���������� � ����������� ����������� '� ������/�������'
        Property(subj=self, name='isSibling',
                 symmetric=True, transitive=True)
# ����������� ����������� '� ��������' (�������� - '� �������')
        Property(subj=self, name='isChild',
                 inverseName='isParent', transitive=True)
# ����������� '� ������ ���'�' (�������� - '��� ������')
        Property(subj=self, name='isMember',
                 inverseName='hasMembers',transitive=True)
################################################################
class PersonaMarried(Persona):
'''����, ���� ������ �������� �������'''
def __init__(self,name):
        Persona.__init__(self, name)
# ���������� � ������������� ����������� '� ���������'
        Property(subj=self, name='isMarried',
                 symmetric=True, functional=True)
# ����������� ����������� '� �������' (�������� - '� ��������')
        Property(subj=self, name='isParent',
                 inverseName='isChild', transitive=True)
#################################################################
class Family(Base):
'''����, ���� ������ ���'�'''
def __init__(self,name):
        Base.__init__(self,name)
# ����������� '��� ������' (�������� - '� ������ ���'�')
        Property(subj=self, name='hasMembers',
                 inverseName='isMember', transitive=True)
def number(self):
'''�������� ��������� ������ ���'�'''
return self.hasMembers().__len__()
Індивіди онтології відповідають об’єктам Python - 
значенням словника KB. Такий спосіб дозволяє зверта-
тись до індивідів за їх іменем у вигляді Юнікод-рядка. 
Індивіди можуть мати властивості у вигляді атрибутів 
Python, які дозволяють описувати відношення між 
індивідами. Властивості є об’єктами класу Property, 
мають атрибути subj (суб’єкт властивості - це індивід, 
який має дану властивість), name (назва властивості), 
inverseName (назва інверсної властивості), functional 
(визначає чи властивість функціональна), symmetric 
(визначає чи властивість симетрична), transitive (виз-
начає чи властивість транзитивна), set (множина зна-
чень властивості) та методи _init_() (конструктор, 
створює властивість), add() (добавляє об’єкт або кор-
теж об’єктів в множину) і _call_() (повертає множину 
значень властивості).
Останні два методи реалізують елементи машини 
виведення. Такі елементи можуть бути присутні також 
в запитах до бази знань.
class Property(object):
'''����, ���� ������ ����������� ��'����'''
def __init__(self,subj,name,inverseName='',functional=False,
                 symmetric=False, transitive=False):
'''�����������'''
self.subj=subj # ���'��� �����������
self.name=name # ����� �����������
self.inverseName=inverseName # ����� ��������� �����������
self.functional=functional # ����������� �������������
self.symmetric=symmetric # ����������� ����������
self.transitive=transitive # ����������� �����������
self.set=set() #������� ������� �����������
        # ���������� ������� ����������� ��� ���'����
self.subj.__setattr__(self.name,self)
def add(self,*args):
'''�������� ��'��� ��� ������ ��'����� ��������'''
for obj in args: # ��� ���� ��'����� � args
if self.functional: # ���� ����������� �������������
self.set.clear() # �������� �������
if self.inverseName!='': # ���� � �������� �����������
# ���� ���'���� ����� � ��������� ����������� ��'����
if self.subj not in obj.__dict__[self.inverseName].set:
# �������� ���� � �������� ����������� ��'����
                    obj.__dict__[self.inverseName].set.add(self.subj)
if self.symmetric: # ���� ����������� ����������
#���� ���'���� ����� � ����������� ����������� ��'����
if self.subj not in obj.__dict__[self.name].set:
# �������� ���� � ���������� ����������� ��'����
                    obj.__dict__[self.name].set.add(self.subj)
self.set.add(obj) # �������� ��'��� � �������
def __call__(self, showTransitive=False):
'''�������� ������� ������� �����������
            (showTransitive=True - ������������ �����������)
�������� ��������� ��'��� �������� '''
def getTransitive(subj,s=set()):
'''�������� ������� ������� ������������
�����������.����������'''
                # ���� subj ��� ������� self.name
if hasattr(subj, self.name):
#��� ���� ��'����� � ����������� � ������ self.name
for obj in subj.__dict__[self.name].set:
if obj not in s: # ���� obj ����� � ������� s
class Property(object):
'''����, ���� ������ ����������� ��'����'''
def __init__(self,subj,name,inverseName='',functional=False,
                 symmetric=False, transitive=False):
'''�����������'''
self.subj=subj # ���'��� �����������
self.name=name # ����� �����������
self.inverseName=inverseName # ����� ��������� �����������
self.functional=functional # ����������� �������������
self.symmetric=symmetric # ����������� ����������
self.transitive=transitive # ����������� �����������
self.set=set() #������� ������� �����������
        # ���������� ������� ����������� ��� ���'����
self.subj.__setattr__(self.name,self)
def add(self,*args):
'''�������� ��'��� ��� ������ ��'����� ��������'''
for obj in args: # ��� ���� ��'����� � args
if self.functional: # ���� ����������� �������������
self.set.clear() # �������� �������
if self.inverseName!='': # ���� � �������� �����������
# ���� ���'���� ����� � ��������� ����������� ��'����
if self.subj not in obj.__dict__[self.inverseName].set:
# �������� ���� � �������� ����������� ��'����
                    obj.__dict__[self.inverseName].set.add(self.subj)
if self.symmetric: # ���� ����������� ����������
#���� ���'���� ����� � ����������� ����������� ��'����
if self.subj not in obj.__dict__[self.name].set:
# �������� ���� � ���������� ����������� ��'����
                    obj.__dict__[self.name].set.add(self.subj)
self.set.add(obj) # �������� ��'��� � �������
def __call__(self, showTransitive=False):
'''�������� ������� ������� �����������
            (showTransitive=True - ������������ �����������)
�������� ��������� ��'��� �������� '''
def getTransitive(subj,s=set()):
'''�������� ������� ������� ������������
�����������.����������'''
                # ���� subj ��� ������� self.name
if hasattr(subj, self.name):
#��� ���� ��'����� � ����������� � ������ self.name
for obj in subj.__dict__[self.name].set:
if obj not in s: # ���� obj ����� � ������� s
                            s.add(obj) # �������� ��'��� � �������
                            s=getTransitive(obj,s) # ��������
return s # �������� �������
# ���� ����������� ����������� � ���������� �����������
if self.transitive and showTransitive: 
#������� ������� ������������ �����������
                s=getTransitive(self.subj)
                # �������� self.subj � �������, ���� �
                s.discard(self.subj)
return s 
# ������ ��������� ������� ������� �����������
else: return self.set
База знань містить індивіди ‘я’, ‘дружина’, ‘мати’, 
‘батько’, ‘донька’ і т.д. - об’єкти відповідних класів. 
Створений об’єкт індивіда автоматично додається в 
словник KB. Блок створення об’єктів індивідів вигля-
дає так:




for x in ('�','�������','����','������','������','����',
          '����','�����','���','����','�������','������',
          '����','������','�����','�����'):
    PersonaMarried(x)
Family("��� ���'�")
Клас Persona містить властивості isSibling (є бра-
том/сестрою), isChild (є нащадком), isMember (є чле-
ном сім’ї); клас PersonaMarried - властивості isMarr-
ied (є одруженим з), isParent (є батьком); клас Family 
- властивість hasMembers (має членів). Властивість 
створюється під час створення індивіда шляхом ви-
клику її конструктора _init_() з параметрами subj, 
name, inverseName, functional, symmetric, transitive, які 
описують її характеристики. Так властивість isMarr-
ied є функціональною, тобто має унікальне значення 
(адже неможливо бути одруженим більше ніж з од-
ним індивідом). Вона також є симетричною, що до-
зволятиме, наприклад, з твердження “я одружений з 
дружиною” робити логічний висновок “дружина одру-
жена зі мною”. Властивості isChild і isParent є взаємно 
інверсними. Це дозволяє, наприклад, з твердження 
“я є нащадком діда” робити логічний висновок “дід є 
моїм предком”. Вони також є транзитивними. Це до-
зволяє, наприклад, з тверджень “я є нащадком батька” 
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і “батько є нащадком діда” робити логічний висновок 
“я є нащадком діда”.
Значення в властивість добавляються за допомо-
гою методу add(). Блок добавлення значень в власти-
вості індивідів виглядає так:









               KB['���'],KB['������'])
...
Запити до бази знань створюються шляхом по-
шуку об’єктів в множинах. Для цього можна викори-
стовувати оператори Python for та if. Для доступу до 
множин використовують об’єкт KB, метод класу Pro-
perty _call_() та стандартні математичні операції над 
множинами. Метод _call_()з параметром showTransiti-
ve=True повертає множину усіх значень транзитивної 
властивості. Наприклад, запит, який виводить усіх 
предків онука:
for x in KB['����'].isChild(showTransitive=True):
print x.name, 
На відміну від OWL в класах такої онтології мо-
жуть бути властивості, які не зберігають конкретного 
значення, а дозволяють його обчислити. Наприклад, 
метод класу Family number() обчислює і повертає кіль-
кість членів сім’ї. Наступний запит виводить сім’ї, в 
яких більше двох членів:




Серед вихідних фактів відсутні факти про батьків 
брата і сестри, але є факти про моїх батьків, брата і се-
стру. Тому наступний запит дозволяє вивести батьків 
брата і сестри:
for x in KB['����'].isSibling(True)|KB['������'].isSibling(True):
for y in x.isChild():
print y.name, 
Перед блоком запитів можна створити блок з пра-
вилами виведення. Для прикладу, створимо правило 
виведення: “якщо x є братом (сестрою) y і x є дитиною 
z, то y є дитиною z “.
p=[] # �������� ������� ������ ������ PersonaMarried
for x in KB.itervalues():
if x.__class__.__name__=='PersonaMarried':
        p.append(x)
for x in p: 
for y in p: 
for z in p: 
if x in y.isSibling() and x in z.isParent():
# �������� ���� ����� � ���� �����
                KB[y.name].isChild.add(KB[z.name])
print y.name+'-'+z.name, 
Наявність великої кількості таких правил може 
суттєво уповільнити виконання програми, тому ба-
жано виконувати цей код тільки один раз і зберігати 
об’єкти бази знань в постійній пам’яті за допомогою 
способів серіалізації даних Python (модулів pickle або 
shelve).
5. Висновки
Запропоновані авторами методи побудови баз 
знань і експертних систем мовою Python мають пере-
ваги у порівнянні з існуючими. Основною перевагою 
є те, що розробнику доступні усі широкі можливості 
мови Python. 
Під час розширення функціональності системи 
немає потреби винаходити ще одну спеціальну мову 
опису знань і мову запитів до них. Завдяки універ-
сальності Python база знань є гнучкою до змін, існує 
можливість легкого удосконалення класів, атрибутів, 
правил виведення і запитів. Ці принципи можна 
використати для розробки повноцінних експертних 
систем в науці і техніці. Наприклад, автор планує їх 
застосування для побудови експертної системи з про-
блем надійності і довговічності різьбових з’єднань 
[6].
В такому підході до побудови баз знань є і певні не-
доліки. Зокрема, користувач повинен добре володіти 
мовою Python. Недоліком є також складність програ-
мування машини виведення. Проте, якщо онтологія 
може бути експортована в OWL, то до програми мож-
на підключати відомі машини введення FaCT++, He-
rmiT, Cwm (реалізована на Python), Pellet, які мають 
ефективні алгоритми і доступні у вихідному коді. У 
порівнянні з існуючими редакторами онтологій тут 
можуть бути певні незручності створення великої 
бази знань.
Тому для ефективного використання програма 
потребує надбудови у вигляді графічного інтерфейсу 
користувача.
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1. Вступление
Непрерывный рост уровня автомобилизации на-
селения при существенном отставании развития 
улично-дорожной сети (УДС) городов в сочетании с 
высокой концентрацией центров тяготения в их цен-
тральных деловых частях (ЦДЧМ) обусловливают 
высокий спрос на въезд, проезд и парковку в ЦДЧГ. 
Одним из наиболее эффективных путей снижения 
напряженности в работе транспортной системы ЦДЧГ 
является создание автоматической системы управле-
ния дорожным движением (АСУ ДД) всей центральной 
части. В задачи такой системы входит непрерывный 
мониторинг транспортных потоков, прогнозирова-
ние развития ситуаций на всех участках УДС ЦДЧГ, 
выявление проблемных участков и перекоммутация 
транспортных потоков в обход проблемных участков 
с помощью различных технических средств регулиро-
вания дорожного движения (ДД).
Решение задачи прогнозирования развития ситуа-
ций на всех участках УДС ЦДЧГ возможно только на 
основе моделирования движения транспортных пото-
ков при заданной схеме организации ДД.
Авторам представляется возможным создание мо-
дели движения транспортных потоков и на ее базе 
– программного продукта на основе эмпирико-сто-
хастического подхода, который позволяет в сотни 
раз уменьшить количество уравнений и условий и 
при этом сохранить точность описания движения и 
возможность рассмотрения дискретно-непрерывных 
транспортных потоков, свойственные микроскопиче-
ским моделям.
При эмпирико-стохастическом подходе транс-
портный поток представляется в виде движущихся 
«пакетов» автомобилей [1].
Характеристики потока в этом случае (число ав-
томобилей в пакете, расстояние между пакетами, 
динамический габарит автомобиля в пакете, габарит 
пакета) носят случайный характер и при модели-
ровании движения потока могут задаваться каким-
либо распределением вероятности. Распределение 
вероятности по каждому параметру подлежит экс-
периментальному определению путем обследования 
реальных транспортных потоков на улично-дорож-
ной сети (УДС) города. При этом следует учитывать, 
что закон распределения и расположение дисперсий 
по оси абсцисс перечисленных параметров зависят от 
интенсивности потока. Интенсивность потока под-
лежит определению при мониторинге транспортных 
потоков на УДС.
