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Zusammenfassung
Ein Piktogramm ist eine stilisierte bildliche Darstellung zur Informationsvermittlung. Solche
graphischen Darstellungen haben i.a. eine spezifische Bedeutung fu¨r verschiedene Anwendungs-
bereiche (z.B. ein Halteverbotszeichen fu¨r den Straßenverkehr).
Im vorliegenden Beitrag berichten wir u¨ber unsere Erfahrungen mit dem Einsatz von Tech-
niken zur interdisziplina¨ren Anforderungsanalyse fu¨r Krankenhausinformationssysteme und u¨ber
die dabei erreichte Nachvollziehbarkeit von den Anforderungen zum entwickelten System mit
Hilfe des durchga¨ngigen Einsatzes von anwendungsorientierten Piktogrammen in den verschie-
denen Phasen der Modellierung bis hin zur Implementierung, wobei auch das fru¨hzeitige Proto-
typing eine wichtige Rolle spielt. Die Unterst u¨tzung der Nachvollziehbarkeit durch den Einsatz
von Piktogrammen in Modellierungswerkzeugen wird kurz diskutiert.
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1 Einleitung
In graphischen Benutzungsschnittstellen fu¨r Software-Systeme werden ha¨ufig Ikons [Git86, Bra97]
verwendet, die Piktogramme darstellen, um mit den Ikons eine bestimmte Metapher verbinden zu
ko¨nnen. Softwaretechnisch ko¨nnen Piktogramme als Vektor- oder Rastergraphiken repra¨sentiert wer-
den. Wir diskutieren den Einsatz von Piktogrammen in den verschiedenen Phasen der Entwicklung
eines Krankenhausinformationssystems, wobei insbesondere fu¨r die Anwender ein nachvollziehbarer
Entwicklungsprozeß von den Anforderungen zum Anwendungssystem erreicht werden konnte.
Bei der Entwicklung von Software fu¨r den Krankenhausbereich nimmt die Anforderungsanaly-
se eine zentrale Stellung ein, um die tatsa¨chlichen Anforderungen der Anwender zu erfu¨llen. Der
Anwendungsbereich Krankenhaus zeichnet sich besonders durch ein hohes Maß an unterschiedli-
chen Aufgaben und teilweise gegensa¨tzlichen Anforderungen unterschiedlicher Anwendergruppen,
die sich grob den verschiedenen Berufsgruppen im Krankenhaus zuordnen lassen, aber auch durch
deren Zusammenarbeit aus.
Ein Krankenhausinformationssystem ist als das gesamte informationsverarbeitende und informa-
tionsspeichernde Teilsystem eines Krankenhauses zu betrachten [WZB+96]. Der rechnerunterstu¨tzte
Teil eines Krankenhausinformationssystems ist der Teil, der Rechner und Rechnernetze einsetzt. Bei
der Entwicklung eines rechnerunterstu¨tzten Krankenhausinformationssystems ist eine Beru¨cksichti-
gung aller Informationsflu¨sse wichtig. Eine isolierte Betrachtung des rechnerunterstu¨tzten Teils ist
nicht ausreichend.
Die Erfahrungen aus einem interdisziplina¨ren Kooperationsprojekt zwischen der Universita¨t Dort-
mund (Fachbereich Informatik und Fachbereich Statistik) und dem Herzzentrum im Klinikum Wup-
pertal mit dem Einsatz von Piktogrammen in der Modellierung bei der Neuentwicklung eines In-
formationssystems fu¨r die Kardiologie werden insbesondere in Bezug auf die Nachvollziehbarkeit
diskutiert. Dieses Informationssystem dient der Unterstu¨tzung der medizinischen Forschung durch
die statistische Auswertung von Diagnose- und Therapiedaten.
Als zentrale Technik fu¨r die Anforderungsanalyse wurden im vorgestellten Projekt Kooperations-
diagramme eingesetzt, die es erlauben, zusammen mit den Anwendern die Anforderungen an ein zu
entwickelndes Informationssystem auf der Ebene von Informationsflu¨ssen in der Klinik zu analysie-
ren, wobei auch der nicht durch Rechner unterstu¨tzte Informationsaustausch beru¨cksichtigt wird. Die
resultierenden Kooperationsdiagramme bieten dann die Grundlage fu¨r die Strukturierung der Daten
in der Datenbank, die Spezifikation des Verhaltens der Applikation und die Gestaltung der Benut-
zungsschnittstellen.
In Abschnitt 2 diskutieren wir zuna¨chst einige Aspekte der Nachvollziehbarkeit in der Software-
Entwicklung, bevor in Abschnitt 3 die Fallstudie pra¨sentiert wird. Einige Fragen der Werkzeugun-
terstu¨tzung fu¨r den Einsatz von Piktogrammen in der Modellierung werden in Abschnitt 4 diskutiert.
Abschnitt 5 liefert eine Zusammenfassung.
2 Nachvollziehbarkeit
Nachvollziehbarkeit (traceability) in der Software-Entwicklung kann als die Mo¨glichkeit zur Be-
schreibung und zum Verfolgen des Lebenszyklus eines Artefakts sowohl in Vorwa¨rts- als auch in
Ru¨ckwa¨rtsrichtung definiert werden [Dav90, GF94]. Ein (Modellierungs-) Element aus einer Anfor-
derungsbeschreibung sollte dann z.B. von seinem ‘Ursprung’ (wo kommt diese Anforderung her) bis
hin zur Implementierung (wie wurde diese Anforderung erfu¨llt) verfolgt werden ko¨nnen; und um-
gekehrt. Nachvollziehbarkeit in beide Richtungen ist notwendig. Hypertext-Techniken stellen eine
Mo¨glichkeit dar, Nachvollziehbarkeit in Modellierungswerkzeugen zu unterstu¨tzen (siehe auch Ab-
schnitt 4).
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Der Ursprung einer Anforderung (requirements pre-traceability) [GF94, Poh96] bezieht sich z.B.
auf solche Aspekte, die zur Beschreibung dieser Anforderung gefu¨hrt haben. Diese Pra¨-Nachvoll-
ziehbarkeit ist wichtig und hilfreich, um ¨Anderungen der Anforderungen, die aus dem Anwendungs-
bereich kommen, vernu¨nftig handhaben zu ko¨nnen. Ein wichtiges Ziel ist, im nachhinein Anfor-
derungen verstehen und die Entstehung von Anforderungen nachvollziehen zu ko¨nnen. Die Pra¨-
Nachvollziehbarkeit kann z.B. die Verantwortlichkeiten fu¨r bestimmte Aspekte einer Anforderung
liefern [GF95]. Die Grundlagen und Ursachen, die zur Ermittlung der Anforderungen gefu¨hrt haben,
sollten damit erkennbar sein.
Andererseits ist die Post-Nachvollziehbarkeit von den Anforderungen hin zur implementierten
Anwendung eine wichtige Voraussetzung fu¨r eine gute Akzeptanz von Software-Systemen durch die
Anwender. Dieser Beitrag konzentriert sich auf Aspekte der Post-Nachvollziehbarkeit.
Nachvollziehbarkeit soll insbesondere unterstu¨tzen, ¨Anderungen in einzelnen Modellen — z.B.
in den Anforderungen, im Entwurf, im Programm etc. — in anderen Modellen nachvollziehen zu
ko¨nnen. Das ist auch dann besonders wichtig, wenn große Softwaresysteme im Team entwickelt wer-
den [PJ94]. Zwischen den verschiedenen Sichten bzw. Sichtweisen [NJJ+96] der unterschiedlichen
Stakeholder (Personen, die bestimmte Rollen im Entwicklungsprozeß einnehmen; insbesondere auch
die Anwender) gibt es i.a. Abha¨ngigkeiten, die mo¨glichst konsistent gehalten werden sollten, auch
wenn tempora¨re Inkonsistenzen zugelassen werden mu¨ssen [FGH+93]. Die in einem bestimmten
Kontext zu unterstu¨tzende Nachvollziehbarkeit ha¨ngt auch von den jeweiligen Stakeholdern und der
aktuellen Phase im Entwicklungsprozeß ab.
3 Eine Fallstudie
Die Grundlage und Motivation fu¨r das im folgenden vorgestellte Projekt war ein bestehendes Infor-
mationssystem zur Erfassung und Auswertung von Herzkatheter-Untersuchungen. Die Hauptkritik-
punkte am alten System waren:
 Die graphische Nutzungsoberfla¨che war sehr schlecht strukturiert.
 Das Datenmodell war fu¨r wissenschaftliche Auswertungen kaum geeignet.
Um die Anforderungen der Anwender besser zu erfu¨llen, wurde ein besonderer Schwerpunkt auf
einen systematischen und nachvollziehbaren Entwicklungsprozeß gelegt, wobei auch die Mitwirkung
der Anwender eine wichtige Rolle spielt (partizipative Software-Entwicklung). Der Einsatz von Pik-
togrammen in der Analyse (Abschnitt 3.1), im Entwurf (Abschnitt 3.2) und in der Implementierung
(Abschnitt 3.3) wird im Kontext des vorgestellten Projekts in den folgenden Abschnitten diskutiert.
3.1 Analyse des Ist-Zustands und der Anforderungen
Um eine genaue Einscha¨tzung der Eigenschaften des in der Klinik existierenden, alten Systems zu ge-
winnen, wurde zuna¨chst gemeinsam mit den Anwendern der Ist-Zustand durch Kooperationsdiagram-
me untersucht (Abschnitt 3.1.2), bevor die Anforderungen an das neu zu entwickelnde System mit
Hilfe von weiteren Kooperationsdiagrammen ermittelt wurden (Abschnitt 3.1.3). In Abschnitt 3.1.1
wird zuna¨chst die eingesetzte Technik der Kooperationsdiagramme eingefu¨hrt.
3.1.1 Kooperationsdiagramme
Kooperationsdiagramme modellieren den Informationsfluß zur Kooperation von Organisationsberei-
chen und Personen in funktionellen Rollen. Die Technik der Kooperationsdiagramme wurde z.B.
in [KWR97] fu¨r die Definition von Kernsystem und Ausbaustufen zur Auswahl eines integrierten
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Abbildung 1: Vorgegebene Elemente in unseren Kooperationsdiagrammen fu¨r Kranken-
hausinformationssysteme.
Krankenhausinformationssystems eingesetzt (dort Kooperationsbilder genannt). Im Rahmen des hier
vorgestellten Projekts sind die Kooperationsdiagramme in modifizierter und erweiterter Form fu¨r die
Neuentwicklung eines Informationssystems zum Einsatz gekommen. Ein wichtiges Ziel fu¨r die Er-
weiterungen war, einen auch fu¨r die Anwender nachvollziehbaren schrittweisen ¨Ubergang von den
Ergebnissen der Analyse hin zum entwickelten System zu erreichen. Dazu wurden folgende ¨Ande-
rungen bzw. Erweiterungen gegenu¨ber dem Ansatz aus [KWR97] durchgefu¨hrt:
 Unsere vordefinierten Elemente in Kooperationsdiagrammen fu¨r Krankenhausinformationssy-
steme sind in Abbildung 1 dargestellt. In Kooperationsdiagrammen wird der Informationsaus-
tausch zwischen Organisationsbereichen und funktionellen Rollen, die Personen einnehmen
ko¨nnen, dargestellt. Die Art der Informationsweitergabe wird an den gerichteten Kanten, die
den Informationsfluß darstellen, durch vorgegebene Piktogramme fu¨r Telefon, direktes Ge-
spra¨ch, rechnergestu¨tze Kommunikation, Hauspost oder Briefpost dargestellt. So ko¨nnen al-
le Informationsflu¨sse im Krankenhaus explizit in der Analyse beru¨cksichtigt werden, um eine
isolierte Betrachtung der rechnergestu¨tzen Kommunikation zu vermeiden.
Diese vorgegebenen Piktogramme zur Kennzeichnung der unterschiedlichen Kommunikations-
arten werden schrittweise um spezielle Piktogramme aus dem jeweiligen Anwendungsbereich
erga¨nzt, die fu¨r die Anwender einen Ru¨ckschluß auf die Bedeutung bzw. auf die Art der u¨ber-
mittelten Information zulassen (z.B. als Symbol fu¨r Herzkatheterbefunde). So entsteht eine
anwendungsspezifische Modellierungsnotation.
 Rollen, die direkt Organisationsbereichen zugeordnet werden ko¨nnen, werden in die entspre-
chenden Rechtecke gezeichnet. In [KWR97] werden solche Rollen neben den zugeho¨rigen
Organisationsbereichen angeordnet.
 Der Rechner kann in den Kooperationsdiagrammen nicht nur als Medium zur Informations-
weitergabe eingesetzt werden ( ), sondern auch als Informationsquelle und -senke ( ). Das
gleiche gilt fu¨r traditionell archivierte Informationen ( ). So kann auch Information, die nicht
direkt zwischen Personen oder Organisationseinheiten ausgetauscht wird, explizit beru¨cksich-
tigt werden. Das gilt insbesondere fu¨r Informationen, die inkrementell erhoben und nur bei
Bedarf beno¨tigt werden.
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Abbildung 2: Ein Ausschnitt aus dem Kooperationsdiagramm zur Ist-Analyse. Rechtecke
stellen Organisationsbereiche dar, Ovale stehen fu¨r funktionelle Rollen und gerichtete Kan-
ten stehen fu¨r die Informationsweitergabe. HK steht fu¨r Herzkatheter.
Um bei komplexeren Modellen die ¨Ubersicht zu wahren, ist es mo¨glich, den Rechner als In-
formationsquelle und -senke logisch auf mehrere Modellierungs-Komponenten aufzuteilen, die
dann jeweils fu¨r eine Datenmenge zusta¨ndig sind. Technisch ko¨nnen mehrere solcher logischen
Komponenten in einem System realisiert werden. Umgekehrt kann eine logische Komponente
natu¨rlich auch durch mehrere physische Systeme realisiert werden.
Es hat sich bewa¨hrt, die Kooperationsdiagramme zuna¨chst an einer großfla¨chigen Tafel (bzw. Flip-
Chart) gemeinsam mit den Anwendern zu konstruieren und dann spa¨ter mit einem Text- und Gra-
phikprogramm zu dokumentieren. Die Entwickler u¨bernehmen bei der Modellierung anfangs nur die
Moderation. Die durch die Entwickler dokumentierten Ergebnisse werden spa¨ter durch die Anwender
begutachtet.
Die Modellierung mit Piktogrammen sollte natu¨rlich auch durch geeignete Werkzeuge unterstu¨tzt
werden. Es ist auch naheliegend, die Nachvollziehbarkeit durch den Einsatz von Hypertext-Techniken
zu unterstu¨tzen, um eine explizite Sichtbarkeit von Abha¨ngigkeiten erreichen und pflegen zu ko¨nnen.
Spezielle Modellierungswerkzeuge, die insbesondere auch die Nachvollziehbarkeit mit Piktogram-
men unterstu¨tzen sollen, werden in Abschnitt 4 diskutiert.
3.1.2 Analyse des Ist-Zustands mit dem alten System
Ein Ausschnitt des Kooperationsdiagramms als Ergebnis der Ist-Analyse ist in Abbildung 2 darge-
stellt. Die Annotationen an den Kanten geben die Art der Informationsweitergabe durch Piktogram-
me und den u¨bertragenen Inhalt textuell an. Die Interaktion mit dem Rechner als Informationsquelle
und -senke erfolgt implizit rechnerunterstu¨tzt, so daß hier die Art der Informationsweitergabe nicht
angegeben werden muß. Die direkte rechnerunterstu¨tzte Informationsweitergabe wird durch das Pik-
togramm modelliert. Wie in Abbildung 2 zu erkennen ist, fand bisher keine direkte Kommunikation
u¨ber den Rechner statt; er diente nur dazu, Behandlungsdaten im Herzkatheterlabor einzugeben und
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bei Bedarf auf der Station einzusehen oder statistisch auszuwerten.
Zur Erla¨uterung des Modells: Patienten kommen i.a. mit einem Laufzettel von der Pforte oder
aus der Ambulanz auf die Station und werden evtl. im Herzkatheterlabor operiert. Die Herzkathe-
teranforderungen und -befunde werden durch die Hauspost transportiert, nur der Laufzettel mit der
Einweisung wird durch die Patienten selbst mitgebracht.
Der Transport von Patienten aus der Station in die Labore wurde hier nicht explizit modelliert,
weil hierbei keine ‘Information’ ausgetauscht wird. Die Anwesenheit eines Patienten ist fu¨r die
Durchfu¨hrung von Behandlungen natu¨rlich notwendig. Um die konkreten zeitlichen Abla¨ufe in der
Klinik angemessen zu modellieren, mu¨ßten diese Aspekte auch beru¨cksichtigt werden. Fu¨r eine Un-
terstu¨tzung des Arbeitsflusses durch ein Workflow-Management-System wa¨re eine Modellierung der
Reihenfolge, in der die einzelnen Arbeitschritte ausgefu¨hrt werden (sollen), sinnvoll. Fu¨r diesen
Zweck sind z.B. FUNSOFT-Netze [DG94], die eine abstrakte Petri-Netz-Variante darstellen, bes-
ser geeignet als Kooperationsdiagramme. Im vorgestellten Projekt waren die zeitlichen Abla¨ufe fu¨r
die Behandlungen selbst jedoch fest vorgegeben, so daß auf deren explizite Modellierung verzichtet
wurde. Die Daten werden immer dann eingegeben, wenn sie anfallen.
Mit dem existierenden System mußten alle Behandlungsdaten durch den behandelnden Funkti-
onsarzt im Herzkatheterlabor eingegeben werden. Die Daten wurden durch den Oberarzt fu¨r Auswer-
tungen und gelegentlich durch den Stationsarzt fu¨r Herzkatheterbefunde verwendet. Die Qualita¨t der
eingegebenen Daten war nicht sehr hoch, weil die Eingabe mit den schlecht strukturierten Masken
fu¨r den behandelnden Arzt eine erhebliche Mehrbelastung darstellte. Auch waren die in der Daten-
bank verwendeten Datenstrukturen kaum fu¨r aussagekra¨ftige Auswertungen geeignet, so daß eine
Neuentwicklung notwendig wurde.
3.1.3 Analyse der Anforderungen an das neu zu entwickelnde System
Auf der Basis der Analyse des Ist-Zustands wurden dann die Anforderungen an das neu zu ent-
wickelnde System gemeinsam mit den Anwendern mit Hilfe von weiteren Kooperationsdiagrammen
untersucht. Eine zentrale Frage der Anforderungsanalyse war: Welche Daten werden wo durch wen
erhoben und von wem beno¨tigt? Ein Ausschnitt des Ergebnisses ist in Abbildung 3 dargestellt, wobei
zuna¨chst nur die vordefinierten Elemente fu¨r Krankenhausinformationssysteme verwendet werden
(siehe Abbildung 1).
Ein wesentlicher Unterschied zum alten System ist die Tatsache, daß die Eingabe der Daten jetzt
durch verschiedene Personen bzw. Rollen durchgefu¨hrt wird. Die Daten werden im neuen System
eingegeben, wenn sie anfallen. Z.B. gibt die Sekreta¨rin die Stammdaten ein, sobald sich die Patienten
in der Abteilung melden. Insbesondere die Eingabe, Speicherung und Bearbeitung der medizinischen
Daten durch die ¨Arzte wurde in Zusammenarbeit mit Statistikern der Universita¨t Dortmund optimiert,
um die Qualita¨t der geplanten Auswertungen zu erho¨hen. Die Strukturierung der Eingabemasken in
der spa¨teren Implementierung orientiert sich auch an der Zuordnung der Information zu den einzelnen
Piktogrammen (siehe auch Abschnitt 3.3).
In Abbildung 4 ist ein modifiziertes Kooperationsdiagramm zur Anforderungsanalyse dargestellt,
in dem an den Kanten die u¨bermittelten, einzugebenden bzw. gelesenen Informationen anschaulich
durch weitere Piktogramme dargestellt sind. Bei den neuen Piktogrammen handelt es sich um spezifi-
sche Erweiterungen fu¨r die Kardiologie des Klinikums Wuppertal, die von den Anwendern selbst mit
ausgewa¨hlt wurden. Selbstversta¨ndlich mu¨ssen nicht fu¨r alle Modellierungselemente Piktogramme
eingefu¨hrt werden.
Der Arbeitsfluß wird durch das neue System unterstu¨tzt, indem der Stationsarzt Herzkatheteranfor-
derungen ( ) fu¨r den Oberarzt zusammenstellt. Der Oberarzt stellt dann aus den Anforderungen den
Labor-Plan ( ) zusammen. Aus organisatorischen Gru¨nden werden die Herzkatheteranforderungen
und -befunde wie zuvor auch auf Papier zwischen Station und Herzkatheterlabor ausgetauscht.
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Abbildung 3: Ein Ausschnitt des ersten Kooperationsdiagramms zur Anforderungsanalyse,
in dem nur die vordefinierten Elemente in Kooperationsdiagrammen fu¨r Krankenhausinfor-
mationssysteme verwendet werden (siehe Abbildung 1).
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Abbildung 4: Das modifizierte Kooperationsdiagramm zur Anforderungsanalyse. An den
Kanten sind die u¨bermittelten, einzugebenden bzw. gelesenen Informationen anschaulich
durch spezifische Piktogramme dargestellt: steht fu¨r die Patientenstammdaten, steht
fu¨r Herzkatheterbefund, steht fu¨r die allgemeinen anamnestischen Daten, steht fu¨r
das Risikoprofil, steht fu¨r die Laborwerte, steht fu¨r die Medikation, ist das Logo des
Herzzentrums im Klinikum Wuppertal, etc. Diese Symbole stammen aus dem Anwendungs-
bereich und haben fu¨r die Anwender eine klare Bedeutung.
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Abbildung 5: Die grobe Software-Architektur.
Eine Anmerkung zur eingesetzten Analysetechnik: Im Gegensatz zu einigen Ansa¨tzen zur objek-
torientierten Modellierung (z.B. [RBP+91]) sind wir nicht der Ansicht, daß sich Klassendiagramme
als guter Ausgangspunkt zur gemeinsamen Analyse der Anforderungen mit den Anwendern an ein
neues Informationssystem eignen, bevor ein funktionales Modell konstruiert wird: auch wenn die
zuku¨nftigen Anwender ein Klassendiagramm (glauben zu) verstehen, ist damit die Funktionalita¨t
eines neuen Systems i.a. noch nicht ermittelt. Anwender erwarten u¨blicherweise eine gewisse Funk-
tionalita¨t von einem Informationssystem und nicht eine bestimmte Struktur, in der relevante Daten zu
speichern sind. Klassendiagramme eignen sich aber gut zur Problembereichsanalyse (domain analy-
sis) [BHM+96], worauf wir in diesem Beitrag allerdings nicht genauer eingehen.
Trotzdem ist es sehr sinnvoll, Datenmodelle fu¨r die Anforderungsanalyse mit den zuku¨nftigen An-
wendern zu diskutieren, um zu u¨berpru¨fen, ob die Modellierer konzeptionelle Fehler gemacht haben
(siehe auch Abschnitt 3.2). Anwender verstehen Datenmodelle, in denen auf hohem Niveau Begriffe
aus ihrem Arbeitsbereich verwendet werden, wenn sie durch einen Modellierer erkla¨rt werden. Zur
Modellierung der Funktionalita¨t sind jedoch andere Modelle notwendig (z.B. Beschreibungen von
Arbeitsabla¨ufen oder von Dynamik in einer Anwendung).
3.2 Entwurf
Die Wahl einer geeigneten Software-Architektur ist ein zentraler Faktor fu¨r die erfolgreiche Erfu¨llung
der Anforderungen durch ein zu entwickelndes System [Boa95, SG96]. Die ermittelten Anforderun-
gen mu¨ssen/sollten erfu¨llt werden. Ein zu lo¨sendes Problem besteht darin, daß sich das ‘ideale was’
(die Anforderungen) im ‘tatsa¨chlichen wie’ (der Realisierung) wiederfinden sollte: Die Art der Rea-
lisierung beeinflußt die Erfu¨llung bzw. Erfu¨llbarkeit der Anforderungen erheblich.
Im vorgestellten Projekt wurde die Software-Architektur als Client/Server-System konzipiert. Die
Aufgabenverteilung zwischen Client und Server ist in Abbildung 5 als einfaches Software-Architek-
turmodell illustriert. Damit ist dann auch grob skizziert, welche Systemkomponenten welche Anfor-
derungen erfu¨llen sollen. Der Server ist im wesentlichen fu¨r die Datenspeicherung zusta¨ndig, wa¨hrend
auf den Clients die verschiedenen Operationen angestoßen werden ( ¨Anderungen in der Datenbank
werden natu¨rlich durch den Server geregelt). Der Labor-Plan ordnet die Herzkatheter-Anforderungen.
Das Piktogramm symbolisiert hier das Zusammenstellen des Labor-Plans. Der * an der Kante
spezifiziert, daß ein Server mit mehreren Clienten verbunden sein kann.
Entsprechend dem ‘4+1’-Schichtenmodell fu¨r Software-Architekturen [Kru95] ist das Modell in
Abbildung 5 der Prozeßsicht zuzuordnen, in der auch nicht-funktionale Anforderungen, wie z.B. die
Verteilung von Daten und Funktionen, modelliert werden. Die Prozeßsicht basiert auf der logischen
Sicht, in der die angeforderte Funktionalita¨t der Anwender modelliert wird (entspricht bei uns den
Kooperationsdiagrammen).
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Abbildung 6: Ein Ausschnitt des Datenmodells fu¨r die Patientenakten.
Die Konsistenzwahrung verschiedener Sichten einer Software-Architekturbeschreibung ist ein zu
lo¨sendes Problem [Sha95]. Piktogramme bieten hier einen Ansatzpunkt zur Integration verschiedener
Sichten einer Architekturbeschreibung, indem Verbindungen zwischen den Vorkommen eines Pikto-
gramms in verschiedenen Modellen hergestellt werden (siehe auch Abschnitt 4).
In Abbildung 6 ist ein Ausschnitt des Datenmodells fu¨r die Patientenakten dargestellt. Einem
Patienten ko¨nnen mehrere Behandlungen zugeordnet werden, wobei jede Behandlungsakte mehrere
(angeforderte) Herzkatheter-Untersuchungen enthalten kann. Die anamnestischen Daten (Kranken-
geschichte) werden je Behandlung genau einmal erfaßt.
Zur Modellierung des Datenmodells wird die UML-Notation fu¨r Klassendiagramme verwendet
[RSC97]. Der * an einer Assoziation spezifiziert die Kardinalita¨t  0 (die Grundeinstellung ist die
Kardinalita¨t 1). Der kleine Pfeil an Assoziationsnamen deutet die Leserichtung an. Die gefu¨llte Rau-
te modelliert ungeteilte Aggregation (Komposition): die aggregierten Teile geho¨ren zu genau einem
Aggregat, wobei die Existenz der Teile an die Existenz des Aggregats gebunden ist [RSC97]. Teile
mit der Kardinalita¨t 1 du¨rfen nicht entfernt werden. UML erlaubt auch die Spezifikation der geteilten
Aggregation, wobei Teile zu mehreren Aggregaten geho¨ren du¨rfen und auch ohne enthaltende Aggre-
gate existieren ko¨nnen [RSC97]. Herzkatheter-Anforderungen ko¨nnen auch existieren, ohne einem
Labor-Plan zugeordnet zu sein.
Auch im Datenmodell werden einige der in den Kooperationsdiagrammen verwendeten Pikto-
gramme benutzt. So erhalten wir einen systematischen und nachvollziehbaren Weg von der funk-
tionsorientierten Darstellung der Kooperationsbilder hin zur objektorientierten Modellierung. Das
Datenmodell wurde mit den zuku¨nftigen Anwendern diskutiert, um zu u¨berpru¨fen, ob bei der Model-
lierung konzeptionelle Fehler gemacht wurden.
In Abbildung 7 ist die Dynamik der Benutzungsschnittstelle als Statechart [Har87] modelliert,
wobei auch hier teilweise Piktogramme zur Beschreibung der Zusta¨nde und der Zustandsu¨berga¨nge
eingesetzt werden. Die Navigation durch die Patientenakte wurde hierarchisch durch einen geschach-
telten Zustand modelliert.
Im vorgestellten Projekt wurde nur der Informationsfluß innerhalb einer Abteilung genauer un-
tersucht. Fu¨r eine angemessene Unterstu¨tzung des Informationsflusses in der gesamten Klinik wa¨re
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Abbildung 7: Die Dynamik der Benutzungsschnittstelle modelliert als Statechart. Teilweise
werden Piktogramme zur Beschreibung der Zusta¨nde und der Zustandsu¨berga¨nge einge-
setzt.
es notwendig, auch den Informationsaustausch zwischen verschiedenen Abteilungen zu betrachten.
In Abbildung 4 auf Seite 7 wu¨rde sich dann z.B. die Anforderung ergeben, die Laborwerte ( ) aus
anderen Laboren direkt elektronisch zu erhalten, statt sie auf der kardiologischen Abteilung von den
erhaltenen Papierunterlagen nochmals zu erfassen. Das gleiche gilt fu¨r die Stammdaten, die bereits in
die Rechner der Verwaltung eingegeben wurden (sofern kein Notfall vorliegt).
Hier ergeben sich die typischen Probleme durch die Existenz isolierter Abteilungssysteme: Mehr-
fache Eingabe der gleichen Daten mit redundanter Speicherung, die potentielle Inkonsistenzen ver-
ursacht. Ein wichtiges Ziel muß es sein, die verteilten, heterogenen Informationssysteme der einzel-
nen Abteilungen zu integrieren, um die Anforderungen angemessen zu erfu¨llen. Dabei mu¨ssen auch
die Besonderheiten der Integration in Krankenhausinformationssystemen beru¨cksichtigt werden: In
Krankenhausinformationssystemen ist es nicht das prima¨re Ziel, einen gleichfo¨rmigen Zugriff auf
‘alles’ zu erreichen, wie es z.B. ha¨ufig beim Zugriff auf Datenbanken per WWW erreicht werden
soll. Vielmehr gibt es verschiedene Sichten auf Teilbereiche der Information im Krankenhaus, wobei
replizierte Information konsistent gehalten werden muß. Fu¨r eine genauere Diskussion dieser Aspek-
te sei auf [Has97] verwiesen. Fu¨r eine angemessene Erfu¨llung der Anforderungen sind grundsa¨tzlich
zwei Aspekte zu beachten, wobei sich der vorliegende Beitrag auf den ersten konzentriert:
1. Ist es nachvollziehbar, daß wir das richtige System bauen?
2. Bauen wir das System so, daß die Anforderungen durch die Realisierung des Systems ange-
messen erfu¨llt werden?
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Abbildung 8: Eine Eingabemaske der entwickelten Anwendung: Einstieg in die Behand-
lungsakte. Die Piktogramme dienen zur Kennzeichnung und zur Navigation.
3.3 Implementierung des Informationssystems
Eine fru¨hzeitige ¨Uberpru¨fung der Ergebnisse der Anforderungsanalyse durch Ausfu¨hrung und Bewer-
tung von Prototypen ist sinnvoll, um eine inkrementelle und evolutiona¨re Entwicklung zu ermo¨glichen
[BKKZ92]. Fu¨r das Prototyping mu¨ssen natu¨rlich bestimmte technische und organisatorische Voraus-
setzungen erfu¨llt sein, was im vorgestellten Projekt der Fall war. Wichtig ist, daß beim Prototyping
nicht nur Oberfla¨chenmasken (sogenannte Mock-Up-Prototypen) zur Verfu¨gung stehen, sondern daß
auch ein gewisses Maß an Funktionalita¨t vorhanden ist, damit die Arbeitsprozesse am Prototypen
nachvollzogen werden ko¨nnen.
Im vorgestellten Projekt wurden den Anwendern fru¨hzeitig Prototypen zur Unterstu¨zung der ein-
zelnen Arbeitsschritte zur Verfu¨gung gestellt, um die Ergebnisse der Anforderungsanalyse durch die
Kooperationsdiagramme zu u¨berpru¨fen und zu verfeinern. Zur systematischen Bewertung der Proto-
typen wurde fu¨r jede Maske ein strukturierter Fragebogen entworfen, der zusammen mit den Anwen-
dern ausgewertet wurde.
Abbildung 8 zeigt eine Eingabemaske der Benutzungsschnittstelle des implementierten Systems:
der Einstieg in die Behandlungsakte. Auf den Eingabemasken der Benutzungsschnittstelle wurden
die zugeho¨rigen Piktogramme zur einfachen Wiedererkennung dargestellt. Die Piktogramme dienen
in der gesamten Anwendung zur Kennzeichnung und zur Navigation zwischen den einzelnen Mas-
ken der Benutzungsschnittstelle. Zur Identifikation der Maske in Abbildung 8 dient das Piktogramm
(geo¨ffnete Akte) und zur Navigation werden auf den Kno¨pfen der unteren Leiste einige Pikto-
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gramme aus den Kooperationsdiagrammen der Anforderungsanalyse in Abbildung 4, der Software-
Architektur in Abbildung 5, dem Datenmodell in Abbildung 6 bzw. der Beschreibung der Dynamik
in Abbildung 7 verwendet.
Ein weiterer Aspekt fu¨r die ¨Uberpru¨fung der Ergebnisse der Anforderungsanalyse ist eine fru¨hzei-
tige Simulation von Modellen. Fu¨r Kooperationsdiagramme ist das jedoch kaum mo¨glich, da hier
noch kein Kontrollfluß explizit modelliert wird. Zustandsautomaten (Statecharts) ko¨nnen durch Si-
mulation ausgefu¨hrt werden [HG97] (das gilt z.B. auch fu¨r Petri-Netze); dieses konnten wir aller-
dings nicht einsetzen, weil uns auf der Zielplattform keine entsprechenden Werkzeuge zur Verfu¨gung
standen.
Die Implementierung erfolgte auf einem Netzwerk von Apple Macintosh Rechnern auf Basis der
Client/Server-Version der Datenbank 4D [ACI96]. Die Strukturierung der Daten basiert auf dem Da-
tenmodell aus Abbildung 6 und wurde in Zusammenarbeit mit Statistikern der Universita¨t Dortmund
fu¨r die spa¨tere statistische Auswertung hin optimiert. Fu¨r ad-hoc Auswertungen wurden einfache
statistische Verfahren direkt im Informationssystem implementiert (Tortendiagramme, verschiedene
Mittelwertberechnungen, etc). Fu¨r komplexe Auswertungen steht eine Export-Schnittstelle zum Sta-
tistiksystem SAS [DJS92] zur Verfu¨gung. Aus dem alten System konnten ca. 90% der Behandlungs-
daten u¨bernommen werden. Diese Altdaten wurden mit einem entsprechenden Vermerk versehen, um
spa¨ter differenzierte Auswertungen zu ermo¨glichen.
Auch im Handbuch werden die Piktogramme verwendet, um fu¨r die Anwender einen einfachen
Wiedererkennungseffekt zu erreichen. Das Kooperationsdiagramm aus der Anforderungsanalyse (Ab-
bildung 4) und das Statechart fu¨r die Spezifikation der Dynamik in der Benutzungsschnittstelle (Ab-
bildung 7) dienen hier als u¨berblick fu¨r die Funktionalita¨t der Applikation.
4 Werkzeugunterstu¨tzung fu¨r die Modellierung mit Piktogrammen
Die Modellierung mit Piktogrammen sollte auch durch geeignete Werkzeuge unterstu¨tzt werden. Es
existieren verschiedene Werkzeuge, die speziell die Anforderungsanalyse unterstu¨tzen sollen. Bei-
spielsweise verknu¨pft ARTS [DF84] Anforderungsbeschreibungen in einer hierarchischen Struk-
tur. Es ist auch naheliegend, die Nachvollziehbarkeit durch den Einsatz von Hypertext-Techniken
[Big88, GS90, CR92] zu unterstu¨tzen, um eine explizite Sichtbarkeit von Abha¨ngigkeiten erreichen
und pflegen zu ko¨nnen. Die Links sollten geeignet in einem CASE-Repository gespeichert werden
[Big88]. Beispiele fu¨r Werkzeuge zur Anforderungsanalyse, die auch Hypertext unterstu¨tzen sind
IBIS [CB88], PRO-ART [Poh96], RETH [Kai93] und TOOR [PG96]. Das CASE-Werkzeug Ob-
jectory unterstu¨tzt insbesondere die Nachvollziehbarkeit von der Anforderungsanalyse zum Entwurf
[LS96].
Es reicht hier allerdings nicht aus, einfache Hypertext-Funktionalita¨t, wie sie z.B. HTML bietet,
einzusetzen. Ein Link verbindet einen Ausgangsanker mit einem Zielanker und erlaubt vom Aus-
gangsanker zum Zielanker zu gelangen (z.B. durch Anklicken des Ausgangsankers). Falls wir nun
die Piktogramme als Anker verwenden mo¨chten, wird es i.a. jedoch mehrere Zielanker in mo¨glicher-
weise verschiedenen Modellen fu¨r einen Ausgangsanker geben. Abbildung 9 zeigt, wie ein Werkzeug
damit umgehen kann: Nach Anklicken eines Ankers wird bei mehreren mo¨glichen Zielen zuna¨chst
eine hierarchische Auswahlliste (Kontextmenu¨) geo¨ffnet, die es erlaubt, das gewu¨nschte Ziel zu errei-
chen. Das Kontextmenu¨ sollte insofern kontextsensisitiv sein, als nur solche Ziele ausgewa¨hlt werden
ko¨nnen, in denen das entsprechende Element auch vorkommt. Im Prinzip erhalten wir so typisier-
te Links [Big88]. Der jeweilige Link-Typ ergibt sich auch durch den Kontext des Ausgangs- und
Zielankers.
Pra¨-Nachvollziehbarkeit (siehe Abschnitt 2) kann z.B. durch spezielle Arten von Links unterstu¨tzt
werden. In Abbildung 9 kann dazu der Link auf ‘Verantwortlichkeiten’ genutzt werden, der evtl. noch
hierarchisch untergliedert sein kann, um eine detaillierte Unterscheidung von Verantwortlichkeiten,
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Abbildung 9: Ein kleines Szenario fu¨r die hypertext-basierte Werkzeugunterstu¨tzung: ein
Piktogramm wurde als Modellierungselement in einer Spezifikation ausgewa¨hlt, um zu an-
deren Spezifikationen zu gelangen, in denen dieses Piktogramm ebenfalls eine Rolle spielt.
Statt direkt zu einem Ziel gehen zu ko¨nnen, wird eine (hierachische) Auswahlliste geo¨ffnet,
aus der ein Link gewa¨hlt werden kann. Im Szenario wird fu¨r das Patientenaktensymbol das
Kooperationsdiagramm fu¨r den Ist-Zustand ausgewa¨hlt.
wie sie z.B. in [GF95] vorgeschlagen werden, zu ermo¨glichen. Zusa¨tzlich zu einer derartigen Werk-
zeugunterstu¨tzung sind natu¨rlich auch geeignete organisatorische Mechanismen zur systematischen
Protokollierung dieser Informationen no¨tig.
Abbildung 10 illustriert Pra¨- und Post-Nachvollziehbarkeit im Zusammenhang mit den involvier-
ten Stakeholdern und den produzierten Spezifikationen bzw. der implementierten Anwendung als
Endprodukt. Piktogramme unterstu¨tzen hier insbesondere die Nachvollziehbarkeit von den Anforde-
rungen zum realisierten System. Z.B. wird das Symbol fu¨r die Patientenakte ( ) in allen Phasen
der Software-Entwicklung verwendet. Entwicklungswerkzeuge sollten durch geeignete Hypertext-
Funktionalita¨t die Nachvollziehbarkeit zwischen den verschiedenen Modellen und damit zwischen
den verschiedenen Phasen im Entwicklungsprozeß unterstu¨tzen.
Abbildung 11 illustriert den Unterschied zwischen historischer und life-cycle Nachvollziehbarkeit.
Historische Nachvollziehbarkeit kann durch Versions- und Konfigurationsmanagement unterstu¨tzt
werden, wobei das Logbuch dann eine wichtige Rolle spielt. Das Logbuch (siehe Abbildung 9) ver-
waltet im Sinne einer Versionsverwaltung eine Historie aller ¨Anderungen, die dieses Piktogramm
betreffen. Das ist auch deshalb sinnvoll, weil diese Information i.a. automatisch protokolliert werden
kann. ESE [RUPT90] ist z.B. ein Werkzeug, das historische und life-cycle Nachvollziehbarkeit u.a.
durch Konfigurationsmanagement unterstu¨tzt.
In [Cor96] wird die historische Nachvollziehbarkeit als horizontale Nachvollziehbarkeit und die
life-cycle Nachvollziehbarkeit als vertikale Nachvollziehbarkeit bezeichnet. Andererseits verwenden
Lindvall und Sandahl [LS96] den Begriff horizontale Nachvollziehbarkeit fu¨r life-cycle Nachvoll-
ziehbarkeit und vertikale Nachvollziehbarkeit fu¨r Nachvollziehbarkeits-Links innerhalb eines Mo-
dells (nicht zu anderen Versionen eines Elements, sondern zu anderen Elementen). In unserer Ter-
minologie umfaßt die life-cycle Nachvollziehbarkeit Pra¨- und Post-Nachvollziehbarkeit (siehe Abbil-
dung 11). Die Nachvollziehbarkeit innerhalb eines Modells wu¨rden wir als Intra-Modell-Nachvoll-
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ziehbarkeit bezeichnen. Intra-Modell-Nachvollziehbarkeit ist in Abbildung 11 nicht illustriert. Of-
fensichtlich ha¨ngt die Bedeutung der Begriffe vertikale und horizontale Nachvollziehbarkeit von der
Art ab, wie diese Zusammenha¨nge graphisch dargestellt werden, so daß wir diese Begriffe nicht fu¨r
besonders geeignet ansehen, um die entsprechenden Zusammenha¨nge zu benennen.
Die Nachvollziehbarkeits-Links sollten weitgehend automatisch erzeugt werden ko¨nnen, weil ma-
nuelle Verknu¨pfungen i.a. sehr subjektiv und individuell gestaltet werden. Zum einen kann eine inte-
grierte Versionsverwaltung hierzu genutzt werden, andererseits ist es auch denkbar alle Aktionen, die
wa¨hrend der Modellierung stattfinden, zu speichern, wie es z.B. in [Poh96] vorgeschlagen wird. Zum
Nachvollziehen des Entwicklungsprozesses ist dann eine selektive Auswahl der Nachvollziehbarkeits-
Links erforderlich.
Die Menge der Nachvollziehbarkeits-Linkssollte aber nicht zu groß werden. Dazu wird in [PDJ97]
z.B. vorgeschlagen, durch einen Projektleiter die zu speichernde Nachvollziehbarkeits-Information in
Bezug auf die zu erwartende Nutzung projekt-spezifisch und prozeß-orientiert zu definieren. Es wird
auch definiert, welche Information automatisch bzw. nach vorheriger Interaktion mit dem Modellierer
gespeichert werden soll.
Auch eine dynamische Generierung von Nachvollziehbarkeits-Links basierend auf einer Archi-
tekturbeschreibung erscheint sinnvoll [TN97]. Architekturbeschreibungen dienen insbesondere zur
¨Uberbru¨ckung der Kluft zwischen der Beschreibung der Anforderungen und dem Entwurf eines Sy-
stems (siehe auch Abbildung 10). Architekturbeschreibungen sind i.a. nicht so detailliert wie Entwu¨rfe
und enthalten auch nicht alle Details einer Anforderungsbeschreibung, so daß die Menge der automa-
tisch generierten dynamischen Nachvollziehbarkeits-Links nicht zu groß wird. Mit unserem Ansatz
ko¨nnen gleiche Piktogramme in verschiedenen Modellen als Anker fu¨r zu generierende Links genutzt
werden.
Mo¨glichkeiten zur dynamischen Erzeugung, ¨Anderung und Entfernung von Knoten und Pikto-
grammen wa¨hrend der Entwicklung sind erforderlich. Z.B. sollten nach dem Lo¨schen eines Knotens
alle Links, fu¨r die dieser Knoten ein Anker ist, mitgelo¨scht werden (referentielle Integrita¨t). Wir ent-
wickeln z.Z. Werkzeuge mit der objektorientierten Datenbank O
2
[BDK92] als Repository. Durch den
Einsatz der objektorientierten Datenbank kann die referentielle Integrita¨t im Repository weitgehend
automatisch gewa¨hrleistet werden: durch das Lo¨schen eines Knotens werden automatisch alle in Be-
ziehung stehenden Links gelo¨scht. Auch bei ¨Anderungen von Links wird die referentielle Integrita¨t
gewahrt.
Piktogramme werden nicht als Wert-Attribute von Objekten, die entsprechende Modellierungsele-
mente im Repository repra¨sentieren, gespeichert. Statt dessen erhalten die Datenbankobjekte, die Mo-
dellierungselemente repra¨sentieren, Zeiger auf Objekte, die dann die Hypertext-Links verwalten. Das
ist auch hilfreich bei einer dynamischen Generierung der Nachvollziehbarkeits-Links, wobei eine bi-
direktionale Verknu¨pfung sinnvoll ist. Abbildung 12 illustriert diesen Mechanismus. In diesen speziel-
len Nachvollziehbarkeits-Objekten innerhalb des Repository mu¨ssen nicht ausschließlich Piktogram-
me verwaltet werden. Auch rein textuelle Modellierungselemente ko¨nnten so als Nachvollziehbarkeits-
Objekte verwaltet werden, falls zu Elementen, die fu¨r die Nachvollziehbarkeit wichtig sind, (noch)
keine geeigneten Piktogramme zugewiesen wurden.
In Abbildung 4 auf Seite 7 werden an den Kanten im Kooperationsdiagramm die u¨bermittelten,
einzugebenden bzw. gelesenen Informationen anschaulich durch Piktogramme dargestellt, bei de-
nen es sich um neue Piktogramme als spezifische Erweiterungen fu¨r die Kardiologie des Klinikums
in Wuppertal handelt. Ein CASE-Werkzeug sollte also auch unterstu¨tzen, eigene Piktogramme in
die Modellierung einzubinden bzw. neue Piktogramme zu kreieren. Mit O
2
ko¨nnen die Piktogram-
me einfach als Bitmap verarbeitet werden. Durch eine vordefinierte Methode kann prinzipiell jedes
Piktogramm direkt mit einem Editor der Datenbank bearbeitet werden und so ko¨nnen auch neue Pik-
togramme kreiert werden. Auch ein Import von Piktogrammen, die extern mit anderen Programmen
erzeugt wurden, soll mo¨glich sein. Eine geeignete graphische Pra¨sentation der Versionsba¨ume, Ver-
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Abbildung 12: Nachvollziehbarkeits-Objekte: Datenbankobjekte, die ein Element in einem
Modell repra¨sentieren, erhalten Zeiger auf Nachvollziehbarkeits-Objekte, die die Hypertext-
Links verwalten. Idealerweise sollten hier auch Verbindungen zur Dokumentation und zur
Implementierung verwaltet werden ko¨nnen.
antwortlichkeitsstrukturen (evtl. Organigramme), aber auch der life-cycle Nachvollziehbarkeits-Links
ist sinnvoll. Falls ein Modellierungselement innerhalb eines Modells mehrfach vorkommt, muß dieser
Sachverhalt entsprechend in der hierachischen Auswahlliste beru¨cksichtigt werden.
Wie in [Whi94] diskutiert wird, sollten Entwickler u¨ber ¨Anderungen durch andere Entwickler/Mo-
dellierer in Modellen, die sie betreffen, (aktiv) informiert werden. Im Kontext unseres Ansatzes bietet
es sich hier an, Modellierern eine Art ‘Abonnement’ fu¨r ¨Anderungen, die bestimmte Piktogramme
oder andere Modellierungselemente betreffen, zu ermo¨glichen. Solch ein Abonnement wu¨rde sich
dann auf alle Vorkommen dieser Modellierungselemente (Piktogramme) in verschiedenen Model-
len beziehen. Diese Vorkommen ko¨nnen als eine ¨Aquivalenzklasse fu¨r ein Abonnement angesehen
werden. Technisch ko¨nnen die Abonnenten in den Nachvollziehbarkeits-Objekten vermerkt werden
und ein Benachrichtigungsmechanismus, wie ihn z.B. das CASE-Repository H-PCTE bietet [PK96],
ko¨nnte zur effizienten Aktivierung genutzt werden. Daher erwa¨gen wir auch eine H-PCTE-basierte
Realisierung der Werkzeuge.
5 Zusammenfassung
Dieses Papier berichtet u¨ber die Erfahrungen mit dem Einsatz von Piktogrammen bei der Neuent-
wicklung eines medizinischen Informationssystems in einem interdisziplina¨ren Kooperationsprojekt
zwischen Informatikern, Statistikern und Medizinern. Piktogramme unterstu¨tzen dabei die Nachvoll-
ziehbarkeit zwischen
 Kooperationsdiagrammen zur Ist- und Anforderungsanalyse,
 Software-Architekturbeschreibung, Daten- und Dynamikmodellen im Entwurf,
 Benutzungsoberfla¨chen in der Implementierung und dem
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 Handbuch.
Insbesondere erhalten wir fu¨r die Anwender auch eine Nachvollziehbarkeit von der Anforderungsana-
lyse hin zum entwickelten System. Das hat einen erheblichen Einfluß auf die Akzeptanz eines neu-
en Software-Systems. Die fru¨hzeitige ¨Uberpru¨fung der Ergebnisse der Anforderungsanalyse durch
Ausfu¨hrung und Bewertung von Prototypen durch strukturierte Fragebo¨gen hat sich ebenfalls sehr
positiv auf die Akzeptanz ausgewirkt.
Die Kooperationsdiagramme haben es uns auf sehr einfache Art erlaubt, zusammen mit den An-
wendern die Anforderungen an das neue Informationssystem auf der Ebene des Informationsflusses
in der Klinik zu analysieren. Die Kooperationsdiagramme boten die Grundlage fu¨r die Systemarchi-
tektur, die Strukturierung der Daten in der Datenbank und fu¨r die Gestaltung der Benutzungsschnitt-
stellen.
Fu¨r die partizipative Ermittlung von Anforderungen an Krankenhausinformationssysteme hat sich
die Kombination von Fragebo¨gen, Interviews und Prototyping bewa¨hrt, was z.B. auch durch die Stu-
die, u¨ber die in [SFR+92] berichtet wird, besta¨tigt wurde. In [CdB93] wurden mehrere Studien zur
partizipativen Software-Entwicklung ausgewertet. Eine wichtige Erkenntnis ist, daß das organisato-
rische Umfeld eine interdisziplina¨re Zusammenarbeit erlauben muß und daß Prototyping eine geeig-
nete Technik zur Einbindung der Anwender darstellt. Diese Erkenntnisse haben sich im hier vorge-
stellten Projekt besta¨tigt. Zusa¨tzlich konnten wir die Partizipation der Anwender durch den Einsatz
von anwendungsorientierten Piktogrammen in den verschiedenen Phasen der Software-Entwicklung
unterstu¨tzen.
Anwendungsorientierte Piktogramme als Anker der Nachvollziehbarkeits-Links (und damit als
Ansatzpunkte fu¨r die Nachvollziehbarkeit) sind zur Unterstu¨tzung der Nachvollziehbarkeit besser
geeignet als die ausschließliche Verwendung rein textueller Begriffe. Eine hypertext-basierte Werk-
zeugunterstu¨tzung, wie sie in Ansa¨tzen diskutiert wurde, ist naheliegend. Ein Piktogramm repra¨sen-
tiert eine graphische Metapher, die sich mit reinen Texten (bzw. Akronymen) so nicht erreichen la¨ßt
[Git86]. Ein Modellierungwerkzeug sollte trotzdem das Umschalten (bzw. die gemeinsame Darstel-
lung) zwischen dem Namen und dem Symbol eines Piktogramms sowohl im Gesamtmodell als auch
fu¨r ausgewa¨hlte Bereiche erlauben. Eine empirische Studie, u¨ber die in [GTK89] berichtet wird, zeig-
te, daß durch die (Mo¨glichkeit zur) Kombination von verschiedenen Modalita¨ten (hier Piktogramm
und Text) eine optimale Informationsvermittlung erreicht wird. Diese Studie hat auch ergeben, daß
es nicht ausreicht, sich auf vorgegebene (standardisierte) Symbole zu beschra¨nken. Trotzdem ist es
natu¨rlich nicht sinnvoll, fu¨r jedes Modellierungselement ein eigenes Piktogramm einzufu¨hren. In den
in Abschnitt 3 pra¨sentierten Modellausschnitten wurden teilweise relativ viele Piktogramme verwen-
det, um die Ideen zu illustrieren.
Das neu entwickelte Informationssystem befindet sich seit Februar 1997 im Einsatz und ist, auch
aufgrund der partizipativen Entwicklung, bei den Anwendern auf sehr gute Akzeptanz gestoßen. Die
vorgestellten Analysetechniken werden zur Zeit im gro¨ßeren Rahmen auch in anderen Bereichen der
Klinik eingesetzt, um weitere Erfahrungen damit zu sammeln.
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