This paper addresses the issue of path planning in a virtual
I. INTRODUCTION
The background, contextual and historical, to Internet-based teleoperation (IBT) has been covered in the companion paper [1] . The work of this paper relates to a system developed for IBT [2] that uses a virtual environment (VE) to reduce the communication overhead between the distant operation site and the user. The current state of the work site is displayed locally for the user using a VE, and this is updated using small packets of information describing the motion of the robot. The environment can also be transmitted as single images, rather than continuous video, and this can be analyzed to identify changes (unexpected as well as fully anticipated).
This paper considers path planning and obstacle avoidance in a VE. A hybrid method, which plans the first three degrees of freedom (DOFs) in configuration space as a global problem and the remaining three in operational space as a local planning problem, has been implemented.
Even if VE provides a good representation of the physical environment, intuitive manipulation may become difficult or even impossible for complicated operation tasks if the environment, and thus the VE, is cluttered with objects. Under such circumstances, just as when operating a robot in a real environment, some support for collision avoidance becomes a necessity. Therefore, we require a collision avoidance and path-planning mechanism suitable for implementation in a VE, particularly for task planning and rehearsal. However, when applied in VEs, the techniques are restricted, for the following reasons.
First, the virtual nature of a VE means that it is not always easy to reproduce in a VE the physical processes on which many path-planning methods work. A typical example is on-line collision detection. In a real environment, collisions between objects, or between the robot and obstacles during the execution of a task operation, can be detected by using adequate physical sensors. However, to achieve the same result in a VE, a considerable amount of computation must be carried out, which is so expensive that real-time performance can hardly be guaranteed if many objects are involved. Moreover, even if a collision can be detected in the VE, it still difficult to know, in terms of world coordinates or in object-attached local coordinates, where and under what conditions the collision has actually happened. Such detailed knowledge of the collision is vital because it provides the information needed to define the subsequent action of the robot. The same problem exists in proximity and range sensing. Proximity information in the VE must also be acquired through computation on geometric models. In fact, on-line collision detection has long been one of the problems in VE research.
Second, even if components of a VE are usually expressed as explicit three-dimensional (3-D) geometric models or efficient data structures, the models and structures are not necessarily suitable for path-planning algorithms. If path planning takes place in configuration space, as is the practice for complex robotic structures, there is a problem of mapping graph-0018-9219/03$17.00 © 2003 IEEE
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ical models into the configuration space of the robot. This requires that either the graphics models are represented in such a way that a simple mapping algorithm can result or a powerful mapping algorithm is provided so that mapping computation can be carried out directly on the graphic models, or both. <<<AU: OK AS EDITED?>>> Obviously, the scale of these problems depends on the complexity of the robotic device and the environment involved. In practice, for the mapping problem, an acceptable solution exists only for simple situations, such as two-dimensional (2-D) convex polygonal objects with nonredundant robotic linkages. In higher dimensions, or for obstacles possessing an irregular geometry, or if detailed geometric properties of the linkage have to be considered, the problem becomes very difficult.
The solution should be feasible, or suitable for engineering application, at the present time, so we consider a low-bandwidth Internet connection, typically a modem of 56 kb/s attached to a conventional telephone line. The complexity of some issues, such as task operation and path planning, are device dependent, so to address these issues at a level appropriate to general engineering applications, we consider a standard industrial manipulator, a Unimation Puma 560 manipulator, as the underlying model throughout our discussion. It is not intended that the investigation should target any specific application. Instead, we focus on manipulations such as picking and placing, which require close human intervention and demand the complexity and dexterity typical of many applications.
By reason of its popularity in practical applications, the Puma 560 has long served as the platform on which robotic control techniques are tested and evaluated. However, compared to its well-studied kinematics and dynamics, path-planning research associated with this manipulator has not been sufficient to implement an efficient and real-time path planner for it, despite the general research efforts on the problem [3] - [5] .
In this paper, the previously discussed issues will be addressed at a level suitable for most current IBT applications or appropriate for current network technology to support it. In the context of collision avoidance and path planning in a VE, we consider a virtual Puma 560 robot manipulator and require that the VE is modeled as a collection of polygonal objects (not necessarily only simple geometric primitives) at a resolution that is comparable to the smallest dimension of the main links of the manipulator. The actual geometry and dimensions of the object and the manipulator will be accounted for. Considering the image-refresh rate achievable through the connection under consideration, in the discussion of path planning, we presume that the process of VE update itself does not affect the path being executed or under planning.
II. PATH PLANNING IN VIRTUAL ENVIRONMENTS
Operating a robot manipulator to perform a manipulation task often requires considerable skill and a high level of training. It can prove to be very challenging, even for a skilled operator conducting operations on-site, when a complex environment is involved. For remote operations, the limited viewing possibilities necessarily mean that judging the environment and evaluating the spatial relationships between the environment and the manipulator are much more difficult. In such circumstances, a mechanism for collision avoidance and path planning is crucial.
At present, we do not have a general principle for path planning that can be applied to any robot in any task. Therefore, path planning must be treated as an application-specific issue, in which the solution will depend on the geometric and kinematic properties of the robot and other factors.
Sometimes, a random path-planning scheme can be used as a general method to deal with redundant robots and manipulators with high DOFs. However, as a random planning scheme is probabilistically complete, we cannot predict an upper bound for the number of search steps or the search time. Therefore, real-time, or even near-real-time, performance of the method cannot be guaranteed. This situation forces us to consider a different approach to the path-planning problem of the Puma 560, and here we make two important observations.
The first is about the kinematics of manipulators. A study of prevailing manipulators reveals that their designs follow a kinematics rule in which the first three consecutive DOFs control the position of the gripper, and the other three control its pose. Such a design strategy implies that, under certain conditions, motion control of the manipulators can be decoupled into two subproblems: position control and pose control.
The second is about how path planning functions in the motion control of a manipulator. In many cases, collision avoidance and path planning are largely concerned with positioning the gripper so that the main links of the manipulator are clear of any obstacle. Because all of the objects within the workspace must be considered in this process, this positioning is a global problem. On the other hand, because the size of the gripper is relatively small, its pose does not contribute much to the task of finding a global path, except in situations such as when a narrow passage is encountered. Thus, in most cases, pose control is a local problem at the current position of the gripper.
The preceding observations encourage us to consider a planning strategy that decomposes the overall path-planning problem into two interrelated problems: position planning and pose planning. In position planning, the motions of the first three DOFs are planned, and the result is a series of locations of the gripper. When following this path, the main links of the manipulator should therefore avoid collisions. At this stage, we can choose to ignore the gripper completely or to take it into account by allowing a bounding volume to be rigidly attached to the end of the manipulator arm, though this may cause problems if the workspace is heavily cluttered.
The situation can be improved by solving the second problem, in which we view pose planning as a local motion control problem. That is, we seek compliant poses for the gripper so that potential collisions between the gripper and
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local obstacles can be avoided. It is accepted that shrinking the scope of pose planning will weaken the globality of the path found, but we notice that, in practice, complete control over the globality of a path is only needed in cases such as the piano mover's problem [6] . For most applications, degrading the globality of a path is far outweighed by the reduction in overall computation load.
Such a planning strategy is advantageous for high-DOF robots such as the Puma 560. It reduces the computation of the configuration space and the order of the path-searching problem from to , where is the resolution at which each dimension of the configuration space is discretized. It also allows different path-planning techniques to be adopted for position planning and pose planning. A formulation based on the configuration space is ideal for planning the motions of the first three links, as it avoids the on-line collision detection that would be required otherwise. For the pose planning, on the other hand, techniques based on the operational space may be computationally more economical, since only local obstacles are considered.
III. MAPPING OF GRAPHICAL MODELS
Because of its simplicity and versatility, the polygonal mesh is the most widely used surface representation in computer graphics. In our application, it is used to define the models in the VE. However, if we try to map the surface patches of the models into configuration space, the mapping is equivalent to performing an explicit collision check of each patch with the surfaces of the links of the manipulator, which are also modeled as polygonal meshes. Thus, this process has to take into account the shape, orientation, and position of each patch.
As an alternative, we consider mapping the nodes of the polygonal mesh. To do so, we first consider a cell-based representation of the 3-D models, the basic elements of which are volumetric objects known as voxels, or cells, rather than surface patches or other low-dimensional geometric objects. The most convenient case is where cubes are chosen as cells, as they fill the space, leaving no "gaps" between neighboring cells.
Our interest in a cell-based representation is that we can establish a mapping algorithm that approaches the problem by dealing with volumetric cells rather than surface patches. We can obtain the overall configuration map of the object by individually mapping the cells representing the surface of the object into the configuration space. We can prove that neither the manner in which the object is discretized nor the order in which each cell is mapped alters the overall properties (continuity and geometry) of the configuration-space object if the representation is exact (no gap between the neighboring cells).
Clearly, cubic cells, or cells derived from another exact discretization scheme, do not exhibit computational advantages for collision checking if the structure of a manipulator (by which we mean the actual geometry of each link and the
A solution to the problem is to approximate the cubic cells with ones that maintain a simpler geometric relation with polygonal objects. This is so that the orientation parameters can be decoupled from the mapping problem, thus allowing an analytical formulation to be developed for obstacle mapping. A geometric primitive that clearly possesses this attribute is the sphere, but the problem is that, by such an approximation, the representation is no longer exact.
A study of the problem shows that, if the physical dimensions of the manipulator are taken into account, under certain conditions, and ignoring minor changes to local properties (for example, local indention or protrusion), the overall properties of the configuration-space map of the object are preserved. In fact, if we consider a discretization scheme consisting of a uniform cubic matrix and suppose that the dimension of the mesh is and the cubic cells are replaced by spheres of radius , then (1) guarantees the continuity of the surface of the configurationspace object, and (2) gives the upper limit of the local change to the surface property.
In (1) and (2) , is the characterized dimension of a robot manipulator, which is defined as the radius of the largest sphere that can be accommodated by the mechanical parts of the manipulator, and is the configuration-space error incurred by approximation (indention or protrusion, but from a collision-avoidance point of view, indention is more critical than protrusion).
The preceding discussion indicates that, given , if is small enough ( ), we can have a very small . This result is very useful because it implies that we can map an object by mapping the nodes of its polygonal mesh model, if the dimensions of the mesh are comparable to . Considering the actual size of a physical manipulator, this condition is not difficult to satisfy.
As an example, we map an -shaped object using the method discussed. Despite its regular geometry, the object is hard to represent analytically, and its map in configuration space is difficult to obtain even when only a simple robotic structure is considered. But we can easily map it into the configuration space of a Puma 560 in the discrete manner mentioned. The parameter mm is derived directly from the structure of the Puma 560 manipulator. For convenience, we use a 50-mm cubic mesh to represent the object, Fig. 1(a) , and spheres with mm for the approximation. In the computation, a step length of 5 is chosen for each of the joint variables, , , , the first three joint angles of the manipulator. The computation time taken was about 250 ms (Pentium III, 600 MHz). 
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IV. POSE PLANNING
Using the configuration-space formulation, searching for a path for the first three links of the manipulator is straightforward, and many searching techniques can be applied. In the following discussion, we take such paths as granted and will not consider this further. We refer to this step as position planning, as compared to the pose-planning problem considered in this section.
A. Statement of the Problem
Suppose that is the set of all paths found in configuration space by the position planner, and is a subset of containing all paths where the gripper has been accounted for. For a given path, ; suppose we can find a path , then must belong to one of these three cases: , , or , where is a small continuous neighborhood of reachable by performing relaxation on . The first two cases mean that the path found by the position planner is still valid when the gripper is considered. The validity can be guaranteed in two different ways. One is that the gripper can move to the destination along regardless of its poses, in which case we do not need to do anything further. The other is that, in order for the manipulator to move along , the poses of the gripper need to be planned, or variation along is required, or both. This is the case we shall consider in our discussion.
In the third case, to find path , we may be forced to have recourse to the position planner to find new paths. This problem cannot be solved by local pose planning alone, so we shall not consider it.
Therefore, in implementing a path found by the position planner, we have to deal with the following issues at each motion step along : check if the gripper is clear of obstacles (collision detection); if not, find a new pose for the gripper (pose planning); if still not, find a new path (path modification). 
B. Pose Discretization
The pose of the gripper of the Puma 560 is analytically described by three joint angles. Discretizing these joint angles naturally leads to a discrete representation of poses. Given its simplicity, such a scheme of discretization does not help much in deriving effective techniques for our problem, as it may result in a very large set of discrete poses within which it will be very difficult to define the relationships between the gripper and other objects.
We develop a different scheme for pose discretization, with the aid of a cube. Imagine that the cube is subdivided into 27 equal cubes and define a set of 56 outward directional vectors by connecting the center of the cube to the mesh nodes on the cube surface, as illustrated in Fig. 2 . The gripper poses are defined by these vectors, associating each of them with a rotation that takes the vector as its axis of rotation. If desired, higher resolution can be achieved by increasing the division of the cube. According to this definition, each vector actually represents a bundle of poses derived from the same vector but with different rotation angles. We can also describe the rotation in a discrete manner. For our application, the gripper can be reasonably regarded as a cylinder, and the rotation can be ignored.
C. Collision Detection
Imagine that the gripper of the manipulator follows a path in the configuration space that has been obtained from position planning. Each point on the path, according to the kinematics of the manipulator, corresponds to a unique position in the operational space. We construct a cube centered at and divide the cube into cells as in Section IV-B. If we designate the cell at the center of the cube as , the neighboring cells of constitute the local environment of the gripper. We need to perform collision checks against these cells.
To do this efficiently, we need to interpret the local environment in terms of the poses of the gripper. Under the definition of discrete poses, each of the neighboring cells of is associated with specific poses. It is easy to find the poses associated with each cell even if a finer discretization of gripper pose is adopted. Because the presence of a cell occupied by obstacles would block the poses associated with it, we can find all of the valid poses at by running through all the neighboring cells of . Sometimes, we may find it is too crude to describe the local environment by using the cells defining the discrete poses. In such cases, a more accurate description can be given by dividing each cell into smaller subcells-for example, into eight equal cubic cells.
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The scheme just described allows a simple, yet efficient, collision-check algorithm to be developed. The algorithm involves two types of computation: the poses associated with each individual cell and the determination of the cell occupancy of the obstacles. The former can be carried out off-line, so the only computation that needs to be performed at each motion step of the manipulator is the checking of cell occupancy. Given the position of the gripper, the dimension of the cube and the model of the environment, this computation can be carried out by checking each cell against the polygonal models of the objects involved, which can be determined by tracking the containment of the bounding volumes of the objects within the discretized regions of the work space.
V. POSE PLANNING
Extending the collision-checking algorithm to several consecutive motion steps along a path obtained from position planning allows the pose to be planned along a segment of the path or even along the complete path. Fig. 3 illustrates the situation where such a requirement emerges. The motion of a gripper is confined by two surfaces, and the gripper is required to explore a hollow cylinder. At positions from to , the gripper has to maintain the pose taken at . It may continue to maintain the pose at , but if it does so, there will be a problem when the gripper tries to gain access to the hole because, as it approaches , there will be no space for it to adjust its pose to align with the hollow cylinder. A possible solution in this case is to allow the gripper to go a step backward and reapproach the cylinder. In more complex cases, the manipulator may need to retreat several steps in order to pose itself as required.
In principle, to eliminate the need to retreat, the pose should be planned globally along the whole path . In practice, we can choose the scope of pose planning to be either the whole path or a section of it. If we elect to consider the whole path, we can ascertain at the beginning of execution of that the path is qualified, even if the gripper is involved, but the computational overhead will be large. If, on the other hand, we choose to plan the pose in a piecewise manner, the computational overhead will be distributed to each motion step, and a better run-time performance will result.
In our specific problem-finding a clear path for the bulky main links of a manipulator-the space is unlikely to be cluttered with obstacles everywhere. Thus, for a manipulator like the Puma 560, pose planning, if required at all, can be restricted to small regions of the workspace, which suggests that the piecewise planning would be advantageous. Nevertheless, to cope with the situation shown in Fig. 3 , the scope of pose planning should at least be larger than the largest dimension of the gripper.
Consider steps of a motion, where represents either a complete path or a part of it. For simplicity, we suppose that the gripper performs a translation when it moves from one motion step to the next. To ensure that the translation is collision free, we consider a small step length, which means that it does not exceed the size of cells used for collision checking. Under the previously described conditions, the overall pose planning can be finished in two interrelated processes: in-step pose transitions and interstep pose planning.
For in-step pose transition, the pose-planning problem is examined within each individual motion step. Suppose that a pose space is discretized into discrete poses using the scheme of Section IV-B. Using collision checking, we can find compatible poses at a specific motion step ,
<<<AU: PLEASE VERIFY ".." IN THIS MATH>>>.
To move to the next motion step, we have to assign a desired pose to the gripper, which may, or may not, be the same as current one and for which there exists a clear passage linking the two motion steps in the local environment. To complete the transition, we need to conduct a path search among all the compatible poses. This problem is well defined by the inter-relationships between the discrete poses. The pose-discretization scheme allows us to establish a table that reflects the inter-connectivity of the poses, as shown in Fig. 4(a) . Given the start and target poses, a search of the table (a simple 2-D searching problem) produces a path for the in-step pose transition.
Similarly, using the compatible poses of each motion step, we can construct another table that defines translation motions between neighboring motion steps, as shown Fig. 4(b) , where the start and target poses are indicated by and , respectively. A column of this table contains all of the discrete poses at each motion step; the shaded cells represent the poses that are blocked by obstacles. Under the assumption of small motion, a translation can occur between two adjacent columns if both have an empty cell in the same row. Because such cell pairs describe the transition motion between consecutive motion steps, and a global path over steps of motions must be connected by them, we call them the transition poses of the path.
The transition poses form the start and target points for in-step pose searching. For example, in Fig. 4(b) , to go from the first column to the second, we have to check if the pose of the gripper is able to arrive at the first, third, fifth, sixth, …, rows from its start position. To do this, we use these poses as the targets to perform in-step searching. If the gripper can move into the second column through all or some of above poses, we will then use the verified poses as new starting points in the second column to find the paths to the third column.
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This process is repeated until the final target is achieved or until we cannot find a transition pose in a column. The process actually creates a graph. Starting from the initial pose, the transition poses of each column define the nodes of the graph at the corresponding level and the nodes at different levels are connected by a sequence of poses if in-step searching can find a path to link them together. This graph defines all the possible paths over steps of motion. Searching the graph will produce the required path for gripper-pose control. An optimal path (for example, the shortest) can be found by assigning weights to elements of the table of Fig. 4(a) .
VI. PATH MODIFICATION
In applying the techniques of Section V, we may encounter situations in which we cannot find a transitional pose between two consecutive motion steps. In such cases, we have deadlock.
Two factors contribute to the formation of a deadlock: narrow passages formed by obstacles and improper positioning of the gripper. Consider the scenario in Fig. 3 , where a narrow passage is formed between two surfaces and a path passes through this passage. In configuration space, is possibly represented by a file of cells of free space. In executing this path, considering the dimension of the cells, at some points along the path we might have chosen a position in which, while not actually colliding, the gripper approaches one of the surfaces too closely to allow proper manipulation. In that case, the techniques of Section V would experience a problem. Although such cases would be rare in practice, it demonstrates the possible consequences of improper positioning of the gripper.
To avoid this problem, if a path passes through a narrow passage (in configuration space), we should try to place it as far away from configuration-space obstacles as possible. However, we cannot determine whether or not the path so implemented is proper for the subsequent pose planning until the pose-planning techniques are applied. Thus, we still need a mechanism to conduct on-line refinements, or local variations, to the path implemented.
Since the pose-planning algorithm does not itself provide enough information to determine the direction and magnitude of variations, we can realize path variations through a searching scheme based in configuration space. The scope of searching is the free space containing the configuration that corresponds to the path point concerned-usually one, or a few, cells in the discretized configuration space, because deadlock emerges only at narrow passages of the operational space. The cells involved are refined by discretizing them into smaller subcells. Each subcell gives a potential path point at which pose planning will be applied. In principle, a feasible path point can finally be found by repeating the scheme on the subcells obtained, if such a point exists.
In practice, to prevent the algorithm becoming caught in an infinite searching process, a bound on the number of subcells is required. If the division goes beyond that bound, we regard the situation as a true deadlock. In that case, we may artificially block out the cells and switch the searching algorithm to search for another global path.
VII. CONCLUSION
The results obtained on path planning may be helpful for the further integration of VEs into IBT systems. We have verified the feasibility of applying traditional robot-control techniques, such as collision detection, obstacle avoidance, and path planning, to the network-based robot, which enhances
