Supply-chain network (SCN) is a philosophy for enterprise integration based on a society formed by autonomous agents by bonding together to solve a common problem. In this article, a multiagent infrastructure for the information support of SCN management is proposed. It consists of SCN problem domain agents and an agent platform. The problem domain agents are called Member and Group Supply Chain Advisors (SCA). Each of them is composed of different types of agents. Problem solving agent is oriented for a unique class of e-management problem such as Inventory Management, Production Management, and Capacity Management. Information agent (unit or system) is oriented towards application of reusable methods, techniques and solutions for problem solving at the unit or group level. User Interface and Communication Agent are responsible for communication, coordination and negotiation policies. An SCA agent inherits from the ClientAgent class of the Agent Platform, which provide a framework of normative work within which agents exist and operate as well as logical and temporal contexts for the creation, operation and destruction of agents. An agent platform was developed based on the DCOM model and FIPA reference model and communication language. This platform consists of the following components: Directory Facilitator, Agent Management System, Agent Communication Channel, Internal Platform Message Transport, and Wrapper Agents. The use of this platform not only ensures interoperability among our agents and reusable components, but also allows us to take advantage of agent-based, DCOM, and CORBA services offered by the SCN units that can be used and customized as needed.
INTRODUCTION
In order to understand the significance of changes taking place in enterprise integration initiatives, it would be prudent to review trends in production and operations management activities (Chandra and Kumar, 99; IMTR, 99 ; ISO TC 184/SC 5/WG 1, 97; NIST 99; Sousa et al., 99) . Supply-chain network (SCN) is a new philosophy for enterprise integration. It is a society (network of members, termed a group) formed by autonomous agents by bonding together to solve a common problem. Management processes and their utility within a supply chain network can be described in the context of a product life-cycle, namely, • Sourcing is the process for managing procurement of raw materials and accessories required in the transformation of a concept to an end-product structure. One of the major activities in this process is order tracing which involves managing procurement of product structure mapped on to the production / service network.
• Production is the process of transformation of raw materials and/or components into an end-product.
Major activities for this process are capacity planning, order scheduling, and order fulfillment.
• Forecast Management is the process that involves predicting future demand from analysing historic sales in order to maximize accuracy of forecasts and thereby minimize costs associated with holding inventories to meet demand uncertainties.
• Inventory management is the process of mapping demand forecasts into stocks of inventory needed to support these demands. In managing the inventory, it is essential to plan stock levels in order to avoid stock outs and lost customer orders.
• Dispatching is the process of warehousing an end-product and shipping it to meet planned orders. Some of the activities performed in this process are sales forecasting, sales order processing, and inventory stock allocations.
• Transportation is the logistics pertaining to shipping an end-product to consumer. Activities carried out in this process are modes of transport, freight consolidation to maximally utilize carrier capacity, shipment tracing, and electronic-data-interchange of shipping details.
Figure 1 offers a template of a generic supply chain. It is made up of two distinct echelons, namely a demand echelon and a supply echelon. The structure of the supply-chain is contingent upon how we configure these echelons separately as well as jointly. Figure 2 depicts a textile supply chain that shows the integration of the two above echelons. The problem of synchronizing the two flows maximally is the configuration management problem for the supply chain, which is the focus of this article. It can be formulated in the following way: to dynamically configure a supply chain from a number of available "members" (each one described by the services provided) in the way to generate plans for the supply chain production to meet consumer demand (marketing), while making effective use of resources and promoting cooperation among members, so as to achieve reduction in lead time and inventory costs. Integrated Production Planning & Control is a combination of philosophies, concepts, and tools and techniques, to manage these deviations in expectations from the demand and supply functions of a productive system. The challenge is configuring the supply chain flexibly while maintaining optimal information flow. Multiagent systems (MAS), where agents cooperate to achieve common objective, can be considered as one of the most promising implementation platforms for the information support of SCN management where each member may have conflicting objectives but also can modify its norms of behaviour to accommodate other member's perspectives (Chandra & Kumar, 99; Banerjee & Smirnov, 99; Chen, 99; Groumpos & Smirnov, 98; 96) . With their collective collaborative efforts, agents sustain the progress of each member as well as the group. The purpose of the MAS proposed in this article is to support the design of different topologies for the SCN, while minimizing time and costs and avoiding (operational) bottlenecks. Conflicting objectives of SCN members is the reason for a satisficing or Pareto-optimal solution(s).
The rest of the article is structured in the following way. The main principles of the information support technologies for SCN configuration management are introduced in section 2, and the general framework is described in section 3. The deployment of the overall MAS architecture is described in section 4; a typical interaction scenario is discussed in section 5; and finally conclusions are considered.
INFORMATION SUPPORT TECHNOLOGIES FOR SCN
The proposed SCN management technologies are categorized into two groups, (i) problem solving, and (ii) information support. For the first group, these are (1) custom-ordered (mass customization) management, (2) configuration management, and (3) constraint satisfaction & propagation. For the second group, these are (1) data & knowledge management, (2) multi-agent & intelligent agent, and (3) conceptual & information modeling. The information support technologies for configuration management are described below.
Data & Knowledge Management:
Intelligent support for the SCN management approach is critical in realizing competitive advantage for networking organizations. Knowledge is the key to managing collaborative activities within and between SCNs. Therefore, knowledge must be relevant to overall business goals and processes and be accessible in the right form and at the right time. This is accomplished via design and development of Knowledge Management at following knowledge levels:
• System knowledge -describes rules for integration between units of SCN, and its management and maintenance.
• Facilitator knowledge -describes rules for distribution of knowledge and identification of access level in sharing data & knowledge base.
• Unit knowledge -describes reusable methods, techniques and solutions for problem solving at the unit level.
• User knowledge -describes knowledge related to individualized special skills of a user at the problem domain level.
The methodology suggested in this proposal is limited to designing SCN configurations for product-processresource (PPR) systems and focused by utilizing reusable knowledge through ontological descriptions. It is based on GERAM, the Generalized Enterprise Reference Architecture and Methodology (ISO TC 184/SC 5/WG 1, 97). Applying the GERAM methodology enables forming the conceptual model of the SCN. This is accomplished by knowledge modeling its product, process, and resource components to satisfy manufacturing constraints in its environment. The implementation of e-management approach is based on the shared information environment that supports the PPR model used for integration and co-ordination of user's (unit's) activity. This model is studied from various viewpoints of user (unit) groups. Reusable knowledge management is a concept of knowledge management to organize "knowledge clusters" by their inherently common characteristics, as observed in various problem domains; and utilizing these as templates to describe unique conceptual models of an enterprise or its components.
Ontology is a form of knowledge representation applied in various domains. It is useful in creating unique models of a SCN by developing specialized knowledge bases specific to various e-management problem domains. Ontologies are managed by translation and mapping between different types of entities and attributes. These capture rules and constraints of the domain of interest, allowing useful inferences to be drawn, analyze, execute, cross check, and validate models. Ontological translation of an enterprise, such as a supply chain is necessary because networks are multi-ontology classes of entities. Various ontologies for an entity describe its unique characteristics in context with the relationship acquired for a specific purpose or problem. Each user works with its own ontology-based dynamic constraint network.
Ontology design is based on an ontology hierarchy. The top-level ontology is the "shared ontology" for domain independent representation of the problem set. This type of ontology is needed to describe an abstract model using common knowledge model representation. The lower-level ontology is an "application ontology", and is a combination of the "domain specific ontology" and the "problem-specific ontology". This type of ontology is needed to describe special knowledge about an application or a problem for unit and user. The top-level ontology is oriented for dynamic constraints network, while the lower-level ontology is for ontology-based constraints network.
Knowledge management tools support the conversion of PPR-model, from one ontology to another. An abstract PPR-model is based on the concept of ontology-based dynamic constraint networks. This abstract model unifies main concepts of languages, such as standard object-oriented languages with classes, and constraint programming languages. It supports the declarative representation, efficiency of dynamic constraint solving, as well as problem modeling capability, maintainability, reusability, and extensibility of the objectoriented technology.
The above Ontology Management approach is based on two mechanisms: (1) Object class inheritance mechanism supported by inheritance of class ontologies (attributes inheritance) and by inheritance of constraints on class attribute values, and (2) Constraint inheritance mechanism for inter-ontology conversion supported by constraint inheritance for general model (constraints strengthening for "top-down" or "beginend" processes).
Multi-agent & Intelligent Agent:
The implementation of the basic principle of cooperation in the SCN is based on distribution of procedures between different units / users (or different agents) concurrently in the common knowledge space. It is, therefore, natural to represent configuration management knowledge as a set of interacting autonomous agents in a multi agent environment. Agent is a software tool that captures behavioral characteristics of the problem for a specific process or activity. Intelligent agent is an autonomous software entity that can navigate heterogeneous computing environment and can, either alone or working with other agents, achieve some goals (Franklin & Graesser, 1996) . Integration of agents as cooperative active knowledge processing units organised according to the proposed multilevel Data & Knowledge Management model forms the kernel of the presented approach to SCN configuration management.
Conceptual & Information modeling:
In order to design and implement a SCN, it is important to explore and understand its structure and behavior as a system under dynamic environment. Conceptual and information modeling enables representation and evaluation of system entity --characteristics, relationships to other entities, and controls to achieve system objectives. Some of the modeling techniques utilized are entity relationships modeling, object-oriented modeling, and computational modeling for evaluation of various enterprise configurations using enterprise-wide database.
In order to coordinate the flow of material within a multi-level SCN, it is important to synchronize activities within processes both at inter and intra levels by sharing information. To accomplish this objective, it is imperative that activities between trading partners are based on a set of commercial and contractual rules that identify protocols necessary to guarantee cooperation and coordination. To support this objective, an information kernel in the form of a "SCN conceptual model" is needed. This kernel describes the following major components of a SCN:
• A set of objectives at strategic level • A set of SCN model attributes • A set of strategies for management at various decision-making levels • A set of SCN units • A set of constraints for every unit
• A set of products for every unit • A set of unit resources • A set of contract relationships among units • A set of coefficients for bilateral relationships among units • A set of unit resources
GENERAL FRAMEWORK OF SCN-MANAGEMENT
The multi-agent approach is much more suited for scalability of networking organization than the conventional approach due to its, (a) orientation towards object-oriented modeling for encapsulation, and (b) suitability for unstructured knowledge problem domains and is advocated as a next generation model for engineering complex, distributed systems (Jennings, 00) . Therefore, a multi-agent approach has been adopted for this proposal. An illustration of the information support architecture for a SCN is offered in figure 3.
According to this conceptualization, a supply chain MAS is composed of the following two types of agents, each one involving the corresponding unit or group components as depicted in figure 3: 2. Group supply chain advisor (GSCA). It has the following knowledge components: Group's common knowledge, Resources (Commonly shared), Rules (of engagement) for allocation and utilization of (common) resources. GSCA is also oriented for distribution of knowledge and identification of access level in sharing data & knowledge base. It has three major components -(i) conventional reusable knowledge management techniques (Livelink, 98; and Neches et al., 91) , (ii) common knowledge map that describes distribution of knowledge sources for a SCN, and (iii) ontology management. The last function includes the possibility to convert the PPR from one ontology to another.
An important kind of organizational knowledge is about a collection of agents that make up a more complex component, i.e. a compositional relation or "has_a" relation. SCA is the main agent type in the system, composed of a number of agents depicted in figure 4 . A generic representation of the configuration management problem is based on the interaction of production, inventory and capacity management tasks. Thus, each SCA agent may have its own Problem Solving Agent (PSA) and likewise can define its own methods, rules and protocols for problem-solving. Each PSA is oriented for a unique class of e-management problem that is applied for problem solving of different management processes described in section 2. For example, in the case of a textile supply chain, a SCA Agent "Retailer" may own its individualized Inventory Management, Production Management, and Capacity Management PSA. These agents are oriented towards application of reusable methods, techniques and solutions for problem solving at the unit level. In the same vein, it is conceivable to have PSAs for forecasting, inventory management and capacity planning for a GSCA. It should be mentioned that at this level, consistency checking, controls of constraints for integration between units of a SCN and its management and maintenance are provided. An example of a PSA, based on constraint satisfaction and propagation techniques is described in (Smirnov and Sheremetov, 98 Figure 4 . Supply chain advisor structure Figure 5 . Architecture of the Agent Platform.
These two types of agents form the SCN agent domain. The framework of normative work, inside which the agents exist and operate, as well as the logical and temporal contexts for the creation, operation and destruction of agents are provided by the Agent Platform (AP) (FIPA, 98). The agent platform developed in this project to implement a multi-agent platform based on the DCOM model is depicted in fig. 5 and consists of the following types of agents:
• Management agent. The AMS is responsible for managing the activities of the agents of an AP. For this, it maintains a permanent list of all the resident agents. This list includes at least the agent's unique name and its address. Each AP must have only one AMS.
• Domain facilitator (DF) agent. While GSCA provides the system with domain shared knowledge (rules, resources and constraints), DF is responsible for service registration (roles) of SCA agents (yellow pages), it also facilitates communication between them (in the phase of a peer-to-peer connection establishment). The DF maintains a list of the services that each agent provides, also some additional characteristics as agent's type, her state and her owner. For each service, among other things, their name, their type, and their ontology are stored. The agents communicate with the DF either to register their own services or to know what services are offered by other agents. A group of agents registered in a DF is known as agent domain. There should exist at least one DF in each SCN.
• Communication channel. The ACC is a way by which an agent is able to communicate with other agents, including the AMS and the DF. So, each agent should have access to at least one ACC. The ACC not only route messages inside a platform, but rather it is also capable to route messages to an ACC in another platform. The software that is not an agent doesn't require communicating through an ACC.
• Wrapper agent (W). This agent facilitates an access to the MAS and enterprise databases.
The communication language between agents of the AP is a subset of the Agent Communication Language (ACL) proposed by FIPA. On the other hand, since the grammar of the language may be rather complicated, each agent makes use of a parser generating tool, called bison.
MULTIAGENT SYSTEM DESIGN AND IMPLEMENTATION
The deployment of the agents of the SCN MAS occurs in the realm of a problem-solving environment according to the architecture depicted in figure 5 . Each agent is characterized in terms of services and actions. In the case of a SCA, they are defined in tables 1 and 2. Identifies the unique address of the software system described by this software descriptions as well as the networking protocol to be used when interfacing with the software system. The next table describes the list of actions that can be requested in the SCA Forecast & Inventory ontologies. A description of each action including the agent that supports the action itself; the content of the action (i.e. its parameters); and the interaction protocol are provided through an example. The services of agents' management that the AP offers, are grouped according to the component that provide the services. For more details see (Sheremetov & González, 00) . All the offered services are invoked by sending a message in language SL0 to the corresponding agent. The implementation of the communication language permits defining multiple ontologies in the message parameter section.
All agents of this architecture have been created using Visual C++. To build SCN agents, a template project of a Client Agent was created. Supply chain agents subclassing is depicted in figure 6 . The programming of an agent from this template can be decomposed in the following parts:
1. Implementation of the IAgente interface that includes the IUnknown interface. This class is denominated CAgente. Among the methods that are implemented in this class, GetMsg is the method with which messages coming from any other agent of the platform are received. 2. Implementation of the IClassFactory interface that is the one in charge of creating the objects of the class
CAgente. This class is denominated as CFactory. 3. Implementation of the indispensable services of administration: Register-agent and Deregister-Agent. 4. Code to initialize the library COM and to register to the class CFactory. 5. Code to establish a bidirectional channel of communication with the ACC. In this part a reference is obtained to ACC, the same that is used to invoke the GetMsgAcc method. This method is the one that the agent uses to send messages to any other agent. 6. Characteristic code of the application, which includes the calls to the services Register-agent and Deregister-agent. 7. Code to finish the communication with the ACC and to close the library COM.
All these sections, except the characteristic code of each application, are included in the agent's template that was developed. To reuse it, only some small changes, mainly to endow a new agent with the identity characteristic (this means to assign him it's CLSID and it's name) are required.
For those agents that need to receive messages for their operation (most of agents, in practice), a file in bison format that exemplifies the interpretation of ACL messages is included in the project of the AMS. The file includes a lexical analyzer, a grammar that defines the language that the AMS is able to recognize and the instructions that are executed when an action has been recognized. Actually, this file only serves as an example and few parts of it can be reused since the ontology that manages each agent and the behavior that it follows when recognizing a certain action can be very different. To follow communications between agents a user interface is developed given the user the possibility to send messages to agents and to revise all the incoming messages as depicted in figure 7. 
MULTIAGENT SYSTEM INTERACTION SCENARIOS
Interactions between agents are considered as one of the key issues of the MAS software engineering (Jennings, 00) . Here we show some examples of the interaction diagram development for typical scenarios. SCA interactions to synchronize demand and supply echelons are depicted in figure 8. GSCA and DF act as the mediators between these Member agents. The mediation occurs when services are requested by one Member from another. Figure 8 . Member SCA agent -to -GSCA agent interaction to synchronize demand and supply echelons across the entire supply chain
In order to solve a problem, the PSA through the DF deploys reusable knowledge management to communicate with shared object-oriented data model (based on template libraries and repositories) and ontology-based / user-oriented knowledge domain models of SCA. Unit knowledge domain model describes the environment at the unit level, such as objectives, constraints and resources. GSCA utilizes the shared object-oriented data model for consistency checks of unit's data & knowledge for problem solving. It communicates through the wrapper agent with Internet-based distributed relational databases that describe the dynamic environment of a SCN.
A real demand such as point-of-sale data from the SCA a agent, causes the echelons re-configuration, a new set of forecasts is generated. The MAS evaluates the demand and broadcasts these demands across the supply chain; reconfigures limits of negotiation for members to commit to this new set of variables. 
CONCLUSIONS
A model, architecture and a multi-agent platform for SCN configuration management has been developed and described in this paper. The MAS architecture is recommended where SCA agents form a dynamic network of flexible problem solvers able to dynamically create the organizational structure and the flexible interaction structure guaranteed by the AP. In the current phase of experimentation, work on the AP has been completed; while problem solving agents of the SCA that use the platform presented in this article, are being tested.
This platform is an open system of complex software based on the FIPA reference model and DCOM. All components were programmed as executables, because each one of them forms an application. Though all COM components should be registered in the Registry of Windows, it was decided to take advantage of this as a storage facility for the database that the AMS manages. With this selection, higher access speed is obtained and redundant information is avoided. Among the limitations of the approach, the difficulty of implementation of models of concurrent execution because of their dependence of the mechanism (and style) of communication based on ORPC that doesn't exploit the potential of parallel programming being a unithread model, as well as a synchronous mode of communications that DCOM offers, can be mentioned.
Current experiments are focused on the development of the SCA and testing, as well as on further investigation of the interoperability issues with software modules that provide additional services for agents. Among the scenarios that are being tested, each member advisor agent looks for the authorization of the corresponding user while negotiating the contract terms, or all the system has a unique user responsible for the SC topology construction, while the limits of the parameters to be negotiated are defined within the advisor agents. These scenarios are being experimented to observe the behaviour of the system.
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