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Ordförklaringar 
Ord Förklaring 
associativ räcka En associativ räcka är en datatyp som innehåller en samling med par 
bestående av nyckel och data. Varje nyckel i en räcka måste vara unik 
eftersom den används för att nå det associerade datavärdet. 
anonyma funktioner Anonyma funktioner (closures) är funktioner som skapas utan ett angivet 
namn. Dessa kan till exempel tilldelas till variabler eller skickas in som 
parametrar till andra funktioner.  
statiska metoder Statiska metoder är metoder som definieras som en del av en klass men inte 
blir en del av klassens instanser. Metoderna kallas statiska eftersom de 
bestäms vid programmet kompilering (statiskt) i stället för vid programmets 
exekvering (dynamiskt) som med vanliga metoder. I PHP används följande 
syntax för att anropa en statisk metod: KlassNamn::metodNamn(). 
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1 Inledning 
1.1 Bakgrund 
 
Företaget Kulturhuset AB grundades år 2005 och ägs av Svenska kulturfonden, Svenska 
folkskolans vänner och Svenska studiecentralen. Företagets primära uppgift är att leverera 
webbtjänster för den finlandssvenska tredjesektorn, med fokus på tretton större förbund och 
deras medlemsföreningar. Förbunden fungerar som återförsäljare av företagets tjänster. Utöver 
detta säljer Kulturhuset AB också webbtjänster både till privatpersoner och till andra företag. 
 
I samband med att företaget grundades, köptes ett webbpubliceringssystem (WCMS) in från 
en lokal aktör. Systemet, kallat Digistoff 1 (DS1), var byggt för att kunna hantera multipla 
webbplatser i två olika nivåer — huvudwebbplatser och underwebbplatser. Ett förbund 
innehar en huvudwebbplats och kan i sin roll av återförsäljare öppna underwebbplatser för 
förbundets medlemsföreningar. DS1 fungerade till största delen problemfritt och hundratals 
webbplatser öppnades under det första året. 
 
Eftersom DS1 var baserat på PHP version 4 (PHP 4) som under år 2006 närmade sig 
supporttidens slut (End-of-life), började man undersöka vad som skulle krävas för en övergång 
till PHP version 5 (PHP 5). Det visade sig att det skulle krävas omfattande ändringar i koden 
för att dra nytta av fördelarna med PHP 5. Samtidigt fanns också önskemål om att övergå till 
en mera objektorienterad programmeringsmodell. Beslut fattades om att ett helt nytt system 
skulle utvecklas som ersättare till DS1. 
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1.2 Krav och målsättning 
 
Det nya systemet, kallat Digistoff 2 (DS2), skulle vara uppbyggt enligt samma logik som DS1. 
För att följa logiken från DS1 måste DS2 hantera huvudwebbplatser och underwebbplatser. En 
underwebbplats fungerar som en vanlig webbplats, men delar huvudwebbplatsens resurser. En 
webbplats består i allmänhet av flera sidor ordnade i en trädstruktur. Varje sida har en sidmall 
som definierar sidans utseende. Sidors innehåll byggs upp med hjälp av moduler. Systemets 
användare kan tillhöra olika användarroller och för varje sida och modul kan det per användarroll 
anges rättigheter för att visa, ändra, skapa och radera. 
 
Målsättningen var att DS2, så långt som möjligt, skulle följa designmönstret Model-View-
Controller (MVC) och implementeras med hjälp av objektorienterad programmering (OOP). För 
att göra det möjligt för tredjepart att utveckla sidmallar och moduler behövdes ett enkelt och 
väldefinierat programmeringsgränssnitt (API). Som databashanterare valdes MySQL, eftersom 
denna hade använts för DS1 och visat sig fungera bra för ändamålet. För databaskopplingar 
skulle det nya databasgränssnittet PHP Data Objects (PDO) användas. Besluten om vilka tekniker 
som skulle användas fattades gemensamt på möten med företagets utvecklare. På Linuxservern 
där applikationen skulle köras fanns Apache HTTP Server 2, PHP 5 och MySQL 5 tillgängligt.  
 
Ett problem med DS1 hade varit avsaknaden av en gemensam koppling till databasen för alla 
moduler på en sida. En sidvisning kunde resultera i flera parallella anslutningar till databasen och 
eftersom antalet anslutningar som behövdes vid hög belastning var svårt att förutse, hände det att 
lediga databasanslutningar tog slut innan servern nådde maximalt antal samtidiga användare. För 
att undvika detta togs beslutet att utveckla ett enkelt objektorienterat databaslager.  
 
Det grafiska gränssnittet skulle, precis som i DS1, byggas upp med hjälp av HTML, CSS och 
Javaskript. Som dokumenttyp för HTML valdes standarden HTML 4.01 Transitional och krav 
ställdes på att HTML-kod som genererades av systemet skulle validera enligt denna standard. För 
CSS och Javaskript bestämdes ingen specifik standard som koden måste uppfylla. I stället 
ställdes kravet att koden måste fungera med de vanligaste versionerna av webbläsarna Mozilla 
Firefox, Microsoft Internet Explorer, Apple Safari, Google Chrome och Opera.
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3 Teknikbeskrivning 
3.1 HTTP 
 
HTTP (Hypertext Transfer Protocol) är kommunikationsprotokollet som används för att 
överföra webbsidor och tillhörande information inom det globala informationsnätverket 
WWW (World Wide Web). Protokollet utvecklas av W3C (World Wide Web Consortium) i 
sammarbete med IETF (Internet Engineering Taskforce). Den nuvarande och mest använda 
versionen, HTTP/1.1, finns definierad i en serie RFC-dokument. /27/ 
 
HTTP fungerar enligt en förfrågan/svar-princip mellan en klient och en server. Klienten, oftast 
en webbläsare, skickar en förfrågan i form av en kort textsträng till en TCP-port på servern, 
vanligen portnummer 80. Textsträngen anger vilken version av HTTP som används, samt 
vilken fil som klienten vill att servern ska returnera. Som svar skickar servern en textsträng, 
och om förfrågan lyckades returneras även filen som efterfrågades. Textsträngen innehåller en 
statuskod och ett meddelande som anger om förfrågan lyckades eller om någon typ av fel 
uppstod. /27/ 
 
 
3.1.1 Sessioner  
 
HTTP är ett tillståndslöst (stateless) protokoll, vilket innebär att servern inte håller reda på 
information om klientens tidigare förfrågningar. Detta gör det relativt enkelt att implementera 
protokollet, men det medför också att webbutvecklare måste hitta andra lösningar för att hålla 
reda på klientens session. /27/ PHP har ett integrerat sessionshanteringssystem som fungerar 
med hjälp av kakor (cookies). När en ny användare besöker webbplatsen skapas en ny session 
av webbapplikationen och en unik sessions ID sparas som en kaka på användarens dator. 
Sessionen hålls aktiv tills användaren stänger av sin webbläsare eller tills en eventuell 
tidsbegränsning på sessionen löper ut. /21/ 
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3.1.2 Webbserver   
 
Apache HTTP Server är världens vanligaste webbserver och används för tillfället av mera än 
hälften av världens webbplatser /6/. Webbservern har stöd för en stor mängd funktioner som är 
implementerade som laddningsbara moduler. Stöd för PHP finns implementerat som modulen 
mod_php. Apache HTTP Server utvecklas av en grupp frivilliga och finns tillgängligt som fri 
mjukvara under Apache-licensen. /1/  
 
 
3.2 PHP  
 
PHP (PHP: Hypertext Preprocessor) är ett skriptspråk som huvudsakligen används för att 
skapa dynamiska webbsidor, men som också kan användas för att skapa vanliga grafiska och 
textbaserade program. PHP finns tillgängligt för alla vanliga operativsystem som fri mjukvara 
under PHP-licensen. /23/ /26/ 
 
I PHP skrivs variabler alltid med ett dollartecken ($) före variabelnamnet. /19/ Variabeltypen 
anges i allmänhet inte av programmeraren, den väljs i stället automatiskt utgående från värdet 
som tilldelas variabeln. /22/ I PHP är alla räckor associativa. Detta innebär att både strängar 
och heltal kan användas som nycklar. /18/ 
 
PHP skrevs ursprungligen år 1994 i programmeringsspråket C av Rasmus Ledorf. Han 
använde skriptspråket för att upprätthålla en egen hemsida och år 1995 släppte han språket för 
allmänheten tillsammans med verktyget Form Interpreter. Denna version kallades PHP/FI och 
anses vara den andra versionen av PHP. /20/ 
 
En helt omskriven version släpptes 1998 av Andi Gutmans och Zeev Suraski under namnet 
PHP 3.0. Version 4 av PHP, med Zend Engine 1.0 som kärna, släpptes i maj år 2000. PHP 5 
med Zend Engine II släpptes den 13 juli 2004. /20/ PHP version 5 används idag av över 90 % 
av alla webbplatser som använder PHP. /28/ 
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PHP fick stöd för objektiorienterad programmering i och med version 3. Detta stöd gjordes om 
helt till version 5, vilket gav upphov till många nya funktioner. /20/ Den nya objektmodellen i 
PHP 5 medför att PHP blir mera likt andra objektorienterade språk, som Java. /8/ I PHP 4 
skickades objekt alltid som värdeobjekt om det inte uttryckligen angavs att de skulle skickas 
som referenser. I PHP 5 skickas i stället alla objekt som referenser om inte annat anges. Detta 
undviker onödiga kopieringar av data och på det sättet sparas både minne och processorkraft. 
/24/  
 
Den nya objektmodellen medför också ett förbättrat stöd för gränssnitt (interfaces) och de 
olika synlighetsnivåerna public, private och protected på metoder och medlemsvariabler. /28/ 
Andra nämnvärda nyheter i PHP version 5 är: 
● Namnrymder (namespaces) 
● Anonyma funktioner (closures) 
● PDO (PHP Data Objects), ett generellt databasgränssnitt för SQL-databaser 
● Dataiteratorer 
● Felhantering med hjälp av undantag (exceptions) /25/ 
 
 
3.3 HTML 
 
HTML (HyperText Markup Language) är ett märkspråk (markup language) och en 
webbstandard som används för strukturering av innehållet på webbsidor och i e-
postmeddelanden. HTML 4.01 fastställdes år 1999 av W3C och består av tre underversioner: 
● Transitional – tillåter element från tidigare versioner. 
● Strict – tillåter inte element från tidigare versioner. 
● Frameset – tillåter förutom allt från Transitional även element för ramar. 
Strict tillåter inte äldre, så kallade presentationstaggar, eftersom presentationen i stället ska 
hanteras med CSS-stillmallar. /7/  
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3.4 CSS 
 
CSS (Cascading Style Sheets) är en typ av stilmallar som används för att anpassa 
presentationen av dokument skrivna i ett märkspråk. CSS-standarden, som utvecklas av W3C, 
publicerades i sin första version i slutet av 1996. En utökad version av standarden, kallad CSS 
2, publicerades som en W3C-rekommendation 1998. /5/ Den nuvarande versionen, CSS 2.1, 
blev en W3C rekommendation den 7 juni 2011. /3/ 
 
Ett HTML-dokument kan ha flera olika stilmallar och det är möjligt att låta användaren välja 
vilken stilmall som används. Olika utenheter kan ha olika stilmallar, vilket till exempel gör det 
möjligt att definiera olika stilmallar för utskrift och visning på skärm. /3/ 
 
Stilmallar kan definieras i separata filer eller inbäddat direkt i dokumentet. Eftersom 
webbläsare sparar inkluderade filer behöver inte stilmallar som sparas i separata filer hämtas 
varje gång webbsidan laddas. Detta sparar bandbredd och gör att webbsidan laddas snabbare. 
/2/ 
 
De flesta moderna webbläsare har ett fungerande CSS-stöd, men eftersom äldre versioner 
ännu används behöver dessa också beaktas när webbsidans stilmallar definieras. Särskilt äldre 
versioner av Microsoft Internet Explorer är problematiska eftersom CSS-stödet är bristfälligt. 
/4/ Detta problem kan kringgås genom användning av så kallade CSS-hacks. Detta innebär att 
speciella tecken används när stilmallarna definieras, vilket gör att stilmallarna endast gäller för 
en specifik webbläsarversion. En annan möjlighet är att ladda speciella stilmallsfiler för äldre 
webbläsare. /9/ 
 
 
3.5 JavaScript 
 
JavaScript är ett skriptspråk som huvudsakligen används för att göra webbsidor interaktiva 
och dynamiska. /12/ Namnet antyder att JavaScript skulle vara relaterat till 
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programmeringsspråket Java, men det enda de har gemensamt är syntaxen som är baserad på 
programmeringsspråket C. Namnet, som endast valdes i marknadsföringssyfte, har lett mycket 
förvirring och än idag finns det många som tror JavaScript är synonymt med Java. /11/ 
 
JavaScript utvecklades ursprungligen av Netscape och första versionen släpptes officiellt 1995 
tillsammans med webbläsaren Netscape Navigator /12/. JavaScript standardiserades 1997 av 
ECMA (European Computer Manufacturers Association) under namnet ECMAScript /13/. 
Språket kallas allmänt för JavaScript eller ECMAScript, men Microsoft valde att kalla språket 
för JScript i Internet Explorer för att undvika varumärkeskonflikter /12/.  
 
De flesta webbläsare har idag ett JavaScript-stöd som är kompatibelt med senaste versionen av 
standarden, men i många webbläsare har det även gjorts egna tillägg till språket. Detta gör att 
kod som är skriven för en viss webbläsare inte alltid fungerar i andra webbläsare. För att 
kunna garantera att koden fungerar måste den testköras i alla webbläsarversioner, vilket kan 
göra utveckling i JavaScript väldigt tidskrävande. /11/ 
 
3.5.1 jQuery 
 
jQuery är ett JavaScript-bibliotek som är gjort för att förenkla utveckling som görs i Javascript 
/15/. Den första versionen av jQuery släpptes i januari år 2006 av John Reisig /14/. jQuery, 
som idag är världens mest använda Javascript-bibliotek, används av över hälften av världens 
10 000 mest besökta webbplatser /16/. Biblioteket finns tillgängligt som fri mjukvara under 
licenserna MIT och GPL /17/.  
 
jQuery har som mål att dölja skillnader mellan olika webbläsare och på det sättet göra det 
möjligt för utvecklaren att används samma kod för alla webbläsare /10/. Biblioteket ger 
utvecklaren möjlighet att snabbt och enkelt kunna manipulera utseende och funktion för ett 
HTML-dokument med hjälp av animationer och händelsehantering /15/.  
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4 Förverkligande 
4.1 Databas 
 
Eftersom databasstrukturen i DS1 ansågs ha fungerat bra togs den över till DS2 med endast 
mindre förändringar. I DS1 var webbplatserna uppdelade på flera databaser så att varje 
förbund hade en egen databas. Eftersom fördelarna med denna uppdelning ansågs ha varit små 
i förhållande till den medfört ökade administrationen och systemkomplexiteten, togs beslutet 
att i DS2 använda en gemensam databas för alla webbplatser. På samma sätt som i DS1 lagras 
både webbplatsernas struktur och innehåll i databasen. Endast bilder och andra filer som 
laddats upp av användarna finns sparade i filsystemet. 
 
 
4.2 Databaslager 
 
I DS2 hanteras databasanslutnigen av databaslagret, vilket gör att samma anslutning används 
gemensamt av alla moduler. Databaslagret möjliggör sökning i databasen och returnerar 
resultatet i form av objekt. En rad från en tabell representeras av en klass med samma namn 
som tabellen. En instans av klassen kan användas för att uppdatera eller radera motsvarande 
rad. Validering kan definieras för en tabell så att data valideras innan det skrivs till databasen. 
En tabell som ska användas med databaslagret måste ha endast ett fält som primärnyckel 
(Primary key) och det måste vara det första fältet i tabellen. Detta fält kan med fördel vara ett 
automatiskt ID (AUTO_INCREMENT). Fältens namn definieras i tabellens klass och måste 
anges i samma ordning som i tabellen. Databaslagret är endast implementerat för MySQL, 
men eftersom det är baserat på PDO skulle stöd för någon annan SQL-databas, stödd av PDO, 
endast kräva mindre ändringar i koden som genererar SQL-frågorna. 
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4.3 Allmänt om systemets uppbyggnad 
 
Systemets filer finns sparade i tre olika kataloger - Site, System och Vendor. Katalogen Site är 
unik för varje enskild webbplats och finns i webbplatsens rotkatalog (document root), t.ex. 
/var/www/vhosts/exempel.fi/Site/. Katalogerna System och Vendor är globala, vilket innebär 
att de används gemensamt av alla webbplatser. System som innehåller alla globala systemfiler 
finns under /var/www/DS/System/. I katalogen Vendor, som finns under 
/var/www/DS/Vendor/, finns alla tredjepartsfiler, -bibliotek och -verktyg som används av 
systemet. När en fil laddas söker systemet först under Site och om filen inte hittas fortsätter 
systemet att söka under System och Vendor. Detta innebär att alla globala filer vid behov kan 
ersättas med en lokal motsvarighet under Site. Under Site sparas också webbplatsens egna 
sidmallar, moduler, widgetar, samt alla bilder och filer som laddats upp till webbplatsen. I 
PHP finns sökvägarna till Site, System och Vendor alltid tillgängliga via den globala variabeln 
$GLOBALS[‗_config‘][‗paths‘]. 
 
Eftersom katalogen Site finns i webbplatsens rotkatalog är den direkt tillgänglig från 
klientsidan, ex. http://exempel.fi/Site/. För att även göra katalogerna System och Vendor 
tillgängliga på motsvarande sätt, används Apache-funktionen global alias. Alias för dessa två 
kataloger skapas med följande Apache-inställningar: 
 Alias /System/ /var/www/DS/System/ 
 Alias /Vendor/ /var/www/DS/Vendor/ 
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4.3.1 Filstruktur, namnrymder och namngivning av klasser 
 
I följande tabell listas sökväg och motsvarande namnrymd för filstrukturen som används för 
Site och System. 
Sökväg Namnrymd Förklaring 
Common DS\Common Systemets klassbibliotek 
Common/Exception DS\Common\Exception Systemets undantagsklasser 
Common/Model DS\Common\Model Databaslagrets klassbibliotek 
Model DS\Model Databaslagrets tabellklasser 
Module DS\Module Moduler, varje modul i egen katalog 
Template DS\Template Sidmallar, varje sidmall i egen katalog 
Widget DS\Widget Widgetar, varje widget i egen katalog 
 
 
För namngivning av namnrymder, klasser, metoder och medlemsvariabler används 
kamelnotation (CamelCase). Kamelnotation innebär att flera ord skrivs samman utan 
bindestreck eller mellanslag, men varje ny orddel skrivs med inledande versal. För 
namnrymder och klasser ska också den första orddelen skrivas med inledande versal, medan 
den för metoder och medlemsvariabler skrivs helt med gemener, t.ex. 
ExempelKlass::exempelMetod(). Om namnet innehåller en förkortning med en längd på minst 
tre tecken, skrivs förkortningen som ett vanligt ord, t.ex. ExempelHtmlKlass. Globala 
variabler och funktioner följer samma namngivning som PHP. Orddelarna skrivs som gemener 
med understreck mellan varje del, t.ex. exempel_funktion(). 
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4.3.2 Säkerhet 
 
Eftersom katalogerna Site och System finns tillgängliga från klientsidan är det viktigt att 
begränsa vilka filtyper som kan nås av användarna. En klient ska inte kunna nå filer av typen 
PHP som finns under katalogerna Site och System. Eftersom PHP-filer kan identifieras på 
ändelsen php i filnamnet, kan denna begränsning skapas för katalogen System med följande 
Apache inställningar:  
<Directory /var/www/DS/System/> 
Allow From All 
<FilesMatch "\.php$"> 
Deny From All 
</FilesMatch> 
</Directory> 
Motsvarande inställningar görs också för katalogen Site i alla webbplatsers rotkataloger. För 
klienter innebär detta att det inte är möjligt att läsa eller exekvera filer av typen PHP. Försök 
att göra detta kommer att resultera i felmeddelandet ―HTTP 403 Forbidden‖. 
 
Utöver denna allmänna begränsning kan tillgängligheten för olika filtyper begränsas på 
katalognivå. Detta görs enklast genom att en inställningsfil, kallad .htaccess, skapas i 
katalogen. Filen kan innehålla ytterligare begränsningar för katalogen och dess 
underkataloger. För att begränsa tillgängligheten för en katalog kunde följande inställningar 
anges i en .htaccess-fil: 
Deny From All 
<FilesMatch "\.(css|js)$"> 
 Allow From All 
</FilesMatch> 
På den första raden anges att ingenting är tillåtet, men ett undantag skapas som tillåter 
filtyperna css och js.  
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4.3.3 URL-omskrivning 
 
Tekniken URL-omkrivning (URL rewriting) används för att göra webbadresserna kortare och 
mera användarvänliga. För att visa sidan home på webbplatsen exempel.fi kan en användare 
använda webbadressen http://www.exempel.fi/home/. På serversidan kommer denna 
webbadress att omskrivas till http://www.exempel.fi/index.php/home/ utan att användaren 
märker det. Filen index.php, som finns i webbplatsens rotkatalog, exekveras och sökvägen 
/home/ skickas med som parameter. I PHP finns den tillgänglig från den globala variabeln 
$_SERVER[‗PATH_INFO‘]. 
 
URL-omskrivningen som beskrivs ovan kan göras med följande Apache-inställningar: 
RewriteCond %{REQUEST_URI} !^/(Site|System|Vendor) 
RewriteCond %{DOCUMENT_ROOT}%{REQUEST_URI} !-f 
RewriteRule ^(.*)?$ /index.php$1 [QSA] 
På de två första raderna definieras krav som måste uppfyllas för att omskrivningen ska 
genomföras. Det första kravet anger att endast förfrågningar som inte gäller Site, System och 
Vendor ska omskrivas. Det andra kravet anger att omskrivningen endast ska genomföras om 
förfrågningen inte motsvaras av en fil under webbplatsens rotkatalog. Flaggan QSA (Query 
String Append), som används för omskrivningen, anger att alla parametrar som skickats till 
den ursprungliga webbadressen automatiskt ska skickas vidare till den omskrivna adressen. 
 
 
4.3.4 URL-format 
 
Systemets webbaddresser kan anta följande format: 
 
http://www.exempel.fi/<sökväg till sida>/<aktiv modul> 
 
Sidor är ordnade i en trädstruktur som kan ha obegränsat antal nivåer. Sökvägen till en sida 
kan endast innehålla gemena tecken a till z, siffror 0 till 9, samt understreck. Den aktiva 
modulen anges som en sträng av parametrar uppdelade med bindestreck. Den första 
parametern anger modulens aktiva aktion. Den andra parametern anger modulens ID, som 
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alltid är ett heltal. Alla följande parametrar skickas med till den aktiva modulen. En 
webbaddress för webbplatsen exempel.fi kunde alltså anta följande format: 
 
http://www.exempel.fi/home/archive/edit-1-2-3-abc 
 
I exemplet ovan är sidan archive en undersida till home. Sidan archive laddas med modulen 
med ID 1 som aktiv. Parametrarna 2, 3, abc skickas med när aktionen edit exekveras på den 
aktiva modulen. 
 
 
4.3.5 Exekvering 
 
Om systemet exekveras med webbadressen http://www.exempel.fi/home/archive/edit-1 händer 
följande: 
1. Webbplatsen exempel.fi laddas. Om webbplatsen inte finns avbryts exekveringen och 
ett HTTP 500 Internal Server Error-meddelande returneras. Detta tyder på ett allvarligt 
fel i webbplatsens konfiguration. 
2. Den aktiva användaren laddas baserat på ett ID som finns sparat i den aktiva sessionen. 
Om tidigare session saknas blir användaren Gäst automatiskt aktiv användare. 
3. Om användaren inte är en administratör kontrolleras att webbplatsen är aktiv. Om 
webbplatsen är inaktiv avbryts exekveringen och ett HTTP 403 Forbidden-meddelande 
returneras. 
4. Sidan home/archive laddas. Om sidan inte finns avbryts exekveringen och ett HTTP 
404 Not Found-meddelande returneras. 
5. Användarens rättigheter till sidan kontrolleras. Om användaren saknar rättigheter till 
sidan avbryts exekveringen och ett HTTP 401 Unauthorized-meddelande returneras. 
Användaren ges möjlighet till autentisering via HTTP-inloggning. Om användaren 
väljer att göra detta startar en ny exekvering. 
6. Den aktiva modulen med ID 1 laddas med aktionen edit som aktiv.  
7. Användarens rättigheter till modulen och den aktiva aktionen kontrolleras. Om 
modulen hör till en annan sida än den nuvarande kontrolleras också att användaren har 
rättigheter till den andra sidan. Om användaren saknar rättigheter avbryts exekveringen 
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och ett HTTP 401 Unauthorized-meddelande returneras. Användaren ges möjlighet till 
autentisering via HTTP-inloggning. Om användaren väljer att göra detta startar en ny 
exekvering. 
8. Sidmallen laddas. Om sidmallen saknas avbryts exekveringen och ett HTTP 500 
Internal Server Error-meddelande returneras. Detta kan inträffa om sidmallens filer 
har flyttats eller raderats. 
9. Sidans övriga moduler laddas. 
10. Sidans HTML genereras. 
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4.4 Systemets delar 
 
De systemdelar som beskrivs nedan (figur 1) är implementerade som kontrollerklasser, det vill 
säga klasser baserade på basklassen Controller. Detta innebär att de olika systemdelarna delar 
samma grundfunktionalitet och kan hanteras på samma sätt. Kontrollerklasser beskrivs 
närmare i avsnitt 4.5. 
 
 
Figur 1. Klasser som ärver från basklassen Controller. 
 
 
4.4.1 Användare och roller 
 
En användare definieras med e-postadress, lösenord, förnamn och efternamn. E-postadressen 
används för att indentifiera användaren och måste därför vara unik på webbplatsen. En 
användare kan ha en eller flera användarroller. Användarroller kan skapas enligt behov för 
varje webbplats, men följande användarroller är inbyggda och finns tillgängliga på alla 
webbplatser: 
● Gäster (Roll för användaren Gäst, inga andra användare kan ha rollen) 
● Webbansvariga (Webbplatsens administratörer) 
● Webbredaktörer (Kan uppdatera webbplatsens innehåll) 
● Medlemmar (Registrerade användare) 
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Användaren Gäst är inbyggd och finns tillgänglig på alla webbplatser. Användarna hanteras av 
kontrollerklassen User och rollerna hanteras av kontrollerklassen Role. 
4.4.2 Webbplatser 
 
En webbplats definieras med förälder och domännamn. Detta domämnamn används av 
systemet för att identifiera webbplatsen. Subdomäner till ett domän specifikt ämnat för 
ändamålet används för att garantera att alla webbplatser alltid ska gå att nå. Alla övriga 
domännamn som webbplatsen ska svara på definieras som alias domännamn. Ett domännamn 
kan anges som huvuddomännamn. Förfrågningar till övriga domännamn som saknar sökväg 
till en sida kommer automatiskt att ompekas till huvuddomännamnet. 
 
Webbplatser som saknar förälder kallas huvudwebbplatser och de som har förälder kallas 
underwebbplatser. En underwebbplats delar rotkatalog med sin förälder. Sidmallar, moduler 
och widgetar som installerats på huvudwebbplatsen finns också tillgängliga för 
underwebbplatserna. Även innehåll kan delas mellan huvudwebbplatsen och 
underwebbplatserna. Webbplatserna hanteras av kontrollerklassen DS. Klassen är slutgiltig 
och ska inte anpassas. 
 
 
4.4.3 Sidor och moduler 
 
En sida definieras med titel, namn, sidmall och förälder. Sidans titel används som titel för det 
resulterande HTML-dokumentet. Sidans namn används för sidans webbaddress och får endast 
innehålla gemena tecken a till z, siffror 0 till 9, samt understreck. Webbaddressen till en sida 
är <förälderns webbaddress>/<sidans namn>. En närmare beskrivning av en sida kan också 
ges. Denna används för HTML meta-taggen description i det resulterande dokumentet. 
 
Sidors publicering kan kontrolleras med ett start- och/eller slutdatum. En sida som använder 
tidspublicering ska vara markerad som publicerad, men ha start- och/eller slutdatum som 
begränsar publiceringen av sidan. En avpublicerad sida kan enbart nås av webbplatsens 
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administratörer. För övriga användare som försöker nå sidan returneras ett HTTP 403 
Forbidden-meddelande.  
 
Sidors innehåll hanteras med hjälp av moduler. På en sida kombineras olika typer av moduler 
för att tillsammans skapa en fungerande helhet.  Både sidor och moduler använder rättigheter 
för att göra det möjligt att begränsa tillgängligheten av innehållet för olika användare.  
 
Sidor hanteras av kontrollerklassen Page. Klassen är slutgiltig och ska inte anpassas. Moduler 
hanteras av kontrollerklassen Module. Varje modul sparas i egen katalog under katalogen 
Module i filstrukturen. I modulens katalog sparas också användargränssnitt, stilmallar, skript 
och övriga resurser som modulen behöver.  
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4.4.4 Sidmallar, sektioner och zoner 
 
En sidmall definierar ett grafiskt upplägg som kan användas för en eller flera sidor. Detta 
upplägg skapas med hjälp av två grundläggande sidmallskomponenteter -  sektioner och zoner. 
Sektioner fungerar som generiska behållare (containers) för övriga komponenter som används 
i sidmallen (zoner, widgetar, moduler).  
 
 
Figur 2. Ett vanligt upplägg för en sidmall. 
 
I figur 2 används den första sektionen som sidhuvud. Sidhuvudet innehåller ofta en widget 
som visar en bild. Den sista sektionen i figur 2 fungerar som sidfot och kunde innehålla en 
widget som visar webbplatsens kontaktuppgifter. 
 
Den mittersta sektionen i figur 2 innehåller sidmallens zoner. Zoner fungerar som behållare för 
sidors moduler, men övriga komponenter kan också läggas till ovanför eller under modulerna i 
en zon. Dessa komponenter blir då en del av sidmallen, medan modulerna som visas i zonen 
varierar beroende på sidan. I figur 2 kunde den första zonen ha en trädnavigeringswidget högst 
upp för att göra det möjligt att navigera mellan webbplatsens sidor. 
 
En av zonerna i en sidmall kan vara definierad som detaljzon. Denna används om en sida har 
en aktiv modul (detaljvisning). Den aktiva modulen visas i detaljzonen och ersätter övriga 
moduler i zonen. Om sidmallen saknar detaljzon skapas automatiskt en detaljzon som ersätter 
de övriga zonerna. 
 
19 
 
Sidmallar hanteras av kontrollerklassen Template. Varje sidmall sparas i egen katalog under 
katalogen Template i filstrukturen. I sidmallens katalog sparas också användargränssnitt, 
stilmallar, skript och övriga resurser som sidmallen behöver. Sidmallar har fördefinierade 
användargränssnitt, vilket gör att användargränssnitten i vanliga fall inte behöver anpassas för 
sidmall. Sidmallens grafiska upplägg definieras i stället i sidmallens inställningar. Sidmallars 
sektioner hanteras av kontrollerklassen Section och zonerna hanteras av kontrollerklassen 
Zone. Dessa två kontrollerklasser behöver i allmänhet inte anpassas. 
 
 
4.4.5 Widgetar 
 
Widgetar är enkla grafiska komponenter som används både i sidmallar och i moduler för att 
utföra vanliga uppgifter. Olika typer av widgetar utför olika uppgifter: Det kan vara allt från 
att hantera en filuppladdning till att generera en tabell baserad på data hämtat från databasen. 
Widgetar används ofta för att göra kopplingar till tredjepartskomponenter och 
tredjepartstjänster som används av systemet. 
 
Widgetar hanteras av kontrollerklassen Widget. Varje widget sparas i egen katalog under 
katalogen Widget i filstrukturen. I widgetens katalog sparas också användargränssnitt, 
stilmallar, skript och övriga resurser som widgeten behöver. 
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4.5 Kontrollerklasser 
 
Klassen Controller fungerar som abstrakt basklass och definierar ett API som används av alla 
kontrollerklasser. I den enklaste utformningen är en kontrollerklass en behållare (container) 
för en mängd egenskaper (properties). Mera avancerade typer av kontrollerklasser använder 
aktioner (actions), användargränssnitt (views) och attribut (attributes). För dessa klasser kan 
även rättighetskontroll användas. 
 
Alla metoder i kontrollerklasser som i annat fall inte skulle returnera något värde, returnerar 
en referens till nuvarande instans. Detta gör det möjligt att använda metodkedjor (method 
chaining) när kontrollerinstanser hanteras. Metodkedjor innebär att flera metoder kan anropas 
efter varandra. 
 
 
4.5.1 Instanser 
 
De flesta typer av kontrollerinstanser kan sparas i databasen. En instans som sparats i 
databasen kan återställas till ett motsvarande tillstånd senare. Kontrollerinstanser hanteras med 
följande metoder: 
Metodnamn Beskrivning 
id( $id = null ) Används för att läsa och uppdatera ID för en 
instansens. Nuvarande ID används för att identifiera 
instanser som sparas i databasen. Om metoden 
anropas utan parameter returneras det nuvarande 
värdet, i annat fall uppdateras värdet. 
store( ) Används för att spara en instans till databasen. 
Returnerar ett boolskt värde som anger om 
operationen lyckades. 
restore( ) Används för att återställa en instans från databasen. 
Returnerar ett boolskt värde som anger om 
operationen lyckades. 
remove( ) Används för att radera en instans från databasen. 
Returnerar ett boolskt värde som anger om 
operationen lyckades. 
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Följande statiska metoder används också för att hantera instanser: 
Metodnamn Beskrivning 
create( $parent = null, $params = array() ) Används för att skapa en ny instans av en kontroller. 
Funktionen är samma som att direkt skapa en ny 
instans med nyckelordet new. 
fetch( $parent = null, $params = array() ) Används att ladda en instans från databasen. 
Parametern $params kan användas för att ange vilken 
instans som ska laddas. Hur detta fungerar beror på 
kontrollerklassens implementering. 
fetchAll( $parent = null, $params = array() ) Används att ladda en räcka av instanser från 
databasen. Parametern $params kan användas för att 
ange vilka instanser som ska laddas. Hur detta 
fungerar beror på kontrollerklassens implementering. 
 
Den första parametern i alla tre metoder, $parent, anger en kontrollerinstans som ska fungerar 
som förälder till instansen som skapas eller laddas från databasen. När metoderna anropas från 
en instans används $this som första parameter. En metod p finns tillgänglig från instanser för 
att nå föräldern. 
 
Kontrollerinstanser som relaterar till den aktiva sidan finns tillgängliga från alla instanser med 
följande metoder: 
Metodnamn Beskrivning 
ds( ) Returnerar den aktiva webbplatsen (DS). 
user( ) Returnerar den aktiva användaren (User). 
page( ) Returnerar den aktiva sidan (Page). 
template( ) Returnerar den aktiva sidmallen (Template). 
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4.5.2 Egenskaper 
 
Egenskaper är en räcka av värden som beskriver en kontrollerinstans. För kontrollerinstanser 
som exekveras används egenskaper ofta som inställningsvärden som inverkar på instansens 
funktion vid exekvering. Vilka egenskaper som finns tillgängliga beror på kontrollerklassens 
implementering. Egenskaper sparas som en del av instansen i databasen och återställs 
automatiskt när instansen återställs. Som egenskaper kan heltal, flyttal, strängar, räckor och 
boolska värden användas.  
 
Följande metoder används för att hantera instansers egenskaper: 
Metodnamn Beskrivning 
hasProp( $name ) Returnerar ett boolskt värde som anger om en 
egenskap är definierad. 
prop( $name, $value = null ) Används för att läsa eller uppdatera en egenskap. Om 
metoden anropas utan den andra parametern 
returneras det nuvarande värdet, i annat fall uppdateras 
värdet. 
removeProp( $name ) Används för att radera en egenskap. 
props( $props = null ) Används för att läsa eller uppdatera hela räckan med 
egenskaper. Om metoden anropas utan parameter 
returneras det nuvarande värdet, i annat fall uppdateras 
värdet. 
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4.5.3 Attribut 
 
När en instans av kontrollerklasserna Module, Widget, Section eller Zone exekveras skapas 
automatiskt ett omgärdande HTML DIV-element. Som HTML-attribut för detta element 
används instansens räcka av attribut. Attributen kan vara heltal, flyttal, strängar, räckor och 
boolska värden. Endast tillåtna attribut enligt gällande HTML-standard ska användas. Följande 
metoder används för att hantera kontrollerinstansers attribut: 
Metodnamn Beskrivning 
hasAttr( $name ) Returnerar ett boolskt värde som anger om ett attribut är definierat. 
attr( $name, $value = null ) Används för att läsa eller uppdatera ett attribut. Om metoden anropas 
utan den andra parametern returneras det nuvarande värdet, i annat 
fall uppdateras värdet. 
removeAttr( $name ) Används för att radera ett attribut. 
attrs( $props = null ) Används för att läsa eller uppdatera hela räckan med attribut. Om 
metoden anropas utan parameter returneras det nuvarande värdet, i 
annat fall uppdateras värdet. 
 
 
Med HTML-attributet class anges vilka CSS-klasser som ska gälla för ett element. Dessa 
anges som en sträng med mellanslag mellan varje CSS-klass. För att enklare kunna hantera 
attributet class för kontrollerinstanser finns följande metoder: 
Metodnamn Beskrivning 
hasClass( $class ) Returnerar ett boolskt värde som anger om en CSS-klass är 
definierad. 
addClass( $class ) Används för att lägga till en CSS-klass. 
removeClass( $class ) Används för att ta bort en CSS-klass. 
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4.5.4 Aktioner och exekvering 
 
Aktioner är en speciell typ av metoder som anropas när en kontrollerinstans exekveras. För att 
en metod ska fungera som en aktion måste metoden ha ett understreck (_) som första tecken i 
metodnamnet. Följande metoder används för att hantera aktioner och exekvering: 
Metodnamn Beskrivning 
action( $action = null ) Används för att läsa eller uppdatera den aktiva aktionen för 
en instans. Om metoden anropas utan parameter returneras 
det nuvarande värdet, i annat fall uppdateras värdet. 
execute( ) Används för att exekvera en kontrollerinstans. Om 
exekveringen lyckas returneras kontrollerinstansens grafiska 
representation, oftast en textsträng innehållandes HTML. 
Om exekveringen misslyckas returneras värdet false. En 
exekvering kan alltid avbrytas i en aktion eller i ett 
användargränssnitt genom att värdet false returneras. 
render( $view = null, $args = array() ) Används från en aktion eller från ett användargränssnitt för 
att ladda ett användargränssnitt. Med den första parametern 
anges namnet på användargränssnittet som ska laddas. 
Med den andra parametern kan en räcka av argument 
skickas med till användargränssnittet. Om metoden anropas 
utan argument laddas ett användargränssnitt med samma 
namn som den aktiva aktionen.  
 
Den aktion som ska anropas ska anges som aktiv med metoden action innan metoden execute 
används för att exekvera kontrollerinstansen. Om ingen aktion anges som aktiv kommer den 
förvalda aktionen index att anropas. När en kontrollerinstans exekveras returneras instansens 
grafiska representation. Detta demonstreras i följande exempel: 
 
 
Figur 3. Exekvering av modul. 
 
I figur 3 exekveras en modulinstans av typen Exempel. Ett användargränssnitt med ett 
omgärdande HTML-element returneras. CSS-klasserna för det omgärdande elementet 
genereras automatiskt för att göra elementet lättillgängligt från CSS och JavaScript. En yttre 
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instans kan innehålla flera andra kontrollerinstanser i sin grafiska representation. Detta 
demonstreras i figur 4. 
 
 
Figur 4. Exekvering av zon. 
 
I figur 4 innehåller en zon tre modulinstanser av typen Exempel. När zonen exekveras 
returneras ett omgärdande HTML-element innehållandes de grafiska representationerna för 
zonens alla moduler.  
 
Aktioner anropas med en räcka av argument. Denna räcka finns tillgänglig som aktionens enda 
parameter. I användargränssnittet finns motsvarande räcka tillgänglig som variabeln $args. 
Dessa argument kan hanteras med följande metoder: 
Metodnamn Beskrivning 
hasArg( $name ) Returnerar ett boolskt värde som anger om ett argument är definierat. 
arg( $name, $value = null ) Används för att läsa eller uppdatera ett argument. Om metoden 
anropas utan den andra parametern returneras det nuvarande värdet, 
i annat fall uppdateras värdet. 
removeArg( $name ) Används för att radera ett argument. 
args( $args = null ) Används för att läsa eller uppdatera hela räckan med argument. Om 
metoden anropas utan parameter returneras det nuvarande värdet, i 
annat fall uppdateras värdet. 
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4.5.5 Användargränssnitt 
 
Ett användargränssnitt för en kontrollerklass är en fil med ett namn enligt formatet 
namn.typ.php. Namnet ska vara en textsträng bestående av bokstäver och siffror, och typ ska 
vara antingen html, json eller xml. Om inget användargränssnitt har laddats när aktionen har 
anropats, laddas automatiskt ett användargränssnitt med samma namn som aktionen.  
 
 
4.5.6 Rättigheter 
 
Rättigheter är en räcka av boolska värden som anger vilka aktioner som får exekveras. 
Exekvering tillåts om den aktiva aktionen har rättighetsvärdet true eller om rättighetsvärde för 
aktionen saknas. Följande metoder används för att hantera kontrollerinstansers 
rättighetsvärden: 
Metodnamn Beskrivning 
hasRight( $name ) Returnerar ett boolskt värde som anger om ett rättighetsvärde är 
definierat. 
right( $name, $value = null ) Används för att läsa eller uppdatera en rättighetsvärden. Om 
metoden anropas utan den andra parametern returneras det 
nuvarande värdet, i annat fall uppdateras värdet. 
removeRight( $name ) Används för att radera ett rättighetsvärde. 
rights( $rights = null ) Används för att läsa eller uppdatera hela räckan med 
rättighetsvärden. Om metoden anropas utan parameter returneras 
det nuvarande värdet, i annat fall uppdateras värdet. 
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4.5.7 Exempel: “Hello World”-modul 
 
I följande exempel beskrivs en enkel modul som visar texten ―Hello World‖ för användaren. 
Modulens namn, Hello, används som namn för både modulens katalog och modulens 
kontrollerklass. 
 
 
 1  
 2  
 3  
 4  
 5  
 6  
 7  
 8  
 9  
 
10  
 
11  
<?php  
namespace DSModule;  
   
class Hello extends Module  
{  
        protected function _index()  
        {  
   
        }  
}  
?> 
Kodexempel 1. I filen Module/Hello/Hello.class.php definieras modulens kontrollerklass. 
 
 
 1  
 2  
 3  
 4  
<?php   
namespace DSModule;  
 
?><p>Hello World!</p> 
Kodexempel 2. I filen Module/Hello/index.html.php definieras ett användargränssnitt. 
 
 
Modulens kontrollerklass beskrivs i kodexempel 1. I modulens kontrollerklass definieras en 
aktion, index, att inte utföra någonting (kodexempel 1). Aktionen måste ändå vara definierad 
för att ett användargränssnitt ska laddas vid exekvering. Användargränssnittet för aktionen 
index beskrivs i kodexempel 2. I figur 5 nedan beskrivs vad som händer när modulen Hello 
exekveras.  
 
 
Figur 5. Exekvering av modulen Hello. 
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5 Testning 
 
Testningen av systemet utfördes i tre olika faser. I den första fasen användes en testserver med 
samma mjukvaruversioner och inställningar som den egentliga produktionsservern. På 
testservern skapades webbplatser som fylldes med genererat innehåll. Dessa webbplatser 
testades därefter för att hitta både prestanda och funktionsfel. Alla vanliga webbläsarversioner 
för operativsystemen Windows, Linux och Mac OS X användes när testerna utfördes. De 
allvarligaste felen hittades under denna fas i testningen, men eftersom testerna baserades på 
genererat innehåll fick alla funktioner inte lika omfattande testning. Funktioner för att visa 
innehåll blev mera testade än funktioner för att skapa och redigera innehåll. 
 
I den andra fasen övergick testningen till produktionsservern och två kunder kom med som 
betatestare. De två kunderna hade sen tidigare webbplatser på DS1, men de fick nu varsin ny 
webbplats på DS2 att, till att börja med, använda i testsyfte. Betatestarna lämnade feedback 
om systemets funktion och användbarhet. De två webbplatserna var först inte tillgängliga för 
besökare, men efter kundernas godkännande publicerades webbplatserna offentligt. Under den 
andra fasen i testningen hittades många fel som hade att göra med inmatning och validering av 
data. Dessa fel hittades inte i den första fasen eftersom den testningen var baserad på generad 
data. Den feedback som lämnades av betatestarna resulterade också i ett flertal ändringar för 
att öka systemets användbarhet.  
 
I testningens sista fas observerades fem typiska användare medan de utförde en vanlig uppgift. 
Varje användare fick som uppgift att skapa en sida och fylla den med innehåll enligt 
anvisningar. Medan användaren utförde uppgiften satt en övervakande person bredvid och 
förde anteckningar om vad som verkade mest svårt för användaren att förstå. De brister i 
användbarheten som hittades åtgärdades både genom ändringar i systemets funktion, och 
genom att hjälptexter lades till i systemets användargränssnitt. 
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6 Diskussion 
 
Detta projekt har i mitt tycke varit mycket intressant och lärorikt att förverkliga. Utmaningarna 
har varit många, men den absolut största utmaningen har varit att försöka hantera alla 
kompatibilitetsproblem mellan olika webbläsarversioner. Det räcker inte med att följa alla 
gällande standarder eftersom många äldre webbläsare har ett mycket bristfälligt stöd för 
standarder.  
 
Idag används Digistoff 2 för att upprätthålla över 1000 webbplatser på en server. Utvecklingen 
av systemet fortgår. Med systemets vidareutveckling arbetar idag totalt sju personer, varav 
fem är programmerare. Ett stort antal moduler har utvecklats för systemet och nya tillkommer 
ständigt. Moduler har skapats för att hantera allt från nätbutiker till sociala nätverkstjänster. 
För tillfället används största delen av utvecklingstiden till att skapa moduler som gör det 
möjligt för användarna att helt kunna anpassa utseendet på sidmallar via ett enkelt 
användargränssnitt. 
 
Designmönstret som systemet bygger på, MVC, valdes för att underlätta framtida utveckling. 
Eftersom det finns en klar uppdelning mellan databaslager och programlogik är det möjligt att 
byta ut databaslagret utan att behöva göra alltför omfattande ändringar i resten av systemet. 
Det nuvarande databaslagret har fungerat bra, men ett behov av mera avancerade funktioner 
har uppkommit när systemets omfattning och belastning har ökat. Funktionerna som 
efterfrågas finns redan implementerade i ett flertal olika databaslager från tredje part. Genom 
att övergå till att använda ett databaslager från tredje part skulle mera utvecklingstid i stället 
kunna användas mot att förbättra systemets huvudsakliga delar. 
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