Abstract W3C XML Schemas s pecifications were publis hed in 2001, but a large community s till us es DTDs . P erhaps they didn't adopt new s chema technologies becaus e they are s till awaiting s ome mis s ing features ? What kind of feature would be us eful to DTD us ers and s chema practitioners ?
Introduction
The W3C XML Schema 1.1 s pecification is in a "las t call working draft" s tatus . One of the mos t s ignificant change is perhaps the s upport of coǖoccurrence cons traints that was mis s ing in 1.0 and expected by the community. For the other mis s ing s tuffs ǖwho knows what they areǖ we have to wait for W3C XML Schema 1.2 and s o on. In this paper, we'll have a pros pective approach: we examine s ome features that the author has already implemented as a demons tration, and imagine others that lead us to cons ider new us ages of s chema technologies .
For this purpos e, we introduce an experimental but innovative s chema technology: the Active Schema Language, or ASL. The s trength of ASL comes from its runtime environment: the Active Tags engine that was pres ented las t year at Extreme Markup Languages in Montreal (P oulard). Active Tags can hos t s everal runnable tag libraries and a s chema language like ASL is jus t another library like other tag libraries , but built on top of this framework that offers to ASL lots of valuable s ervices that make it much more s imple, powerful and expres s ive than the s erie of W3C XML Schema 1.x as well as other s chema technologies .
Firs tly, we will expos e the foundations of the s ys tem. In the next chapters , we will explore 4 s imple us e cas es :
Since an Active Tags engine can make cohabit s everal tag libraries , even declarative languages like s chema languages , we'll s ee hereafter how to des ign a s chema that can build dynamically its content models (named active content model) by interweaving imperative ins tructions with declarative ones , in order to s olve is s ues that other s chema technologies can't addres s .
Next, we'll focus on XML data types and the lack of s upport of s emantic data types in s chema languages . A s imple example will s how how ASL can define s imply s uch a data type, and the advantage got for applications that have to deal with XML datas .
We'll go on with the concept of mixins (borrowed to other kind of languages ) adapted to s chema languages . Here, we'll mix s everal s chema technologies for extending an attribute definition of a DTD with a data type (other than CDATA, of cours e).
Finally, we'll dis cus s about the validation of s oftware components repres ented with declarative XML languages . Although s chemas languages can validate the s tatic repres entation of an as s embly of components , they are not des igned to validate pieces of components as s embled at runtime. An hypers chema would act at this higher level.
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We will conclude that des igning XML languages in a framework s uch as Active Tags is extremely valuable.
Even (or es pecially) for declarative languages s uch as ASL.
Foundations of the system
In this s ection, we pres ent an overview of the s ys tem and its bas ic functioning.
Bas ically, an XSLT proces s or or a s chema validator are doing the s ame things : firs t, s ince they are languages that rely on XML, ins tances are pars ed, then unmars halled to ins tances of s ome clas s es and as s embled, and finally proces s ed according to the intended s emantic of the tags encountered. This is where the differences occurs . P roces s ing thos e s teps in a pipeline mode or generating s ome code in a target language are only implementation details . We can s imply cons ider XSLT, W3C XML Schema, Relax NG, SCXML, OASIS XML Catalogs and other markup languages des igned for proces s ing purpos e as tag libraries , but none of them rely on a common s ys tem. Yet, s ome s ys tems are bas ed on tag libraries s uch as JSP /JSTL and Jelly but the former is runnable exclus ively within a Web s erver and both are very far from XML problematics : for example, ins tead of us ing XP ath they rely on the UEL and are tightly coupled to Java.
Active Tags is a s ys tem that cons iders that XML languages des igned for proces s ing purpos e like thos e mentionned are tag libraries runnable in an XMLǖbas ed environment. Active Tags offers to runnable XML languages a s et of bas ic s ervices s uch as handling XML datas and nonǖXML datas with XP ath, us ing templates , defining macros , and mapping tags to their implementations . This allows a programmer to focus on its implementation without worrying about the plumbing details .
In the s ame way that XSLT s cripts are called "stylesheets", Active Tags ones are called "active sheets". Like XSLT, [1] (<xcl:delete>, <xcl:append>, <xcl:update> etc).
The reader is s ent back to RefleX, a Java implementation of Active Tags , where numbers examples are available and runnable. RefleX s upplies a command line interface and a s ervlet, and offer means to query relational databas es with SQL, XML databas es with XQuery, or LDAP repos itories . Moreover, he will find in RefleX all the s tandard modules that go along with Active Tags (I/O, Sys tem, Web, etc) and s pecific modules for des igning XMLǖbas ed tes t s uites (XUnit) and tes t s uites for Web applications (WUnit) .
In this firs t example, XCL is us ed in a s equence of three operations for pars ing a file and trans forming it with XSLT: <xcl:activeǖsheet xmlns:xcl="http://ns.inria.org/activeǖtags/xcl"> <xcl:parse name="input" source="file:///path/to/document.xml"/> <xcl:parseǖstylesheet name="xslt" source="file:///path/to/stylesheet.xsl"/> <!ǖǖXPath expressions appear in curly bracesǖǖ> <xcl:transform output="file:///path/to/result.html" source="{ $input }" stylesheet="{ $xslt }"/> </xcl:activeǖsheet> Active sheets can us e a s ingle module (like above) or s everal ones , can be procedural (like above once again) or declarative or both like we'll s ee in the next s ection.
Other core modules include means to bind an implementation to an active tag (i.e. which is not an XML litteral):
<!ǖǖbind a Java class to an active tag of the XCL moduleǖǖ> <exp:element name="xcl:transform" source="res:org.inria.ns.reflex.processor.xcl.TransformAction"/> <!ǖǖthe "res" URI scheme refers to resources found in the classpath; this is specific to the RefleX implementation in Javaǖǖ> ...and means to lookup for res ources s uch as the actual modules :
<!ǖǖdeclare 2 entries related to XCL in the main catalogǖǖ> <cat:group xml:base="res:///org/inria/ns/reflex/processor/"> <!ǖǖwhere to find the XCL moduleǖǖ> <cat:resource name="http://ns.inria.org/activeǖtags/xcl" uri="xcl/module.exp" selector="exp:module"/> <!ǖǖwhere to find the XCL schemaǖǖ> <cat:resource name="http://ns.inria.org/activeǖtags/xcl" uri="xcl/schema.asl" selector="asl:schema"/> </cat:group> When an active sheet is launched, the engine will look in the main catalog (and cus tom catalogs if any) if there is a module for each XML tag it encounters , and load the implementation provided by the relevant module, otherwis e the actual tag s tands for a litteral.
The s oǖcalled Active Catalog us ed in Active Tags like s hown above is a compatible extens ion to OASIS XML Catalog: the former is des igned to retrieve res ources whereas the latter jus t to map an URI to another URI.
When the engine launches a "module reques t", the reference s pecified by the entry in the catalog, tagged with the appropriate role (selector="exp:module"), will be unmars halled to the relevant component (the module expected).
Other core modules and cus tom modules can be declared and regis tered to the engine as well. So far, nothing about s chemas were mentionned; in the s ame way, there is a module definition for ASL that bind ASL elements to their implementation, and an entry in the main catalog s o that ASL is ready to us e by the engine. Therefore, we are able to des ign s chema ins tances with ASL, and write active sheets for validating XML ins tances with our s chema. We'll s ee hereafter how to combine XCL and ASL to expres s dynamic content models in a s chema.
Dynamicity, or building active content models Schema proces s ors are building an abs tract tree from a s chema ins tance. With a traditional grammarǖbas ed s chema (DTD, W3C XML Schema, Relax NG), as the s chema ins tance is hardǖcoded, the abs tract tree is s tatic, making the expres s ivenes s of the s chema limited to what is allowed by the grammar. The flaw with grammars in XML is that they only allow to cons traint content models in a declarative manner, which is in es s ence very concis e and expres s ive, but when the limits of the declarative s yntax are reached, there is no way out; it is s till pos s ible to add a new tag to expres s the mis s ing declarative tag, but the limit s till exis ts a s ingle s tep further, at the cos t of upgrading the language.
ASL has been des igned in order to be much more expres s ive without adding tags again and again. The immediate benefit is to avoid to compromis e a us er's XML s tructure jus t becaus e s ome cons traints can't be expres s ed by grammarǖbas ed s chemata, which happens often with traditional s chema languages . ASL contains s imilar cons tructs than others s chema languages : an element declaration is s till made of s equences (<asl:sequence>) or choices (<asl:choice>) of element references (<asl:element refǖname="...">), texts (<asl:text value="...">) or attributes (<asl:attribute>), but they can be mixed with imperative cons tructs . As the content models are computed at runtime while validating, the res ult abs tract tree becomes dynamic, increas ing dramatically the expres s ivenes s of the s chema: the content models can adapt thems elves to the incoming data to validate in an extreme flexible way. Additionally, ASL allows to compute dynamically thanks to XP ath expres s ions occurrence cons traints , that are at bes t hardǖcoded in exis ting s chema languages .
The following document is an ins tance of a purchas eǖorder: <purchaseǖorder xmlns="http://www.example.com/purchaseǖorder" shipǖdate="2008ǖ08ǖ14"> <items total="188.93"> <item partNum="872ǖAA"> <productName>Lawnmower</productName> <quantity>1</quantity> <USPrice>148.95</USPrice> </item> <item partNum="926ǖAA"> <productName>Baby Monitor</productName> <quantity>1</quantity> <USPrice>39.98</USPrice> </item> <freeǖitem partNum="261ǖZZ"> <productName>Kamasutra for dummies</productName> <quantity>1</quantity> <asl:activeǖschema xmlns:xcl="http://ns.inria.org/activeǖtags/xcl" xmlns:asl="http://ns.inria.org/activeǖschema" xmlns:xs="http://www.w3.org/2001/XMLSchema" xmlns:po="http://www.example.com/purchaseǖorder" target="po" > <!ǖǖthe root element of a purchase orderǖǖ> <asl:element name="po:purchaseǖorder" root="always"> <asl:attribute name="shipǖdate" type="xs:date"/> <asl:sequence> <asl:element refǖelem="po:items"/> </asl:sequence> </asl:element> <!ǖǖa dynamic content modelǖǖ> <asl:element name="po:items" root="never"> <asl:attribute name="total" type="xs:decimal"/> <!ǖǖa variable sequenceǖǖ> <asl:sequence> <asl:element refǖelem="po:item" minǖoccurs="1" maxǖoccurs="unbounded"/> <!ǖǖthe test that introduces variability asl:element() refers to the current element, actually a <po:items>ǖǖ> <xcl:if test="{ asl:element()/@total &gt; 500 }"> <xcl:then> <asl:element refǖelem="po:freeǖitem" minǖoccurs="0" maxǖoccurs="1"/> </xcl:then> </xcl:if> </asl:sequence> </asl:element> <asl:element name="po:item" root="never"> <!ǖǖcontent model hereǖǖ> </asl:element> <asl:element name="po:freeǖitem" root="never"> <!ǖǖcontent model hereǖǖ> </asl:element> however, there is a fundamental difference: Schematron act outs ide content models whereas ASL defines them. Schematron will report cons traints violations after grammarǖbas ed validation. A tool s uch as an editor will propos e to the us er to ins ert a <freeǖitem> whereas Schematron will reject it after the ins ertion ! ASL will introduce it in the content model only when the conditions are fulfilled, and the editor won't propos e it to the us er if it does n't have to.
The reader is encouraged to experiment hims elf dynamic content models by referring to the RefleX web s ite:
for example how an algorithmic rule can act on a content model and other various us e cas es that are available in RefleX. Semantic, or enhancing the meaning of data types DTLL, a language for the creation of data type libraries , provides a rather good s upport for data types . But neither DTLL nor W3C XML Schema nor XML technologies in general offer means to des ign s emantic data types . The s emantic of a data type is related to its level of abs tractions : Murata defines the following 4 models with different levels of abs tractions (we add a 5th at the bottom): <weatherǖreport> <city name="Paris" temp="19" unit="°C"/> <city name="Rome" temp="22" unit="°C"/> <city name="Berlin" temp="32" unit="°F"/><!ǖǖ 32°F = 0°C ǖǖ> <city name="Madrid" temp="23" unit="°C"/> <city name="London" temp="68" unit="°F"/><!ǖǖ 68°F = 20°C ǖǖ> </weatherǖreport> In Java, a s imple clas s with a compator interface would convert the temperature units properly. With XML technologies you won't be able to get the right res ult; an inadmis s ible fact face to other technologies that are able to addres s this is s ue. Actually, although there are clas s es of applications where XML is unmars halled to objects of another language that takes the relay to addres s this is s ue, other clas s es of applications that relies on the XML data model (XDM) s uch as XSLT and XQuery can't go without s uch data types [2] . The environment where typed datas are expos ed in s urface has to play a fundamental role: if OO languages are able to proces s them, native XML languages (XSLT, XQuery, Active Tags ) s hould s upport them as well.
The Active Schema Language s upplies means to define data types . As expected after validation, an active sheet will be able to proces s the actual typed datas . With the help of XCL, we are able to augment the amount of informations of an XML document the way we like: <asl:activeǖschema xmlns:xcl="http://ns.inria.org/activeǖtags/xcl" xmlns:asl="http://ns.inria.org/activeǖschema" xmlns:xs="http://www.w3.org/2001/XMLSchemaǖdatatypes" target="" > <!ǖǖthe root element of a weather reportǖǖ> <asl:element name="weatherǖreport" root="always"> <asl:sequence> <asl:element refǖelem="city" minǖoccurs="1" maxǖoccurs="unbounded"/> </asl:sequence> </asl:element> <!ǖǖa <city> contains only attributesǖǖ> <asl:element name="city"> <asl:attribute name="name" refǖtype="xs:string"/> <!ǖǖthe @temp attribute refers to our custom typeǖǖ> <asl:attribute name="temp" refǖtype="temperature"/> <asl:attribute name="unit"> <asl:text value="°C"/> <asl:text value="°F"/> </asl:attribute> </asl:element> <!ǖǖ#temperature is our custom type it will build a typed data based on a #xs:decimalǖǖ> <asl:type name="temperature" base="xs:decimal" init="{.}"> <!ǖǖasl:element() refers to the current element, actually a <city>ǖǖ> <xcl:if test="{ asl:element()/@unit='°F' }"> <xcl:then> <!ǖǖif @unit="°F", the value of the typed data is updated $asl:data is the structure bound to the attribute that handles the current typed data "." is the current data, an #xs:decimalǖǖ> <xcl:update referent="{ $asl:data }" operand="{ (value(.) ǖ 32) * 5 div 9 }"/> </xcl:then> </xcl:if> </asl:type> </asl:activeǖschema> The Active Schema Language (ASL) can defines content models and data types like other s chema technologies , and als o unlike them ! In the above ins tance, the typed data that will be bound to the attribute will vary according to the temperature unit us ed in the XML input document. The following active sheet will s ort our weather report correctly: <xcl:activeǖsheet xmlns:xcl="http://ns.inria.org/activeǖtags/xcl" xmlns:asl="http://ns.inria.org/activeǖschema"> <xcl:parse name="wr" source="weatherǖreport.xml"/> <asl:parseǖschema name="wrǖschema" source="weatherǖreport.asl"/> <!ǖǖthe "augment" attribute indicates to bind typed datas to XML items in the XDMǖǖ> <asl:validate schema="{ $wrǖschema }" node="{ $wr }" augment="yes" deep="yes"/> <xcl:echo value="List of cities, sorted in temperature order:"/> <xcl:forǖeach name="city" select="{ xcl:sort( $wr/*/city, @temp ) }"> <xcl:echo value="{ $city/@temp }{ $city/@unit } { $city/@name }"/> </xcl:forǖeach> </xcl:activeǖsheet>
In the res ult, we notice that the attribute value remains the s ame, whereas the bound typed data was involved in the s ort operation:
List of cities, sorted in temperature order: 32°F Berlin 19°C Paris 68°F London 22°C Rome 23°C Madrid
Notice that as explained in the foundations of the s ys tem, the engine could als o be launched with a cus tom catalog that refer to our s chema; the <asl:parseǖschema> ins truction would then be dis carded, and the <asl:validate> ins truction wouldn't refer to it.
To go further, we could als o imagine another s emantic data type that would handle a temperature followed immediately with its s cale: <city name="London" temp="68°F"/> ...and why not allow a mix of the 2 formats in the s ame document ? ASL s upport as well this type and types expres s ed in terms of a choice between s everal other candidate types .
Thos e variants are als o available at the RefleX web s ite. The reader is invited to cons ult the Active Schema Language s pecification for further informations about s emantic data types and polymorphic data types .
Mixins, or collecting schema flavors Schema mixins can be unders tand as the ability to mix s everal s chemas . Several s olutions , tools , and techniques are already available: NVDL (Names paceǖbas ed Validation Dis patching Language) cons is t on s eparating the input document to validate according to the names paces encountered and validating each chunk with the appropriate s chema. Although s everal different s chema technologies can be involved, for example Relax NG + W3C XML Schema, each will act on a s ingle names pace URI s eparately.
W3C XML Schema has a mechanis m for importing and including other pieces of s chema. But thos e external parts mus t be thems elves W3C XML Schema.
Schematron can be embedded ins ide a W3C XML Schema, but they are not helping each other. Each does its job independently of the other.
MSV is a Java tool that makes various s chema languages converging to a common repres entation. This allows the s ame engine to work with DTD, W3C XML Schema, and Relax NG.
ISO/DSDL part 9 is a draft that brings data types and names pace URIs to DTD. But it is an extens ion to the DTD language.
Relax NG and ASL (as s hown in the previous s ections ) can us e W3C XML Schema datatypes .
In all that cas es , s chemas mixins are partially s upported. We can't in the s ame names pace des ign two parts of a s chema with two different s chema technologies . What does it s erves for ? Well, s ome people are addicted to DTDs that after all are part of the XML s pecifications , and DTD content models are in s ome cas es powerful enough. So why moving to W3C XML Schema ? P erhaps to gain a little in expres s ivity, or to take the benefits of data types . However, even for this las t reas on, DTD are s till us ed, the more often s imply becaus e they are already written. So, we expect from s chema mixins a deeper entanglement of s everal s chema technologies .
Let's take back our previous example: a compatible s chema could be als o expres s ed with a DTD: <!ǖǖFILE: weatherǖreportǖlegacy.dtdǖǖ> <!ELEMENT weatherǖreport (city)+> <!ELEMENT city EMPTY> <!ATTLIST city name CDATA #REQUIRED temp CDATA #REQUIRED unit CDATA #REQUIRED>
The cons traints that has been relaxed in this DTD are:
the temperature is not numeric the unit can't be expres s ed with an enumeration of values becaus e °C and °F are not valid XML tokens the relations hip between °C and °F can't be expres s ed
As s een previous ly, we can des ign apart with ASL the expected types :
<!ǖǖFILE: weatherǖreportǖdatatypes.aslǖǖ> <asl:activeǖschema xmlns:xcl="http://ns.inria.org/activeǖtags/xcl" xmlns:asl="http://ns.inria.org/activeǖschema" xmlns:xs="http://www.w3.org/2001/XMLSchemaǖdatatypes" target="" > <!ǖǖ#tempǖunits is the type for temperature unitsǖǖ> <asl:type name="tempǖunits"> <asl:choice> <asl:text value="°C"/> <asl:text value="°F"/> </asl:choice> </asl:element> <!ǖǖ#temperature is the type introduced in the previous sectionǖǖ> <asl:type name="temperature" base="xs:decimal" init="{.}"> <!ǖǖasl:element() refers to the current element, actually a <city>ǖǖ> <xcl:if test="{ asl:element()/@unit='°F' }"> <xcl:then> <!ǖǖif @unit="°F", the value of the typed data is updated $asl:data is the structure bound to the attribute that handles the current typed data "." is the current data, an #xs:decimalǖǖ> <xcl:update referent="{ $asl:data }" operand="{ (value(.) ǖ 32) * 5 div 9 }"/> </xcl:then> </xcl:if> </asl:type> </asl:activeǖschema> The las t piece of the puzzle is to "patch" the DTD with ASL. For this purpos e, a third s chema s pecifies how to override the definitions of the DTD: <!ǖǖFILE: weatherǖreportǖmaster.aslǖǖ> <asl:activeǖschema xmlns:xcl="http://ns.inria.org/activeǖtags/xcl" xmlns:asl="http://ns.inria.org/activeǖschema" xmlns:xs="http://www.w3.org/2001/XMLSchemaǖdatatypes" target="" > <!ǖǖredefine only what neededǖǖ> <asl:element name="city"> <asl:attribute name="temp" refǖtype="temperature"/> <asl:attribute name="unit" refǖtype="tempǖunits"/> <!ǖǖother definitions are preservedǖǖ> <asl:applyǖdefinition/> </asl:element> </asl:activeǖschema>
Of cours e, the two ASL s chemas could be merged in a s ingle s chema, but having two s hemas allow a rather good independence between the definitions of the cus tom types and their us ages (the patch operation).
As explained previous ly, an Active Catalog is us ed to declare the relevant s chemas :
<cat:catalog xmlns:cat="http://ns.inria.org/activeǖcatalog" xmlns:asl="http://ns.inria.org/activeǖschema"> <!ǖǖif our XML structure had a namespace URI, the name attribute below would contain it litteralyǖǖ> <cat:resource name="" uri="weatherǖreportǖmaster.asl" selector="asl:schema"/> <cat:resource name="" uri="weatherǖreportǖdatatypes.asl" selector="asl:schema"/> <!ǖǖasl:schema is the selector for all kind of schemas: DTD, ASL, W3C XML Schema, Relax NG, others ǖǖ> <cat:resource name="" uri="weatherǖreportǖlegacy.dtd" selector="asl:schema"/> </cat:catalog> We have already s een that an active sheet that performs a validation don't need to refer to a pars ed s chema: the engine will lookup in its catalogs for the relevant res ources . With RefleX, the command line interface and the s ervlet allow to run an active sheets with a given s et of catalogs . Notice that the order where the res ources appear is important: the definitions in the mas ter s chema mas k thos e in the legacy DTD. This is a s trategy proper to s chema lookup, and other kind of res ources (modules ) have their own lookup s trategy. Details are available in the Active Catalog s pecification.
Other features are available: for example, before applying or after applying the definitions of the DTD, s ome content models might be prepend or append to the content model of the DTD if needed. But a more complex refactoris ation of the content model expres s ed in the DTD wouldn't be pos s ible without overwriting it entirely.
Unlike the previous examples , mixins are in progres s in ASL and are not covered by the implementation.
Bas ically, they work like imports and includes in W3C XML Schema but it demons trates clearly that a s ys tem bas ed on s chema cooperation allow to deal with legacy s chemas . Moreover, this is a not intrus ive technique unlike ISO/DSDL part 9 mentioned earlier that require to rewrite DTD interpreters . Additionally, with the help of catalogs , we have a s chema machinery that prefer to rely on dedicated components rather than trying to do everything its elf.
Hyperschemas, or validating highǖlevel XML components inria-00322661, version 1 -18 Sep 2008 In the s ame way that there is a Relax NG s chema for Relax NG, a W3C XML Schema s chema for W3C XML Schema, let's try to write the ASL s chema of ASL.
An element definition is compos ed of attribute definitions or references , choices , s equences , etc. Let's s tart to write it: <asl:activeǖschema xmlns:asl="http://ns.inria.org/activeǖschema" xmlns:xs="http://www.w3.org/2001/XMLSchemaǖdatatypes" target="asl" > <asl:element name="asl:element"> <asl:attribute name="name" refǖtype="xs:string"/> <asl:choice minǖoccurs="0" maxǖoccurs="unbounded"> <asl:element refǖelem="asl:attribute"/> <asl:element refǖelem="asl:choice"/> <asl:element refǖelem="asl:sequence"/> <!ǖǖother stuff hereǖǖ> </asl:choice> </asl:element> </asl:activeǖschema> However, we have s een that ASL does n't work alone: we can inject foreign ins tructions that the engine will us e to build the content model. We could then append in the <asl:choice> a reference to the XCL names pace, which can be written like this :
<!ǖǖany element in the XCL namespaceǖǖ> <asl:element refǖns="xcl" xmlns:xcl="http://ns.inria.org/activeǖtags/xcl"/> ...but it is not enough. In fact, s ince we don't know how the us er will define its content model, almos t anything s hould be allowed: we can't make as s umptions about which tag will help him and which one won't.
The content model would become:
<asl:element name="asl:element"> <asl:attribute name="name" refǖtype="xs:string"/> <asl:choice minǖoccurs="0" maxǖoccurs="unbounded"> <asl:element refǖns="#any"/> </asl:choice> </asl:element> ...which means bas ically: well, everything is accepted. Not s o us eful. This is the downs ide of the s ys tem: s ince almos t everything is dynamic, we can't predict which tag will come. Yet s ome are acceptable, others aren't.
On the oppos ite, we do know after running the content model (not this one but thos e with the ifǖthenǖels e s tatement s hown in the chapter about dynamicity) that the realization of the s chema mus t conform to the s chema that we s tarted to write above (not thos e with refǖns ="#any", but the one before). Unfortunately, it is des igned to validate XML (its s tatic repres entation), not to validate the underlying s oftware components (its dynamic repres entation): element definitions , s equences , choices are s oftware components whos e relations hips are expres s ed with XML tags . We know how to expres s cons traints on XML tags , but we don't know how to expres s cons traints on s uch pluggable components becaus e although they are expos ed as XML tags they are no longer XML tags at runtime. ASL does n't face this kind of validation. We could imagine s chemas that would act on a higher dimens ion of validation ǖhypers chemas ǖ and s chemas that would act on both level, multidimens ional s chemas . This is a funny thought that was encountered while des igning Active Tags , and that of cours e can be generalized for components that are not related to s chemas : in many cas es , the author had to expres s components contents in terms of parts that are s tatic and validable with a s chema, and parts that are dynamic and validable with an hypers chema.
So far, no acceptable s olution was found.
Conclusion and perspectives
Hypers chemas don't have obvious ly a practical field of application out of the s cope of Active Tags . However, they pos e the right ques tions to s imilar s ys tems that would need more flexibility and dynamicity in s oftware components as s embly.
On the oppos ite, the other us e cas es expos ed (dynamic content models , s emantic typed data, and mixins ) are more pragmatic s ince they addres s elegantly and efficiently common is s ues in s chema technologies .
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