In exploratory learning environments, learners can use different strategies to solve a problem. To the designer or teacher, however, not all these strategies are known in advance and, even if they were, introducing them in the knowledge base would involve considerable time and effort. In previous work, we have proposed a case-based knowledge representation, modelling the learners behaviour when constructing/exploring models through simple cases and sequences of cases, called strategies. In this paper, we enhance this approach with adaptive mechanisms for expanding the knowledge base. These mechanisms allow to identify and store inefficient cases, i.e. cases that pose additional difficulty to students in their learning process, and to gradually enrich the knowledge base by detecting and adding new strategies.
Introduction
Exploratory learning environments (ELEs) provide activities that involve constructing [1] and/or exploring models, varying their parameters and observing the effects of these variations on the models. When provided with guidance and support ELEs have a positive impact on learning compared with other more structured environments [2] ; however, the lack of support may actually hinder learning [3] . Therefore, to make ELEs more effective, intelligent support is needed, despite the difficulties arising from their open nature.
To address this, we proposed a learner modelling mechanism for monitoring learners' actions when constructing/exploring models by modelling sequences of actions reflecting different strategies in solving a task [4] . An important problem, however, remains: only a limited number of strategies are known in advance and can be introduced by the designer/teacher. In addition, even if all strategies were known, introducing them in the knowledge base would take considerable time and effort. Moreover, the knowledge about a task evolves over time -students may discover different ways of approaching the task, rendering the knowledge base suboptimal for generating proper feedback, despite the initially good coverage. To address this, we employ a mechanism for adapting the knowledge base in the context of eXpresser [5], an ELE for mathematical generalisation.
The knowledge base adaptation involves a mechanism for acquiring inefficient cases, i.e. cases which include actions that make it difficult for students to create a generalisable model, and a mechanism for acquiring new strategies. The former could be potentially useful to enable targeted feedback about the inefficiency of certain parts of a construction, or certain actions of the student; this approach could also lead gradually to creating a library of inefficient constructions produced by students that could be analysed further by a researcher/teacher. Without the later a new valid strategy will not be recognised as such, and, consequently, the learner modelling module will diagnose the learner to be still far from a valid solution and any potential feedback will be confusing as it will guide the learner towards the most similar strategy stored in the knowledge base.
The next section briefly introduces eXpresser and mathematical generalisation. Section 3 describes the case-based reasoning (CBR) cycle for eXpresser and gives a brief overview of the knowledge representation and the identification mechanism employed. Section 4 presents our proposed approach for adapting the knowledge base. Section 5 describes the validation of this approach and, finally, Section 6 concludes the paper and presents some directions for future work. eXpresser [5] is an ELE for the domain of mathematical generalisation. It is designed for classroom use and targets pupils of 11 to 14 year-olds. Each task involves constructing a model and deriving an algebraic-like rule from it. Fig. 1 illustrates the system, the properties list of a pattern (linked to another one) and an example of a rule. The left screenshot includes two windows: (a) the students' world, where students build their constructions and (b) the general world that displays the same construction with a different value for the variable(s) involved in the task, and where students can check the generality of their construction by animating their pattern (using the Play button). We illustrate here a task called 'stepping stones' (see Fig. 1 ) displayed in the students' world with a number of 3 red (lighter colour) tiles and in the general world with a number of 8 red tiles; the task requires to build such a model and to find a general rule for the number of blue (darker colour) tiles needed to surround the red ones. The model for this task can be built in several ways that we call strategies. Here we illustrate the 'C strategy', named after the shape of the building-block, i.e. the basic unit of a pattern. Its components are displayed separately in the students' world for ease of visualisation: a red pattern, having 3 tiles, a blue one made of a C-shape pattern repeated 3 times, and 3 blue tiles.
Mathematical Generalisation with eXpresser
The property list of the C-shape pattern is displayed in the top right screenshot. The first property ( A ) specifies the number of iterations of the buildingblock; the value for this attribute is set to the value of the iterations of the red pattern by using a T-box (that includes a name and a value); by using a T-box,
