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Abstrakt
Tato bakalárˇská práce popisuje návrh a implementaci závodní hry v prostrˇedí internetu
s využitím programovacího jazyka Java ve 2D grafice. V práci je obsažena implementace
hry nejen pro desktopovou platformu, ale i pro mobilní zarˇízení s operacˇním systémem
Android. Soucˇástí této práce je také návrh a implementace serverové cˇásti, která umož-
nˇuje závodeˇní více hrácˇu˚. Dále tato práce ukazuje návrh a implementaci editoru map.
Pro tvorbu grafického uživatelského rozhraní se v desktopové cˇásti jak pro hru, tak pro
editor map využívá knihovna SWT.
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Abstract
This bachelor thesis describes the design and implementation of racing games on the
Internet using the programming language Java in 2D graphics. The work included the
implementation of the game, not only for the desktop platform, but also for mobile de-
vices running Android. Part of this work is to design and implement a server part which
allows multiplayer racing. Furthermore, this work shows the design and implementation
of the map editor. To create GUI in desktop part for both the game and the map editor
uses the SWT library.
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61 Úvod
Historie pocˇítacˇových her se píše již od padesátých let minulého století, avšak první sku-
tecˇneˇ hratelné hry se objevily až v letech sedmdesátých. Hry textové byly jedny z prvních
her na sveˇteˇ. V teˇchto hrách byl herní sveˇt tvorˇen slovy, a hrácˇ musel svoje prˇíkazy zadá-
vat písemneˇ. V tomto typu her nastával problém uváznutí, kvu˚li nesprávneˇ vybranému
tvaru slova. Proto také vznikaly hry, které hrácˇi umožnily zobrazit seznam všech do-
stupných slovních variant, které mohl použít. Hlavní výhodou teˇchto her byla celková
nenárocˇnost. Jak z hlediska pameˇti, tak i procesoru. [1, 2]
Jednou z prvních takových her byl Star Trek. Autorem této hry je Michael Mayfield,
který ji naprogramoval pro pocˇítacˇ Sigma 7. Hratelnost byla velmi jednoduchá. Hra spo-
cˇívala v zadávání prˇíkazu˚, které rˇídily pohyb vesmírné lodi ve vybrané cˇásti vesmíru.
Další prˇíkazy bylo možné použít pro boj s neprˇátelskými lodeˇmi, nebo naprˇíklad pro
vypušteˇní raketové strˇely. Vybraná cˇást vesmíru se prˇed zadáním každého prˇíkazu prˇe-
kreslila na obrazovce terminálu, který pouze dokázal vypisovat jednotlivé textové rˇádky.
[3]
S vývojem pocˇítacˇu˚ se vyvíjely i hry samotné. Od vydání hry Star Trek v roce 1971
již uplynulo mnoho let a doba, kdy hra prˇedstavovala jen text je dávno zapomenutá.
Dnešní moderní pocˇítacˇe umožnˇují vytvárˇet moderní 2D a 3D hry, které jsou stále zdo-
konalovány a postupným vývojem se stávají více realistickými.
Velmi populární jsou v dnešní dobeˇ hry s tématikou závodeˇní automobilu˚. Tyto hry
mají veˇtšinou jednoduchý princip a hratelnost samotné hry spocˇívá v tom, dostat své
auto co nejrychleji do cíle pomocí šipek, kterými auto ovládáme. Jednou z nejznámeˇjších
takových her je Need For Speed, která vyšla pro PC v roce 1994. Od té doby byla mnoho-
krát zdokonalována a v roce 2013 vyšla její 20. PC verze. V letošním roce vyšla 21. verze,
která je urcˇena jen pro systémy iOS a Android, tedy pro mobilní zarˇízení. [4, 5]
Cílem této práce je implementace 2D multiplayer hry Závody aut v prostrˇedí inter-
netu, která umožní prˇipojení hrácˇu˚ z pocˇítacˇu˚ a zarˇízení se systémem Android. Další cˇásti
práce je vytvorˇit editor aut a editor map, které umožní skládat vlastní automobily a trateˇ
z prˇeddefinovaných prvku˚.
72 Android OS
2.1 Historie a soucˇasnost
Spolecˇnost Android, Inc. byla založena roku 2003 a na jejím založení se podíleli Andy
Rubin, Rich Miner, Nick Sears a Chris White. O dva roky pozdeˇji prˇišla spolecˇnost Goo-
gle, Inc., která v té dobeˇ pomeˇrneˇ mladý a zacˇínající projekt zakoupila. I po jeho zakou-
pení zu˚stal ve vedení jeden ze zakládajících cˇlenu˚ Andy Rubin. Roku 2007 byla založena
tzv. OHA neboli Open Handset Alliance, která meˇla za úkol vytvorˇit standardizovaný
operacˇní systém pro mobilní zarˇízení. Dnes tvorˇí OHA více než 80 sveˇtových spolecˇností.
Výrobcem úplneˇ prvního mobilního telefonu s Androidem byla spolecˇnost HTC v
rˇíjnu roku 2008 s názvem HTC Dream neboli T-Mobile G1. Tento mobilní telefon využíval
operacˇní systém Android 1.0 – 1.6. [6]
2.1.1 Verze Android
Jednou z prvních verzí která se zapsala do historie Androidu 30. dubna 2009 je verze 1.5
tzv. Cupcake [7], která meˇla nové widgety, umožnˇovala nahrávání videí a meˇla vylep-
šené funkce Copy & Paste. Následující verze vyšla 15. zárˇí 2009 a meˇla oznacˇení 1.6 zvaná
Donut [8]. Tato verze meˇla vylepšený AndroidMarket, umožnˇovala mazat fotografie hro-
madneˇ, podporovala rozlišení WVGA, vylepšovala aplikace fotoaparátu a meˇla neˇkteré
vizuální zmeˇny.
Po ní vyšly v jednom roce 2009 hned dveˇ nové verze 2.0 a 2.1 s názvem Eclair [9].
Tyto verze obsahovaly vylepšené uživatelské rozhraní, nový prohlížecˇ s podporou pro
HTML5, podporovala prˇisveˇtlovací diody, umožnˇovala tzv. živé tapety a celkovou opti-
malizaci hardwaru. Dne 20. kveˇtna 2010 vyšla verze 2.2 s názvem Froyo [10], která jako
první umožnila instalovat aplikace na pameˇt’ovou kartu, dále umožnila vytvorˇení WiFi
hotspotu a meˇla Adobe Flash 10.1. Verze 2.3 a 2.4 zvané Gingerbread [11] vyšly také
obeˇ roku 2010 a jejich hlavní vylepšení spocˇívala v zásadní vizuální zmeˇneˇ, nové pod-
porˇe NFC, podporˇe protokolu SIP, vylepšené softwarové klávesnice, novou verzi Google
maps a vylepšení funkce Copy & Paste.
Název Honeycomb [12] zahrnoval dokonce trˇi nové verze Androidu 3.0, 3.1, 3.2, které
vyšly roku 2011 a byly urcˇeny pouze pro tablety. Meˇly nový design optimalizovaný pro
tato zarˇízení. Dále vylepšený multitasking, nový prohlížecˇ a novou funkci USB Host.
Následneˇ vyšla 19. rˇíjna 2011 verze 4.0 s názvem Ice Cream Sandwich [13], která meˇla
nový launcher, umožnˇovala panoramatické focení, vylepšení správce kontaktu˚ a meˇla
nový ukazatel prˇenesených dat. Verze 4.0 se dále rozvíjela a tak roku 2012 vyšly verze 4.1
a 4.2 zvané Jelly Bean [14]. V teˇchto verzích byl nový Project Butter, Google Now, byla
vylepšená notifikacˇní lišta, vylepšená aplikace fotoaparátu a dále podpora více uživatelu˚
pro tablety. Verze 4.4 s názvem KitKat [15] byla prˇedstavena verˇejnosti 3. zárˇí 2013. V této
verzi byl odstraneˇn nástroj na ochranu soukromí, umožnil optimalizace pro telefony s
menší pameˇtí RAM a dále umožnil stažení notifikacˇní lišty v aplikacích s celoobrazovým
režimem.
8Android se za poslední desetiletí velmi rychle vyvíjel a tak dnešní moderní telefony
s tímto systémem mají už verzi 5.0 a 5.1. tzv. Lollipop [16]. Ten má nový vzhled uživatel-
ského rozhraní, nový efektivneˇjší ART, nový systém správy baterií a umožnˇuje i tzv. mód
Guest.
Obrázek 1: Plocha Android Lollipop
2.2 Vývoj
Android aplikace jsou psány v programovacím jazyce Java, který je jeden z nejpoužíva-
neˇjších programovacích jazyku˚ na sveˇteˇ, jak víme z pru˚zkumu˚ na serveru Indeed [17].
To je jeden z du˚vodu˚, procˇ se obecneˇ Android a zvlášt’ jeho aplikace tak rychle vyvíjí a
rozširˇují. Programovací jazyk Java vyvinula firma Sun Microsystems a prˇedstavila jej 23.
kveˇtna 1995. Java mu˚že pracovat na ru˚zných zarˇízeních, naprˇíklad pro cˇipové karty je to
platforma JavaCard, pro mobilní telefony JavaME, pro desktopové pocˇítacˇe Java SE a pro
velmi rozsáhlé systémy spolupracujících pocˇítacˇu˚ Java EE. [18]
Samotná Java byla dlouhou dobu uzavrˇeným projektem, ale roku 2006 prˇišla spo-
lecˇnost Sun Microsystems s Open Java Development Kit tzv. OpenJDK což je bezplatná
open source implementace platformy Standard Edition Java SE. [19]
9Abychom mohli napsaný kód správneˇ editovat, kompilovat nebo naprˇíklad krokovat,
potrˇebujeme vývojové prostrˇedí tzv. IDE, které nám toto umožní. Jednou z možností vý-
vojového prostrˇedí pro kterou se mu˚žeme rozhodnout je Eclipse, který je pro veˇtšinu lidí
nejznámeˇjší. Toto vývojové prostrˇedí bylo navrženo tak, aby bylo možné rozširˇovat se-
znam programovacích jazyku˚. Mu˚žeme prˇidávat jednotlivé pluginy, naprˇ. pro C++, PHP,
nebo práveˇ pro Android. Poté stacˇí nainstalovat Android SDK a mu˚žeme zacˇít vyvíjet i s
možností použití emulátoru mobilního telefonu. [20]
Další variantou vývoje Android aplikací je pomeˇrneˇ nové IDE s názvem Android
Studio navrženo firmou Google, které bylo oficiálneˇ prˇedstaveno na konferenci Google
I/O 16. kveˇtna 2013. Velkou výhodou je samotná instalace, která je velice jednoduchá.
Stacˇí stáhnout balík pro svu˚j operacˇní systém a JDK pro Javu. Žádné jiné pluginy nejsou
potrˇeba. [21]
Obrázek 2: IDE Android Studio
2.3 Vydání
Pokud již máme aplikaci hotovou a chceme ji poskytnout i jiným uživatelu˚m systému
Android, budeme se muset zaregistrovat na Google, kde nám bude automaticky vytvo-
rˇen e-mail, pomocí kterého se poté mu˚žeme prˇihlašovat do distribucˇní služby Google
Play. Google Play je online služba, která vznikla 6. brˇezna 2012 spojením služeb Goo-
gle Music a drˇíveˇjšího Android Marketu. Prostrˇednictvím této služby si mu˚žou uživatelé
z celého sveˇta stáhnout aplikaci a záleží jen na nás, jestli naši aplikaci budeme nabízet
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zdarma, nebo za poplatek. Pokud za svojí aplikaci budeme chtít poplatek, Google Play
nám to umožní, ale sám si vezme 30 procent z výdeˇlku. Pro uživatele už není nic snadneˇj-
šího než se prˇihlásit a stáhnout si aplikaci, musí mít ovšem prˇidanou platební kartu, aby
za aplikaci mohl zaplatit. Pokud se uživateli aplikace nelíbí, má možnost o bezproblé-
mové vrácení peneˇz do 15 minut od zakoupení. Další možnost jak získat peníze zpeˇt je
do 48 hodin od zakoupení aplikace. Nestacˇí však jen kliknout na vrácení peneˇz, protože
Google požaduje vyplnit formulárˇ, kde se uvádí du˚vod vrácení. [22, 23]
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3 Vývoj pro Desktop
Jednou z možností programovacího jazyka pro vývoj desktopových aplikací je kromeˇ ji-
ných samozrˇejmeˇ také Java, kterou jsem popsal v kapitole 2.2. Konkrétneˇ v mé práci jsem
použil verzi Javy 1.6. Vývojové prostrˇedí, neboli IDE ve kterém jsem vyvíjel desktopovou
aplikaci je Eclipse.
3.1 Grafické uživatelské prostrˇedí
Pokud vyvíjíme neˇjakou aplikaci, musíme samotný vývoj zameˇrˇit nejen na logickou a
grafickou cˇást, ale i propojením mezi teˇmito dveˇma cˇástmi. K tomu nám slouží grafické
uživatelské rozhraní neboli GUI, které slouží k interakci uživatele a aplikace. Toto roz-
hraní je založeno na základních interaktivních grafických prvcích, které se nazývají wi-
dgety neboli komponenty. Ty mají za úkol zobrazovat informace a prˇijímat od uživatele
akce vyvolané naprˇíklad kliknutím na urcˇitou komponentu.
3.1.1 AWT
Jednou z možností, jak pracovat s GUI v Jave je použití knihovny AWT, která je pu˚vodní
nástroj pro tvorbu grafického uživatelského rozhraní. Knihovnu AWT vyvíjela firma Sun
Microsystems jako soucˇást Javy a byla prˇedstavena s prvním prˇedstavením Javy v roce
1995. Zkratka AWT, neboli Abstract Windowing Toolkit už sama o sobeˇ vypovídá, že
je tento nástroj založen na komponentách systému na kterém je spušteˇn. Obstarává zá-
kladní operace jako zobrazování psaného textu, zobrazování pohybu myši po monitoru,
atd. Beˇhem dalšího vývoje se však ukázaly chyby v návrhu jako závislost na platformeˇ
což si odporovalo se základním konceptem Javy. Pro prˇíklad uvedu neˇkteré základní
komponenty jako jsou Canvas, Label, Button, Frame, Checkbox a Window. [24]
3.1.2 Swing
Poté co v roce 1997 Sun Microsystems upustil od vývoje AWT kvu˚li problému˚m, které na-
staly a zacˇal vyvíjet Swing. Základ Swingu je tvorˇen Internet Foundation Classes neboli
IFC od spolecˇnosti Netscape Communications, knihovnou AWT a dalšími technologi-
emi. Hlavní rozdíl mezi knihovnou AWT a Swing spocˇívá v tom, že vzhled komponent
u AWT je závislý na daném operacˇním systému, oproti tomu vzhled komponent Swingu
je na operacˇním systému nezávislý. A díky tomu mu˚žeme vzhled a chování jednotlivých
komponent meˇnit. Swing využívá tzv. Look and Feel, což je seznam delegátu˚, které ur-
cˇují jak bude daná komponenta vypadat. Pokud tyto delegáty nenastavíme, tak budou
mít výchozí vzhled, který bude na všech platformách operacˇního systému stejný. I zde
uvedu pro prˇíklad základní komponenty knihovny Swing což jsou JButton, JCheckBox,
JComboBox, JList, JMenu nebo naprˇ. JSpinner. [25]
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3.1.3 SWT
Trˇetí nejvíce používanou GUI knihovnou pro platformu Java je Standard Widget Tool-
kit neboli SWT. Tato knihovna byla vyvinuta firmou IBM a nyní spolecˇneˇ s projektem
Eclipse IDE spadá pod Eclipse Foundation. Knihovna SWT byla navržena tak, aby byla
velice rychlá a výkonná. Stejneˇ jako AWT využívá nativní knihovny operacˇních systému˚,
což znamená, že je vzhled komponent závislý na operacˇním systému kde je výsledný pro-
jekt spoušteˇn. Tato knihovna je oproti Swingu relativneˇ jednodužší a neobsahuje žádné
nadstandardní funkce, to však mu˚že neˇkteré vývojárˇe od SWT odrazovat. Já v mém pro-
jektu využil práveˇ knihovnu SWT a žádný nedostatek jsem prˇi vývoji aplikace neobjevil.
[26, 27] Mezi základní komponenty patrˇí naprˇíklad:
• Browser – prohlížecˇ
• Button – tlacˇítko
• Canvas – plátno
• Combo – vysouvací seznam
• Composite – kontejner
• Label – textové pole
package com.example.swt.widgets;
import org.eclipse.swt.widgets.∗;
public class MySWTApplication {
public static void main(String[] args) {
Display display = new Display();
Shell shell = new Shell(display);
shell .setLayout(new FillLayout()) ;
Composite myComposite = new Composite(shell, SWT.BORDER);
Label myLabel = new Label(myComposite, SWT.NONE);
myLabel.setText("label") ;
Button myButton = new Button(myComposite, SWT.PUSH);
myButton.setText("button");
shell .pack();
shell .open();
while (! shell . isDisposed()) {
if (! display .readAndDispatch())
display .sleep() ;
}
display .dispose();
}
}
Výpis 1: Vytvorˇení základního okna s prvky SWT
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3.2 Vydání
Pokud chceme naši Java desktopovou aplikaci poskytnout i jiným uživatelu˚m, máme
možnost využití technologie Java Web Start, která nabízí jednoduchou distribuci a ná-
sledné spušteˇní aplikace bez jakékoli instalace. První verze byla prˇedstavena v brˇeznu
2003 a nyní je soucˇástí Java SE od verze 1.4. Samotný princip je velmi jednoduchý, stacˇí
mít aplikaci uloženou v JAR archivu a následneˇ na webovou stránku umístit odkaz na
soubor typu JNLP, který je ve formátu XML. Ten má za úkol stažení, aktualizaci a sa-
motné spušteˇní aplikace. To uživateli zarucˇuje, že bude mít vždy spušteˇnou poslední
verzi aplikace bez jakékoli aktualizace. [28]
Jediný problém s technologii Java Web Start mu˚že nastat kvu˚li bezpecˇnostnímu ome-
zení, které povoluje spušteˇní pouze podepsaných JAR souboru˚. Toto omezení zajišt’uje
ochranu prˇed nebezpecˇnými aplikacemi, kdy jsou uživateli prˇi spušteˇní zobrazeny in-
formace o certifikátu, kterým byl soubor JAR podepsán. A je už na uživateli samotném,
jestli spušteˇní aplikace dovolí, nebo ne. V mé práci jsem pro testování vytvorˇil vlastní
podpisové certifikáty, které umožnˇují spušteˇní JAR souboru˚. [29]
<?xml version="1.0" encoding="utf−8"?>
<jnlp spec="1.0+" codebase="file:///home/applications/myApp" href="myApp.jnlp">
<information>
< title >Best Application</ title >
<vendor>app</vendor>
<homepage href="http://localhost:8080/"></homepage>
</information>
<version>0.1</version>
<resources>
<j2se version="1.6+"href="http :// java.sun.com/products/autodl/j2se"/>
<jar href="myApp.jar"main="true" />
</resources>
<application−desc main−class="myApp.Main"width="300"height="300">
</application−desc>
<update check="background"/>
<security >
<all−permissions/>
</security>
</ jnlp>
Výpis 2: JNLP soubor se základními tagy
14
4 Návrh hry
Jelikož bylo úkolem mé práce vytvorˇit real-timovou hru, bylo nutné už v návrhu hry tuto
skutecˇnost brát na veˇdomí. Pojem real-timová hra vyjadrˇuje typ hry, kde v reálném cˇase,
nebo cˇase hrou urcˇeným probíhá více veˇcí najednou a hra samotná necˇeká na interakci
od uživatele. Prvky hry mají prˇedem dáno chování a pokud uživatel provede neˇkterou
herní akci, hra tuto interakci prˇíjme a zareaguje na ni.
4.1 Hlavní smycˇka
Abychom mohli prvku˚m hry a hrˇe samotné dát život, musíme použít hlavní smycˇku
hry, která se nám o to postará. Prˇedem musíme veˇdeˇt co se má v každém okamžiku
aktualizace hry vlastneˇ odehrávat. Dveˇ základní veˇci které musíme aktualizovat jsou
grafická cˇást hry, to co uživatel uvidí a logická cˇást hry, kterou uživatel neuvidí. Tyto
dveˇ cˇásti hry jsou navrženy oddeˇleneˇ a komunikují pouze prostrˇednictvím prvku˚ ve hrˇe.
V mé práci bude tuto hlavní smycˇku reprezentovat trˇída MyThread, která se v metodeˇ run
práveˇ stará o tuto aktualizaci grafické a logické cˇásti hry. Implementaci hlavní smycˇky
najdete v 5.1.
4.2 Návrh logické cˇásti
Aktualizace logické cˇásti se stará o veškeré výpocˇty pozic a úhlu˚ pohyblivých entit, která
se nám projeví pohybem dané entity v mapeˇ. Dále aktualizaci displeje, která se zase pro-
jeví pohybem viditelné cˇásti mapy. A v neposlední rˇadeˇ testování kolizí mezi urcˇitými
kolidujícími prvky. Další podstatnou cˇást, kterou musí logická cˇást hry rˇešit, je výpocˇet
HP daných automobilu˚, nebo rozhodování o víteˇzi hry.
4.3 Návrh grafické cˇásti
Aby byly všechny zmeˇny logické cˇást viditelné, naprˇíklad pohyb automobilu do strany,
je zapotrˇebí aktualizovat i grafickou cˇást hry. O to se stará metoda redraw, která prˇi jejím
zavolání provede okamžité prˇekreslení plátna a nám se tak jeví pohyb teˇchto entit ply-
nulý. Aktualizace grafické cˇásti se stará naprˇíklad o vykreslování pocˇtu životu˚ daného
automobilu, nebo také o vykreslování pozadí hry.
4.4 Objekty hry
Objekty, neboli prvky ve hrˇe, jsou entity hry reprezentovány trˇídou MapObject, která je
popsána atributy jako jsou sourˇadnice x, y, šírˇka, výška a úhel natocˇení. Veškeré další
objekty hry budou také sdílet tyto vlastnosti a potrˇebné schopnosti pro práci s nimi. Tyto
objekty mapy jsem si v návrhu dále rozdeˇlil na dveˇ základní skupiny.
První skupina jsou prvky pohyblivé, reprezentovány trˇídou MovableObject, které jsou
kromeˇ základních vlastností a schopností ješteˇ obohaceny o své vlastní, jako je vlastnost
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trajektorie, reprezentována trˇídou Trajectory urcˇující smeˇr pohybu této entity a schop-
ností setNewPosition, která nám podle dané trajektorie nastaví novou pozici. Tato trˇída
nám ovšem pohyblivý prvek reprezentuje pouze abstraktneˇ, ve hrˇe se fyzicky nenachází.
Následující pohyblivý prvek vycházející ze trˇídy MovableObject je reprezentován trˇídou
Vehicle, který pouze rˇíká, že se jedná o vozidlo. Také se nejedná o fyzický prvek hry.
Poslední a tedy konecˇneˇ fyzický prvek hry vycházející ze trˇídy Vehicle je reprezentován
trˇídou Car, která má kromeˇ zdeˇdeˇných vlastností a schopností, také neˇkteré své vlastní.
Tato trˇída prˇedstavuje ve hrˇe fyzické viditelné auto, které má daný vzhled reprezentován
trˇídami Bodywork a Glass. Výkon tohoto auta je reprezentován trˇídami Engine, Exhaust,
Filter , Absorber, Wheel a Nitro.
Druhá skupina jsou prvky nepohyblivé, které jsou reprezentovány trˇídou Obstacle.
Tato trˇída nám prˇedstavuje fyzicky viditelnou prˇekážku ve hrˇe, která má kromeˇ základ-
ních vlastností a schopností navíc vlastnost x2 a y2, které urcˇují konecˇný bod prˇekážky.
Obrázek 3: Diagram trˇíd popisující vazby
4.5 Pohyb entity v mapeˇ
Aby se mohla každá pohyblivá entita pohybovat v mapeˇ, musí se v každé aktualizaci
meˇnit její x a y sourˇadnice. Tyto sourˇadnice jsou reprezentovány trˇídou Trajectory, která
práveˇ popisuje, o kolik se má daná entita posunout nahoru, nebo do stran. V mém ná-
vrhu hry jsem si zvolil, že se bude automobil pohybovat vždy v dané úrovni nad spodní
16
stranou displeje. Abychom tento fakt zajistili vždy i prˇi rozdílné trajektorii jednotlivých
automobilu˚, musíme aktualizovat pohyb displeje nahoru vždy práveˇ o hodnotu kterou
automobil v mapeˇ urazil. Jelikož bylo cílem mé práce vytvorˇit i editor, ve kterém si uži-
vatel mu˚že automobil poskládat nejen ze vzhledových, ale i výkonových prvku˚, musí se
tyto zmeˇny ve výkonu projevit práveˇ v trajektorii jeho automobilu.
4.6 Mapa hry
Mapa hry je reprezentována trˇídou Map a urcˇuje nám, co se všechno v mapeˇ fyzicky na-
chází. Prˇekážky v mapeˇ jsou rˇazeny v kolekci typu ArrayList podle sourˇadnice y. To nám
pomu˚že prˇi testování kolizí s teˇmito prˇekážkami, u nichž se sourˇadnice y bude porov-
návat s aktuální pozicí displeje v mapeˇ. A jelikož budeme testovat pouze viditelné prˇe-
kážky, jejich serˇazení nám umožní snadné procházení od zacˇátku po konec. Jednotlivé
automobily jsou také uloženy v kolekci typu ArrayList. Tato trˇída Map, pracující s prvky
mapy, obsahuje metody, které slouží k výbeˇru viditelných prˇekážek na základeˇ aktuální
pozice displeje v mapeˇ a jeho výšky. Tyto viditelné prˇekážky jsou v každém potrˇebném
okamžiku hry ukládány do kolekce viditelných prˇekážek, která je použita prˇi testování
kolizí.
4.7 Testování kolizí
Aby nemohly jednotlivé pohyblivé entity projíždeˇt skrze prˇekážky a jiné entity, musí se
mezi nimi testovat kolize a následneˇ na tyto kolize neˇjak reagovat. K tomu nám slouží
trˇída Collision . Ta obsahuje metodu, která slouží k testování kolizí mezi dveˇmi auty. A
jelikož jsou automobily vlastneˇ obdélníky, nebude vu˚bec teˇžké otestovat, zda mezi sebou
dva automobily kolidují. K tomu nám stacˇí otestovat, zda se jeden z rohu˚ prvního ob-
délníku nachází v prostoru druhého obdélníku. A pokud takovým postupem otestujeme
všechny rohy prvního obdélníku, zjistíme, zda mezi sebou dané entity kolidují, nebo
ne. Abychom otestovali všechny možnosti kdy mu˚že dojít ke kolizi, musíme projít celou
kolekci automobilu˚ a následneˇ vzájemneˇ testovat všechny jednotlivé dvojce. Pokud se
beˇhem testování detekuje mezi neˇkterou z dvojic kolize, reagujeme na ni snížením pocˇtu
životu˚ obou automobilu˚ a následným odrazem obou automobilu˚ smeˇrem od sebe.
Druhá metoda, kterou obsahuje trˇída Collision slouží k testování kolizí mezi automo-
bilem a prˇekážkou. Automobil v tomto prˇípadeˇ mu˚žeme také považovat za obdélník a
prˇekážku mu˚žeme považovat za úsecˇku. Samotný test kolize spocˇívá v postupném tes-
tování všech rohu˚ obdélníku, kde se testuje, jestli jsou rohy obdélníku nad úsecˇkou, pod
úsecˇkou, nebo prˇímo na úsecˇce, což by znamenalo kolizi. Pro testování využijeme tento
vzorec vycházející z rovnice úsecˇky.
F (x, y) = (y2 − y1)x+ (x1 − x2)y + (x2y1 − x1y2) (1)
Pokud je F (x, y) = 0, pak bod x, y leží na prˇímce procházející úsecˇkou. Pokud je
F (x, y) > 0, pak je bod x, y umísteˇn nad prˇímkou procházející úsecˇkou. A v posledním
prˇípadeˇ, pokud je F (x, y) < 0, je bod x, y umísteˇn pod prˇímkou procházející úsecˇkou.
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Jak vidíme na obrázku 4, úsecˇka je vedle obdélníku a prˇímka prochází skrze ní. Prˇi
tomto testování by nám vyšlo, že jsou neˇkteré body(rohy) obdélníku nad a neˇkteré pod
touto úsecˇkou. V tomto prˇípadeˇ je zapotrˇebí ješteˇ otestovat, zda se daná úsecˇka náho-
dou nevyskytuje nad, pod, nalevo, anebo napravo od obdélníku. Pokud jeden z teˇchto
cˇtyrˇ testu˚ výjde jako pravdivý, víme, že ke kolizi nedošlo. Pokud ovšem ke kolizi do-
šlo, je zapotrˇebí na ní také reagovat, a to snížením životu˚ u auta a následným odrazem
automobilu od prˇekážky. Implementaci kolizí najdete v 5.3.
Obrázek 4: Obdélník a prˇímka procházející úsecˇkou
4.8 Vykreslování
Další podstatnou cˇásti návrhu je vykreslování pozadí a pohybujících se entit hry. Jelikož
máme pozadí hry a automobily uloženy jako obrázky, nebude složité tyto obrázky vy-
kreslit. Musíme ale zarˇídit, aby se obrázky vykreslily okamžiteˇ, když to potrˇebujeme a
nevznikalo tak zbytecˇné sekání hry. Vykreslování pro desktopové aplikace a aplikace se
systémem Android je velmi podobné, mají však malé rozdíly, které zde popíšu.
U desktopových aplikací máme pro vykreslování více možností, a to hlavneˇ z du˚vodu
více GUI knihoven, se kterými mu˚žeme pracovat. Já jsem v mé práci použil knihovnu
SWT, a tak popíšu pouze ji. Jak jsem již v kapitole 3.1.3 psal, u knihovny SWT máme
jako hlavní okno aplikace trˇídu Display, kterou musíme vzájemneˇ použít s plátnem pro
vykreslení, což reprezentuje trˇída Shell. Obslužnou trˇídu, která obstarává vykreslování,
jsem si pojmenoval SurfacePanel, a k tomu aby mohla obsahovat hlavní vykreslovací me-
todu paintControl, musí implementovat du˚ležité rozhraní PaintListener. Práveˇ tato metoda
paintControl je ve vykreslování klícˇová, protože se prˇímo v ní vykreslují jednotlivé prvky
na plátno. Tato metoda je automaticky volána prˇi aktualizaci grafické cˇásti, která probíhá
v hlavní smycˇce hry. Samotné provedení aktualizace nastane prˇi zavolání metody redraw,
neboli "prˇekresli", což má za následek okamžité provedení metody paintControl.
U vykreslování pro systémy Android je nejcˇasteˇjší použití trˇídy, kterou jsem si také
nazval SurfacePanel. K tomu, aby mohla obsluhovat nejen samotné vykreslování, ale též
naprˇíklad vytvorˇení, zmeˇnu, nebo znicˇení SurfaceView plátna, musí také deˇdit ze trˇídy
SurfaceView a implementovat rozhraní SurfaceHolder.Callback. To nám umožní vykreslo-
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vat veškeré potrˇebné prvky prostrˇednictvím trˇídy Canvas. Hlavní vykreslovací metodu
jsem si pojmenoval doDraw, kterou už mu˚žeme prˇímo volat v hlavní smycˇce prˇi aktuali-
zaci grafické cˇásti hry.
4.8.1 Animace ve hrˇe
Pokud uživatel aktivuje okamžité zrychlení automobilu (nitro), vycházejí z výfuku jeho
automobilu plameny. Abychom docílili dojmu skutecˇných plápolajících plamenu˚, mu-
síme vytvorˇit animovaný obrázek. Obecneˇ se prˇi animacích zobrazují po sobeˇ jdoucí
obrázky, vždy na urcˇitou dobu, prˇicˇemž stacˇí, aby bylo za jednu sekundu zobrazeno
prˇibližneˇ 24 po sobeˇ jdoucích obrázku˚ s nepatrnými rozdíly. Lidské oko tak získá do-
jem plynulého pohybu dané veˇci. Já jsem pro animaci plamene použil 24 obrázku˚, které
však nezobrazuji postupneˇ. Jelikož plamen šlehá nepravidelneˇ, neˇkdy více, neˇkdy méneˇ,
vybírám obrázky náhodneˇ a poté je vykresluji na danou pozici.
Obrázek 5: Snímky animace ohneˇ
4.8.2 Vykreslování pro více rozlišení
Abychom zajistili, že bude vypadat pozadí hry a jedoucí automobil stejneˇ i na ru˚zných
zarˇízeních, které mají jiné rozlišení displeje. Mu˚žeme využít Androidem podporované
cˇtyrˇi druhy rozlišení, které nám to umožní. Tyto druhy nám prˇedstavují složky, do kte-
rých musíme nahrát obrázky v ru˚zném rozlišení. A pokud si poté nacˇítáme obrázek z
teˇchto zdroju˚, Android nám automaticky vrátí obrázek v prˇíslušném rozlišení, podle roz-
lišení daného displeje. Tyto složky jsou ldpi, mdpi, hdpi a xhdpi. Kde u ldpi je uvádeˇná hod-
nota 120, u mdpi 160, u hdpi 240 a u xhdpi to je 320. Tyto hodnoty nám urcˇují pomeˇr mezi
dp (density-independent pixel) a px (pixel). Kde u mdpi rozlišení to vychází, že 1 dp je
roven 1 px. [30]
Problém ve vykreslování však nastává pokud nemáme obrázky hry v ru˚zném rozli-
šení, tak jako v mém prˇípadeˇ. Poté však nezbývá nic jiného, než si uložit obrázky v jed-
nom rozlišení. A následneˇ prˇi vykreslení prˇepocˇítávat jejich rozmeˇry podle rozlišení da-
ného displeje. Tímto zpu˚sobem však ješteˇ nevyrˇešíme problém s vykreslováním pozadí
hry, který nastává, pokud hrajeme hru na zarˇízeních s ru˚zným pomeˇrem stran displeje.
Tam nám nestacˇí pouze prˇepocˇítávat rozmeˇry zobrazovaného pozadí podle rozmeˇru˚ da-
ného displeje. To by meˇlo za následek ru˚zný vzhled pozadí. Na neˇkterých zarˇízeních by
bylo pozadí více protáhlé, nebo opacˇneˇ.
V logické cˇásti hry máme trˇídu Display, která reprezentuje viditelnou cˇást mapy beˇ-
hem hry. Tento displej má prˇedem danou výchozí hodnotu šírˇky a výšky. A jelikož se v
mé hrˇe pozadí zobrazuje vždy prˇes celou šírˇku displeje, stacˇí šírˇku obrázku prˇi vykres-
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lení prˇepocˇítat práveˇ podle šírˇky displeje. Rozdíl bude ve výšce zobrazeného obrázku,
tam pouhé prˇepocˇtení výšky obrázku podle výšky displeje nestacˇí.
Musí se prˇedem zjistit rozdíl mezi výchozí hodnotou výšky displeje v logické cˇásti a
hodnotou výšky displeje zarˇízení. Tento rozdíl se poté musí prˇicˇíst práveˇ k výšce displeje
v logické cˇásti, což má za následek, že pokud je hra spoušteˇna na zarˇízeních s ru˚zným
pomeˇrem stran, je také ru˚zná viditelná cˇást mapy. Tedy na více podélných displejích je
videˇt více mapy. Tímto zajistíme, že bude pozadí mapy vypadat vždy pomeˇroveˇ stejneˇ a
nebude naprˇíklad protáhlé.
Obrázek 6: Viditelná oblast na ru˚zných rozlišeních
4.9 Interakce uživatele
Ovládání samotné hry spocˇívá v rˇízení automobilu, které jede samovolneˇ vprˇed. Uživatel
tedy ovládá automobil pouze do stran, prˇípadneˇ mu˚že použít okamžité zrychlení. Jeli-
kož jsem u desktopové cˇásti použil knihovnu SWT, využil jsem posluchacˇe KeyAdapter,
kterého nám tato knihovna poskytuje. Tento posluchacˇ nám umožnˇuje implementovat a
použít události na stisknutí, nebo uvolneˇní tlacˇítka. V jednotlivých událostech už stacˇí
testovat, které tlacˇítko je stisknuto, poprˇípadeˇ uvolneˇno. Samotná implementace, tedy
jak zareagujeme na uživatelovu akci, je už na nás.
U Android aplikace je zásadní rozdíl v ovládání hry, které spocˇívá v dotyku prstu na
displeji. Prˇi tomto dotyku mu˚žeme zaznamenat vyvolání události onTouchEvent, ve které
testujeme, zda byl displej stisknut, uvolneˇn, nebo byl na neˇm proveden pohyb. S teˇmito
možnostmi mu˚žeme automobil ovládat skrze vytvorˇená tlacˇítka, na kterých budeme tyto
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akce testovat. Testování bude spocˇívat ve zjišteˇní pozice, kde se uživatel dotkl displeje.
Následneˇ se provede porovnání teˇchto údaju˚ s pozicemi tlacˇítek v displeji.
4.10 Návrh editoru automobilu˚
Jeden z úkolu˚ mého zadání je také vytvorˇit editor pro sestavování automobilu˚ z prˇeddefi-
novaných komponent. U tohoto editoru je verze pro desktopovou aplikaci a pro Android
aplikaci témeˇrˇ úplneˇ totožná. Malé rozdíly jsou samozrˇejmeˇ v použitých prvcích, které
mají u teˇchto dvou platforem cˇasto jiný název pro totožný prvek. Práce s teˇmito prvky
je však stejná. Tento editor je možné použít po spušteˇní hry, je to jedna z možností v
hlavním menu. Mu˚j editor automobilu˚ se skládá ze dvou cˇástí.
Tou první je cˇást zameˇrˇující se na vylepšení výkonu automobilu, ve které se nachází
šest komponent aut. První dveˇ komponenty (motor a výfuk) zvyšují rychlost automobilu,
tedy pohyb po ose y. Další dveˇ komponenty, (tlumicˇe a kola) zvyšují schopnost rychle
ovládat automobil do stran, tedy pohyb po ose x. Následující komponenta s názvem filtr
zvyšuje zrychlení automobilu po startu, které po chvíli pomine. A poslední komponenta
(nitro, nebo-li tekutý dusík) zvyšuje okamžité zrychlení automobilu beˇhem závodu, které
také po chvíli pomine.
Druhou cˇástí je zameˇrˇení na vzhled automobilu, kde si uživatel vybírá ze dvou kom-
ponent automobilu˚. První komponenta je typ karoserie automobilu, kde má uživatel na
výbeˇr ze cˇtyrˇ typu˚ karoserií, prˇicˇemž každá karoserie je ve trˇech možných barvách. A
druhá komponenta jsou skla automobilu, kde je možný výbeˇr ze trˇí barev. Prˇi tomto vý-
beˇru je také zobrazována zmeˇna vzhledu automobilu.
Obrázek 7: Menu hry Obrázek 8: Editor automobilu˚
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5 Implementace hry
Soucˇástí mé práce bylo vytvorˇit hru pro dveˇ ru˚zné platformy. Tou první je desktopová
aplikace a tou druhou je Android aplikace. Z tohoto du˚vodu byla i implementace této hry
rozdeˇlena na dveˇ cˇásti. Konecˇným úkolem je mít hotovou hru, která bude pro obeˇ plat-
formy stejná. Jelikož byl vývoj pro tyto dveˇ ru˚zné platformy v mnoha veˇcech podobný,
až stejný, vytvorˇil jsem si vlastní knihovnu trˇíd, kterou budou využívat obeˇ tyto aplikace.
5.1 Implementace hlavni smycˇky
Jak již jsem uvádeˇl v návrhu hry, v real-timové hrˇe je nezbytná hlavní smycˇka hry, ve které
se aktualizují jednotlivé cˇásti. Konkrétneˇ logická cˇást a grafická cˇást. Pro hlavní smycˇku
hry jsem použil trˇídu pojmenovanou MyThread, která deˇdí ze trˇídy Thread. To z du˚vodu,
aby mohla být hlavní smycˇka hry vždy spušteˇna na novém vlákneˇ. Tento fakt zajistíme
prˇepsáním metody run, kterou jsme díky trˇídeˇ Thread zdeˇdili. V následující ukázce je prˇí-
klad implementace hlavní smycˇky s metodou setRunning, pomocí které zvencˇí ovládáme
chod hlavní smycˇky. Jelikož je implementace hlavní smycˇky témeˇrˇ totožná i pro deskto-
povou aplikaci, uvedu zde pouze implementaci pro Android.
public class MyThread extends Thread {
private boolean mRun;
public void setRunning(boolean boolRun) {
mRun = boolRun;
}
@Override
public void run() {
while (mRun) {
myCanvas = holder.lockCanvas(); //uzamceni platna, nezbytne pri zmenach
if (myCanvas != null) {
try {
myLogic.increaseValue(myGame); //aktualizace logicke casti hry
mySurfacePanel.doDraw(myCanvas); //aktualizace graficke casti hry
} catch (InterruptedException e) {
e.printStackTrace() ;
}
holder.unlockCanvasAndPost(myCanvas); //odemceni platna a potvrzeni zmen
}
}
}
}
Výpis 3: Hlavní smycˇka hry ve trˇídeˇ MyThread
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5.2 Prˇekreslení plátna
Jelikož každá iterace hry v hlavní smycˇce prˇedstavuje i aktualizaci grafické cˇásti, je nutné
plátno efektivneˇ prˇekreslovat. Jak jsem již v návrhu uvedl, u desktopových aplikací prˇi
použití knihovny SWT se prˇi prˇekreslení plátna metodou doDraw vyvolá okamžité zavo-
lání metody paintControl. V této metodeˇ se postupneˇ volá prˇekreslení jednotlivých kompo-
nent, jako jsou automobily a pozadí hry. U Android aplikací je prˇekreslení témeˇrˇ stejné. S
tím rozdílem, že v hlavní smycˇce voláme rovnou metodu doDraw, jejíž teˇlo je témeˇrˇ iden-
tické s teˇlem metody paintControl. Abychom meˇli kód patrˇicˇneˇ rozdeˇlen, nebudeme v této
metodeˇ prˇímo provádeˇt vykreslení. K tomu nám slouží trˇída Render, která se o vykres-
lení stará. Opeˇt zde uvedu pouze jeden prˇíklad této metody, a to použití u desktopové
aplikace s SWT knihovnou.
public void paintControl(PaintEvent e) {
myRender.draw(null, e, myShell, 0, myGame.getMapName()); //vykresleni pozadi hry
for (Car car : myGame.getMap().getCars()) {
myRender.draw(car, e, myShell, myGame.getMapName()); //postupne vykresleni automobilu
}
myRender.drawImg(e, myShell, myCar.getHp()); //vykresleni HP
}
Výpis 4: Metoda aktualizující grafickou cˇást hry
5.3 Implementace kolizí
Abychom mohli prˇistoupit k testování kolizí mezi jednotlivými auty nebo prˇekážkami,
musíme nejprve implementovat metody tak, aby bylo dané testování rychlé. Pokud bu-
deme testovat kolize mezi automobilem a prˇekážkami, je zbytecˇné, aby se každého tes-
tování úcˇastnily všechny prˇekážky, i ty, u kterých je kolize nemožná.
5.3.1 Získání viditelných prˇekážek mapy
Z tohoto du˚vodu jsem ve trˇídeˇ Map implementoval dveˇ metody, které nám tento pro-
blém vyrˇeší. První z teˇchto metod s názvem getVisibleObstacles nám nacˇte do kolekce
typu ArrayList všechny viditelné prˇekážky na základeˇ porovnání pozice displeje v mapeˇ
a sourˇadnic y u prˇekážek. I když je viditelná pouze cˇást této prˇekážky, je do této kolekce
prˇidána.
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for (Obstacle obs : obstacles) { // prochazeni vsech prekazek
if (obs.getY() > display .getBottom()|| // porovnani souradnice y vuci spodni strane displeje
obs.getY2() > display .getBottom()|| // porovnani souradnice y2 vuci spodni strane displeje
obs.getY() < display .getTop() || // porovnani souradnice y vuci horni strane displeje
obs.getY2() < display .getTop()){ // porovnani souradnice y2 vuci horni strane displeje
visibleObstacles.add(obs); // pridani prekazky mezi viditelne
}
}
Výpis 5: Cˇást metody getVisibleObstacles
A ta druhá s názvem addAndRemoveObstacles nám prˇi opakovaném volání tuto ko-
lekci viditelných prˇekážek neustále obmeˇnˇuje novými. Tato metoda je rozdeˇlena na dveˇ
cˇásti, kde se v první cˇásti již neviditelné prˇekážky odstranˇují a v druhé cˇásti se prˇekážky
naopak prˇidávají do kolekce viditelných prˇekážek. Porovnání je opeˇt provádeˇno na zá-
kladeˇ pozice displeje v mapeˇ a sourˇadnice y prˇekážek. A jelikož je trˇída Map spolecˇná pro
obeˇ platformy, je v knihovneˇ trˇíd.
for( int i = 0; i < visibleObstacles.size () ; i++){ // prochazeni viditelnych prekazek
if (visibleObstacles.get( i ) .getY2()<display.getBottom()){ // porovnani souradnice y2 a displeje
visibleObstacles.remove(i−−); //odstraneni prekazek, ktere uz nejsou videt
}
}
int indexLast = obstacles.indexOf(visibleObstacles.get(visibleObstacles.size ()−1));
for( int i = 0; i < obstacles.size () − indexLast − 1; i++){ // prochazeni prekazek
if (obstacles.get(indexLast+1+i).getY()< display.getTop()){ // porovnani souradnice y a displeje
visibleObstacles.add(obstacles.get(indexLast+1+i)); // pridani viditelnych prekazek
}
}
Výpis 6: Cˇást metody addAndRemoveObstacles
Jak na obrázku 9 v cˇase t = 0 vidíme, že jsou sourˇadnice y u prˇekážek p1 a p2 níže, než
horní strana displeje. Jsou tedy prˇidány do seznamu viditelných prˇekážek. Zelená plo-
cha v obrázku nám prˇedstavuje mapu hry, cˇerný obdélník znázornˇuje displej a cˇervené
úsecˇky jsou prˇekážky v mapeˇ. V cˇase t = 1 se viditelná cˇást displeje posunula smeˇrem
nahoru o urcˇitou hodnotu. A kromeˇ prˇekážek p1 a p2, které jsou stále viditelné, se zob-
razily další prˇekážky p3 a p4, u kterých se prokázalo, že jejich y sourˇadnice je níže než
horní strana displeje, takže jsou prˇidány do viditelných prˇekážek. V cˇase t = 2 se vidi-
telná cˇást displeje opeˇt posunula smeˇrem nahoru. I když prˇekážky p1 a p2 jsou viditelné
jen z cˇásti, zu˚stávají v seznamu viditelných prˇekážek. V cˇase t = 3 se pozice displeje
zase aktualizovala a nám z dohledu zmizely prˇekážky p1 a p2. Tento fakt má za násle-
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dek odstraneˇní prˇekážek ze seznamu viditelných prˇekážek, jelikož se potvrdilo, že jejich
sourˇadnice y2 mají nižší hodnotu než je hodnota spodní strany displeje. U posledního
obrázku se stejným postupem odstranily z viditelných prˇekážek i ty s oznacˇením p3 a
p4.
Obrázek 9: Viditelná oblast v cˇase t
5.3.2 Test kolizí s prˇekážkami
Nyní máme k dispozici vždy jen viditelné prˇekážky a to nám usnadní testování kolizí
mezi automobilem a prˇekážkami. A jelikož je trˇída Collision pro obeˇ platformy spo-
lecˇná, je také v knihovneˇ trˇíd. Jak jsem v návrhu hry psal, testování kolizí je rozdeˇleno
na dveˇ cˇásti. V první je testováno, jestli jsou rohy obdélníku nad úsecˇkou, pod úsecˇ-
kou, nebo prˇímo na úsecˇce. K tomu jsem použil vzorec vycházející z rovnice úsecˇky
F (x, y) = (y2 − y1)x + (x1 − x2)y + (x2y1 − x1y2). A jelikož musíme zaznamenat pro
každý roh výsledek k pozdeˇjšímu testování, mu˚žeme k tomuto zaznamenání použít bi-
tovou masku. Zaznamenávat budeme nejen pozitivní výsledky testování, kdy je roh nad
prˇekážkou, ale i negativní výsledky testování, kdy je roh pod prˇekážkou. Abychom mohli
s bitovou maskou efektivneˇ pracovat, oznacˇíme si jednotlivé rohy cˇíselnými hodnotami.
Roh Hodnota Hodnota binárneˇ
levý horní 1 0001
pravý horní 2 0010
levý spodní 4 0100
pravý spodní 8 1000
Tabulka 1: Cˇíselné ohodnocení rohu˚ obdélníku
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final int CORNER_LT = 1;
final int CORNER_RT = 2;
final int CORNER_LB = 4;
final int CORNER_RB = 8;
int RESULT_P = 0; //bitova maska pro kladne vysledky
int RESULT_N = 0; //bitova maska pro zaporne vysledky
if (obs.getPointOnLine(left, top) > 0) { // test leveho horniho rohu a prekazky
RESULT_P = RESULT_P | CORNER_LT; //ulozeni hodnoty leveho horniho rohu
} else if (obs.getPointOnLine(left, top) < 0) {
RESULT_N = RESULT_N | CORNER_LT;
}
if (obs.getPointOnLine(right, top) > 0) { // test praveho horniho rohu a prekazky
RESULT_P = RESULT_P | CORNER_RT; //ulozeni hodnoty praveho horniho rohu
} else if (obs.getPointOnLine(right, top) < 0) {
RESULT_N = RESULT_N | CORNER_RT;
}
if (obs.getPointOnLine(left, bottom) > 0) { // test leveho spodniho rohu a prekazky
RESULT_P = RESULT_P | CORNER_LB; //ulozeni hodnoty leveho spodniho rohu
} else if (obs.getPointOnLine(left, bottom) < 0) {
RESULT_N = RESULT_N | CORNER_LB;
}
if (obs.getPointOnLine(right, bottom) > 0) { // test praveho spodniho rohu a prekazky
RESULT_P = RESULT_P | CORNER_RB; //ulozeni hodnoty praveho spodniho rohu
} else if (obs.getPointOnLine(right, bottom) < 0) {
RESULT_N = RESULT_N | CORNER_RB;
}
Výpis 7: První cˇást metody findingsCollision
K druhé cˇásti testování dojde, jestli jsou neˇkteré body (rohy obdélníku) nad a neˇ-
které pod prˇímkou procházející úsecˇkou, jako naprˇíklad na obrázku 4. V tomto prˇípadeˇ
je zapotrˇebí ješteˇ otestovat, zda se celá úsecˇka nevyskytuje mimo obdélník. Jelikož použí-
váme bitovou masku, stav kdy se všechny rohy potvrdily jako pozitivní, nebo negativní
je roven cˇíslu 15 (binárneˇ 1111). To by však znamenalo, že jsou všechny rohy nad, nebo
všechny pod obdélníkem, tedy nekolidující stav.
if (RESULT_P == 15 || RESULT_N == 15) return false; //nekolidujici stav
else {
if (obs.getX() > right && obs.getX2() > right) return false; // napravo obdelniku
if (obs.getX() < left && obs.getX2() < left ) return false; // nalevo obdelniku
if (obs.getY() > top && obs.getY2() > top) return false; // nad obdelnikem
if (obs.getY() < bottom && obs.getY2() < bottom) return false; //pod obdelnikem
return true;
}
Výpis 8: Druhá cˇást metody findingsCollision
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5.3.3 Test kolizí mezi auty
Prˇi testování kolizí mezi automobily nám jednotlivé automobily prˇedstavují obdélníky.
Z tohoto du˚vodu jsem prˇi implementaci metody testující kolize vytvorˇil trˇídu Point, která
slouží k reprezentování bodu v mapeˇ, konkrétneˇ k reprezentování rohu obdélníku. Trˇída
Point obsahuje konstruktor, který prˇijímá sourˇadnici x a y. Prˇi použití je zapotrˇebí vytvorˇit
instanci trˇídy Point pro každý roh obdélníku. Následný test kolize spocˇívá v oveˇrˇení, zda
jeden z rohu˚ prvního obdélníku, není v prostoru druhého obdélníku.
Obrázek 10: Test kolize mezi auty
Jak na obrázku 10 v situaci A vidíme, ke kolizi mezi dveˇma automobily došlo, protože
se zjistilo, že levý horní roh automobilu s cˇíslem 2 je v prostoru automobilu s cˇíslem 1.
Potvrdila se tedy následující podmínka, že hodnota sourˇadnice x tohoto cˇerveného rohu
je neˇkde mezi hodnotou levé a pravé strany automobilu 1 a zárovenˇ hodnota sourˇadnice
y cˇerveného rohu je neˇkde mezi hodnotou horní a spodní strany automobilu s cˇíslem 1.
V situaci B se pro všechny rohy potvrdil nekolidující stav.
points [0] = new Point(car2.getLeft() , car2.getBottom()); // levy spodni roh
points [1] = new Point(car2.getRight(), car2.getBottom()); // pravy spodni roh
points [2] = new Point(car2.getLeft() , car2.getTop()) ; // levy horni roh
points [3] = new Point(car2.getRight(), car2.getTop()) ; // pravy horni roh
for (Point point : points) { // prochazeni vsech bodu
if (point .getX() >= car.getLeft () && // test souradnice x a leve strany obdelniku
point .getX() <= car.getRight() && // test souradnice x a prave strany obdelniku
point .getY() >= car.getBottom() && // test souradnice y a spodni strany obdelniku
point .getY() <= car.getTop()) { return true; }
}
Výpis 9: Cˇást metody TestCollisionBetweenCars
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5.3.4 Rotace bodu
Abychom mohli testovat automobily a prˇekážky, které nejsou jen ve vertikální, nebo hori-
zontální poloze, implementoval jsem metodu rotate, která umožní i testování kolizí mezi
dveˇma automobily s urcˇitým úhlem. Metoda je ve trˇídeˇ Point a využívá rotacˇní matici k
rotování bodu x, y podle zvoleného úhlu α. Tyto rotované body nám prˇedstavují rohy
automobilu a protože se automobil nachází na urcˇité pozici, musíme rotaci teˇchto rohu˚
provést na základeˇ jeho strˇedu cx, cy. Abychom mohli bod rotovat podle strˇedu auto-
mobilu, je nutné od sourˇadnic rohu odecˇíst sourˇadnice strˇedu automobilu, což musí být
zakomponováno do naší rotacˇní matice. Po provedení rotace se musí rotovaný bod opeˇt
vrátit na svou pu˚vodní pozici a tak se musí k jeho sourˇadnicím prˇicˇíst hodnoty sourˇadnic
strˇedu automobilu. Rotace tedy bude podle následujícího vzorce. [31]
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5.3.5 Vektor
Pokud ke kolizi mezi automobilem a prˇekážkou dojde, je nutné na ni neˇjak zareagovat.
V mém prˇípadeˇ jsem se rozhodl kolidující automobil od prˇekážky odrazit pod úhlem,
ve kterém narazil. Tedy úhel dopadu se rovná úhlu odrazu. Stejný postup použijeme,
pokud nastane kolize mezi dveˇma automobily. A jelikož platí, že pokud první automobil
narazí do druhého, tak i druhý automobil narazí do prvního, je zrˇejmé, že se automobily
od sebe odrazí pod úhly, ve kterých došlo ke kolizi.
Z tohoto du˚vodu jsem implementoval trˇídu Vector, která slouží k reprezentování auto-
mobilu a prˇekážky v podobeˇ 2D vektoru. Takový vektor nám usnadní práci s urcˇováním
výsledného smeˇru odrazu. Abychom vyjádrˇili prˇekážku v podobeˇ vektoru, stacˇí provést
odecˇtení sourˇadnice x2 od sourˇadnice x1 a to samé platí pro sourˇadnici y, tedy odecˇíst
y2 od sourˇadnice y1. Tímto odecˇtením zjistíme velikost nového vektoru. První parametr
konstruktoru trˇídy Vector nám prˇedstavuje sourˇadnici x a druhý parametr prˇedstavuje
sourˇadnici y.
new Vector(obstacle.getX2() − obstacle.getX(), obstacle.getY2() − obstacle.getY());
Výpis 10: Vytvorˇení vektoru na základeˇ prˇekážky
Vyjádrˇení vektoru na základeˇ automobilu je ovšem složiteˇjší. Zde nestacˇí odecˇíst sou-
rˇadnice x a y, musí se do výpocˇtu zakomponovat šírˇka automobilu (delší strana) a úhel
automobilu. Novou sourˇadnici x vektoru vyjádrˇíme pomocí funkce cos úhlu automobilu,
kterou musíme vynásobit šírˇkou automobilu. Ta udává kolikrát bude vektor veˇtší. Sou-
rˇadnici y vyjádrˇíme naopak pomocí funkce sin úhlu automobilu, kterou také násobíme
šírˇkou kvu˚li velikosti vektoru.
return new Vector(car.width ∗ Math.cos(car.angle), car.width ∗ Math.sin(car.angle)) ;
Výpis 11: Vytvorˇení vektoru na základeˇ automobilu
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5.3.6 Smeˇr odrazu
Vytvorˇený vektor z prˇekážky a automobilu nám ulehcˇí zjišteˇní výsledného smeˇru od-
razu a také hodnotu nového úhlu pro automobil. Pokud máme vektor a reprezentující
prˇekážku a vektor b reprezentující automobil, musíme zjistit jaký úhel mezi sebou svírají.
Ten zjistíme pomocí skalárního soucˇinu dvou vektoru˚.
cosα =
a · b
∥a∥ ∥b∥ =
axbx + ayby
a2x + a
2
y

b2x + b
2
y
(3)
Obrázek 11: Skalární soucˇin vektoru˚
Poté musíme ješteˇ zjistit z jaké strany automobil do prˇekážky narazil a podle tohoto
zjišteˇní s vypocˇteným úhlem dále pracovat. Pro zjišteˇní této strany použijeme vektorový
soucˇin, který se beˇžneˇ používá pro 3D vektory. Nás však bude zajímat pouze jeho z sou-
rˇadnice, která nám urcˇí smeˇr podle pravidla pravé ruky. Pro výpocˇet trˇetí sourˇadnice vek-
torového soucˇinu použijeme vzorec z = axby − aybx, pomocí kterého zjistíme výsledný
smeˇr odrazu. Platí zde, že pokud je výsledek menší než 0, bude smeˇr odrazu roven úhlu
mezi automobilem a prˇekážkou, který se ješteˇ musí secˇíst s úhlem prˇekážky. A pokud
bude výsledek veˇtší než 0, bude smeˇr odrazu roven, ne soucˇtu, ale rozdílu teˇchto úhlu˚.
Vector v1 = v.getVectorByObstacle(o); //ziskani vektoru na zaklade prekazky
Vector v2 = v.getVectorByCar(car); // ziskani vektoru na zaklade automobilu
double angle = v1.getAngle(v2); // zjisteni uhlu mezi automobilem a prekazkou
// vypocet smeru podle vzorce z = ax by−ay bx
double smer = v1.getX() ∗ v2.getY() − v1.getY() ∗ v2.getX();
// vysledne porovnani
if (smer < 0) { return o.getAngle() + angle; } // vraceni vysledku
else { return o.getAngle() − angle; } // vraceni vysledku
Výpis 12: Cˇást metody TestCollision
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5.4 Pohyb automobilu
Pokud hrácˇ stiskne tlacˇítko doprava, nebo doleva, meˇní tím úhel svého automobilu o ur-
cˇitou hodnotu. A jelikož se prˇi každé aktualizaci pozice meˇní nejen sourˇadnice, ale i úhel,
je dobré tento úhel zakomponovat do výpocˇtu nových sourˇadnic. Tím docílíme, že auto-
mobil pojede rovneˇ ve smeˇru úhlu, tak jako v realiteˇ. Aby byla hra dobrˇe hratelná, urcˇil
jsem, že každý automobil mu˚že zatácˇet pouze v urcˇitém rozmezí úhlu, jak znázornˇuje
následující obrázek. Prˇi aktualizaci je tedy nutné otestovat, zda se noveˇ prˇíchozí úhel vu˚-
bec mu˚že automobilu nastavit. Zjistí se, jestli je menší než maximální hodnota v rozmezí
a zárovenˇ jestli je veˇtší než minimální hodnota v povoleném rozmezí. Pokud tuto pod-
mínku splnˇuje, nastaví se jeho hodnota do promeˇnné urcˇující úhel automobilu. Pokud
tato podmínka není splneˇna, vyplývá z toho, že aktuální úhel automobilu je nastaven na
maximum a tak se tedy nemeˇní.
Obrázek 12: Rozmezí povolených úhlu˚
Pro nastavení nové pozice jsem implementoval trˇídu Trajectory, která obsahuje cˇlen-
ské promeˇnné x, y a metody getX a getY. Tyto promeˇnné mají pevneˇ danou hodnotu, ze
které vychází pohyb pro všechny automobily. Tyto metody nám pro každou sourˇadnici
vrátí hodnotu, která se k aktuální hodnoteˇ sourˇadnice automobilu prˇicˇte a tím se zajistí
pohyb automobilu v mapeˇ. Prˇicˇemž hodnota, která nám je z metod getX a getY vrácena,
není vždy stejná. Závisí na aktuálním úhlu automobilu. Jelikož je námi definovaná trajek-
torie automobilu 2D vektor, výpocˇet prˇíru˚stku bude podobný jako prˇi vytvárˇení vektoru
reprezentující automobil. Jak jsem už psal v návrhu, cílem mé práce bylo také vytvorˇit
editor automobilu˚, ve kterém se vybrané soucˇástky projeví práveˇ na trajektorii automo-
bilu. V mém prˇípadeˇ je to pak procentuální prˇíru˚stek podle hodnoty zvolené soucˇástky.
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private int speed = 7;
public double getX(double angle) {
// vypocet prirustku na zaklade uhlu a pevne hodnoty x
return this .speed ∗ Math.cos(angle);
}
public double getY(double angle) {
// vypocet prirustku na zaklade uhlu a pevne hodnoty y
return this .speed ∗ Math.sin(angle);
}
Výpis 13: Metody trˇídy Trajectory
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6 Návrh multiplayer
Soucˇástí mé práce bylo také umožneˇní hry pro více hrácˇu˚. Musel jsem již v návrhu neˇ-
které herní cˇásti rozdeˇlit podle toho, kde se budou vykonávat. V mém prˇípadeˇ je pro hru
více hrácˇu˚ nutneˇ spušteˇn server, který se stará o obsluhu požadavku˚ klienta a také o hru
samotnou, která na tomto serveru beˇží.
6.1 Návrh z pohledu serveru
Jelikož server nebude obstarávat pouze chod hry, ale i komunikaci s jednotlivými kli-
enty, kterˇí se na neˇj prˇipojí, je nutné, aby umeˇl zpracovat velké množství požadavku˚.
Požadavky klientu˚ jsou serveru zasílány prˇi urcˇitých akcích hrácˇe, jako je naprˇíklad vy-
tvorˇení nové hry, nebo prˇipojení do vytvorˇené hry. Také samotné prˇipojení je provedeno
prˇi teˇchto akcích. Po prˇipojení do hry a následném odehraní je du˚ležité hru ukoncˇit, aby
se server zbytecˇneˇ nezateˇžoval již ukoncˇenými hrami. Další du˚ležitým úkolem serverové
cˇásti je zprostrˇedkování možných map pro hru, které jsou poskytnuty klientovi.
6.2 Návrh z pohledu klienta
Klientovi je umožneˇno vytvorˇení hry, zjišteˇní vytvorˇených her a prˇipojení se do vytvo-
rˇené hry. Pokud se klient rozhodne vytvorˇit hru, je mu ze serveru zaslán seznam všech
možných map, které server nabízí. Prˇi výbeˇru neˇkteré z nich a zvolení pocˇtu hrácˇu˚ ve
hrˇe, je zjišteˇno, zda hrácˇ tuto mapu již má uloženou anebo ne. Pokud ji nemá uloženou,
je hrácˇi tato mapa zaslána a poté se cˇeká na prˇipojení ostatních hrácˇu˚. Pokud se ostatní
hrácˇi prˇipojí do již vytvorˇené hry, také se zjistí, zda mají mapu pro danou hru už ulože-
nou, nebo ne.
6.3 Komunikace
Komunikace mezi klientem a serverem probíhá na urcˇitém portu a IP adrese serveru, kte-
rou musí klienti znát. Jednotlivá data, at’ už to jsou cˇísla nebo znaky, jsou mezi klientem
a serverem posílány prostrˇednictvím streamu˚, které se deˇlí na dva základní typy. Je to
OutputStream, neboli odchozí proud a InputStream, neboli prˇíchozí proud. Ty získáme ze
trˇídy ServerSocket, u které se práveˇ používá námi zvolený port.
Abychom prˇi komunikaci mezi klientem a serverem nemuseli pokaždé porovnávat
rˇeteˇzce prˇedstavující jednotlivé požadavky, vytvorˇil jsem pro velmi cˇasté požadavky
trˇídu CommandClass, ve které budou jednotlivé požadavky reprezentovány cˇíselnými
kódy. Poté stacˇí prˇi beˇžné, nebo herní komunikaci využívat tuto trˇídu, což vede k urych-
lení komunikace. Obeˇ strany, jak server, tak klient prˇi komunikaci už jen porovnávají
hodnoty teˇchto cˇíselných kódu˚. Mezi základní prˇíkazy patrˇí:
• cmdCreate = 6 / vytvorˇení hry
• cmdJoin = 7 / prˇipojení do hry
• cmdGetGame = 8 / zjišteˇní vytvorˇených her
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• cmdLeftPush = 10 / odbocˇení do leva
• cmdRightPush = 11 / odbocˇení do prava
6.4 Hlavní smycˇka serveru
Aby mohl server neustále prˇijímat a zpracovávat požadavky klienta, je nutné, aby jeho
cˇinnost neustále beˇžela ve smycˇce. Ta je ve trˇídeˇ Main a slouží pouze ke zpracování poža-
davku˚, ne však k samotné hrˇe. Je rozdeˇlena do neˇkolika cˇástí, ve kterých se zpracovávají
urcˇité herní požadavky. Prˇi komunikaci s klientem se nejprve daný požadavek nacˇte a
následneˇ se testuje cˇíselná hodnota tohoto požadavku. Pokud se naprˇíklad prokáže, že
hodnota prˇíchozího požadavku se rovná hodnoteˇ požadavku cmdCreate, je tento požada-
vek zpracován a hra je vytvorˇena. Implementaci hlavní smycˇky serveru najdete v 7.1.1.
6.4.1 Vytvorˇení hry
Jednou z hlavních cˇástí je vytvorˇení hry odpovídající prˇíkazu cmdCreate, ve které se od
klienta prˇijmou du˚ležité parametry, jako je pocˇet hrácˇu˚ a název mapy. Za pomocí teˇchto
parametru˚ je vytvorˇena hra reprezentována trˇídou Game. Následneˇ je vytvorˇen hrácˇ re-
prezentovaný trˇídou Player, kterému se také nastaví du˚ležité parametry, které prˇijal ser-
ver od klienta. Mezi neˇ patrˇí naprˇíklad vzhled zvoleného automobilu, jednotlivé výko-
nové prvky automobilu a rozmeˇry displeje, které odpovídají hrácˇoveˇ viditelné oblasti. Po
nastavení všech teˇchto parametru˚ je hrácˇ prˇidán do hry. Následneˇ je tato vytvorˇená hra
prˇidána do seznamu vytvorˇených her. Poté se otestuje, zda jsou všichni hrácˇi prˇipojeni a
pokud ano, je hra odstartována.
6.4.2 Prˇipojení do hry
Prˇipojení do hry odpovídající prˇíkazu cmdJoin je velmi podobné. S tím rozdílem, že se
nová hra nemusí vytvárˇet. Klient se prˇipojuje do již vytvorˇené hry a tak tedy stacˇí, když
zašle na server ID vybrané hry. Podle ID se tato hra najde v seznamu vytvorˇených her.
Prˇi prˇipojení jsou také prˇijímány od klienta veškeré podstatné parametry potrˇebné k vy-
tvorˇení hrácˇe jako v minulém prˇípadeˇ, tedy vzhled zvoleného automobilu, jednotlivé
výkonové prvky automobilu a rozmeˇry displeje. Hrácˇ je poté do vytvorˇené hry prˇidán
a opeˇt nastává testování prˇítomnosti všech hrácˇu˚. Pokud jsou všichni prˇipojení, je hra
spušteˇna.
6.4.3 Další požadavky klienta
Vytvorˇení a prˇipojení do hry však nestacˇí. Hlavní smycˇka serveru musí také obsluhovat
požadavky klienta jako je získání ID všech vytvorˇených her, které se uživateli zobrazí
prˇi volbeˇ prˇipojení do hry. Dále získání názvu˚ všech dostupných map, které se uživateli
zobrazí prˇi vytvorˇení hry. Také získání konkretního názvu mapy, která se v dané hrˇe
hraje. A v neposlední rˇadeˇ požadavek na stažení konkrétní mapy ze serveru.
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6.5 Herní smycˇka na serveru
Abychom jednotlivým klientu˚m ulehcˇili veškerou práci s herní logikou, která obstarává
veškeré výpocˇty a testování, je tato herní logika prˇesunuta práveˇ na serverovou cˇást. Kli-
enti se poté musí starat pouze o získávání informací ze serveru a samotné vykreslování
hry. Tímto rozdeˇlením také zarˇídíme, že mu˚žeme ze serveru rˇídit tok informací my a
jednotliví hrácˇi pak budou ve stejné úrovni hry, což je prˇi multiplayer hrˇe nezbytné.
Hlavní herní smycˇka je ve trˇídeˇ Game, která reprezentuje hru. Je to cyklus, který se
opakuje po celou dobu hry, respektive po dobu dokud je alesponˇ jeden hrácˇ ve hrˇe prˇi-
pojen. Samotná herní smycˇka prˇedstavuje obsluhu hrácˇu˚, kde každý hrácˇ má svu˚j auto-
mobil, se kterým se pracuje. Tato obsluha znamená postupné a opakované procházení
všech prˇipojených hrácˇu˚. Jako první se v této smycˇce hrácˇovu automobilu nastaví pozice
a úhel. Dále se provádí testování, jestli neˇkterý z hrácˇu˚ dojel do cíle. Následneˇ je pro-
vedena aktualizace displeje, která se provádí smeˇrem nahoru, tedy po ose y o hodnotu,
kterou urazilo auto beˇhem jedné aktualizace. To nám zajistí, že bude automobil vždy ve
stejné úrovni displeje. Tato aktualizace displeje se provádí pouze kvu˚li posunutí viditelné
oblasti, která je klícˇová prˇi testování kolizí. Dále se testují zmíneˇné kolize, a to mezi auto-
mobilem a prˇekážkami. A jako poslední se testují kolize mezi jednotlivými auty. Všechny
tyto logické operace jsou provádeˇny postupneˇ nad všemi automobily všech hrácˇu˚. Imple-
mentaci herní smycˇky najdete v 7.1.2.
6.6 Hrácˇova smycˇka na serveru
Klient je na serveru reprezentovaný trˇídou Player a jak už jsem uvedl, každý hrácˇ má na
serveru svu˚j automobil a displej. U automobilu se aktualizují urcˇité parametry, jako jsou
sourˇadnice, nebo naprˇíklad úhel automobilu. Je ovšem nutné, aby uživatel, tedy hrácˇ,
s tímto serverem vedl komunikaci, ve které si zase zpeˇtneˇ aktualizovaná data stáhne.
Aby mohl každý klient neustále komunikovat se serverem, je pro jeho komunikaci také
použita smycˇka. V této smycˇce je využita trˇída CommandClass, která je využívaná prˇi
beˇžné herní komunikaci. Pokud chce naprˇíklad hrácˇ jet se svým automobilem doleva,
stiskne šipku na klávesnici doleva, což u neˇj vyvolá událost, ve které se provede odeslání
prˇíkazu cmdLeft na server. A jelikož je komunikace ve smycˇce, hrácˇ na serveru neustále
cˇeká na noveˇ prˇíchozí prˇíkaz. Prˇíjde mu tedy prˇíkaz cmdLeft, kterému odpovídá urcˇitý
cˇíselný kód a tím se nastaví hrácˇovu automobilu nová sourˇadnice a úhel odpovídající
zabocˇení doleva. Klient ovšem potrˇebuje aktualizované informace ze serveru stahovat. K
tomu slouží prˇíkaz cmdGetPoses, který mu postupneˇ pošle veškeré potrˇebné informace
o všech automobilech ve hrˇe a tak mu˚že nejen své, ale i souperˇovy automobily vykreslit
na správných aktualizovaných pozicích. Implementaci hrácˇovy smycˇky najdete v 7.1.3.
6.7 Ukoncˇení komunikace
Pokud klient dojel do cíle a ukoncˇil hru, nebo ukoncˇil hru beˇhem závodu, je serverové
cˇásti, konkrétneˇ hrácˇi, odeslán prˇíkaz cmdCloseSocket na ukoncˇení komunikace, který
zpu˚sobí ukoncˇení komunikacˇní smycˇky hrácˇe na serveru. Také prˇed zahájením každé
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herní iterace je ve smycˇce hry provádeˇn test, jestli je ve hrˇe vu˚bec ješteˇ neˇkdo prˇipojen.
A jelikož se hrácˇi mohou odpojit i beˇhem hry, je hra dohrána i kdyby v ní jel jen jeden
poslední prˇipojený hrácˇ. Pokud ovšem není nikdo prˇipojen, je tato herní smycˇka ukon-
cˇena. To má za následek odstraneˇní hry ze seznamu vytvorˇených her a následné ukoncˇení
vlákna pro hru.
Obrázek 13: Diagram aktivit popisující prˇipojení do hry
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7 Implementace multiplayer
Prˇed samotným zacˇátkem implementace multiplayer hry, je du˚ležité si uveˇdomit, že ko-
munikace mezi klientem a serverem nesmí být nijak omezena naprˇíklad pocˇtem prˇícho-
zích požadavku˚. Dále také nesmí být omezen pocˇet možných komunikujících klientu˚ s
tímto serverem. Pro vývoj jsem použil také programovací jazyk Java SE verze 1.6.
7.1 Serverová cˇást
Prˇi implementaci serverové cˇásti, jsem se zameˇrˇil hlavneˇ na to, aby na neˇm bylo možné
hrát více založených her najednou s libovolným pocˇtem hrácˇu˚ ve hrˇe. Z tohoto du˚vodu
je nutné použít vlákna, aby chod hry a komunikace s klienty beˇžely soucˇasneˇ na samo-
statných vláknech.
7.1.1 Hlavní smycˇka serveru
Hlavní smycˇka serveru je ve trˇídeˇ Main a probíhá ve statické metodeˇ main. Tato trˇída obsa-
huje seznam vytvorˇených her, který je uložen v kolekci typu ArrayList. Pro hlavní smycˇku
jsem použil cyklus while, kde je v jeho podmínce promeˇnná serverRun urcˇující chod
smycˇky serveru. Tato promeˇnná je primárneˇ nastavena na hodnotu true, tedy hodnotu,
prˇi které se smycˇka opakuje. Celý kód hlavní smycˇky musí být obalen do bloku try /catch
kvu˚li prˇípadným komunikacˇním problému˚m. Po prˇijetí požadavku o komunikaci mezi
klientem a serverem jsem pro posílání dat použil DataInputStream a DataOutputStream.
Jednotlivé zpracování požadavku˚ je rozdeˇleno, podle typu požadavku.
while (serverRun) { // smycka serveru
try {
final Socket s = server.accept(); // komunikacni socket na urcitem portu
final DataInputStream dis = new DataInputStream(s.getInputStream());
final DataOutputStream dos = new DataOutputStream(s.getOutputStream());
int command = is.read(); //nacteni pozadavku
if (command == CommandClass.cmdCreate) {
// zpracovani pozadavku na vytvoreni hry
} else if (command == CommandClass.cmdJoin) {
// zpracovani pozadavku na pripojeni do hry
} else if (command == CommandClass.cmdGetGames) {
// zpracovani pozadavku pro zjisteni vytvorenych her
} else if (command == CommandClass.cmdLoadMap) {
// zpracovani pozadavku pro stazeni mapy
} else if (command == CommandClass.cmdGetMaps) {
// zpracovani pozadavku pro zjisteni vytvorenych map
}
} catch (IOException e) {
e.printStackTrace() ;
}
}
Výpis 14: Kostra smycˇky serveru
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Základní parametry prˇi zpracování požadavku na vytvorˇení hry jsou:
1. vytvorˇení objektu hry
2. prˇijetí du˚ležitých parametru˚ od klienta
3. nastavení zvolené mapy a pocˇtu hrácˇu˚ pro hru
4. vytvorˇení objektu hrácˇe
5. prˇidání hrácˇe do hry
6. nacˇtení logických cˇástí mapy pro hru
7. prˇidání hry do seznamu vytvorˇených her
Kromeˇ teˇchto parametru˚, se musí v hlavní smycˇce prˇi vytvorˇení hry testovat, zda jsou
všichni hrácˇi ke hrˇe prˇipojeni. Toto testování prˇedstavuje neustálé oveˇrˇování, kde se po-
rovnává zadaný pocˇet hrácˇu˚ pro hru s aktuálním pocˇtem prˇipojených hrácˇu˚. To probíhá
zvlášt’ na noveˇ vytvorˇeném vlákneˇ gameThread ve smycˇce. A to z du˚vodu, aby nebyl pro-
voz serveru tímto cˇekáním na hrácˇe blokován. Pokud je potvrzeno prˇipojení všech hrácˇu˚
do hry, je provedena synchronizace startu, která prˇedstavuje odeslání signálu všem hrá-
cˇu˚m. Dále je odstartována metoda run na druhém novém vlákneˇ playerThread, která slouží
ke komunikaci hrácˇe beˇhem hry. Jako poslední je odstartována hlavní smycˇka hry stejno-
jmennou metodou run. Pokud hra skoncˇí a ukoncˇí se její hlavní smycˇka je v tomto herním
vláknu ješteˇ zapotrˇebí hru odstranit ze seznamu vytvorˇených her.
final Thread playerThread = new Thread(new Runnable() { //hracovo vlakno
@Override
public void run() {
player.run() ; // spusteni komunikacni smycky hrace
}
}) ;
final Thread gameThread = new Thread(new Runnable() { //herni vlakno
@Override
public void run() {
while(game.getCountPlay()!=game.getCountPlayers()){ //zjisteni pripojenych hracu
try {
Thread.sleep(100); //uspani vlakna pro snizeni zatizeni
} catch (InterruptedException e) { e.printStackTrace() ; }
}
try {
dos.writeBoolean(true); // odeslani signalu pro synchronizaci startu
} catch (IOException e) { e.printStackTrace() ; }
playerThread.start () ; // odstartovani hracova vlakna
game.run(); // odstartovani herni smycky
createdGame.remove(game); //odstraneni hry ze seznamu vytvorenych her
}
}) ;
gameThread.start(); // odstartovani herniho vlakna
Výpis 15: Vlákna ve smycˇce serveru
37
7.1.2 Smycˇka hry na serveru
Logika hry je umísteˇna v metodeˇ run trˇídy Game. Pro tuto smycˇku jsem použil cyklus
while, kde je v jeho podmínce promeˇnná gameRun urcˇující chod hry. Tato trˇída obsahuje
seznam všech hrácˇu˚ ve hrˇe, kterˇí jsou uloženi v kolekci typu ArrayList. Jelikož mají klienti
za úkol získávat informace o automobilech ze serveru, nesmí být beˇhem tohoto postup-
ného získávání informací provedena žádná nová zmeˇna, naprˇíklad zmeˇna pozice auto-
mobilu. To by zpu˚sobilo, že by jeden z hrácˇu˚ mohl videˇt provedenou aktualizaci drˇíve
než ostatní. Z tohoto du˚vodu se prˇed všemi zmeˇnami musí kolekce s hrácˇi uzamknout
prostrˇednictvím klícˇového slova synchronized. Poté nastává testování, zda není hra z neˇ-
jakého du˚vodu zrušena, pokud ano, byla by herní smycˇka ukoncˇena. Dále se prochází
postupneˇ všichni hrácˇi ve hrˇe a probíhají veškeré operace potrˇebné pro tuto hru. Abych
urychlil provádeˇní herní logiky odpojení hrácˇi jsou prostrˇednictvím continue prˇeskocˇeni.
Z du˚vodu délky kódu uvádím pouze základní kostru smycˇky.
while (gameRun) { //smycka pro hru
synchronized (players) { //uzamceni listu s hraci
if ( isOffline () ) { // zjisteni , zda neni hra zrusena
break; // ukonceni herni smycky
}
for (Player p : players) { // prochazeni hracu
if (p. isOffline () ) continue; //preskoceni odpojeneho hrace
// aktualizace pozice a uhlu
p.getCar().setPositionAndAngle(p.getCar().getAngle2());
// aktualizace displeje , kvuli testovani kolizi
p.getDisplay() .update(p.getCar().getIncrementY());
// test kolizi mezi autem a prekazkou
Collision . TestCollision (map, p.getDisplay(), p.getCar()) ;
}
// prochazeni dvojic hracu
for ( int i = 0; i < players.size () ; i++) {
if (players.get( i ) . isOffline () ) continue; //preskoceni odpojeneho hrace
for ( int j = 0; j < players.size () ; j++) {
if (players.get( j ) . isOffline () || i == j ) continue; //preskoceni odpojeneho hrace
// test kolizi mezi dvemi auty
Collision .TestCollisionBetweenCars(players.get(i).getCar(), players.get( j ) .getCar()) ;
}
}
}
}
Výpis 16: Smycˇka hry na serveru
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7.1.3 Smycˇka hrácˇe na serveru
Pro komunikacˇní smycˇku s klientem jsem použil také cyklus while, který je umísteˇn v me-
todeˇ run trˇídy Player. I zde musí být celý kód smycˇky obalen do bloku try /catch kvu˚li prˇí-
padným komunikacˇním problému˚m. Hlavní cˇinností této smycˇky je neustálé nacˇítání a
zpracování prˇíchozích prˇíkazu˚ klienta. K získání všech du˚ležitých informací potrˇebných
k vykreslení automobilu˚ na straneˇ klientu˚ slouží prˇíkaz cmdGetPoses, který postupneˇ
projde všechny hrácˇe a odešle klientovi informace o pozicích a úhlech všech automobilu˚.
Dalšími du˚ležitými prˇíkazy jsou cmdLeft, cmdRight a cmdRelease, které slouží k ovládání
automobilu. V ukázce zpracování neˇkolika základních prˇíkazu˚.
while (playerRun) { // smycka pro komunikaci klienta
try {
command = is.read(); //nacteni prikazu
if (command == CommandClass.cmdOffline) { //testovani prikazu
isOffline = true; // ulozeni hodnoty do promenne potvrzujici odpojeni hrace
this .setRunning(false); // nastaveni hodnoty playerRun na false
break; // ukonceni smycky
}
if (command == CommandClass.cmdGetPoses) { //testovani prikazu
for (Player p : game.getPlayers()) { // prochazeni hracu ve hre
if (p. isOffline () ) continue; //preskoceni odpojeneho hrace
dos.writeDouble(p.car.getX()); // odeslani souradnice x
dos.writeDouble(p.car.getY()); // odeslani souradnice y
dos.writeDouble(p.car.getAngle()); // odeslani uhlu
}
} else if (command == CommandClass.cmdLeftPush) { //testovani prikazu stisknuti doleva
car.setIncrement(0.09f, 0.79f) ; // nastaveni hodnot automobilu pro stisknuti doleva
} else if (command == CommandClass.cmdRightPush) { //testovani prikazu stisknuti
doprava
car.setIncrement(−0.09f, 0.79f); // nastaveni hodnot automobilu pro stisknuti doprava
} else if (command == CommandClass.cmdRelease) { //testovani prikazu uvolenni klavesy
car.setIncrement(0.09f, 0f) ; // nastaveni hodnot automobilu pro uvolneni klavesy
}
dos.flush () ; // vynuceni zapisu neodeslanych dat
} catch (IOException e1) {
e1.printStackTrace() ;
}
}
Výpis 17: Smycˇka klienta na serveru
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7.2 Klientská cˇást
Komunikace klienta se serverem zacˇíná už v hlavním menu hry, kde se prˇi stisknutí tla-
cˇítka pro novou hru naváže spojení se serverem a klientovi se odešle seznam možných
map pro hru a dále pak tato komunikace pokracˇuje beˇhem hry. Pro komunikaci jsem im-
plementoval trˇídu Client, která obsahuje metody potrˇebné pro veškeré cˇinnosti spojené
s komunikací mezi klientem a serverem. Trˇída je spolecˇná pro obeˇ platformy a je tedy
umísteˇna do mé knihovny trˇíd.
7.2.1 Stažení mapy ze serveru
Jednou z du˚ležitých cˇástí klienta je stažení mapy ze serveru. K tomu slouží metoda
loadMap, která ze serveru stáhne mapu v podobeˇ bajtu˚, ze kterých je pozdeˇji zkonstru-
ován obrázek této mapy pro hru. Tato metoda spocˇívá v odeslání prˇíkazu cmdLoadMap
reprezentující požadavek na stažení mapy, poté je zaslán název mapy, kterou si uživatel
vybral z nabídky možných map v menu. Následneˇ je prˇijatá hodnota ze serveru, která
prˇedstavuje velikost pole bajtu˚. A poté se konecˇneˇ prˇíjme pole bajtu˚ pro mapu a ukoncˇí
se komunikace uzavrˇením soketu.
public byte[] loadMap(String map) {
try {
Socket s = new Socket(ip, port); // vytvoreni soketu na portu a adrese
os.write (CommandClass.cmdLoadMap); //odeslani pozadavku pro stazeni mapy
dos.writeUTF(map); //odeslani nazvu mapy
dos.flush () ; // vynuceni zapisu neodeslanych dat
int len = dis . readInt () ; // nacteni velikosti pole
byte[] array = new byte[len]; // vytvoreni pole na zaklade ziskane velikosti
dis .readFully(array) ; // nacteni bytu do pole
s.close() ; // uzavreni soketu
return array;
} catch (IOException e) {
e.printStackTrace() ;
}
return null ;
}
Výpis 18: Metoda loadMap
7.2.2 Získání aktuálních pozic automobilu˚
Aby mohli klienti videˇt ve hrˇe nejen svu˚j automobil, ale i souperˇu˚v, je nutné stahovat
ze serveru aktuální sourˇadnice, úhly a jiná du˚ležitá data. K uložení všech du˚ležitých
informací o automobilech má každý klient seznam pro automobily ve hrˇe, který musí ve
své hlavní smycˇce aktualizovat. K samotnému stažení nám také slouží trˇída Client, která
obsahuje metodu getPosesAndHp. V této metodeˇ se po odeslání a potvrzení požadavku
cmdGetPoses postupneˇ prochází a aktualizují všechny automobily ve hrˇe.
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public void getPosesAndHp(List<Car> cars) {
try {
os.write (CommandClass.cmdGetPoses); //odeslani pozadavku pro stazeni pozic
dos.flush () ; // vynuceni zapisu neodeslanych dat
for (Car car : cars) { // prochazeni automobilu
if (dis .readBoolean()) continue;
car.setX(dis.readDouble()); // nastaveni souradnice x
car.setY(dis.readDouble()); // nastaveni souradnice y
car.setAngle(dis.readDouble()); // nastaveni uhlu
car.setHp(dis.readInt () ) ; // nastaveni HP
car. setnitroActived (dis .readBoolean()); // nastaveni nitro
car.setWin(dis.readInt () ) ; // nastaveni informace o vitezstvi
}
} catch (IOException e) {
e.printStackTrace() ;
}
}
Výpis 19: Metoda getPosesAndHp
7.2.3 Aktualizace hry
Jak jsem již uvádeˇl, v hlavní smycˇce každé hry se musí beˇžneˇ aktualizovat logická a gra-
fická cˇást hry. Jelikož se celá logika hry odehrává na serveru, aktualizace logické cˇásti
na straneˇ klienta prˇedstavuje pouze stažení dat ze serveru pro aktualizaci automobilu˚ a
aktualizaci displeje. Jelikož se automobil pohybuje vždy ve stejné úrovni nad spodní stra-
nou displeje, aktualizace displeje spocˇívá v odecˇtení aktualizované hodnoty sourˇadnice y
od hodnoty této sourˇadnice prˇed aktualizací. Ukoncˇení hry spocˇívá v projetí cíle, to zna-
mená porovnání sourˇadnice y s hodnotou sourˇadnicí y cíle. Po projetí cíle se aktualizace
displeje zastaví, automobil odjede nahoru z viditelné oblasti a tím závod skoncˇil.
public void increaseValue(Game myGame, Client client) {
// ziskani stare hodnoty souradnice y
double oldY = myGame.getMap().getCars().get(myGame.getIDplayer()).getY();
myGame.getMap().setAllCars(myGame, client); //aktualizace dat ze serveru
// ziskani nove hodnoty souradnice y
double newY = myGame.getMap().getCars().get(myGame.getIDplayer()).getY();
// overeni zda automobil neprojel cilem
if (newY < myGame.getMap().getCilObs().getY()) {
myGame.getDisplay().update(newY − oldY); //aktualizace displeje
}
}
Výpis 20: Metoda increaseValue
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Obrázek 14: Sekvencˇní diagram popisující vytvorˇení hry
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8 Editor map
Informace o tratích máme uloženy ve formátu XML, který by bylo velice složité a zdlou-
havé psát rucˇneˇ. A proto bylo také soucˇástí mé práce vytvorˇit editor map, který nám
bude sloužit k snadnému vytvárˇení teˇchto tratí. Samotný editor by meˇl být uživatelsky
jednoduchý a mapa by se v neˇm meˇla dát vytvorˇit za relativneˇ krátký cˇas. Další du˚ležitou
vlastností je, aby editor umožnˇoval uživateli tvorˇit trat’ dle svého uvážení a neomezoval
ho v základních parametrech, jako je naprˇíklad délka trateˇ.
8.1 Informace mapy
Samotná trat’ ve formátu XML musí obsahovat veškeré informace potrˇebné nejen k vy-
kreslení mapy, ale i informace potrˇebné k samotné hrˇe. Moje mapa obsahuje informace o
prvcích jako jsou: pozadí mapy, prˇekážky v mapeˇ, start závodu, cíl závodu, šírˇka a výška
mapy. Uvedu zde ukázku jednoduché mapy vytvorˇené pomocí editoru.
<?xml version="1.0" encoding="UTF−8" standalone="no"?>
<map height="840" width="399">
<lines>
<line img="start" x1="−1" x2="399" y1="124"/>
<line img="finish" x1="−1" x2="399" y1="665"/>
</ lines>
<obstacles>
<obstacle angle="90.0" img="barriers2Small" x1="111" y1="475" y2="415"/>
<obstacle angle="90.0" img="barriers2Small" x1="111" y1="525" y2="465"/>
<obstacle angle="0.0" img="barriers2Small" x1="135" y1="501" y2="441"/>
<obstacle angle="0.0" img="barriers2Small" x1="85" y1="500" y2="440"/>
</obstacles>
<roads>
<road img="road1Small" x="0" y="0"/>
<road img="road1Small" x="0" y="20"/>
<road img="road1Small" x="0" y="40"/>
</roads>
</map>
Výpis 21: Mapa ve formátu XML
8.2 Návrh editoru
Editor map je desktopová aplikace, která pro každou mapu vytvárˇí nejen výše uvedený
XML soubor, ale také obrázek dané mapy. Tyto dva soubory jsou prˇi uložení zaslány na
server, odkud si je klienti stáhnou. Editor map je rozdeˇlen na dveˇ hlavní cˇásti. V levé cˇásti
je vyobrazena tvorˇená mapa, která je rozdeˇlena pomyslnou mrˇížkou pro prˇesné vkládání
jednotlivých prvku˚. Tuto mrˇížku lze skrýt a uživatel má již prˇímo v editoru pohled na
výslednou mapu. A pravá cˇást je panel sloužící k výbeˇru jednotlivých prvku˚. Tyto prvky
mu˚žeme aktivovat kliknutím myši na jeho obrázek, nebo výbeˇrem z textového seznamu,
který je tvorˇen názvy teˇchto prvku˚.
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První záložka obsahuje pozadí mapy dvou velikostí. První velikost jsou pozadí, které
již mají šírˇku celé mapy a urcˇitou výšku, takže pomocí nich mu˚žeme celkem rychle po-
skládat mapu o libovolné délce. Druhá velikost jsou pozadí o šírˇce a výšce jedné bunˇky
mrˇížky, které slouží spíše na tvorˇení detailních cˇástí mapy. Druhá záložka prvku˚ obsa-
huje prˇekážky mapy, které slouží jako svodidla v závodu, nebo naprˇíklad ohranicˇení
urcˇité oblasti v trati. Kde každá prˇekážka má výšku trˇech buneˇk mrˇížky a lze jí libo-
volneˇ posouvat po mapeˇ kdykoli na ni klikneme a posouváme myší. U prˇekážky lze
meˇnit nejen její polohu, ale i úhel natocˇení dvojitým kliknutím a posunem myši do stran.
Trˇetí záložka obsahuje start a cíl závodu, které jsou široké prˇes celou šírˇku mapy a které
mu˚žeme také libovolneˇ po mapeˇ posouvat kliknutím a pohybem myši. Cˇtvrtá záložka
obsahuje prˇidávání rˇádku˚ mapy, kdy jeden rˇádek má výšku jedné bunˇky mrˇížky.
Každou trat’ je možné nejen uložit, ale také znovu nacˇíst do editoru naprˇíklad pro
provedení úpravy rozmísteˇní prˇekážek, nebo prodloužení mapy.
8.3 Implementace editoru
Pro vývoj editoru map jsem použil stejný jazyk, jako pro vývoj klientské cˇásti pro desktop
a server, tedy Java SE verze 1.6. Samotná implementace spocˇívá vlastneˇ v prˇesném umís-
t’ování prvku˚ do plátna mapy, poprˇípadeˇ jeho prˇesouvání a samozrˇejmeˇ následné uklá-
dání du˚ležitých informací do XML souboru.
8.3.1 Umísteˇní a pohyb prvku˚ mapy
Jelikož jsem i zde pracoval s knihovnou SWT, bylo mi pomocí ní umožneˇno využít plátno
pro vykreslování, které nám dává du˚ležité informace naprˇíklad o tom na jaké pozici x, y
se nachází kurzor myši v plátnu. Pokud tedy tuto skutecˇnost víme, není složité na tuto
pozici vykreslit prvek mapy, at’ je to pozadí, nebo prˇekážka.
Další veˇc, kterou jsem musel rˇešit, je umísteˇní prˇekážky na pozici, kde se již neˇjaká na-
chází. Tuto skutecˇnost jsem využil pro pohyb již umísteˇných prˇekážek pohybem kurzoru
myši po plátnu. Tedy pokud klikneme na již umísteˇnou prˇekážku v mapeˇ a posouváme
kurzorem kamkoli po plátnu, tak se nám meˇní její sourˇadnice a vykresluje se stále na
nové pozice. Samotné zjišteˇní jestli jsme klikli do prˇekážky je velice jednoduché, stacˇí po-
užít událost mouseDown a testovat jestli je aktuální pozice x kurzoru veˇtší než levá strana
prˇekážky x1 a zárovenˇ menší než pravá strana prˇekážky x2. Ten samý princip platí pro
pozici y, tedy musí být veˇtší než horní strana prˇekážky y1 a zárovenˇ menší než spodní
strana prˇekážky y2.
if (e.x > myObstacle.getX1() && e.x < myObstacle.getX2() && e.y > myObstacle.getY1() && e.y <
myObstacle.getY2()){
idBarrier = obstacleList . indexOf(myObstacle);
changePosition = true;
}
Výpis 22: Test kliknutí do prˇekážky
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8.3.2 Rotace prvku mapy
Aby nebyly prˇekážky pouze ve vertikální poloze, je potrˇeba umožnit uživateli jejich ro-
taci. To jsem vyrˇešil podobneˇ jako u prˇedchozího prˇípadu. Zjišteˇní jestli jsme klikli do
konkrétní prˇekážky v mapeˇ je stejné, jediný rozdíl je, že prˇi rotaci jsme použili událost
mouseDoubleClick, tedy dvojklik. A to z du˚vodu rozlišení teˇchto dvou rozdílných akcí. Ro-
tace pak spocˇívala v zjišteˇní jestli se kurzor myši pohybuje smeˇrem doprava od prˇekážky,
nebo smeˇrem doleva od prˇekážky. V obou prˇípadech jsme bud’ prˇicˇítali nebo odecˇítali ur-
cˇitou hodnotu od úhlu dané prˇekážky.
if (actualX > e.x) {
myObstacle.setAngle(myObstacle.getAngle() − angleIncrement);
}
else if (actualX < e.x) {
myObstacle.setAngle(myObstacle.getAngle() + angleIncrement);
}
actualX = e.x;
child .redraw();
Výpis 23: Zmeˇna úhlu prˇekážky
8.3.3 Posun mapy
Aby mohl uživatel vytvárˇet mapy o libovolné délce, musí mu být umožneˇn pohyb po
mapeˇ pomocí scrollu. Ten je realizován na základeˇ SWT prvku zvaného ScrollBar, neboli
posuvník. Který ovládáme myší a on nám poskytuje informaci o tom, kolik je posunut od
své výchozí pozice. Na základeˇ této a prˇedchozí hodnoty pozice ScrollBaru se provede
jejich rozdíl, který bude prˇedstavovat posun po plátnu smeˇrem nahoru nebo dolu˚ práveˇ
o hodnotu rozdílu.
int vSelection = vBar.getSelection() ;
int destY = −vSelection − origin.y;
child . scroll (0, destY, 0, 0, width, height, false) ;
origin .y = −vSelection;
Výpis 24: Výpocˇet hodnoty scrollu
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Obrázek 15: Editor map s vytvorˇenou mapou
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9 Záveˇr
Hra na straneˇ serveru je schopna pojmout neomezený pocˇet komunikujících hrácˇu˚. Kli-
enti si mohou zvolit mezi neˇkolika možnostmi v hlavním menu hry, do kterých patrˇí vy-
tvorˇení nové hry, prˇipojení se do již vytvorˇené hry, nebo vylepšení automobilu. Prˇicˇemž
prˇi volbeˇ vytvorˇení nové hry je hrácˇi poskytnut seznam map ze serveru, které mu˚že hrácˇi
poskytnout. Prˇi volbeˇ prˇipojení do vytvorˇené hry je hrácˇi poskytnut seznam vytvorˇených
her, do kterých se mu˚že prˇipojit.
Jedním z cílu˚ této práce bylo také umožnit prˇipojení hrácˇu˚ ze zarˇízení s operacˇním
systémem Android, což bylo splneˇno. Hrácˇi s tímto operacˇním systémem se mohou prˇi-
pojit libovolneˇ bez ohledu na rozlišení displeje zarˇízení a mají stejné možnosti pro hru,
jako ostatní hrácˇi na PC. Podarˇilo se také celou logiku hry umístit na stranu serveru, a
tím tak oddeˇlit vykonávání veškerých výpocˇtu˚ od aktualizace grafické cˇásti hry, která se
vykonává naopak na straneˇ klienta.
Tato práce ukazuje jednu z možností, jak prˇistupovat ke hrˇe pro více hrácˇu˚. Od ná-
vrhu serveru, prˇes návrh hry, až po implementaci teˇchto cˇástí. Tato práce mi dala pohled
nejen na vývoj desktopové aplikace, ale i aplikace pro operacˇní systém Android, díky
kterým vím, co je nutné udeˇlat k vytvorˇení takové hry.
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A Prˇíloha na CD
A.1 Zdrojové soubory
• klientská aplikace pro desktop (desktopApp)
• klientská aplikace pro Android (androidApp)
• knihovna spolecˇných trˇíd (gameLib)
• serverová aplikace (server)
• editor map (mapEditor)
A.2 Spustitelné soubory (jar)
• klientská aplikace pro desktop (Highway Racing)
A.3 Mapy pro hru (xml, png)
• fastRace
• longRace
A.4 Uživatelská prˇírucˇka (pdf)
• popis ovládání v menu hry Highway Racing (6 stran)
