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Bevezetés 
A nyelv az emberek kommunikációjának legáltalánosabb eszköze. Az ember már 
gyerekkorában elkezdi elsajátítani saját anyanyelvét a szüleitől vagy a környezetétől és 
azt a mindennapi élete során természetes módon, külön fordítás nélkül képes használni, 
illetve gondolatait ezen a nyelven képes a legkönnyebben kifejezni. Míg régebben a 
legtöbben elegendőnek tartották a saját anyanyelvük ismeretét, manapság egyre 
szükségesebbé válik legalább egy világnyelv ismerete.  
Magyarországon kevesen beszélnek idegen nyelveket, bár a népszámlálási adatok 
szerint javuló tendencia figyelhető meg: az 1990-es népszámláláskor − saját bevallás 
alapján − a lakosság 9%-a, tíz évvel később 15%-a vallotta magáról, hogy anyanyelvén 
kívül még legalább egy idegen nyelvet beszél.1 2008-ban az általános iskolák nappali 
tagozatain 590 ezren, az összes tanuló 75%-a tanult legalább egy idegen nyelvet.2 
Az idegennyelv-tudás szerepe, jelentősége gazdasági és kulturális szempontból is 
vitathatatlan: javítja a munkavállalók munkaerő-piaci elhelyezkedésének esélyeit, 
hozzájárul a foglalkoztatottság javításához, az ország versenyképességének növeléséhez.  
Eddigi tanulmányaim során több intézményben is oktattak számomra idegen 
nyelveket a képzés keretein belül és ez mindig idegen szavak tanításával, a diákok 
szókincsének bővítésével kezdődött. Számomra a leggyakoribb probléma az volt, hogy a 
hirtelen nagy mennyiségben elsajátított szavak gyorsan feledésbe is merültek mivel a 
begyakorlásukra nem mindig volt lehetőség. Szakdolgozatom kitűzött feladata egy olyan 
webalkalmazás fejlesztése, amely szótár szolgáltatást biztosít minden regisztrált és 
vendég felhasználójának egyaránt, ily módon segítve a számukra idegen kifejezések 
elsajátítását, azonban legnagyobb előnye nem ebben rejlik: a regisztrált felhasználók 
számára személyre szabott lehetőség nyílik a keresett szavak gyakorlására automatikusan 
generált, vagy egyénileg összeállított teszteken keresztül ily módon segítve az aktív 
szókincs fejlődését. A felhasználók megtekinthetik tanulási folyamatuk előrehaladását, a 
vállalkozó szelleműek pedig megmérettethetik tudásukat egy akasztófa-szerű játék során. 
  
                                                 
1 Népszámlálás, 1990, 2001 - KSH 
2 http://www.ksh.hu/docs/hun/xftp/gyor/jel/jel310031.pdf 
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1 Fejezet: Üzemeltetői dokumentáció 
1.1 Rendszerkövetelmények 
A rendszer alapját képző web szervert a Docker container framework 
segítségével üzemeltethetjük, ezért a szerver futtatásához bármely olyan számítógép 
megfelel amely megfelel a Docker rendszerkövetelményeinek. Amennyiben nem 
szeretnénk saját szervert üzemeltetni, vagy nincs lehetőségünk saját tulajdonú eszköz 
használatára, az Amazon Elastic Compute Cloud (EC2) szolgáltatása megfelelő 
megoldást nyújthat a számunkra.  
A futtató környezetre kell, hogy legyen telepítve Composer, NodeJs, Docker és 
Docker Compose 
1.2 Az alkalmazás telepítése 
A szoftver csomag megtalálható a mellékelt DVD-n az ‘slt’ könyvtárban, ezt a 
mappát kell a szerver ‘/var/www/html’mappájába másolni. Ezek után a beüzemelés 
megkönnyítése érdekében igénybe vehető az slt/docker’ könyvtárban megtalálható 
‘Makefile’. Az ebben található parancsok nagyban megkönnyíthetik mind az 
üzemeltető, mind pedig a fejlesztő munkáját. Ezek az utasítások a következők: 
make Elkészíti az alkalmazás futtatásához 
elengedhetetlen Docker image-ket, majd 
elindítja a szükséges konténereket a Docker 
Compose szolgáltatás segítségével 
make build Elkészíti az alkalmazás futtatásához 
elengedhetetlen Docker image-ket 
make build-frontend Használatával az Angular CLI parancssori 
eszköz elkészíti az alkalmazáshoz tartozó 
weboldalt 
make start Elindítja a szükséges konténereket a Docker 
Compose szolgáltatás segítségével fejlesztői 
környezetként. Használatával a konténerekben 
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keletkező naplózási üzenetek a standard 
kimenetre kerülnek 
make start-daemon Elindítja a szükséges konténereket a Docker 
Compose szolgáltatás segítségével fejlesztői 
környezetként, majd visszakapjuk a 
parancssort további utasítások végrehajtásához 
make show-logs Használatával megtekinthetőek a 
konténerekben keletkező naplózási üzenetek 
make stop Leállítja az alkalmazáshoz tartozó 
konténereket 
make down Törli az alkalmazáshoz tartozó konténereket, a 
konténerekhez tartozó belső hálózatot illetve 
az álltaluk létrehozott adatokat 
make clear-all-containers Minden futó konténert leállít, majd törli azokat 
a kiszolgálóról 
make clear-all-images Minden, aktuálisan nem használ Docker 
image-t töröl a kiszolgálóról 
make prune Minden Docker image-t és konténert, a 
hozzájuk tartozó belső hálózatot és adatot töröl 
a kiszolgálóról 
make run-test Használatával megbizonyosodhatunk az 
alkalmazás helyes futásáról, ugyanis ez a 
parancs futtatja le a szerver szolgáltatásait 
ellenőrző teszteseteket 
make migrate Használatával futtathatjuk a még nem 
alkalmazott adatbázis migrációkat 
make migrate-refresh Minden adatot töröl az adatbázisból, majd 
visszaállítja azt a telepítés utáni állapotra 
(minden felhasználó és azok összes adata 
törlésre kerül) 
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Az alkalmazás a méltán népszerű Laravel PHP keretrendszer használatával készült, 
melynek futtatásához elengedhetetlen az alkalmazás-specifikus környezeti változók 
konfigurálása. A gyökérkönyvtárban megtalálható egy minta fájl a fejlesztői környezeti 
változókkal ‘.env.example’ néven. Az alkalmazás üzemeltetéséhez ezt a fájlt le kell 
másolnunk ‘.env’ néven, majd a benne lévő értékeket a szerverünkhöz kell 
konfigurálnunk. Ezek közül a legfontosabbak: 
APP_NAME Az alkalmazás neve 
APP_ENV A futtató környezet típusa (lehetséges értékei: 
DEVELOPMENT, PRODUCTION, TESTING) 
APP_URL Az alkalmazás elérhetősége (URL) 
[TEST_]DB_CONNECTION Az adatbázis-kezelő típusa 
[TEST_]DB_HOST Az adatbázis szerver hosztneve 
[TEST_]DB_DATABASE Az alkalmazás adatbázisának neve 
[TEST_]DB_USERNAME Az alkalmazás adatbázisának eléréséhez szükséges 
felhasználónév (meg kell hogy egyezzen az 
‘slt/docker/images/ 
mysql/prepare_db.sh’-ban lévő értékekkel) 
[TEST_]DB_PASSWORD Az alkalmazás adatbázisának eléréséhez szükséges 
jelszó (meg kell hogy egyezzen az 
‘slt/docker/images/mysql/prepare_d
b.sh’-ban lévő értékekkel) 
 
A fentebb leírt konfigurációs beállítások után az alkalmazás a következő parancsok 
egymás utáni végrehajtásával futtatható: 
/var/www/html/slt/docker/# make build 
/var/www/html/slt/# composer install 
/var/www/html/slt/# npm install 
/var/www/html/slt/slt# npm install 
/var/www/html/slt/# php artisan key:generate 
/var/www/html/slt/# php artisan jwt:secret 
/var/www/html/slt/docker/# make build-frontend 
/var/www/html/slt/# docker-compose -f docker-compose.yml up --no-build -d 
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2 Fejezet: Felhasználói dokumentáció 
2.1 Célközönség 
Ez az alkalmazás olyan felhasználók számára készült, akik nyelvtanulási 
folyamatuk során napi szinten szótárak használatára szorulnak és közben úgy érzik, hogy 
a keresett szavak nem rögzülnek elméjükben kellőképpen. Használatával ők könnyen 
ellenőrizhetik mennyire lehetnek magabiztosak a tudásukban, mivel minden előzőleg 
keresett kifejezés rögzítésre kerül a felhasználói fiókjukhoz és a tesztek generálása során 
a még be nem gyakorolt szavak nagyobb valószínűséggel kerülnek be a rendszer által 
generált feladatlapokba. 
2.2 Rendszerkövetelmények 
Az alkalmazás használható minden modern böngésző segítségével, ezért nincs 
különlegesebb rendszerkövetelménye. Elegendő, ha számítógépünk képes futtatni a 
legújabb böngészőket, mint például Google Chrome 66.0, Safari 11.1, Firefox 60.0 stb. 
2.3 Az alkalmazás használata 
Az alkalmazás minden felirata angol nyelvű, azonban nyelvezete elég egyszerű 
ahhoz, hogy minimális angol tudással is könnyen eligazodjunk használatában. 
Üzemeltetése során két típusú felhasználót különböztethetünk meg: vendég- illetve 
regisztrált felhasználót. Mindkét esetben ugyanaz a felület jelenik meg, vendég esetén 
korlátozott funkcionalitással. 
2.3.1 Szótár szolgáltatás 
 
Kép 1: Az alkalmazás kezdőlapja - szótár szolgáltatás 
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A kezdőlapon azonnal elérhető a szótár szolgáltatás,  mely szókártyák formájában 
listázza az előző sikeres kereséseket és azok eredményeit. Regisztrált és bejelentkezett 
felhasználó esetén rögzíti a sikeresen lefordított szavakat a későbbi teszt-generálás illetve 
a tanulás előrehaladtának mérése céljából. Az egyes szókártyákra kattintva újabb 
fordítások végezhetők el, akár a keresési előzményekből, akár az eredményekből 
választva tetszőlegesen. Vendégként a szókártyák minden új munkamenet esetén 
törlődnek (például az oldal frissítéskor), míg bejegyzett felhasználó esetén bejelentkezés 
után legutóbbi kereséseink újra megjelennek a felületen. 
2.3.2 Regisztráció 
 
Kép 2: Regisztráció az alkalmazásba 
A szendvics menüből elérhető a regisztrációs űrlap, melynek kitöltésével 
lehetőségünk nyílik saját felhasználói fiók létrehozására az alkalmazásban. Néhány 
személyes adat, valamint az értesítésekhez használt, a rendszerbe még nem regisztrált 
megfelelő email cím és felhasználónév megadása után a “Sign up” gombra kattintva 
sikeres regisztráció esetén már használatba is vehetjük az alkalmazást immár bejegyzett 
felhasználóként. Amennyiben már előzőleg rögzített email címet, vagy felhasználónevet 
választottunk, a program a hiba okát egyértelmű hibaüzenetekkel jelzi. 
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2.3.3 Bejelentkezés 
 
Kép 3: Bejelentkezés az alkalmazásba 
Az alkalmazásba történő bejelentkezéshez szintén a jobb oldali szendvics menü 
használatával érhető el a szükséges űrlap. Hibás adatok megadása során itt is egyértelmű 
tájékoztatást kaphatunk a hiba mibenlétéről. 
2.3.4 Tesztek listázása 
 
Kép 4: Tesztek listázása és létrehozása 
A “Tests” menüpont alatt megtekinthető az összes regisztrált felhasználó publikus 
tesztje valamint az automatikusan generált feladatlapok is. Ugyanitt elérhető a regisztrált 
ügyfelek számára a publikus és privát szó-tesztek összeállítására illetve generálására 
használható funkcionalitás, míg a vendégek csak automatikus tesztösszeállításokat 
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indíthatnak. A bejelentkezett felhasználót láthatják minden egyes sorban, hogy az adott 
feladatlapot utoljára mikor töltötték ki és milyen eredménnyel végeztek. 
2.3.5 Teszt létrehozása 
 
Kép 5: Új teszt nyelvének kiválasztása 
A tesztek listája alatt a jobb oldalon található akciógombok segítségével indíthatunk 
teszt generálást illetve manuális teszt létrehozást. Bármelyik létrehozási módot is 
választjuk, első lépésben ki kell jelölnünk a fordítás irányát az előugró űrlap segítségével. 
Amennyiben automatikus tesztgenerálást indítottunk, ez az egyetlen szükséges lépés. 
 
Kép 6: Manuális feladatlap összeállítás 
Manuális összeállítás esetén az alkalmazás összegyűjti az általunk eddig keresett 
szavakat a választott nyelven, majd a megjelenő oldalon kiválaszthatjuk a teszt nevét, 
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típusát, illetve az ábécé sorrendben listázott kifejezésekből kijelölhetjük mi szerepeljen a 
feladatlapon. 
2.3.6 Teszt kitöltése 
 
Kép 7: Teszt kitöltése 
A tesztek listájának bármelyik sorában a  ikonra kattintva indíthatjuk el annak 
kitöltését. A megjelenő feladatlapon minden idegen kifejezéshez tartozik négy lehetőség, 
melyek közül csak egyet lehet megjelölni szerintünk helyes fordításnak. Megoldást csak 
akkor nyújthatunk be, ha minden keresett kifejezéshez megjelöltünk egy megoldást. A 
kiértékelés során megtekinthetjük minden válaszunk eredményét a következő formában: 
 
Kép 8: Az eredmények kiértékelése 
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2.3.7 Keresett szavak listázása 
 
Kép 9: A keresett szavakat listázó táblázat 
Bejelentkezés után a “Phrases” menüpont alatt elérhető az összes általunk keresett 
szó, annak fordítási iránya, valamint az is megtekinthető, hogy mikor végeztünk utoljára 
olyan tesztet amiben ez a szó előfordult és mennyire lehetünk biztosak abban, hogy a 
kifejezés jelentését teljesen elsajátítottuk. 
2.3.8 Adatlap, adminisztratív funkciók 
 
Kép 10: Felhasználói profil tulajdonságai és az adminisztratív műveletek 
Szintén bejelentkezett felhasználóként a jobb felső sarokban a saját nevünkre 
kattintva érhető el saját adatlapunk. Ugyanezen at oldalon végezhetünk el különböző 
adminisztratív módosításokat: megváltoztathatjuk nevünket, jelszavunkat illetve email 
címünket. Utóbbi módosításakor egy megerősítő emailt küld az alkalmazás a jelenleg 
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használt címre. A cím frissítése csak az ebben az üzenetben található URL megnyitásakor 
történik meg, azonban figyelemmel kell lennünk arra, hogy az URL-hez tartozó azonosító 
csak korlátozott ideig használható fel.  
 
Kép 11: Előrehaladási adatok 
A “Stats” fülre kattintva elérhetővé válik tanulási előrehaladtunk statisztikájának 
egy része: az általunk elvégzett tesztek száma, a keresett szavak mennyisége, az átlagos 
teszt-eredményünk, a teljesen elsajátított szavak mennyisége illetve a keresett szavak 
begyakorlottságának százalékos értéke.  
2.3.9 Akasztófa játék 
 
Kép 12: Akasztófa játék 
A nyelvtanulás fáradtságait mindkét típusú felhasználó egy akasztófa-szerű játék 
segítségével feledtetheti. Ezen játék folyamán az alkalmazás véletlenszerűen választ 
egyet az adatbázisban található szavakból, a játékosnak ezt a kifejezést kell kitalálnia 
annak ismeretében, hogy az milyen nyelvhez tartozik. A szó kitalálásához mindössze 
maximum 10 hibás betű-tipp áll minden felhasználó rendelkezésére. 
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2.4 Hibaüzenetek 
A felhasználói felületen minden sikertelen művelet után egyértelmű üzenetek jelzik 
a hiba okát, illetve utasítást adnak a sikeres művelethez szükséges lépések végrehajtására. 
Ezek az üzenetek a teljesség igénye nélkül a következőképp néznek ki: 
 
Kép 13: Hibaüzenet helytelen űrlap kitöltéskor 
 
Kép 14: Hibaüzenet sikertelen művelet esetén 
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3 Fejezet: Fejlesztői dokumentáció 
3.1 Követelmények elemzése 
3.1.1 Követelmény feltárás 
A rendszer lényege: egy idegen szavak tanulását segítő alkalmazás megvalósítása 
harmadik felektől származó szótár szolgáltatás igénybevételével.  
Ennek megvalósításához a következő követelményeknek kell teljesülniük: 
 a felhasználóknak lehetőséget kell nyújtani az alkalmazásba bizonyos funkcióinak 
használatára vendég (nem bejelentkezett) ügyfélként 
 a felhasználóknak lehetőséget kell nyújtani az alkalmazásba való regisztrációhoz 
 regisztráció után minden, a felhasználó által a szótár alkalmazásból kikeresett szó 
rögzítésre kell, hogy kerüljön az alkalmazás adatbázisában (mind a keresett szó, mind 
pedig annak jelentése) 
 az ily módon rögzítésre került szavakból a felhasználó publikus illetve privát teszteket 
hozhat létre, vagy  választhatja az automatikus teszt generálást is (vendég felhasználók 
számára ez az egyetlen lehetőség), melyek segítségével meggyőződhet arról, mennyire 
sikerült megtanulnia az általa keresett kifejezéseket. Azok a szavak, amelyekre a 
tesztek során helyes választ érkezett, kisebb-, amelyekre pedig hibás választ érkezett 
nagyobb valószínűséggel fognak előfordulni a következő ellenőrzések során 
 amennyiben a felhasználó nem rendelkezik elegendő mennyiségű keresett kifejezéssel 
– friss regisztráció után ez a helyzet könnyen előfordulhat – lehetősége van az 
alkalmazásban előre rögzített tesztek kitöltésére, vagy olyan teszt generálására, 
melyben nem csak az általa keresett kifejezések szerepelnek. 
Az alkalmazás használatára lehetőség van regisztráció nélkül is:  
a szótár funkció használatakor a keresett szavak nem kerülnek mentésre egyetlen 
felhasználói fiókhoz sem, azonban a rendszer később ezeket a szavakat is felhasználhatja 
tesztek létrehozásához. A teszt funkció használatakor a feladatlap eredményei nem 
kerülnek rögzítésre. 
A rendszer REST (szerver) és SPA (kliens) architektúrában kerül megvalósításra.  
- Web szerver 
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Ennek feladata fogadni és feldolgozni a kliens által küldött adatokat: a keresett 
kifejezések harmadik féltől származó szótár alkalmazásokban való keresése, tesztek 
generálása, előrehaladás mérése, stb. 
- Kliens 
Feladata a kommunikáció megvalósítása a szerver felé, a felhasználói élmény 
biztosítása, a munkamenet fenntartása. 
3.1.2 Szakterületi fogalomjegyzék 
“Phrase training index” – kifejezés begyakorlottsági mutató. Minden keresett 
kifejezés mentésre kerül a bejelentkezett felhasználó profiljához kapcsolva a 
következőképp:  
 az új szavak begyakorlottsági mutatója 50% 
 minden olyan teszt kérdés, melyben szerepelt a keresett szó és a feladatra a 
felhasználótól helyes válasz érkezett 10%-kal emeli a begyakorlottsági mutatót 
(maximum 100%-ig) 
 minden olyan teszt kérdés, melyben szerepelt a keresett szó és a feladatra a 
felhasználótól helyes válasz érkezett 10%-kal csökkenti  a begyakorlottsági 
mutatót (minimum 0%-ig) 
“Teszt” – Az alkalmazásban teszteknek nevezzük olyan kvíz kérdések 
gyűjteményét, melyek megoldásához egy kifejezéshez ki kell választani a megfelelőjét a 
megadott célnyelvben a megadott lehetőségek közül. Minden kifejezéshez csak és 
kizárólag csak egy helyes megoldás létezik a lehetséges válaszok között, illetve egyazon 
teszt két megtekintése/elvégzése között a válaszlehetőségek változnak. 
3.1.3 Funkcionális követelmények 
A felhasználók jogosultságaik szerint 2 csoportba oszthatók: vendég (GUEST) és 
regisztrált felhasználó (USER). 
Mindenki aki bejelentkezés nélkül használja az alkalmazást, vendég felhasználónak 
tekintendő. A vendég felhasználóknak lehetőségük nyílik regisztrálni az alkalmazásba, 
mely során létrejön a rendszerben számukra egy felhasználói fiók, melynek hitelesítő 
információit felhasználva használhatják az alkalmazás védett funkcióit. 
Vendégként a következő Use Case-ek lehetségesek: 
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Minden bejelentkezett felhasználó USER jogosultsággal rendelkezik és számukra 
a következő funkcionalitásokat nyújtja az alkalmazás: 
 
3.1.4 Nem funkcionális követelmények 
A rendszer nem funkcionális követelményei közé tartozik az intuitív, gyorsan 
reagáló, egyszerűen használható felhasználói felület. Fontos a hibatűrőség, robosztusság, 
egyszerűség. 
Az alkalmazás felülete úgy készült, hogy elsajátítása minél könnyebb legyen: jól 
áttekinthető és a különböző oldalak tartalma logikailag összetartozó információkat jelenít 
meg. Ezáltal a betanulási idő egy tapasztalatlan felhasználó esetében is lekorlátozódik 
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egy órára. Alapértelmezett nyelve angol. Az egyes gombok, menük feliratai erőteljesen 
rávilágítanak arra, mi történik, ha a felhasználó rákattint. A szoftver felhasználói felülete 
teljesen hagyományosnak mondható, követi azt az elrendezést, ami a mai szoftverek 
esetében jól bevált, nem tartalmaz semmi olyan "furcsának" mondható elemet vagy 
logikát, ami a felhasználót elbizonytalanítaná, esetleg nem tudná kellőképpen értelmezni. 
A felhasználók által támasztott minimális biztonsági követelmény, a felhasználók 
egyértelmű azonosíthatósága, a felhasználók fiókjának a relatív biztonsága. 
3.1.5 Külső követelmények 
Törekedjünk a szép, könnyen értelmezhető és újrafelhasználható kód írására. Ehhez 
segítséget nyújthat Robert C. Martin Clean Code nevű könyve. Ez az programozók 
körében méltán elismert remekmű többek közt a következő alapelvek betartására buzdít 
mindenkit: 
1. Használjunk beszédes elnevezéseket: a változók, osztályok, metódusok,  
könyvtárak stb. nevét körültekintően válasszuk meg. Ha úgy gondoljuk, hogy 
egy név nem fejezi ki megfelelően a tartalmat, cseréljük le. 
2. Törekedjünk a SOLID elvek betartására.  
3. Próbáljuk állapot mentesen tartani azokat a függvényeket amelyek 
transzformációt végeznek és értéket adnak vissza. Csak azok a függvények 
változtathassanak csak állapotot, amelyeknek nincs visszatérési értéke. 
4. Kövessük a megadott könyvtár struktúrát. 
5. Próbáljuk kerülni a kommenteket, mert azok könnyen félreértésekhez 
vezethetnek. 
A fejlesztés folyamán lehetőleg használjunk verziókövetőt. Ez segít a változások 
nyilvántartásában. 
3.2 Tervezés 
3.2.1 Az alkalmazás architektúrája 
A feladat megvalósításához szükségünk lesz egy HTTP szerverre, az adatok 
tárolását végző megfelelő adatbázisra, a működést gyorsítandó és ideiglenes tároló 
szerepét ellátó cache szolgáltatásra, valamint egy megfelelő kliensre ami a szerverrel 
történő kommunikációért felelős. Mindezek mellett annak biztosítására, hogy az 
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adatbázisban nem szereplő kifejezések keresésekor is tudjunk megfelelő válasszal 
szolgálni a felhasználónak, igény esetén használatba vehetünk harmadik féltől származó 
szótár szolgáltatást is. 
 
Kép 15: Az alkalmazás architektúrája 
3.2.2 Használandó technológiák kiválasztása 
Docker, Docker Compose - A közös feljlesztői környezet kritikus egy alkalmazás 
fejlesztése során. Az egyes környezeteknél eltérő verziójú szolgáltatások számos akadályt 
gördíthetnek a fejlesztők útjába, például az új verziókban már elavultnak minősített 
metódusok használata akár a forráskód megváltoztatása nélkül teheti használhatatlanná 
az alkalmazást; az eltérő konfigurációs beállítások nem várt viselkedést 
eredményezhetnek. Bonyolult vagy időigényes lehet a megfelelő környezet összeállítása 
is. Ezeken a tényezőkön könnyen tud segíteni a Docker illetve a Docker Copose. 
Használatával előre elkészített rétegesen felépülő szolgáltatásokból álló környezetet 
állíthatunk össze, mindehhez elég néhány konténerkép-leírót, úgynevezett 
‘Dockerfile’-t illetve az azokat egyetlen szolgáltatássá összefogó, egyéb 
konfigurációs beállításokat tartalmazó ‘docker-compose.yml’-t megosztanunk a 
többi fejlesztővel . Ily módon egyetlen parancs használatával elindíthatjuk az egész 
projekt eta megfelelő környezetben. 
Nginx – egy ingyenesen használható, nyílt forráskódú, magas teljesítményű http 
szerver és reverse proxy, valamint IMAP/POP3 proxy.3 Eseményvezérelt 
                                                 
3 http://servira.com/fogalomtar/290.nginx 
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architektúrájának és kiszámítható memóriahasználatának köszönhetően nagy 
népszerűségnek örvend, stabil működése és könnyű konfigurálása szintén egy-egy érv a 
használata mellett.  
PHP – könnyen elsajátítható és egyszerűen használható szerveroldali szkriptnyelv, 
mely lehetővé teszi a Objektum Orientált Programozás  magas szintű használatát is. Mivel 
a PHP objektumorientált képességei erősen a Java 5-ös megoldásaira építenek, 
elsajátítása után más programozási nyelvek megoldásai is ismerősekké válhatnak 
számunkra.4 
Laravel – nagy népszerűségnek örvendő nyílt forráskódú, ingyenesen használható 
PHP keretrendszer amit Taylor Otwell készített a Symfony framework alapján. Modern 
webszerverek fejlesztéséhez első osztályú, segítségével könnyen készíthetünk MVC 
(model-view-controller) architektúrájú alkalmazásokat.5 
MySQL – egy többfelhasználós, többszálú, SQL-alapú relációs adatbázis-kezelő 
szerver. Megfelelő gyorsaságú több millió rekordot tartalmazó akár összekapcsolt 
táblákból történő lekérdezések végrehajtása esetén is.6 
Redis – a Laravel által támogatott nyílt forráskódú, fejlett kulcs-érték pár tároló 
szolgáltatás. Gyakran nevezik adat-struktúra szervernek is, mivel tárolhatunk benne 
szöveget, listákat és halmazokat is.7 
Composer – egy csomagkezelő PHP projektekhez. Legfőbb célja az, hogy 
összefogja a különböző library-ket, pluginokat 8. Segítségével egyszerűen és gyorsan 
telepíthetjük, törölhetjük vagy frissíthetjük alkalmazásunk függőségeit. 
PHPUnit – egy keretrendszer, mely kifejezetten PHP alkalmazások tesztjeinek 
írásához készült és erre kitűnően használható is. 
TypeScript – nyílt forráskódú programozási nyelv ami a Microsoft fennhatósága 
alá tartozik. Egy Javascript-variáns, mely statikus típusosságot nyújt, osztályok, 
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interfészek, típusok létrehozását és használatát, jelölését teszi lehetővé a forráskódban. 
Használatával a kód beszédesebb, egyértelműbb lehet, és az esetleges programozói hibák 
is könnyebben észrevehetőek. 9 
Angular – a Google által főként böngészőkre tervezett Single Page Application 
keretrendszer ami azt jelenti, hogy a weboldal és a funkcionalitásához szükséges 
szkriptek egyetlen oldalbetöltéssel kerülnek a kliens böngészőjébe. Ezután az 
alkalmazásban történő navigálás közben az oldal nem töltődik újra, így fokozva a 
felhasználói élményt és csökkentve az adatforgalmat. 
Material design, Angular Material – Az alkalmazás megjelenésének 
kialakításához hez a mára már nagyon elterjedt Material Design (anyagszerű megjelenés) 
nevű, a Google által fejlesztett, a 2014. június 25-i Google I/O konferencián bejelentett 
formanyelv elveit követve tervezzük meg az alkalmazás felületét. 10 A felület elkészítését 
nagyban meggyorsíthatja a szintén a Google által fejlesztett Angular Material 
komponensek használata. 
3.2.3 Harmadik féltől származó szótár szolgáltatások 
glosbe.com – ingyenesen használható szótár szolgáltatást nyújtó API. Használata 
egyszerű, egyetlen HTTP GET kérés segítségével könnyen és hatékonyan lehet 
fordításokat végezni. A hívás egyszerűen paraméterezhető, mindössze néhány változó 
értékadására van szükség: 
 from – ISO 693-3, vagy ISO 639-1 szabványnak megfelelő jelölés a 
forrásnyelvre 
 dest – ISO 693-3, vagy ISO 639-1 szabványnak megfelelő jelölés a 
célnyelvre 
 phrase – a fordítani kívánt kifejezés 
 format – a visszatérési formátum. Lehetséges értékei: json, jsonp, xml 
3.2.4 Az alkalmazott architektúra 
A fent leírt és kiválasztott technológiák és szolgáltatók ismeretében az alkalmazás 
architektúrája a következőképp alakul: 
                                                 
9 https://en.wikipedia.org/wiki/TypeScript 
10 https://hu.wikipedia.org/wiki/Material_design 
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Kép 16: Alkalmazott architektúra 
3.2.5  Adatbázis terv, sémák 
Minden adattábla létrehozásakor fontos, hogy alkalmazzuk a Laravel keretrendszer 
által meghatározott konvenciókat, ily módon kevesebb konfigurációt kell elvégeznünk a 
kapcsolódó objektumok tulajdonságainak beállításakor. Ezek a konvenciók 
megtalálhatóak a hivatalos dokumentációban. 
Az esetleges későbbi fejlesztések megkönnyítése és az egyes rekordok egyértelmű 
azonosításának érdekében minden táblában megtalálható három attribútum: a rekord  
egyedi azonosítója (id), a létrehozás időpontja (created_at), illetve a bejegyzés 
legutolsó módosításának ideje (updated_at). Amennyiben a létrehozás óta nem történt 
módosítás, az utóbbi két érték megegyezik. 
Az alkalmazás lényegi részét a szótár szolgáltatás, ily módon az eltárolt szavak és 
azok fordításai adják, éppen ezért fontos az ezen entitásokhoz tartozó adatbázis táblák 
helyes megtervezése.  
Az alkalmazás által támogatott nyelveket és azok ISO 639-1 szabványnak 
megfelelő jelöléseit a ‘languages’ tábla tartalmazza. 
A redundancia elkerülése érdekében minden egyes nyelv kifejezéseit csak egyszer 
tároljuk le a ‘phrases’ táblában. Ennek biztosítása érdekében unique indexet hozunk 
létre a tábla ‘language_code’ és ‘phrase’ oszlopaira, ez segít a későbbiekben a 
duplikátumok tárolásának elkerülésében. 
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A létrehozott fordítások egy-egy szópár között csak egyetlen rekordot jelentenek a 
fordítás irányától függetlenül. A kifejezéseket a ‘translations’ tábla 
‘phrase1_id’ és ‘phrase2_id’ mezője azonosítja, míg a duplikátumok 
elkerüléséért részben az ezen oszlopokra a felsorolás szerinti sorrendben létrehozott 
‘forward_translations’ és a fordított irányban meghatározott 
‘backward_translations’ unique indexek felelnek. Arról, hogy egy létező 
fordítás megcserélt szórendben ne kerülhessen be az adatbázisba, a későbbiekben a 
forráskódban gondoskodunk. A nyelvek, szavak és fordítások kapcsolata a következő 
ábrán jól látható: 
 
Kép 17: A nyelvek, szavak és fordítások kapcsolata 
A felhasználók adatait a ‘users’ tábla tárolja. Ebben található meg a felhasználó 
jelszava is amit szigorúan csak hash-elt formában tárolunk. 
A felhasználókat az általuk keresett szavakkal a ‘phrase_user’ kapcsolótábla 
köti össze. A tábla nem csak azonosítókat tárol, megtudhatjuk a benne tárolt adatok 
alapján a keresésben meghatározott cél nyelvet illetve azt is, hogy az adott szót a 
felhasználó mennyire sajátította el. Ennek jelölésére az ‘untrained_index’ mező 
szolgál, mely 0 és 10 közötti értékeket vehet fel, ezt egy ‘chk_untrained_index’ 
nevű megszorítás is biztosítja. Alapértelmezett értéke 5. 
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Kép 18: A felhasználó és a szavak kapcsolata 
A teszteket a ‘tests’ táblában tároljuk. Ebben található meg a teszt neve, típusa 
(‘PUBLIC’ vagy ‘PRIVATE’), a manuális teszt tulajdonosa, illetve az, hogy a benne 
szereplő feladatok milyen nyelvről milyen nyelvre történő fordítást várnak el. 
Minden tesztelendő kifejezés és annak helyes megoldása a ‘quizzes’ táblában 
található.  
 
Kép 19: A tesztek adatbázisbeli reprezentációja 
A felhasználót és at általa elvégzett teszteket a ‘test_user’ tábla kapcsolja 
össze. Az összes felhasználó minden kitöltött feladatlapjához csak egyetlen bejegyzés 
tartozik ami tartalmazza a legutolsó elért eredményt is százalékban megadva. A helyes 
értékekről a ‘last_resolution_ratio’ oszlopon definiált megszorítás, a 
‘chk_last_resolution_ratio’ gondoskodik. 
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Kép 20: A felhasználók és a tesztek kapcsolata 
A teljes adatbázis-szerkezet a következő ábrán látható: 
 
Kép 21: A teljes adatbázis-szerkezet 
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3.2.6 Az alkalmazás elérhető végpontjai 
A szerverünket MVC azaz Model-View-Controller architektúra alapján építjük fel. 
Mivel a szerver REST architektúrájú lesz, a View réteget elhagyjuk, backend oldalról 
csak a szükséges adatbázis lekérdezések eredményét továbbítjuk a kliens felé.  
A Laravel routere segítségével definiálunk az alkalmazásban elérhető végpontokat, 
amelyeket a kliens szólít majd. A router fogja a megfelelő Controllerhez irányítani a 
kérést ami a különböző szervizek, modelek és más segédosztályok segítségével elvégzi a 
szükséges műveleteket vagy épp az adatbázisból megszerzi a Model rétegben definiált 
sémákon keresztül a szükséges adatokat. A definiált alkalmazás-végpontok a következők: 
Protokoll Metódus Végpont 
HTTP GET|HEAD / 
HTTP POST api/auth/login 
HTTP POST api/auth/logout 
HTTP GET api/languages 
HTTP GET api/random-phrases/{count?} 
HTTP POST| GET api/tests 
HTTP POST api/tests/generate 
HTTP POST api/tests/{id}/evaluate 
HTTP GET| DELETE api/tests/{test} 
HTTP POST api/translate 
HTTP DELETE|POST|PUT|GET|HEAD api/user 
HTTP POST api/user/change-email 
HTTP POST api/user/change-password 
HTTP GET|HEAD api/user/details 
HTTP GET|HEAD api/user/phrases 
HTTP GET|HEAD api/user/phrases/history/{count?} 
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HTTP GET|HEAD email-change-confirmation 
 
3.2.7 Authentikáció 
Az authentikációt JSON Web Token -nel (továbbiakban JWT) oldjuk meg. Ahhoz, 
hogy egy felhasználó a saját adatait kapja meg a szervertől, illetve hogy megállapítsuk, 
hogy az adott actor egy regisztrált user, valahogy minden HTTP kérésnél authentikálnia 
kell magát. Mivel REST esetében nem kezelünk session-t, másképp kell megtudnunk, 
melyik felhasználó kéri az adatait.  
Amikor bejelentkezik a felhasználó, generálunk számára egy JWT tokent, amit a 
kliens oldalon tárolunk (local-storage) és minden egyes kéréssel elküldjük a szervernek a 
HTTP kérés fejlécében. Minden token egyértelműen azonosítja a hozzá tartozó 
felhasználót, illetve magában hordozza saját élettartamát. A szerver a kérésből kiolvassa, 
a tokent és ha megfelelőnek találja azt, akkor kiszolgálja a kérést. A JWT nem titkosít, 
egy visszafejthető kódolást használ, viszont az utolsó része egy ellenőrző rész, amely 
kiszűri, ha megváltoztattuk a szerver által kapott azonosítót, így biztonságot nyúlt a 
legtöbb támadási kísérlet ellen. 
3.3 Felhasználói-felület modell 
Amint azt a kiválasztott technológiák fejezetében leírtam, a felhasználói felület 
megtervezését a Material Design elveit alapul véve végezzük. Fontos, hogy az alkalmazás  
kinézete letisztult legyen, egyszerűen kezelhető és magától értetődő. 
 A felület elkészítése során ne használjunk a szemet zavaró, esetleg a figyelmet 
elterelő élénk színeket. Az oldalak ne tartalmazzanak hosszas, vagy villódzó animációkat, 
ez zavaró lehet használat közben.  
Szintén fontos követelmény, hogy az alkalmazás minden oldala mobil eszközökön 
is használható legyen. Ily módon a felhasználói bázis nem korlátozódik csak az asztali 
eszközt használó emberekre. 
A következő néhány terv szolgáljon útmutatásként a felület modelljéhez. 
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Kép 22: Az alkalmazás kezdőoldala - szótár szolgáltatás 
 
Kép 23: Űrlap egy felugró ablakban 
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Kép 24: Listázás és akciógombok 
 
Kép 25: Teszt kitöltése 
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Kép 26: Felhasználói profil nézet 
 
Kép 27: Akasztófa játék terve 
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3.4 Statikus terv 
3.4.1 Egyéni megoldások 
A felsorolás típus egy olyan típus, melynek megengedett értékei előre definiált 
konstansok és minden ilyen konstans egy objektumot tárol, melynek típusa  épp az az 
enum, amelyben az definiálva van. Csak egyetlen megkötése van a felsorolás típusnak: 
habár a felsorolás típusok osztályok, nem definiálható hierarchia számukra, vagyis nem 
lehet leszármazottja a felsorolási típusnak. Javában például a felsorolás típust az enum 
szóval definiáljuk. 
PHP-ben nincs enum, nem része a nyelvnek, azonban az alkalmazásunk számára 
sok szempontból hasznos lenne egy enum-szerű osztály használata. Ezt nem túl könnyű 
megvalósítani PHP-ben, azonban mégsem lehetetlen.  
 
Kép 28: Egyéni enum típus megvalósítás terve 
A szükséges funkcionalitás eléréséhez a PHP lehetőségeit kihasználva az osztály 
statikus metódushívásának felüldefiniálása elengedhetetlen követelmény. Minden 
általunk létrehozott enumot kétféle módon tudunk megszerezni: meghívjuk a szülő 
osztályon definiált ‘byName’ metódust a konstans nevét paraméterül adva, vagy az adott 
enum osztályon statikus metódus hívást végzünk a konstans nevével. 







    public function getConstName(): string; 
    public function getConstValue(); 
} 
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Ezt az interface-t megvalósítja majd egy absztrakt osztály ami tartalmazza az összes 
szükséges metódust, illetve gyorsítótárként önmagában hordozza majd egy statikus 
mezőben az összes elkészített enumot, így biztosítva azok egyezését két külön helyről 







abstract class BaseEnum implements Enum 
{ 
    private static $cache = []; 
 
    private $name; 
    private $value; 
 
    public function __construct($name, $value) 
    { 
        $this->name = $name; 
        $this->value = $value; 
    } 
 
    public static function byName(string $name): Enum 
    { 
        $enum = self::getConstants()[$name] ?? null; 
        if (!$enum) { 
            $enumClassName = get_called_class(); 
            throw new Exception("Enum '$name' not found in $enumClassName" ); 
        } 
        return $enum; 
    } 
 
    public static function __callStatic($name, $args): Enum 
    { 
        return self::byName($name); 
    } 
 
    public function getConstName(): string 
    { 
        return $this->name; 
    } 
 
    public function getConstValue() 
    { 
        return $this->value; 
    } 
 
    private static function getConstants(): array 
    { 
        $enumClass = get_called_class(); 
        if (!array_key_exists($enumClass, self::$cache)) { 
            self::$cache[$enumClass] = []; 
            $reflectionClass = new ReflectionClass($enumClass); 
            foreach ($reflectionClass->getConstants() as $const => $value) { 
                self::$cache[$enumClass][$const] = self::buildEnum($const, $value); 
            } 
        } 
 
        return self::$cache[$enumClass]; 
    } 
 
    private static function buildEnum(string $name, $value) 
    { 
        return new static($name, $value); 
    } 
} 
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Az elvárt működést a későbbiekben egységtesztekkel támasztjuk alá. 
Az előzőleges tervezés során a következő enumokra lesz szükségünk, hogy 
magabiztosak lehessünk az alkalmazás helyes működésében. 
 
Kép 29: Szükséges enumok 
3.4.2 Szükséges osztályok: szerver 
A Laravel keretrendszer pontosan definiált konvenciókat használ: minden 
objektumtípusnak meghatározott helye van, implementációjuk egy része pedig 
meghatározott irányelvek alapján kell, hogy történjen. 
Az alkalmazás megvalósítása során minden adatbázisban tárolt entitáshoz létre kell 
hoznunk egy Modelt, ami kiterjeszti a Laravel által használt Eloquent ORM megfelelő 
objektumát. Ezen objektum segítségével tudunk majd az adatbázisból rekordokat 
lekérdezni, vagy éppen frissíteni vagy törölni azokat. 
Minden létrehozott Modelhez kell készítenünk egy Repository osztályt, amely 
“elrejti” az adatbázissal kapcsolatos műveleteket. Ebben az osztályban kell 
megvalósítanunk minden adatbázis lekérdezést, beszúrást, törlést, stb. Ettől az irányelvtől 
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eltérően csak akkor cselekedjünk, ha ez túl sok többletterhet jelentene egyetlen metódus-
hívás elrejtése végett. 
A létrehozott Repository osztályokat a Service osztályaink használhatják. Ezek 
tartalmazzák majd a szükséges üzleti logikát. 
A felhasználónak az egyes entitásokkal kapcsolatos kéréseit, mint például a törlés, 
létrehozás, vagy módosítás, mindig egy Controller fogja kiszolgálni. Ezek a Controller-
ek nem tartalmazhatnak üzleti logikát, feladatuk kizárólag a kérés kiszolgálása a 
megfelelő Service-k használatával. 
Az egységes szerver-válaszok biztosítására létre kell hoznunk egy 
‘RestController’ nevű absztrakt osztályt amely minden más Controller 
szülőosztálya kell, hogy legyen. Az egységes választ a szóban forgó osztály 
‘buildResponse’ metódusua fogja számunkra biztosítani. 
Az egyes kérések adattartalmának validációjához minden esetben létre kell 
hoznunk egy Request osztályt. Ennek segítségével fogja az alkalmazásunk még a 
kiszolgálás előtt eldönteni, hogy a felhasználó által szolgáltatott adatok helyesek-e, 
például a regisztrálandó felhasználónév foglalt-e vagy sem. 
A hibás bemeneti értékekről szóló egységes formátumú értesítéseket a 
‘RestRequest’ absztrakt osztály használatával érjük majd el. Az ebben lévő 
`failedValidation` metódus, ami az eredeti Laraveles implementáció 
felüldefiniálása, a megfelelő üzeneteket fogja számunkra előállítani. 
3.4.3 A kliens szükséges osztályai 
A kliens komponenseit az Angular fejlesztői dokumentációjában részletezett 
konvenciók alapján kell elkészíteni. A fejlesztés megkönnyítése érdekében a kliens 
implementációjakor a következő alapelveket tartsuk szem előtt: 
1. Minden kérést, amit a szerver felé küldünk, egy megfelelő Service-ben kell 
implementálnunk, jelezve a hívás visszatérési típusát interface-k segítségével. 
2. Amennyiben a kérésben adatokat is küldünk, az adatok számára hozzunk létre 
egy megfelelő Data Transfer Object-et. Az ebben rejlő ‘fromFormGroup’ 
statikus metódus segítségével kinyerhetjük a szükséges adatokat az azokhoz 
tartozó űrlapból (‘FormController’-ből). 
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3. Készítsünk egy általános ‘NotificationService’-t, melynek 
segítségével jelezhetjük a felhasználó számára a sikeres vagy sikertelen 
műveletek tényét illetve okát egyaránt. 
3.5 Megvalósítás 
3.5.1 Alkalmazott könyvtár-struktúra: szerver 
Az alkalmazás szerverének alapjául szolgáló Laravel keretrendszer viszonylag 
szigorúan meghatározza a projektünk könyvtárszerkezetét. Az alábbiakban csak a 
fontosabb mappákat részletezem azok rövid funkciójának ismertetésével. 
. 
├── ./app 
│   ├── ./app/Enums 
│   ├── ./app/Exceptions 
│   ├── ./app/Http 
│   │   ├── ./app/Http/Controllers 
│   │   └── ./app/Http/Requests 
│   ├── ./app/Mail 
│   ├── ./app/Models 
│   ├── ./app/Presenters 
│   ├── ./app/Providers 
│   ├── ./app/Repositories 
│   ├── ./app/Services 
│   ├── ./app/Traits 
│   ├── ./app/Utils 
│   └── ./app/User.php 
├── ./config 
├── ./database 
│   ├── ./database/factories 
│   ├── ./database/migrations 
│   └── ./database/seeds 
├── ./docker 
│   ├── ./docker/images 
│   ├── ./docker/docker-compose.override.yml 
│   ├── ./docker/docker-compose.yml 
│   ├── ./docker/docker-php 




│   └── ./resources/views 
├── ./routes 
│   ├── ./routes/api.php 
│   └── ./routes/web.php 
├── ./slt 
├── ./storage 
│   └── ./storage/logs 
├── ./tests 
│   ├── ./tests/Functional 
│   ├── ./tests/Unit 
│   ├── ./tests/CreatesApplication.php 
│   ├── ./tests/TestCase.php 












Fájl vagy könyvtár Leírás 
./app/Enums 
Az alkalmazásban Enum-ként használt Singleton osztályok 
ebben a könyvtárban találhatóak 
./app/Exceptions A szerver által használt kivételek 
./app/Http/Controllers A kéréseket végrehajtó Controllerek 
./app/Http/Requests 
A kéréseket validáló, azok tartalmát leíró Request 
objektumok 
./app/Mail Az alkalmazásból küldött emailekhez tartozó objektumok 
./app/Models A perzisztencia-réteghez tartozó objektumok 
./app/Presenters A kliens számára küldött válaszok Presenterei 
./app/Repositories A Modelekhez tartozó Repository-k 
./app/Services A Modelekhez tartozó Service-k 
./app/Traits Az alkalmazásban használt Trait-ek 
./app/Utils 
Egyéb segédosztályok, például a külső fordítást végző 
ExternalTranslator 
./config Az alkalmazás konfigurációs fájljai 
./database/migrations Az adatbázis migrációkat tartalmazó könyvtár 
./database/seeds Az adatbázis seed-eket tartalmazó könyvtár 
./docker A fejlesztői környezetet meghatározó fájlok 
./documentation Az alkalmazás dokumentációja 
./public A kliens kódját tartalmazó könyvtár 
./resources/views Az egyes emailek megjelenítéséért felelős fájlok 
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./routes/api.php Az alkalmazás API végpontjait tartalmazó leíró 
./routes/web.php Az alkalmazás webes végpontjait tartalmazó leíró 
./slt Az alkalmazás kliensének kódját tartalmazó könyvtár 
./storage/logs 
Az üzemelés során a szerveren keletkező logokat 
tartalmazó könyvtár 
./tests A funkcionális és unit teszteket tartalmazó könyvtár 
./.env 
Az alkalmazás konfigurációját meghatározó környezeti 
változókat tartalmazza 
./.env.example Minta értékek az alkalmazás környezeti változóihoz 
./.env.testing 
Konfigurációs értékek az alkalmazás tesztelési 
környezetéhez 
./composer.json A Composer által használt projekt-konfiguráció leírója 
./package.json Az npm által használt projekt-konfiguráció leírója 
./phpunit.xml A PHPUnit konfigurációs beállításait tartalmazó fájl 
 
3.5.2 Alkalmazott könyvtár-struktúra: kliens 
A kliens kódjának mappaszerkezete megegyezik egy általános Angular project 
mappaszerkezetével, azonban a különböző osztályokat funkcionalitásuk, illetve 
kategóriájuk szerint csoportosítva hozzuk létre az ‘slt/slt/src/app’ könyvtáron 
belül. (például: ‘slt/slt/src/app/components/dialogs’ az összes dialógust 
tartalmazza külön alkönyvtárakban, ‘slt/slt/src/app/dtos’ a DTO-kat 
tartalmazza és így tovább.) 
3.5.3 Fejlesztői környezet kialakítása: a szerver elindítása 
Az egységes fejlesztői környezet kialakítására a Docker illetve a Docker Compose 
szolgáltatásait hasznájuk fel, azonban szükségünk lesz a futtató rendszerben telepített 
egyéb programcsomagokra is. 
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A Laravel keretrendszer szoftveres követelményei között szerepelnek a 
következők: 
 PHP >= 7.1.3 
 OpenSSL PHP Extension 
 PDO PHP Extension 
 Mbstring PHP Extension 
 Tokenizer PHP Extension 
 XML PHP Extension 
 Ctype PHP Extension 
 JSON PHP Extension 
Ezen függőségek telepítése után már csak a Composer csomagkezelőt és a NodeJs 
interpreter kell installálnunk operációs rendszerünkre. 
A fejlesztői környezet elindításának megkönnyítése érdekében igénybe vehető az 
slt/docker’ könyvtárban megtalálható ‘Makefile’. Az ebben található parancsok 
nagyban megkönnyíthetik mind az üzemeltető, mind pedig a fejlesztő munkáját. Ezek az 
utasítások a következők: 
make Elkészíti az alkalmazás futtatásához 
elengedhetetlen Docker image-ket, majd 
elindítja a szükséges konténereket a Docker 
Compose szolgáltatás segítségével 
make build Elkészíti az alkalmazás futtatásához 
elengedhetetlen Docker image-ket 
make build-frontend Használatával az Angular CLI parancssori 
eszköz elkészíti az alkalmazáshoz tartozó 
weboldalt 
make start Elindítja a szükséges konténereket a Docker 
Compose szolgáltatás segítségével fejlesztői 
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környezetként. Használatával a konténerekben 
keletkező naplózási üzenetek a standard 
kimenetre kerülnek 
make start-daemon Elindítja a szükséges konténereket a Docker 
Compose szolgáltatás segítségével fejlesztői 
környezetként, majd visszakapjuk a 
parancssort további utasítások végrahajtásához 
make show-logs Használatával megtekinthetőek a 
konténerekben keletkező naplózási üzenetek 
make stop Leállítja az alkalmazáshoz tartozó 
konténereket 
make down Törli az alkalmazáshoz tartozó konténereket, a 
konténerekhez tartozó belső hálózatot illetve 
az álltaluk létrehozott adatokat 
make clear-all-containers Minden futó konténert leállít, majd törli azokat 
a kiszolgálóról 
make clear-all-images Minden, aktuálisan nem használ Docker 
image-t töröl a kiszolgálóról 
make prune Minden Docker image-t és konténert, a 
hozzájuk tartozó belső hálózatot és adatot töröl 
a kiszolgálóról 
make run-test Használatával megbizonyosodhatunk az 
alkalmazás helyes futásáról, ugyanis ez a 
parancs futtatja le a szerver szolgáltatásait 
ellenőrző teszteseteket 
make migrate Használatával futtathatjuk a még nem 
alkalmazott adatbázis migrációkat 
make migrate-refresh Minden adatot töröl az adatbázisból, majd 
visszaállítja azt a telepítés utáni állapotra 
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(minden felhasználó és azok összes adata 
törlésre kerül) 
 
A gyökérkönyvtárban megtalálható egy minta fájl a fejlesztői környezeti változókal 
‘.env.example’ néven. Az alkalmazás szerverének fejlesztéséhez  ezt a fájlt elegendő  
lemásolnunk ‘.env’ néven. Ezek után első alkalommal a következő parancsok egymás 
utáni végrehajtásával futtatható a szerver: 
sl t / docker / # make bui l d 
s l t / # composer  i nst al l  
sl t / # npm i nst al l  
sl t / # php ar t i san key: gener at e 
s l t / # php ar t i san j wt : secr et  
s l t / docker / # make st ar t  
 
Ezek után amíg nem töröljük az alkalmazást tartalmazó könyvtárat, a fejlesztői 
környezet elindításához elegendő az ‘slt/docker/# make’  vagy ‘slt/docker/# make 
start’ parancsot használnunk. Az előbbi akkor szükséges, ha valamelyik szolgáltatáshoz 
tartozó Dokcerfile-t megváltoztattuk, vagy töröltük rendszerünkből a már elkészített 
Docker Image-ket. 
3.5.4 Fejlesztői környezet kialakítása: a kliens elindítása 
A kliens fejlesztéséhez az Angular CLI alkalmazás nyújt segítséget, melynek 
használatával a kliens kódjában történt változtatások azonnal tükröződhetnek a 
böngészőben is, nem kell manuálisan frissítenünk az oldalt. Ahhoz, hogy az ‘ng serve’ 
parancs használatakor is tudjon a frontend kommunikálni a szerverünkkel, az 
‘slt/slt/docker’ könyvtárban megtalálható ‘Makefile’ lesz segítségünkre. Az 
ebben található utasítások a következők: 
make build Elkészíti a kliens éles használatához szükséges 
fájlokat az ‘slt/public’ mappába 
make serve Használatával az Angular CLI parancssori 
eszköz elindítja az alkalmazás klienséhez 
tartozó fejlesztői környezetet beállítva az 
alkalmazás-proxyt. Ezt a környezetet 
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böngészőnkben a ‘localhost:4200’ 
címen érhetünk el 
 
3.5.5 Kódolási stílus 
PHP kód esetén az általánosan elterjedt PSR-2 szabványú formázást használjuk, az 
osztályok betöltésének mintájára pedig a Laravel keretrendszer a PSR-4 szabványt 
támogatja. A clean code elveinek tiszteletben tartásával használjunk beszédes, de nem túl 
bőbeszédű elnevezéseket minden osztály, metódus, adattag stb. esetén. Ne írjunk túl 
hosszú függvényeket, csak amennyiben valóban nincs lehetőség a benne lévő logika 
alapján kisebb metódusokra tagolni azt. Minden objektumot a számára kijelölt 
könyvtárba hozzunk létre és lássuk el azt a megfelelő namespace-szel.  
Mivel a PHP egy gyengén típusos nyelv, a jövőbeni hibákat elkerülendően azon 
metódusok esetében ahol ez lehetséges, használjunk típus jelöléseket mind a paraméterek, 
mind pedig a visszatérési érték esetén! Egyetlen függvény sem térhet vissza különböző 
típusú értékekkel! Az összehasonlításoknál azonosságot (‘===’, ‘!==’) vizsgáljunk, ne 
pedig egyenlőséget! 
Kliens oldali kód esetén hasonlóan járjunk el, tiszteletben tartva a TypeScript-hez 
tartozó kódolási konvenciókat.  
3.6 Tesztelés 
A rendszert tesztelése során több módszertant is alkalmazhatunk. Ajánlott először 
fekete doboz teszteseteket készíteni az elkészült funkcióra a használati esetek alapján 
úgy, hogy azok a lehető legtöbb folyamatot átöleljék. Ezek után áttérhetünk a fehér doboz 
tesztesetekre, vagyis a forráskód ismeretében ellenőrizzük a helyes működést minden 
lehetséges bemenetre. 
Az alkalmazás tesztelését két részre bonthatjuk: egyrészt egységteszteket kell 
írnunk az alkalmazás alkotóelemeinek tesztelésére, illetve egy-egy szolgáltatás 
elkészülése előtt, vagy után funkcionális tesztekkel támasztjuk alá a helyes működést, 
másrészt a kliens esetén manuális tesztelést végzünk.  
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3.6.1 Szerver alkalmazás tesztjei 
Egységtesztek folyamán a tesztelendő osztály helyes működését vizsgáljuk úgy, 
hogy annak minden függőségét helyettesítjük egy Mock-kal. Funkcionalitási teszten 
általában véve nézzük azt, hogy az alkalmazás megvalósítja-e a felhasználói eseteket. 
Ahol csak lehet, a szerver működését  funkcionális tesztekkel kell lefedni, ezáltal minden 
új fejlesztés közben és után lehetőség nyílik az önellenőrzésre: a tesztek lefuttatásával 
megbizonyosodhatunk arról, hogy nem okoztunk sem hibát, sem pedig mellékhatást az 
alkalmazás működésében. Az alkalmazás elkészítése közben a következő tesztekre lesz 
szükség: 
 Functional/LanguageControllerTest.php: 
     testIndex 
Functional/PhraseController_GuestUserTest.php: 
     testGetRandomPhrases 
     testGetNRandomPhrases 
     testGetUserPhrases_unauthorized_shouldFail 
     testGetPhraseHistory_unauthorized_shouldFail 
Functional/PhraseController_RegisteredUserTest.php: 
     testGetRandomPhrases 
     testGetNRandomPhrases 
     testGetUserPhrases 
     testGetUserPhrases_noLanguageParam_shouldFail 
     testGetUserPhrases_invalidLanguage_shouldFail 
     testGetSearchHistory_emptyHistory 
Functional/TestController_GuestUserTest.php: 
     testIndex 
     testGenerate 
     testGenerate_invalidSrcLanguage 
     testGenerate_missingSrcLanguage 
     testGenerate_invalidDstLanguage 
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     testGenerate_missingDstLanguage 
     testShow 
     testShow_privateTest_shouldFail 
     testShow_testNotExists_shouldFail 
     testDestroy 
     testStore 
     testEvaluate 
     testEvaluate_privateTest_shouldFail 
     testEvaluate_notExistingTest_shouldFail 
     testEvaluate_emptyAnswerArray_shouldFail 
Functional/TestController_RegisteredUserTest.php: 
     testGenerate 
     testStorePublicTest 
     testStorePrivateTest 
     testStore_emptyPhraseArray_shouldFail 
     testStore_invalidSrcLang_shouldFail 
     testStore_emptySrcLang_shouldFail 
     testStore_invalidDstLang_shouldFail 
     testStore_emptyDstLang_shouldFail 
     testStore_emptyName_shouldFail 
     testStore_missingName_shouldFail 
     testStore_invalidType_shouldFail 
     testStore_missingType_shouldFail 
     testShowOwnPrivateTest 
     testEvaluateTest_correctAnswer 
     testEvaluateTest_incorrectAnswer 
Functional/TranslationController_GuestUserTest.php: 
     testGetTranslation_phraseExistsInDatabase 
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     testGetTranslation_phraseNotExistsInDatabase 
     testGetTranslation_phraseNotTranslatable 
     testGetTranslation_invalidSrcLanguage_shouldFail 
     testGetTranslation_invalidDstLanguage_shouldFail 
     testGetTranslation_missingSrcLanguage_shouldFail 
     testGetTranslation_missingDstLanguage_shouldFail 
     testGetTranslation_emptyPhrase_shouldFail 
Functional/TranslationController_RegisteredUserTest.php: 
     testGetTranslation_phraseExistsInDatabase 
     testGetTranslation_phraseNotExistsInDatabase 
     testGetTranslation_phraseNotTranslatable 
     testGetTranslation_invalidSrcLanguage_shouldFail 
     testGetTranslation_invalidDstLanguage_shouldFail 
     testGetTranslation_missingSrcLanguage_shouldFail 
     testGetTranslation_missingDstLanguage_shouldFail 
     testGetTranslation_emptyPhrase_shouldFail 
Functional/UserController_GuestUserTest.php: 
     testShow_unauthorized_shouldFail 
     testGetProfileInfo_unauthorized_shouldFail 
     testUpdate_unauthorized_shouldFail 
     testDelete_unauthorized_shouldFail 
     testChangePassword_unauthorized_shouldFail 
     testChangeEmail_unauthorized_shouldFail 
Functional/UserController_RegisteredUserTest.php: 
     testShow 
     testGetProfileInfo 
     testUpdate 
     testUpdate_invalidFirstName_shouldFail 
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     testUpdate_invalidLastName_shouldFail 
     testDelete 
     testChangePassword 
     testChangePassword_invalidOldPassword_shouldFail 
     testChangePassword_incorrectOldPassword_shouldFail 
     testChangePassword_missingOldPassword_shouldFail 
     testChangePassword_invalidNewPassword_shouldFail 
     testChangePassword_missingNewPassword_shouldFail 
     testChangeEmail 
     testChangeEmail_invalidEmailAddress 
     testChangeEmail_alreadyTakenEmailAddress 
Functional/UserLoginTest.php: 
     testLogin 
     testLogin_missingUser_shouldFail 
     testLogin_wrongPassword_shouldFail 
     testLogin_notValidEmailAddress_shouldFail 
     testLogin_shortPassword_shouldFail 
Functional/UserRegistrationTest.php: 
     testRegisterUser 
     testRegisterUser_invalidFirstName_shouldFail 
     testRegisterUser_invalidLastName_shouldFail 
     testRegisterUser_invalidEmail_shouldFail 
     testRegisterUser_invalidUsername_shouldFail 
     testRegisterUser_invalidPassword_shouldFail 
     testRegisterUser_duplicatedEmail_shouldFail 
     testRegisterUser_duplicatedUsername_shouldFail 
Unit/EnumTest.php: 
     testGetEnum 
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     testGetEnumByName 
     testEnumsAreTheSameObjects 
     testEnumsAreTheSameObjects_callToByName 
     testEnumsAreDifferentObjects 
     testByNameThrowsOnNonExistingEnum 
     testEnumIsInstanceOf 
Ezen automatizált teztesetek elkészítésével és használatuk segítségével 
megbizonyosodhatunk arról, hogy a szerver funkcióinak legalább 95%-a megfelelő 
eredményekkel üzemel. A teszteket az ‘slt/docker# make run-tests’ 
utasítással könnyedén futtathatjuk, hibátlan végeredmény esetben az alábbihoz hasonló 
végeredményt kell, hogy kapjunk: 
 
Kép 30: Sikeres tesztfuttatás eredménye 
3.6.2 Kliens oldal tesztjei 
A klienst manuális tesztek segítségével ellenőrizzük, minek folyamán kipróbáljuk, 
hogyan reagál az alkalmazás különböző esetekben, például hiányzó, vagy hibás bemeneti 
értékek esetén, túl hosszú beviteli érték esetén, stb. Ezen tesztek elvégzéséhez a 
következő tesztelési terv nyújt segítséget: 
 Felhasználó regisztrációjának tesztjei 
Művelet Kívánt eredmény 
1. Mi történik a menügomb 
megnyomásakor, illetve a 
szendvicsmenü “Sign in” pontjának 
kiválasztásakor? 
Megjelenik a szendvicsmenü, majd a 
megfelelő opció kiválasztásakor 
megjelenik a regisztrációs űrlap is. 
2. Mi történik ha a regisztrációs űrlapot 
teljesen üresen próbáljuk elküldeni? 
Minden beviteli mezőnél megjelenik a 
megfelelő hibaüzenet. 
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3. Mi történik ha a regisztrációs űrlap 
egyes mezőit üresen próbáljuk 
elküldeni? 
Az egyes beviteli mezőknél megjelenik a 
megfelelő hibaüzenet. 
4. Mi történik ha a túl rövid, vagy túl 
hosszú vezeték- vagy keresztnevet, 
felhasználónevet vagy jelszót adunk 
meg? 
Az egyes beviteli mezőknél megjelenik a 
megfelelő hibaüzenet. 
5. Mi történik már előzőleg regisztrált 
felhasználónév vagy email megadása 
esetén? 
Az alkalmazás megfelelő hibaüzenettel 
jelzi a problémát. 
6. Mi történik hibás email-cím megadása 
esetén? 
Az alkalmazás megfelelő hibaüzenettel 
jelzi a problémát. 
7. Mi történik, ha az egyes mezőkbe 
például a ‘<script> alert(“hey”); 
</script>’ javascript kódot írjuk? 
(XSS) 
Amennyiben az adott beviteli érték 
megfelelt a validáción, az alkalmazás soha 
semmilyen körülmények között nem fogja 
futtatandó kódként értelmezni azt.  
8. Mi történik helyes adatok bevitele 
esetén? 
A felhasználó regisztrációja sikeres, az 
alkalmazásba bármikor be tud jelentkezni. 
 
 A rendszerbe történő bejelentkezés tesztjei 
Művelet Kívánt eredmény 
1. Mi történik ha a bejelentkezési űrlapot 
teljesen üresen próbáljuk elküldeni? 
Minden beviteli mezőnél megjelenik a 
megfelelő hibaüzenet. 
2. Mi történik ha a bejelentkezési űrlap 
egyes mezőit üresen próbáljuk 
elküldeni? 
Az egyes beviteli mezőknél megjelenik a 
megfelelő hibaüzenet. 
3. Mi történik ha a nem regisztrált emailt 
vagy jelszót adunk meg? 
Az alkalmazás megfelelő hibaüzenettel 
jelzi a problémát. 
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4. Mi történik ha hibás formátumú emailt 
adunk meg? 
A beviteli mezőnél megjelenik a 
megfelelő hibaüzenet, vagy az alkalmazás 
megfelelő hibaüzenettel jelzi a problémát. 
5. Mi történik helyes bejelentkezési 
adatok megadása esetén? 
A felhasználó sikeresen bejelentkezik az 
alkalmazásba. A kezdőképernyőn 
megjelenik néhány kifejezés a felhasználó 
legfrissebb keresési előzményei közül. 
 
 Szótár szolgáltatás tesztjei 
Művelet Kívánt eredmény 
1. Mi történik ha az űrlapot üresen 
próbáljuk elküldeni? 
A beviteli mezőnél megjelenik a 
megfelelő hibaüzenet. 
2. Mi történik ha a forrás nyelvnek 
ugyanazt választjuk mint cél 
nyelvnek? 
Az alkalmazás megfelelő hibaüzenettel 
jelzi a problémát. 
3. Mi történik ha a nem létező szót 
próbálunk lefordítani? 
Az alkalmazás megpróbál megfelelő 
fordítást találni, és jelzi a találatok számát. 
4. Mi történik ha helyes fordítást 
végzünk? (vendég felhasználó) 
Az alkalmazás megpróbál megfelelő 
fordítást találni, és jelzi a találatok számát. 
A keresési előzményekben megjelenik a 
keresett kifejezés. 
5. Mi történik ha helyes fordítást 
végzünk? (bejelentkezett felhasználó) 
Az alkalmazás megpróbál megfelelő 
fordítást találni, és jelzi a találatok számát. 
A keresési előzményekben megjelenik a 
keresett kifejezés, valamint a keresési 
előzmények listájában is. 
6. Mi történik az egyes szókártyákra való 
kattintás esetén? 
Az alkalmazás megpróbál megfelelő 
fordítást találni, és jelzi a találatok számát. 
A keresési előzményekben megjelenik a 
keresett kifejezés, valamint a keresési 
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előzmények listájában is, amennyiben 
eddig még nem szerepelt ott. 
 
 Feladatlapok listázásának tesztjei 
Művelet Kívánt eredmény 
1. Mi történik ha a navigációs panelen a 
“Tests” gombra kattintunk? (vendég 
felhasználó) 
Megjelenik az alkalmazásban rögzített 
összes publikus teszt. A lista mellett két 
gomb található, melyek közül a 
felhasználó csak a teszt generálása opciót 
választhatja. Az egyes teszek sorában 
megtalálható a  ikon melynek 
segítségével elindítható a teszt kitöltése. 
2. Mi történik ha a navigációs panelen a 
“Tests” gombra kattintunk? 
(bejelentkezett felhasználó) 
Megjelenik az alkalmazásban rögzített 
összes publikus teszt, illetve a felhasználó 
saját privát tesztjei is. A lista mellett két 
gomb található, melyek közül a 
felhasználó mindkettőt használhatja új 
teszt létrehozásához. A tesztek mellett 
megtalálható a  ikon melynek 
segítségével elindítható a teszt kitöltése. A 
felhasználó a saját tesztjei mellett talál egy 
törlés gombot is. 
3. Mi történik a bejelentkezett 
felhasználó megpróbálja törölni a saját 
tesztjét? 
A teszt sikeresen törlésre kerül amit 
szöveges üzenet is jelez. A lista frissítésre 
kerül és az adott feladatlap már nem 
szerepel benne. 
 
 Feladatlapok létrehozásának tesztjei 
Művelet Kívánt eredmény 
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1. Mi történik ha a tesztek listája mellett 
a “Generate test” gombra kattintunk? 
(vendég felhasználó) 
Miután egy előugró dialógus-ablakban 
kiválasztottuk a teszt forrás és célnyelvét, 
a szerver legenerál egy tesztet, amit 
azonnal ki is tölthetünk.  
2. Mi történik ha a tesztek listája mellett 
a “New test” gombra kattintunk? 
(vendég felhasználó) 
Megfelelő hibaüzenet jelzi, hogy vendég 
felhasználó számára ez a funkció nem 
elérhető. 
3. Mi történik ha a tesztek listája mellett 
a “Generate tests” gombra kattintunk? 
(bejelentkezett felhasználó) 
Miután egy előugró dialógus-ablakban 
kiválasztottuk a teszt forrás és célnyelvét, 
a szerver legenerál egy tesztet főként a 
felhasználó gyakorolatlan kifejezéseiből 
(előfordulhatnak nem keresési 
előzmények is), amit azonnal ki is 
tölthetünk. A kitöltés végén az 
eredmények rögzítésre kerülnek. 
4. Mi történik ha a tesztek listája mellett 
a “New test” gombra kattintunk? 
(bejelentkezett felhasználó) 
Miután egy előugró dialógus-ablakban 
kiválasztottuk a teszt forrás és célnyelvét, 
két dolog történhet: amennyiben nincs 
egyetlen keresett kifejezése a 
felhasználónak a forrás nyelven, az 
alkalmazás ezt megfelelő hibaüzenettel 
jelzi. Ha van, akkor teszt nevének és 
típusának megadása, valamint a kívánt 
kifejezések kiválasztása után a “Submit” 
gombra kattintva a feladatlap mentésre 
kerül és azonnal ki is tölthetjük azt. A 
kitöltés végén az eredmények rögzítésre 
kerülnek. A tesztek listájában a user 
felhasználóneve megjelenik a létrehozott 
teszt mellett jelezve, hogy ő a tulajdonosa. 
5. Mi történik ha teszt létrehozása közben 
nem adunk meg nevet a feladatlaphoz? 
Az alkalmazás megfelelő hibaüzenettel 
jelzi a problémát. 
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6. Mi történik ha teszt létrehozása közben 
egyetlen kifejezést sem választunk ki a 
feladatlaphoz? 
Az alkalmazás megfelelő hibaüzenettel 
jelzi a problémát. 
 
 Feladatlap kitöltésének tesztjei 
Művelet Kívánt eredmény 
1. Mi történik ha nem választunk ki 
egyetlen szót sem a feladatlapban 
szereplő kifejezés fordításaként? 
Az egyes beviteli mezőknél megjelenik a 
megfelelő hibaüzenet. 
2. Mi történik ha néhány esetben nem 
választunk ki szót a feladatlapban 
szereplő kifejezés fordításaként? 
Az egyes beviteli mezőknél megjelenik a 
megfelelő hibaüzenet. 
3. Mi történik ha a feladatlapot sikeres 
kitöltés után elküldjük értékelésre? 
Egy előugró ablakban megjelenik a teszt 
eredménye. Bejelentkezett felhasználó 
esetén a keresett kifejezések helyes válasz 
esetén 10%-kal nagyobb, hibás válasz 
esetén 10%-kal kevesebb “Phrase training 
index”-szel fognak rendelkezni. 
 
 Keresési előzmények listázásának tesztjei 
Művelet Kívánt eredmény 
1. Mi történik ha a navigációs panelen a 
“Phrases” gombra kattintunk? (csak 
bejelentkezett felhasználó láthatja) 
Megjelenik egy lista a felhasználó 
keresési előzményeivel. Ha még 
nincsenek keresési előzményei, a lista 
üres. 
 
 Akasztófa játék tesztjei 
Művelet Kívánt eredmény 
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1. Mi történik ha a navigációs panelen a 
“Hangman” gombra kattintunk? 
Megjelenik az akasztófa játékhoz tartozó 
oldal. 
2. Mi történik ha a megoldásban nem 
szereplő betűt választunk? 
A megengedett hibás választások száma 
eggyel csökken, az adott betű gombja 
inaktívvá válik. 
3. Mi történik ha a megoldásban szereplő 
betűt választunk? 
A megengedett hibás választások száma 
nem csökken, az adott betű gombja 
inaktívvá válik, a megoldásban 
megjelenik a választás annak minden 
előfordulási helyén. 
4. Mi történik ha elhasználjuk az összes 
hibás választási lehetőségünket? 
Az alkalmazás a játék végét és a vereség 
tényét hibaüzenettel jelzi, minden betű 
inaktív állapotba kerül illetve megjelenik 
a helyes megfejtés. 
5. Mi történik ha megtaláljuk az összes 
keresett betűt? 
Az alkalmazás a játék végét és a győzelem 
tényét hibaüzenettel jelzi, minden betű 
inaktív állapotba kerül illetve megjelenik 
a helyes megfejtés. 
6. Mi történik ha a “New Game” gombra 
kattintunk? 
Egy új játék veszi kezdetét egy új 
kifejezéssel, a hibás választások 
számlálója újraindul, minden betű aktívvá 
válik. 
 
 Profil oldal tesztjei 
Művelet Kívánt eredmény 
1. Mi történik ha a navigációs panelen a 
saját nevünkre kattintunk? 
Megjelenik a felhasználói fiókunk profil 
oldala, ahol megtekinthetjük saját 
adatainkat. 
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2. Mi történik ha a vezetéknevünket 
kitöröljük (üres szöveggé próbáljuk 
változtatni)? 
A beviteli mezőnél megjelenik a 
megfelelő hibaüzenet. 
3. Mi történik ha a keresztnevünket 
kitöröljük (üres szöveggé próbáljuk 
változtatni)? 
A beviteli mezőnél megjelenik a 
megfelelő hibaüzenet. 
4. Mi történik ha a vezetéknevünket túl 
rövid vagy túl hosszú szövegre  
próbáljuk változtatni)? 
A beviteli mezőnél megjelenik a 
megfelelő hibaüzenet. 
5. Mi történik ha a keresztnevünket túl 
rövid vagy túl hosszú szövegre  
próbáljuk változtatni)? 
A beviteli mezőnél megjelenik a 
megfelelő hibaüzenet. 
6. Mi történik ha a navigációs panelen a 
“Guest” feliratra kattintunk? 
Megjelenik a bejelentkezési dialógus 
7. Mi történik ha megpróbáljuk 
megváltoztatni a jelszavunkat? 
A felhasználói fiók jelszava megváltozik. 
8. Mi történik ha jelszóváltoztatáskor a 
régi jelszó nem megfelelő? 
Az alkalmazás megfelelő hibaüzenettel 
jelzi a problémát. 
9. Mi történik ha jelszóváltoztatáskor az 
új jelszó nem megfelelő? 
A beviteli mezőnél megjelenik a 
megfelelő hibaüzenet. 
10. Mi történik ha megpróbáljuk 
megváltoztatni az email címünket? 
A rendszer tájékoztat, hogy egy 
megerősítő email került számunkra 
kiküldésre aminek segítségével 
megerősíthetjük a módosításunkat. 
11. Mi történik ha hibás címre  próbáljuk 
megváltoztatni az email címünket? 
A beviteli mezőnél megjelenik a 
megfelelő hibaüzenet. 
12. Mi történik ha megpróbáljuk törölni 
magunkat az alkalmazásból? 
Sikeres törlés után az alkalmazás 
kezdőképernyője jelenik meg vendég 
üzemmódban. 
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4 Fejlesztési lehetőségek 
Fejlesztési lehetőségek vannak még mind az alkalmazás funkcionalitásában, mind 
a jelenlegi funkcionalitásának bővítésében. Néhány ezek közül:  
 A tesztben lévő feladványok száma legyen változtatható 
 Admin funkciók bevezetése, mint például trágár szavak törlése az 
adatbázisból, hibás fordítások törlése, felhasználó törlése 
 A felhasználók szerkeszthessék tesztjeiket 
 Az alkalmazás élő környezetre történő kihelyezése 
 CI/CD rendszer használata a fejlesztés élő környezetre helyezéséhez 
 Böngésző beépülő készítése, melynek segítségével úgy végezhetünk 
fordításokat, hogy az idegen szóra visszük a kurzort 
 Mobilalkalmazás fejlesztése 
 Caching-mechanizmus bevezetése az alkalmazásba a fordítások számára 
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7 A DVD tartalma 
A DVD gyökérkönyvtárában található ‘bsc-szakdolgozat’ könyvtár 
tartalmazza a megvalósított alkalmazást. Struktúrája megegyezik a 3.5.1, illetve a 3.5.2 
fejezetekben tárgyalt struktúrával. 
A szintén a gyökérkönyvtárban található ‘dokumentáció’ mappa tárolja jelen 
dokumentációt .doc, .docx illetve .pdf formátumokban. 
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