Since Internet based applications have become the norm for most users, security has become a bigger concern than ever before, especially for applications like social networking and cloud based storage. Access control is one of the key techniques that can mitigate security concerns for web based applications. However, most existing access control mechanisms require a trusted party, which are vulnerable to many threats including malicious insiders and single point failure. In response to these challenges, we propose DL-BAC, a novel access control system based on the distributed ledger. DL-BAC robustly enforces access control policies without depending on a single trusted party. We also provide an extension of DL-BAC that is privacy respecting and evaluate the performance of DL-BAC to show its practicability.
INTRODUCTION
The quick development of Internet and web technologies are creating unprecedented opportunities in areas such as e-commerce, social networking, and online storage. Security is critical for these web applications due to several factors, e.g., high volumes of sensitive information managed by web applications, interconnections of heterogeneous and distributed systems, and difficulties in detection and prosecution of anonymous/remote computer crimes [17] .
Joshi et.al. classifies security services for web applications in two categories [17] . The first, secure communications, is provided through the comprehensive protection provided by the wide adoption of PKI [2] and advanced encryption AES [1] . The second, access control, has received a lot of attention [31, 29, 36, 5, 4, 40] ; however, existing works focus on efficient access policy design and formal verification. For policy enforcement mechanism and auditability, most existing schemes assume a trusted party but ignore the scenario that there is no trusted party. For web applications like cloud-based storage and social networking, the situation is especially serious because the user has to rely on the service provider to enforce his/her access control policies. If a malicious insider (e.g., rogue system administrator) or an attacker compromises the server, they can easily bypass or disable the access control mechanism and retrieve user data without leaving any trace in the system.
To address these challenges for the access control mechanism of web applications, we propose a distributed ledger based access control system (DL-BAC) which does not rely on any single trusted party and improves security for web applications. As public accessibility is a key feature of the distributed ledger, privacy becomes a concern when all access control related information (e.g., access policies and access histories) are stored on the ledger and available to everyone. We leverage a zero-knowledge proof technique to mitigate this problem without disrupting access control functionalities. In summary, our contributions in this paper include:
• We design DL-BAC, a distributed ledger based access control system for different web applications without assuming any single trusted party; • We provide a privacy protection extension of DL-BAC that hides access policies and access history stored on the distributed ledger from the public while supporting necessary access control operations; • We analyze the security features of DL-BAC and evaluate its performance to show the practicality. The remainder of the paper is organized as follows: Section 2 gives a short review of the distributed ledger technology. Section 3 provides a detailed description of the basic version of access control based on distributed ledger DL-BAC, and Section 4 a privacy enhanced DL-BAC is proposed. Section 5 evaluates the performance of the two proposed approaches and Section 6 discusses related work. We conclude the paper in Section 7.
BACKGROUND OF DISTRIBUTED LED-GER
The distributed ledger (blockchain) is at the core of the cryptocurrency, Bitcoin [24] , and a major technology con-Adding access policies to DL-BAC and objects to web application Sending access request Granting permission and retrieving objects Administrator User Data Data Figure 1 : Overview of DL-BAC. The administrator of the web application stores encrypted data on the server and submits access policies together with data encryption key to the distributed ledger system. When a user tries to access the stored data, the request is processed by the distributed ledger to determine whether the request should be allowed or denied. If it is allowed, the distributed ledger distributes the data encryption key to the user in a secure way.
tributor to the success of Bitcoin over a community of distributed peers. It is believed that distributed ledger based technology may revolutionize many industries [37, 35] .
Roughly speaking, a distributed ledger is a system involves multiple participants who achieve consensus on a data set and maintain the data locally. Distributed ledger systems are developed under different trust models with different consensus protocols. There are two main types of trust models: one assumes all participants are equivalent and one has participants with varying privileges for block construction. Under a given trust model, the system can use various consensus protocols such as proof-of-work [24] , proof-of-stake [8] , or Byzantine fault tolerance (BFT) [38] Regardless of the trust model and underlying consensus protocol, most distributed ledger systems have three important features [26, 15] : (i) public accessibility (all information stored with block-chain is publicly accessible to everyone); (ii) immutability (information added to the blockchain can not be modified or removed; and (iii) resilience (each participant of the system keeps a complete copy of the blockchain, and no single point of failure can affect the availability of the stored information). Moreover, there are four major operations for a distributed ledger: (i) submitting a record to the ledger; (ii) querying the ledger; (iii) checking the validity of a record/block; and (iv) confirming a block.
DISTRIBUTED LEDGER BASED ACCESS CONTROL
In this section, we give the detailed design of DL-BAC that can be applied to different web applications and discuss its security features and limitations.
Overview of DL-BAC
At the core of DL-BAC is a distributed ledger that is responsible for access control policy storage, management, and Figure 2 : Three types of records stored on the distributed ledger. Multiple records can be packed into a single block and they do not need to be the same type.
enforcement. Fig. 1 gives an overview of DL-BAC. Web application data that needs protection is encrypted and stored on web servers as usual while the administrator constructs corresponding access control policies and submits them to the distributed ledger. The administrator also determines how participants involved in the distributed ledger make decisions (e.g., a certain portion of selected nodes agree to grant or deny the access request). Even if an attacker compromises the web application server or a small percentage of participants in the distributed ledger, an unauthorized user will not be able to access data under protection.
In the following description, we assume the access control policies are in the form of access control lists (ACL [31] ). DL-BAC can also support more complex access control policies, which we discuss later in this section.
Major Operations of DL-BAC
DL-BAC involves three major operations for data D: (i) the administrator ida establishes access control policy P for D; (ii) a user idu requests access to D; and (iii) DL-BAC makes a decision to grant access to user idu. Fig. 2 shows an example piece of the ledger used by DL-BAC that contains three types of records: access policy, data access request, and data access granting.
Access Control Operations
In the following, we describe four major operations in DL-BAC on access control.
Establishing access control policy. For data D, the administrator ida prepares a list of user identities (denoted as aclD) that have access to D, and generates a digital signature of acl to protect its integrity/authenticity. Both acl and the corresponding signature are sent to the distributed ledger and stored in the system as a block. To prevent an attacker from learning D by compromising the web server, the administrator encrypts D before sending to the web server using AES with key dek. Instead of sharing dek with any single party, the administrator uses a secret sharing protocol [34] to divide dek into multiple pieces and distribute to different participants of the distributed ledger. Specifically, ida selects n nodes from the system of distributed ledger and sets a threshold k, divides dek to n sub-keys dek1, . . . , dekn according to the selected secret sharing scheme. ida then encrypts deki with the ith node public key and submits the cipher-text to the distributed ledger. The secret sharing scheme guarantees that when k or more selected nodes disclose their dekis to a user, the user can re-construct dek.
Requesting access. When the user idu visits the web application and needs access to data D, the application queries the distributed ledger for acl of D. If idu ∈ acl, the web application shares D with idu (in cipher-text) and directs the user to the distributed ledger to request access. Specifically, the user submits the request (D, idu, sigu(D, idu)), participants of the distributed ledger verify the request, embed the request into a block, and put on the distributed ledger.
Making decisions and granting access. Each participant idp monitors the distributed ledger for data access requests. For a request from idu for data D accepted by the ledger, idp first checks whether he/she is selected to protect D. If idp is selected, he/she searches the corresponding acl for idu to see whether idu is authorized to access D. If idu ∈ acl, idp encrypts his/her piece of encryption key for D with idu's public key and submits to the distributed ledger. After the number of key pieces submitted to the system reaches the threshold set by the data owner, a new block (grant block) is created to store collected pieces of the key. idu can recover the original key used to encrypted D and decrypt received cipher-text.
Modifying an access policy. To add a new user to an existing access control list, the administrator can create a new acl and link it to the previous one. Because distributed ledger does not support deleting/changing of existing records, user revocation is also implemented by adding a new record to the distributed ledger states that the privilege of a certain user (or a set of users) is revoked. Changing privilege of a user is equivalent to revoking and adding operations. If a revoked user has obtained the access privilege, i.e., a grant block is created and added to the blockchain, the data owner also needs to use to new key to encrypt the data and remove the old version.
Note that if a more complex access policy framework is required (e.g., RBAC [30] ), the administrator can store corresponding access policies to the ledger, the user submits his/her role information and distributed ledger participants follow saved policies to make a decision on the access request. Other access control framework like ABAC [16] can be implemented similarly.
Local Data Arrangement for Distributed Ledger Participants
Although all records are logically linked in a linear structure, each participant of the distributed ledger can organize information in a more convenient way, i.e., using a database system to store the records to quickly determine whether an access request is legitimate or not. Introducing a more complex storage structure does not affect features and operations of distributed ledger as a participant can easily track the order of all blocks on his/her local machine to determine whether a new block should be accepted and how to produce a new block (determine the prior block to start mining).
Security Analysis
Security of DL-BAC relies on features provided by the distributed ledger and underlying secret sharing scheme.
Integrity of access control policy. Because acls are stored in the distributed ledger, no one can modify them due to the immutability feature of the distributed ledger. An attacker cannot compromise the integrity of an acl by adding a patch to the distributed ledger as the attacker has to forge a digital signature of the administrator who owns the data under protection. Otherwise participants of the distributed ledger will reject the request of adding the patch. Therefore, as long as the administrator does not disclose his/her private key for signature generation, an attacker cannot tamper the integrity of access control policies by forming a valid modification request.
Confidentiality of data under protection. Data under protection is stored in encrypted form on the web server and an attacker cannot learn any useful information by compromising the web server. Although the divided data encryption key pieces are stored on the distributed ledger and publicly available, they are encrypted with different public keys (public keys of these participants selected by the administrator). Even if the attacker compromises some of the participants and gets their private keys, the secret sharing scheme guarantees that he/she cannot recover the data encryption key if the number of compromised participants does not reach the threshold. Another type of records on the distributed ledger that contain data encryption key information are Grant records. As long as the attacker does not know corresponding user's private key, he/she cannot recover plain-text of data encryption key.
Auditability. Auditing is an essential component of an access control system [31] , and DL-BAC provides good support for auditing. The distributed ledger records all activities include construction of access control policy, access requests, and access grants. Because of the immutability of distributed ledgers, it is very hard for an attacker to alter information. Therefore, an auditor can depend on data stored in the ledger to do any auditing work.
Privacy. Although DL-BAC achieves the goal of implementing access control without any single trusted party and has the desirable security features described above, it does not provide a good protection of the users' privacy: a user's access request and granting activities are stored in plaintext on the distributed ledger that is accessible by everyone. To address the privacy concern, we give a privacy enhanced version of DL-BAC in the next section.
ENHANCED DL-BAC WITH PRIVACY PRO-TECTION
In this section, we describe the design of enhanced DL-BAC that provides privacy protection for users' activities.
Anonymized Access Request and Granting
To protect access privacy of a user, DL-BAC leverages zero-knowledge proof techniques to hide users' information [14, 9] . The basic idea is that, instead of storing the allowed users' identities to the distributed ledger, the administrator derives something from information that is only available to his/herself and allowed users as access control list acl and stores to the ledger. When a legitimate user needs to access the data, he/she generates a zero knowledge proof that shows his/her identity is in the acl without revealing it. Furthermore, this proof can be re-randomized when he/she submits a request again, so an attacker cannot learn the relationship between multiple requests by observing the distributed ledger.
Privacy enhanced DL-BAC is inspired by the anonymous membership protocol developed by Camenisch et.al. [9] which works for a two party scenario. The proposed system uses bilinear map [23] as a building block. Let G1 and GT be two groups and g ∈ G1 is generator with prime order, a bilinear map e : G1 × G1 → GT satisfies: (i) for a, b ∈ Zp, e(g a , g b ) = e(g, g) ab ; and (ii) e(g, g) = 1. In practice, bilinear map can be constructed with elliptic curves and efficiently computed [19, 6, 39] . In the following description, we suppose G1, GT , g ∈ G1, h ∈ G1 are public parameters where g is a generator of G1 of prime order.
Establishing access control policy. Without lose of generality, the administrator ida numbers users in the acl as u1, . . . , u , and their public/private key pairs are ((pk1, sk1) , . . . , (pk , sk )).
User ui also shares a secret value δi with the administrator ida (e.g., δi can be generated by using ski to encrypts identity of data D). Instead of storing their identities (public keys) to the distributed ledger directly, ida randomly selects x ∈ Zp, and publish y ← g x and A δ i ← g 1 x+δ i to the distributed ledger. The data encryption key is distributed in the same way as described in Section 3.
Requesting access. For user ui to request access, he/she randomly selects five numbers v, r, s, t, m from Zp and computes:
Then ui gets another random number c by applying the hash function to the last block on the distributed ledger (i.e., c ← hash(block)%p), and calculates z δ i ← s − δic, zv ← t − vc, and zr ← m − rc. Note that c is a random number that ui cannot control, which is essential for the security of the system.
To protect the identity, ui cannot include his/her public key in the access request. Instead, ui randomly generates a new public/private key pair (pk i , sk i ) for access of data D. Let Rqst ← (V, a, D, z δ i , zv, zr), ui generates the request (D, Rqst, pk i , sig sk i (D, Rqst, pk i )) and submits to the distributed ledger.
Making decision and granting access. When a related participant idp of the distributed ledger detects a new block including the access request is confirmed, he/she first checks whether the request is valid (e.g., whether he/she is responsible for D and the signature is valid). If the request is valid for idp, he/she checks
and
If the request passes all two checks, idp shares the data encryption key in the same way as the original version of DL-BAC with pk i .
Modifying access policy. An access policy is revised by the administrator similarly to the basic DL-BAC. The major difference is that in order to add a new user to an existing list, the administrator needs to interact with the new user to obtain corresponding δ value before generating the patch policy.
Unlike the basic version of DL-BAC, privacy enhanced DL-BAC does not support access control frameworks other than access control lists. The reason for this limitation is that the zero-knowledge proof protocol used in enhanced DL-BAC only supports membership proof. We plan to develop more powerful zero-knowledge proof schemes to support other access control frameworks in the future.
Security Evaluation of Enhanced DL-BAC
Security of the anonymous user verification. Enhanced DL-BAC utilizes a zero-knowledge proof scheme to allow distributed ledger participants to determine whether a user is authorized to access certain data. A zero-knowledge proof satisfies three security properties: completeness, soundness, and zero-knowledge [7, 14] . Therefore, enhanced DL-BAC guarantees that only authorized users can pass the verification (completeness and soundness) and the distributed ledger cannot learn any information about the identity of the user (zero-knowledge). If the same user submits access request multiple times, he/she can re-randomize the request by choosing different random values (e.g., v, r, s, t and m) and distributed leger participants cannot link these requests. We refer the readers to [9] for more detailed formal proofs of features of the zero-knowledge proof scheme. Policy integrity and data confidentiality. The integrity of access control policies is preserved because enhanced DL-BAC also utilizes distributed ledger to store related information. Data confidentiality is protected by the zero-knowledge proof and secret sharing scheme together. Specifically, the zero-knowledge proof protocol guarantees that only users included in the access control policy can pass the verification. The secret sharing scheme prevents unauthorized users from learning the data encryption key. Auditability. With enhanced DL-BAC, one with access to the distributed ledger cannot do any auditing job freely because of the zero-knowledge proof protocol used to verify access requests. However, the administrator has extra knowledge of δi which allows him/her to detect user identities by observing the distributed ledger and conduct an audit. Specifically, given an request Rqst ← (V, a, D, z δ , zv, zr) where z δ ← s − δc, zv ← t − vc, and zr ← m − rc, the administrator knows ∆ = {δ1, . . . , δ } and c (generated from a block on the ledger), and for each δi ∈ ∆, he/she does following calculations:
4. Checking whether x ? = g cδ . If the above equation holds, the administrator knows that δ = δi and recovers the identity information. In summary, with extra computations, the administrator has the capability to audit all activities related to data managed by him/her.
PERFORMANCE EVALUATION OF DL-BAC
In this section, we first evaluate the performance of the basic version of DL-BAC and then discuss the enhanced DL-BAC.
Performance of Basic DL-BAC
Computation and storage cost. If the underlying distributed ledger is constructed using proof-of-work [24, 18] , then major computation cost of basic DL-BAC is divided into two parts, block construction and secret sharing operations. Even for early days secret sharing schemes like the one developed by Shamir [34] , only simple polynomial operations are required and it is negligible for modern computers.
From the storage perspective, DL-BAC is not as efficient as centralized access control systems because each participant has to keep a copy of all activity history. This can be mitigated with similar strategies of Bitcoin where most participants just keep most recent blocks and there are only limited number of full nodes that hold a full activity history [13] . Latency and throughput. After the administrator sets the access policy, two blocks have to be added to the distributed ledger before a user can access the data. As basic DL-BAC only adds limited computation burden, the latency is mainly determined by the underlying distributed ledger construction protocol. Considering the nature of access control, it cannot tolerate high latency. As the number of users increases, the throughput also has to be improved. There are a lot of works focusing on distributed ledger performance improvement that DL-BAC can leverage to achieve latency at second level and thousands of transactions per minute [11, 10, 21] .
Performance of Enhanced DL-BAC
Compared with the basic DL-BAC, the enhanced DL-BAC requires extra computations related to the zero-knowledge proof scheme. From the administrator perspective, he/she needs to do a number of finite field inversions and elliptic curve scalar multiplications according to the length of the access control list. These operations usually can be done in milliseconds on modern computers. For each access request, the user only needs to do two bilinear pairings and several elliptic curve scalar multiplications. Distributed ledger participants have similar computation burden. All these operations are cheap and have very limited effects on the system latency and throughput. The storage cost of enhanced DL-BAC is similar to the basic version.
RELATED WORKS
In this section, we shortly review related works. Distributed access control system. Researchers have developed different types of distributed access control systems [27, 3, 12] . These access control mechanisms are distributed and usually more reliable and suitable for various web applications. However, these schemes still require some trusted parties to guarantee the enforcement of access policies, which is different from DL-BAC. Zyskind and Nathan proposed the use of blockchain for personal data protection [41] , which also involves data access control. However, it did not give a concrete access control approach and did not consider privacy issues of the access procedure itself. Privacy protection in access control. Privacy protection research in the scenario of access control focuses on privacy preserving authentication [28, 25, 33, 20] . This line of research is orthogonal with our work and some results may be adoptable to the DL-BAC framework. There are also some works on transaction anonymization on blockchain [22, 32] . These works also utilize zero-knowledge technique but cannot be applied to our case directly as they do not allow multiple-usages of proof to prevent double-spending.
CONCLUSION
This paper proposes DL-BAC, a distributed ledger based access control system for different web applications. DL-BAC uniquely integrates cryptography tools and distributed ledger so that the enforcement of access control policies is guaranteed without any single trusted party. The enhanced DL-BAC further addresses potential privacy concerns where only the administrator who deploys access policies can audit related activities. We also evaluate the security features and performance of DL-BAC.
For the next step, we plan to implement a fully functional prototype of DL-BAC and evaluate it with different system sizes and applications. We will also extend the privacy enhanced DL-BAC to support more complex access policies including role-based access control and attribute-based access control.
