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Multi­agent  systems  (MAS)  consist  of  a  number  of  autonomous agents  that 
communicate among themselves to coordinate their activities in order to solve 
collectively  a  complex  problem  that  cannot  be  tackled  by  any  agent 
individually.  These kinds of systems are appropriate in many domains where 
problems  that  are  complex,  distributed  and  heterogeneous  require 
communication and coordination between separate autonomous agents, which 
may  be  running  on  different  machines  distributed  over  the  Internet  and  are 
located in many different places. 
In  the  health  care  domain,  MAS  have  been  used  for  distributed  patient 
scheduling,  organ  and  tissue  transplant  management,  community  care, 
decision support, training and so on. One other promising area of application is 
in the prescription of antiretroviral and anti­TB drugs. The drugs used to treat 
the  two  diseases  have  many  and  similar  side  effects  that  complicate  the 
prescription  process. These  factors have  to be considered when prescribing 
medication to a person co­infected with HIV and  tuberculosis. This is usually 
done manually using drug recommendation  tables, which are complicated  to 
use  and  require  a  great  deal  of  decision­making.  The  design  and 
implementation  of  a  multi­agent  system  that  assists  health  care  staff  in 
carrying out the complex task of combining antiretroviral and anti­TB drugs in 
an efficient way is described. 
The  system  consists  of  a  number  of  collaborating  agents  requiring  the 
communication of complex and diverse forms of information between a variety 
of  clinical and other  settings, as well as  the coordination between groups of 
health  care  professionals  (doctors,  nurses,  counsellors,  etcetera.)  with  very 
different  skills  and  roles.  The  agents  in  the  system  include:  patient  agents, 
nurse agents, lab agents, medication agents and physician agents. The agents 










en  koördinasie  tussen  afsonderlike  outonome  agente  wat  op  verskillende 
rekenaars verspreid oor verskillende plekke op die Internet mag wees.  Op die 
terrein  van  gesondheidsorg  word  MAS  reeds  gebruik  vir  verspreide 
skedulering  van  pasiënte,  bestuur  van  orgaan­  en  weefseloorplanting, 
gemeenskapsorg, ondersteuning van besluitneming, opleiding ensovoorts.  ‘n 
Ander  belowende  toepassingsgebied  is  die  voorskryf  van  antiretrovirale  en 
anti­TB  middels.    Die  geneesmiddels  wat  gebruik  word  om  die  twee 
siektetoestande te behandel, het baie newe­effekte, wat ook baie ooreenkom 
en die keuse van medikasie vir ‘n voorskrif kompliseer.  Hierdie faktore moet in 





van  die  ingewikkelde  taak  om  antiretrovirale  en  anti­TB  middels  op  ‘n 
doeltreffende wyse te kombineer, word hier beskryf.  Die stelsel bestaan uit ‘n 
aantal agente wat saamwerk en die kommunikasie van komplekse en diverse 
vorms  van  inligting  tussen  ‘n  verskeidenheid  kliniese  en  ander  omgewings 
benodig,  sowel  as  die  koördinasie  tussen  groepe  beroepslui  in 
gesondheidsorg (geneeshere, verpleegsters, beraders, ens.) met vaardighede 
en rolle wat baie van mekaar verskil.  Die agente in die stelsel sluit in: pasiënt­ 
agente,  verpleegster­agente,  laboratorium­agente,  medikasie­agente  en 
geneesheer­agente.  Die agente kan op verskillende rekenaars wat verspreid 
oor verskillende plekke op die  Internet geleë is, gehuisves word.   Die stelsel 
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for  software  engineering  in  a  wide  variety  of  applications  (Jennings  & 
Wooldridge, 1998).  The agent concept constitutes a powerful abstraction tool 
for dealing with software development.   It also provides a good development 




have,  which  include  the  following:  autonomy,  reactivity,  sociability,  mobility, 
rationality, and pro­activity (Wooldridge, 2002).  In most cases, the solution to 
complex  distributed  problems  developed  using  a  Multi­agent  system  (MAS) 
approach  is  composed  of  multiple  interacting  agents  acting  as  computing 
elements  to  achieve  the  system’s  goals.  Agents  are  being  used  in  an 
increasingly  wide  variety  of  applications,  such  as  intelligent  user  interfaces, 
personal assistants and for handling large amounts of information, such as e­ 
mail  and  Internet  searches.    They  are  also  used  in  electronic  commerce, 
process control, air  traffic control, enterprise resources planning, health care 
and so on (Jennings et. al, 1998).  In the health care domain they have been 




is  characterised  as  being  a  vast,  open  environment  where  health  care 
professionals  such  as  doctors  and  nurses,  with  different  skills  and  roles,
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manage  patients  via  shared  and  distributed  decision  making.    Such 
environments  require  the  communication  of  complex  and  diverse  forms  of 
information  between  a  variety  of  clinical  and  other  settings.    Health  care 
professionals  in  such  environments,  in  particular,  require  information  that  is 
both  timely  and  error­free,  and  recommendations  or  decisions  offered  by 
software systems have to be secure and trustworthy.  Software agents can be 
used  to  provide  information  to  doctors,  nurses  and  patients.    There  are 




The  components  of  a  multi­agent  system  may  be  running  on  different 
machines, located in many different places distributed over the Internet.  Each 
of the agents may keep part of the knowledge required to solve the problem, 
such  as  patient  records  held  in  different  departments within  a  hospital  or  in 
several hospitals, clinics, surgeries, or in a government department. 
Methodologies  to  aid  in  the  development  process,  tools  and  platforms  that 
facilitate the implementation of agent systems have also been developed.  The 
methodologies  currently  available  include:  Gaia  (Zambonelli  et.  al  2003), 
MaSE  (Wood,  2000),  Tropos,  PASSI,  Agent­UML,  and  so  on.   See  (Weiss, 
2002)  for  a  survey  of  Agent­Oriented  Software  Engineering  (AOSE) 
methodologies and  the  field of AOSE  in general.   Many agent platforms are 
also  available  and  good  examples  include  the  following:  ZEUS,  JAS  (Java 
Agent  Services  API),  JADE,  Aglets,  Concordia,  Voyager,  ADK  (Agent 
Development  Kit),  FIPA­OS,  Madkit,  agentTool,  AgentAcademy,  BlueJADE, 
Odyssey,  Jumping  Beans, Grasshopper,  Swarm  and  JAMES  (Bordini  et.  al, 
2005). 





HIV affects  the  immune system,  increases  the  likelihood of people acquiring 
TB infection, and promotes the progression of latent TB infection to an active 
disease.    People  that  are  HIV­positive  are  up  to  fifty  times  more  likely  to 
develop  tuberculosis  in  a  given  year  than  those  who  are  HIV­negative. 











fever,  bleeding,  decreased  vision  and  dizziness,  etc.    The  side  effects  of 
antiretroviral  drugs  are  numerous  and  include  liver  failure,  pancreatitis, 
metabolic  complications,  fever,  rash,  flu­like  symptoms,  dizziness,  insomnia, 
diarrhoea,  nausea,  headache,  muscle  aches,  etcetera.    Many  of  the  side 
effects of the drugs used in the treatment of the two conditions are the same 
and may be increased when a combination of drugs is taken.  The complexity 











The  complicated  nature  of  the  two medical conditions  has  to  be  considered 
when  prescribing  medication  to  a  person  co­infected  with  HIV  and  TB.    At 






treatment,  the  patient  visits  a  doctor  who  will  do  a  baseline  assessment. 
Before starting ARV treatment,  the patient has  to complete a drug readiness 
training  programme  for  three  weeks.    Then  the  doctor  prescribes  the 
medication, and the prescription is given to the primary health care clinic that 
has  to  provide  the  medicine.    The  prescription  is  sent  through  to  the 
pharmacist,  who will  verify  that  the  combination  and  dose  of medicines  are 








Health  workers  at  clinics  and  government  hospitals  as  a  rule  suspend anti­ 
retroviral treatment until TB treatment is completed.  They are not able to treat 
the two conditions simultaneously, because it is too complicated and requires 
a  great  deal  of  decision­making.    If  a  patient  already  receiving  antiretroviral 
drugs also contracts TB, the patient has to be treated by a health worker with 






The  complicated  task  of  prescribing anti­retroviral and anti­TB drugs  can be 
made easier by using a computer application that is able to assist in complex 
decision  making.    Intelligent  agents  and  multi­agent  systems  are  a  new 





faster  and  more  accurate  by  deploying  a  multi­agent  system  to  generate 
prescriptions to save time and minimise decision errors. 
1.5  Research Goals and Objectives 
The  goal  of  this  research  is  the  development  of  a  MAS  system  for 
administering  the prescription of anti­retroviral and anti­TB drugs,  in order  to 












The  system  has  been  developed  using  the  MaSE  methodology  for  agent­ 
oriented  software  engineering.  This  methodology  covers  the  whole 
development  life  cycle  and  has a  support  tool  called  agentTool.   The  JADE 
(Java DEvelopment Framework) was chosen for the implementation. 
1.7  Organisation of Dissertation 
The  rest  of  this  dissertation  is  organised  as  follows:  In  Chapter  Two  the 
concept  of  an  agent,  its  characteristics  and  the  application  domain 
characteristics  for  Multi­Agent  Systems  are  described.    Chapter  Three 
concentrates  on  related  work,  where  the  application  of  MASs  in  various 
domains  is  reviewed.    It  includes  applications  of  multi­agent  systems  in 
different  domains  such  as  industrial,  information  management,  e­commerce 
and health care.  Chapter Four discusses the design of the MedAgent system. 
The method of analysis and design is described in detail.  The implementation 








including  the  Internet.    This  is  beneficial,  in  the  sense  that  information  and 
communication are much more easily available than in the past.  However, the 
disadvantage is that there is sometimes too much information and everything 








comprehensible  by  decomposing  them  into  smaller  components,  probably 
independent of each other.  In order to handle dynamic and open systems it is 
important to have autonomous software systems that work independently, but 
also  communicate  with  one  another.    These  two  concepts,  software 
components  as  well  as  autonomous  software,  are  both  part  of  the  agent 
technology. 
The  concept  of  intelligent  agents  is  a  fairly  recent  development  in  software 






Agent  Systems  was  held  in  San  Francisco  in  1995  (Wooldridge  &  Decker, 
2000). 
Shoham (Shoham, 1997) describes a software agent as a software entity that 
functions  continuously  and  autonomously  in  a  particular  environment  often 
inhabited  by  other  agents  and  processes.    Agents  need  the  ability  to 
communicate and interact with other agents, that is, to be social (Wooldridge, 
2002).    Agents  may  be  stationary  or  mobile,  which  means  that  they  either 
reside on individual computer systems or  travel  from host  to host across  the 
Internet to carry out different tasks. 
Recently, agent­oriented software development has been used as a paradigm 
for  software  engineering  in  a  wide  variety  of  applications  (Jennings  et  al., 
1998).   Agents have  found application in numerous domains as explained in 











and  also  enhances  speed  and  reliability.    These  problem­solving  activities 
have requirements such as coordination, negotiation and communication. 
Zambonelli  et  al.  (Zambonelli  et  al.,  2003)  distinguish  between  two  main 
classes  of  MASs,  that  is,  distributed  problem  solving  systems  in  which  the 
component  agents  are  explicitly  designed  to  cooperatively  achieve  a  given
Chapter 2 
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goal;  and  open  systems  in  which  agents  are  not  co­designed  to  share  a 
common goal.   Distributed problem solving systems are applied  to problems 
that  are  computationally  intensive,  where  each  agent  can  be  assigned  a 
specific  portion  of  the  task.    In  this  class  of MAS  the  system  is  closed,  the 
agents know and trust each other in their interactions, and they collaborate to 
accomplish  the  goal  of  the  system  as  a  whole.    Open  systems  consist  of 
agents with different objectives  that dynamically enter and  leave  the system. 
In  these  systems  agents  have  to  make  use  of  services,  knowledge  and 
capabilities found in other agents spread throughout the network, for example 
e­commerce agents and web service agents.  In these cases agents must take 
into  account  that  other  agents  may  be  self­interested  or  competitive  and 
cannot always be trusted. 
A MAS must provide a general communication mechanism to enable agents to 





their  characteristics  (Wooldridge,  2002).    According  to  Wooldridge,  an 
intelligent  agent  is  a  system  that  is  capable  of  flexible,  autonomous  action. 
Flexibility means that a system is reactive, pro­active and social. 
According  to Faltings (Faltings, 2000), agents  turn software components  into 
processes  that  are  autonomous,  proactive,  embedded  and  heterogeneous. 
He describes a number of characteristics beyond these, which are associated 
with intelligent agents, namely: adaptive, learning, rational and communicating. 
The  characteristics  of  intelligent  agents  that are  also mentioned  on  the web 





Some  of  the  above­mentioned  characteristics  are  discussed  in  more  detail 
below. 
2.3.1  Autonomy 
An agent  is situated  in a certain environment where  it acts and executes  its 
specific  task  to  achieve  a  certain  goal.    It  has  its  own  internal  thread  of 
execution, and it decides for itself which actions should be performed at what 
time without direct instructions from outside.  An agent has the ability to act on 





A  reactive  system  is  one  that  maintains  an  ongoing  interaction  with  its 
environment.  It can examine changes in the environment and react to external 
events.  According to the changes they observe,  intelligent agents can adapt 
their behaviour and make appropriate decisions about  the tasks  that have  to 
be  carried  out  to  accomplish  their  goals.    The  responses  to  the  changing 
environment have to be done in time for them to be useful. 
2.3.3  Sociability 
Sociability  in  agents  is  the  ability  to  behave  socially,  to  interact  and 
communicate  with  other  agents  via  some  kind  of  agent  communication 
language.  Agents  exchange  information,  receive  instructions  and  give 
responses, and co­operate when it helps them to fulfil their own goals.  They 






is  pro­active  will  not  only  be  driven  by  events  or  act  in  response  to  its 
environment,  but will  take  the  initiative  to make  changes where  appropriate, 
and also deliver them in a timely manner.  Agents often act in a dynamic and 
unpredictable  environment,  where  they  are  capable  of  flexible  and 
autonomous action  in  order  to meet  their  design  objectives.    To  be  flexible, 
agents have  to be pro­active.   They should have  the ability  to anticipate  the 








According  to  Jennings and Wooldridge  (Jennings & Wooldridge, 1998), new 
technology can only be considered  to be useful  in  the market place  if  it can 
offer one of two things: 











Reactive  systems,  which  maintain  an  ongoing,  independent  interaction  with 




dynamically  changing.    The  components  of  these  systems  are  not 
known in advance and may be highly heterogeneous.   The  Internet  is 
an example of an open software environment.  A computer system that 
must  operate  on  the  Internet,  must  be  able  to  handle  the  changes 
without constant guidance by users. 
· Complex systems, which are difficult to develop.  Two tools for handling 
complexity  in  software  development  are  modularity  and  abstraction. 
Agents  make  systems  modular,  because  they  are  specialised 





· Ubiquitous  systems  in  which  the  computer  system  should  cooperate 
with the user as an equal partner to achieve a goal instead of receiving 





Agent  technology  can  provide a way of  conceptualising  and  implementing a 
given  application  that  is  an  improvement  on  previous  technology.    Three
Chapter 2 
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Real­world  entities  are  often  distributed  and  they  need  to  interact  with  one 
another  to  solve  problems.    Distributed  autonomous  agents  with  their  own 
resources  and  expertise  provide  a  natural  way  of  modelling  this  problem. 
They can carry out significant amounts of processing at  the data source and 
can react with one another to accomplish certain goals. 








but  it  is necessary  to maintain  the  functionality of a system.   A way  to keep 






Agents  are  being  used  in  an  increasingly  wide  variety  of  applications,  for 
example, intelligent user interfaces, personal assistants and for handling large 
amounts  of  information  such  as  e­mail  and  Internet  searches.  There  are 







scheduling,  organ  and  tissue  transplant  management,  community  care, 
decision  support,  training  and  so  on  (Nealon  &  Moreno,  2004).    Further 










of  multi­agent  systems,  resulting  in  agent­oriented  software  engineering 
(AOSE).  Several methodologies have been described in the literature.  These 
methodologies  include  AUML  (Bauer  et  al.,  2001),  MaSE  (DeLoach  et  al., 






used  widely  for  object­oriented  software  engineering.    Agent  UML  (AUML) 
contains extensions to UML to accommodate the requirements of agents. 
The Gaia methodology (Zambonelli et al., 2003) is a methodology  for agent­ 
oriented  analysis  and  design.  Gaia  has  probably  been  the  most  popular 
methodology for the analysis of a system as a society/organisation; it consists 
of  a  set  of  roles  that  are  later  assigned  to  agents.  It  uses  the  following 
abstractions that characterise a computational organisation: the environment in 
which the MAS is immersed; the roles to be played by the different agents in 
the  organisation;  and  the  interaction  between  the  roles.    It  also  considers 
organisational rules and organisational structures. 
The  ROADMAP  (Juan et  al.,  2002)  (Role Oriented  Analysis  and Design  for 
Multi­Agent Programming) methodology  is an  extension of Gaia.    It  includes 
formal  models  of  knowledge  and  the  environment,  role  hierarchies,  explicit 
representation  of  social  structures  and  relationships  based  on  AUML 
interaction diagrams, while also incorporating dynamic changes. 
The  Multi­agent  Systems  Engineering  (MaSE)  (DeLoach  et  al.,  2001) 
methodology contains all the steps  the designer has  to  follow from the  initial 
set  of  system  specifications  up  to  the  implemented  agent  system.    The 
agentTool system, which is a graphics­based interactive tool, was designed to 
support the MaSE methodology. 
RETSINA  (Reusable  Task  Structure  Based  Intelligent  Network  Agents) 
(Sycara  et  al.,  2003)  is  a  general­purpose  modelling  framework  which 
proposes  goal,  role,  context  and  attitude  as  first  class  objects  for modelling 
multi­agent systems in an open world.  PASSI (Cossentino, 2005) (a Process 
for  Agent  Societies  Specification  and  Implementation)  is  a  step­by­step 
methodology for designing and developing multi­agent societies. 
The Tropos methodology  (Bresciani et  al.,  2004)  is based on  the notions of 
agents  and  their  goals,  and  plans  are  used  in  all  phases  of  software
Chapter 2 
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development,  from  the  early  analysis  to  the  actual  implementation.  Tropos 
also covers the very early phases of requirements analysis. 






C h a p t e r   3 
3  RELATED WORK 
Agents are used in a variety of application domains where complex, distributed 
and  heterogeneous  information  systems  are  appropriate.    They  have  been 
used  for  personal  assistants,  intelligent  user  interfaces  and  for  managing 
electronic  mail.    Other  domains  for  the  use  of  agents  and  MASs  include 




behalf.  Intelligent agents  can  check a  user’s  e­mail,  sort  it according  to his 
priority,  and  alert  him  when  important  messages  come  through.    They  can 









Process control  is a natural application  for  intelligent agents and multi­agent 
systems, as controllers are autonomous reactive systems.  Agents are used in 
manufacturing, where the manufacturing process is modelled as a number of 
work cells  that are  functioning  together.   Parunak (Parunak, 1987) describes 
the  YAMS  (Yet  another  Manufacturing  System)  that  adopts  a  multi­agent 




traffic  control  system  known  as  OASIS  (Ljungberg  et  al.,  1992),  in  which 
agents  are  used  to  represent  both  aircraft  and  the  various  air  traffic  control 
systems  in  operation.  Agents  can  also  be  used  in  transport  logistics  for 




The  amount  of  information  available  to  us  in  our  everyday  lives  has  grown 
immensely over the last couple of decades, which has resulted in information 
overload.    The  Internet  and  World  Wide  Web  is  a  good  example  of  this 
problem.  Agents can be used to manage information effectively in two ways, 
that is, information gathering, to find information that meets our requirements; 
and  information  filtering,  to  sort  out  the  relevant  and  important  information. 
Maes (Maes, 1994) describes an electronic mail filtering agent called Maxims 
as well as an Internet news filtering programme called Newt that has the ability 






Owing  to  the growth of  the  Internet and World Wide Web, online commerce 




selling  agents  can  interact,  bargain  and  make  decisions  regarding
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transactions.    Chaves  and  Maes  (Chavez  A.  &  P.  Maes,  1996)  describe  a 






2007)  and  shop.AOL.com  (AOL  Shopping  Main  –  Online  Shopping  Made 






to  find  the  lowest  prices  for  consumers.    One  of  the  most  popular  sites, 
mySimon.com  (mySimon  –  Price  Comparison  shopping,  2007)  gathers 
information  of  more  than  2000  retailers,  and  uses  Virtual  Learning  Agent 




merchants  without  websites.  The  BookFinder.com  agent  (BookFinder.com: 
Search  for New & Used Books, 2007) searches Amazon, Antiqbook, Barnes 
and  Noble,  Bibliofind  and  other  online  book  retailers.    It  uses  a  combined 




decisions.   The gathering of  relevant, consistent and current  information  is a
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complex and  time  consuming process.   A  number of  IT  systems have been 
developed  to  assist  in  business  process  management.    A  system  named 
ADEPT (Advanced Decision Environment for Process Tasks) (Jennings et al., 
1996) employs a number of negotiating agents that each provides one or more 
services.    Each  agent  plays  a  distinct  role,  and  when  an  agent  requires  a 




Computer  games,  interactive  theatre  and  virtual  reality  applications  used  in 
entertainment  are  full  of  autonomous,  animated  characters,  which  can  be 
implemented as agents. 
Computer  games  are  increasing  in  complexity  and  reality.    The  Sims  (The 






is  characterised  by  being  a  vast,  open  environment  where  health  care 
professionals,  such  as  doctors  and  nurses,  with  different  skills  and  roles, 
manage  patients  via  shared  and  distributed  decision  making.  Such 
environments  require  the  communication  of  complex  and  diverse  forms  of 
information  between  a  variety  of  clinical  and  other  settings,  as  well  as  the 










Intelligent agents are already being used  in different  fields within  the health 
care domain.   Below are some examples of application areas  in  the health 
care domain where agents have been deployed. 
3.5.1  Distributed Patient Scheduling within a Hospital 
Medical  procedures  have  become  very  complex  and  include  tests  and 
treatments that are interconnected.  The different tasks to be performed on a 
hospitalised  patient  have  to  be  executed  in  a  specific  chronological  order, 
which  also  include  medical  restrictions  among  the  procedures.    It  is  very 
difficult  to  schedule  these  actions  manually  or  to  use  traditional  software 
solutions.    This  can  be  improved  considerably  with  the  use  of  multi­agent 
systems (Decker et al., 1998), (Kumar et al., 1989), (Marinagi et al., 2000).  An 
agent  framework  for  building  cooperative  software  agents  in  medical 
applications was developed by Lanzola et al.,  (Lanzola et al., 1999) in which 











organ  transplant  in Spanish hospitals  (Moreno, 2003).    It  consists  of  agents 
that have different knowledge and play different  roles, which coordinate  their 
activities  to  deal  with  organ  transplant  management  at  a  national  level. 
Vázquez­Salceda  et  al.  (2003)  developed  an  agent­based  system  called 
Carrel  that  assists  in  managing  the  allocation  of  tissues  stored  in  hospital 
tissue banks. 
3.5.3  Community Care 
Intelligent agents can be used  to continuously monitor physiological  signs  in 
high­risk citizens, such as the elderly and people with chronic diseases.  This 
can  replace  occasional  reviews  by  health  care  staff.    More  complete 
information on the medical condition of patients will enable both patients and 
health  professionals  to  understand  better  how  to  manage  their  activities  in 
order to avoid or anticipate problems, instead of responding to extremely costly 
health  crises.    In  the  INCA  (Intelligent  Community  Alarm)  elderly  care 
management  system    (Beer  et  al.,  2002),  an  agent  is  associated with  each 
elderly  patient.    This  agent  receives  medical  data,  gives  reminders  to  the 
person and alerts the medical centre if something goes wrong.  An architecture 
for an inexpensive support system based on the Internet and using stationary 
as  well  as  mobile  agents  was  developed  by  Camarinha­Matos  and  Vieira 
(1999).    Rialle  et  al.  (2003)  propose  an  intelligent  MAS  for  telemonitoring 
patients  at  home.  They  recommend  a  system  using  in­home  bio­signal 
sensors  connected  to  a  local  area  network,  remote  server  and  the  carers’ 
computers, as well as software  agents with different  levels of  knowledge on 
the different devices. 
Another  MAS  described  by  Moreno  (2003)  is  the  PalliaSys  project.    This 
system  is  used  to  improve  the management  of  patients  in  a Palliative  Care 
Unit by telemonitoring them continuously.  This unit specialises in dealing with 






of  settings,  as  well  as  the  coordination  between  groups  of  health  care 
professionals  with  very  different  skills  and  roles,  is  necessary.    Information 
agents  have  been  developed  to  collect  and  organise  the  vast  amount  of 
medical information available on the Internet.  These intelligent and specialised 
search engines are used to make searches more efficient and usable. 
The  Health  on  the  Net  Foundation  and  the  Molecular  Imaging  and 
Bioinformatics  Laboratory  at  Geneva  Hospital  have  developed  Multi­Agent 
Retrieval Vagabond on  Information Networks (MARVIN)  (Boyer et al., 1997), 




One  field  in  which MARVIN  has  been  implemented  is  in  managing  the  UK 




provide  interesting services  to  citizens and  visitors  to  a  city.   This  has  been 
applied  in  the  medical  field  by  providing  patients  with  information  about 
medical centres satisfying certain properties, access  to  their medical  records 
and  doctors  available  in  a  certain  centre,  on  a  certain  day,  to  make  an 
appointment.    While  examining  a  patient,  the  doctor  also  accesses  and 
updates the patient’s medical record (Moreno, 2002). 
Lieberman  and  co­workers  have  developed  a  browsing  assistant,  Letizia 
(1995),  which  records  a  user’s  choices  in  a  Web  browser  and  compiles  a 
profile of the user’s interests.  It “follows you around” on the Web and updates 








high­risk  patients  such  as  diabetics  or  heart  patients.  Comprehensive 
information on the condition of patients makes it easier to notice a trend and to 
predict  potential  problems.    A  MAS  can  notify  a  patient  or  healthcare 
professional  that  certain action has  to be  taken  to  prevent  a  potential  crisis, 
which  could  be  very  costly,  or  even  fatal  (Barro et  al.,  1999).   The  tasks of 
monitoring and diagnosing intensive­care patients require knowledge and skill, 
and  demand  correct  action  in  complex,  unexpected,  and  time­critical 
situations.  A system called Guardian (Hayes­Roth et al., 1992), developed at 
Stanford University's Knowledge Systems Laboratory, is an example of such a 
knowledge­based  system  designed  to  perform  these  tasks  for  post­cardiac 
surgery patients.  An intelligent interface agent with medicine­related common 
sense  reasoning was  proposed  to  ease  the  difficult  task  of  gathering  useful 





to  assist  in  patient  health  care.    In  their  system  multiple  intelligent  monitor 
agents coordinate as a team, with each agent performing specialised tasks of 




goal.    Each  monitor  agent  contains  a  Dynamic  Decision  Module,  which 
comprises  different  modules  for  analysing  and  predicting  a  trend,  and
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performing  symptomatic  and  systemic  diagnostics.    Depending  on  these 
diagnostics, an agent may activate another agent.  The agents are mobile in 
order to  roam the network, collect data and process sensitive patient data at 
remote  locations.    A  prototype  implementation  of  their  system  helps  with 





in  distributed  hospital  environments  with  computer­based  medical  records. 
They  formalise  the  communication  language  of  the  agents  and  use  the 
language  to  specify  a  real  medical  protocol  for  detecting  and  controlling 
hypertension.  A patient, physician and nurse participate in this protocol.  They 







teaching environment  that uses agents  to  support  learning and  is  applied  to 
nurse education. 


















Joint HIV/TB  intervention  is an  item on  the World Health Organisation  list  of 
key  areas  for  HIV/AIDS  programming  in  the  health  sector  (World  Health 
Organization, 2005).  The recommended interventions provided in this list are 





















C h a p t e r   4 
4  DESIGN OF MedAgent 
4.1  Introduction 
The  MedAgent  system  was  designed  to  assist  in  the  administering  of 
prescriptions  that  combine  antiretroviral  and  anti­TB  medications.    This 
combination  is  a  complicated  and  time­consuming  process,  which  can  be 
modelled  as  a  multi­agent  system.    A  number  of  entities  such  as  patients, 
pharmacies, nurses, counsellors, doctors and pharmacists are involved in the 
process. 
We  initially  proposed  the  following  agents  as  part  of  the  system:  a  patient 
agent, a physician agent, a nurse agent, a pharmaceutical agent, a pharmacist 
agent, a medication database (MDB) agent and a medication agent.  The full 
extent  of  the  agent  society  emerged  at  the  end  of  the  design  process  as 
described  in  the  remainder  of  this  chapter.    The  initial  generic  system 
architecture is shown in Figure 4.1. 
The patient  agent  is  used  to  collect  and  contain  the medical conditions and 
symptoms of a particular patient, which is unique for each person and changes 
during  treatment.    The  information  can  be  obtained  from  existing  medical 




the  treatment of a patient.    It  reminds  the nurse of  the  tests  that have  to be 
performed  at  a  certain  point  in  time  and  it  interacts  with  the  medication 
database  (MDB)  agent  to  obtain  the  prescription  which  is  generated  by  the 
medication agent in consultation with a doctor.  The nurse provides information 
to  the  nurse  agent  about  observations  made  during  visits,  which  are
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communicated  to  the patient agent.    It also communicates information  to  the 






the  medication  database  by  the  medication  agent,  pharmacist  agent, 
pharmaceutical  agent,  physician  agent  and  nurse  agent.    The  medication 






based  on  their  medical  conditions.  However,  a  prescription  must  undergo 
certain validation steps before  it can be saved on  the prescription database. 
The  doctor  must  be  consulted,  who  will  either  accept  the  prescription  or 
request  alternatives.    The  medication  agent  communicates  with  the 
pharmaceutical agent as well as the patient agent to determine the medication 
regime  for  a  specific  patient.    It  obtains  information  about  the  effect  of  a 
specific drug, as well as the contra­indications.  The pharmaceutical agent has 
to  decide  whether  the  substance  is  compatible  with  the  other  medications 
given  to  the  patient.    The  pharmaceutical  agent  does  this  by  consulting  the 
pharmaceutical database and the pharmacist agent, if necessary. 
The medication agent communicates with  the patient agent  to  find out  if any 
condition in the patient prohibits the use of that medication, or warns the health 
care professional  that caution has to be  taken.    If no contra­indications exist, 
the medication agent adds the medication to the list of prescribed medications. 
The completed combination of medications are  forwarded to  the physician to 
confirm  and  finalise.    The  prescription  is  then  saved  to  the  medication 
database,  where  it  can  be  accessed  by  the  pharmacist,  physician  and  the 
nurse. 
The  pharmacist  agent  is  responsible  for  maintaining  the  pharmaceutical 
database and has access to patients’ prescriptions via the MDBAgent.  When 





agent  communicates  with  the  patient  agent  to  obtain  data  about  a  given 







The  initial  generic  system  architecture,  which  is  incomplete  at  this  stage,  is 
shown in Figure 4.1.  In Section 4.2, the MaSE methodology is described.  In 
the  following  sections  the  application  of  MaSE  to  the  analysis,  design  and 
deployment of MedAgent is elaborated on. 
4.2  The MaSE Methodology 
The Multi­agent  Systems Engineering  (MaSE) methodology  (DeLoach  et  al, 
2001) was chosen for the analysis and design of the system, because MaSE is 
a complete methodology  for developing multi­agent systems and it  leads  the 
designer from the initial system specification to the implemented agent system. 
It  produces  a  set  of  formal  design  documents  in  graphically  based  styles, 
some of which are  in UML.  MaSE  is  independent of a particular multiagent 
system architecture, agent architecture, programming  language or message­ 








The  analysis  phase  consists  of  three  steps:  capturing  goals,  applying  use 
cases and refining roles.  The first step, capturing goals, takes the initial user 
requirements, which can be  technical documents, other documents or verbal 
instructions,  and  turns  them  into  a  structured  set  of  top­level  system  goals 
shown  in  the  form  of  a  Goal  Hierarchy  Diagram  (GHD).    These  goals  are 




In  the  second  step  these  system  level  goals  are  taken  and  Use Cases  are 
extracted.  A use case is a description of a sequence of events that defines a 
certain behaviour of the system.  It determines the minimum set of messages 
that  must  be  passed  between  roles.    If  a  message  is  passed  between  two 
roles, there must be a corresponding communication path between them, and 
this means that a conversation must be constructed between the agents that 












After  roles  are  created,  tasks  are  associated with  each  role  and  every  goal 
associated  with  a  role  can  have  a  task  that  details  how  the  goal  is 




for actual  implementation  in  the multi­agent  system.    The  design phase has 
four  steps:  creating  agent  classes,  constructing  conversations,  assembling 
agent  classes  and  system  design.    In  the  first  step  of  the  design  phase, 
creating  agent  classes,  specific  agent  classes  are  defined  to  fill  the  roles 
defined  in  the analysis phase.   The product of  this phase  is an Agent Class 
Diagram, where agents consist of two components: roles and conversations. 
After  determining  the  number and  types of  agent  classes  in  the  system, we 
can construct conversations between those agent classes in the ‘Constructing 
Conversations’  step  and  define  the  internal  components  that  comprise  the 





The  final  phase  of  the  MaSE  methodology  uses  a  Deployment  Diagram  to 






et  al., 2001), which  simplifies  the  development  process.    It  is a Java­based, 
graphical  development  environment  in  which  the  system  designer  defines 
high­level system behaviour graphically by using the MaSE methodology. 
In  the  MaSE  analysis  phase,  agentTool  is  used  to  create  a  goal  hierarchy 
diagram.    In  the next step use cases are added and a sequence diagram is 
defined  for  each  use  case.    The  third  step  creates  a  role  diagram.    It 
implements  the  roles  by  assigning  all  goals  in  the  hierarchy  diagram  to  a 
specific role. 
The first diagram created in the design phase is the Agent Template Diagram, 
in which agents and  their  conversations are declared.    In  the  next  step,  the 
agent architecture of each agent in this diagram is then completed by defining 
the components of  the agent and  the connections between  the components. 
Properties,  attributes  and  methods  are  defined  for  each  component. 
Conversations are defined to accomplish communication between agents. 





The  main  source  of  information  used  in  the  analysis  of  our  system,  is  the 











a  baseline  assessment.    Before  starting  ARV  treatment,  the  patient  has  to 



































use  cases  of  the  system  include:  InformAboutVCT,  CounselTestHIV, 
GetHistory,  ExamineAssess,  DrugReadinessTraining,  AssessReadiness, 
PrescribeARVs,  BaseLineTests,  SupplyDrugs,  ClinicFollowup, 










agent  then  returns  the  data  associated  with  the  medical  conditions  of  this 
patient.   This enables the doctor to make informed  judgements when he/she 
examines  the patient.  Upon examination,  the doctor  requests a prescription 
for  the patient based on  the  latest  patient  information.   The physician  agent 




The medication  agent  receives  the  request,  and  it  then  formulates  possible 
prescription options.  Before it can select a specific option, it must first confirm 
a  few matters.    The medication  agent  requests  the MDBAgent  to  send  the 
medication data so that it can decide if there are any side effects and contra­ 
indications  for  the  drug  options  it  has  formulated  based  on  the  patient’s 
medical conditions.  It also requests the pharmaceutical agent to confirm that 
the  drug  formulations  are  compatible  with  any  other  medications  that  the 
patient is currently taking.  The pharmaceutical agent does this by consulting 
the  pharmaceutical  database  and,  if  necessary,  the  pharmacist  agent.  For
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simplification  this  part  of  the  prescription  process  is  not  shown  in  the 
prescribeARVs use case. 
Once the compatibility between drugs, side effects and contra­indications have 
been  confirmed,  the  medication  agent  decides  on  valid  prescription  options 
and  forwards a valid option  to  the physician agent.   The physician agent will 
then confirm  the drugs prescription  through  the doctor.    If  the prescription  is 




in  the  relevant  step  above,  the  medication  agent  would  have  sent  an 
alternative prescription, and this would have continued until confirmation was 
obtained.   The medication agent will  only  ask  the MDBAgent  to  update  the 
prescription  database  after  confirmation  has  been  received.    During  these 








communication  between  the  pharmacist  agent  and  the  patient  agent.    After 
identification  has  been  established,  the  pharmacist  agent  requests  the 
prescription  detail  from  the MDBAgent.    The MDBAgent  replies  by sending 
the  prescription  information  to  the  pharmacist  agent.    The  pharmacist  then 
issues  the  drugs  to  the  patient,  and  the  pharmacist  agent  sends  the 
information about the drugs issued to the MDBAgent.   The MDBAgent then 
updates  the  number  of  issues  completed  in  the  prescriptions  and  issues 
database. 
The  HospitalFollowup  use  case  is  shown  in  Figure  4.6  and  its  description 
follows. 
Figure 4.6: Sequence diagram for the HospitalFollowup use case 
When  the patient  visits a doctor  at  the hospital  for  a  follow­up  visit,  the  first 
step of the process is a request from the physician agent to the patient agent 
to  retrieve  the  personal  and medical  data  of  the  patient.    The  patient  agent 
replies by sending the data of this patient to the physician agent.  The doctor 
will  then do a physical examination of  the patient and use  the data obtained 
from  the patient agent  to compare  the  condition  of  the patient  at a previous
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visit with  the condition at present.   The next step is  to see if the prescription 
has to be updated.  The physician agent sends a request to the MDBAgent for 
the current prescription, and the MDBAgent replies to the physician agent with 
the  information.    The  physician  consults  with  the  medication  agent  to 
determine  if  the  prescription  has  to  be  changed.    The  medication  agent 
requests the medication data from the MDBAgent and the MDBAgent replies 
with  the  relevant  data.    The  medication  agent  formulates  a  prescription  in 
consultation with the pharmaceutical agent and sends it to the physician agent, 
who will confirm the prescription  like in the PrescribeARVs use case.   When 
the  prescription  is  finalised,  the  medication  agent  asks  the  MDBAgent  to 
update  the  prescription  on  the  medication  database.    The  physician  finally 
sends the data obtained during the examination to the patient agent to update 
the patient database. 
Nine  roles  for  the  Role  Diagram were  identified:  Patient,  Physician,  Nurse, 
Counsellor,  Medication,  Medication  Database  (MDBAgent),  Laboratory, 
Pharmaceutical and Pharmacist Agent.  Tasks were assigned to the different 
roles  to  satisfy  each  goal.  The  counsellor  role  was  not  part  of  the  original 
design, but was included to fulfil the task of counselling the patient after he has 
been diagnosed as HIV positive.   This  task could  also  be  performed by  the 
nurse,  but  it  would  be  more  logical  to  keep  this  as  a  separate  role.  The 
complete Role Diagram consists of  the  nine  roles,  their  task allocations  and 
external as well as internal communications among the agent roles.  The role 
diagram gets cluttered very quickly when all these details are included.  Figure 











Each  role  is  represented  by  an  agent,  which  manifests  itself  as  a  class  or 
classes.   A class may be associated with more  than one role, but each role 










form  a  bridge  between  what  the  system  is  trying  to  achieve  (the  analysis 




The agent  class diagram depicts  the  agent  classes and  their  conversations, 




of  the  relationships between agent  classes are  different.   All  relationships  in 
agent  class  diagrams  are  conversations  that  may  take  place  between  two 
agent classes. 
Figure 4.8 shows an example agent class diagram in MedAgent.    It contains 
eight  of  the  nine  agent  classes,  their  associated  roles  and  some  of  the 
conversations among them.  The rectangles in Figure 4.8 depict agent classes 
and contain  the class  name and  the  role  each agent plays  (only one  in  this 
design).  The lines with arrows show conversations and point from the initiator 
of  the  conversation  to  the  responder.    The  name  of  the  conversation  is 
indicated  next  to  the  arrow.    Not  all  conversations  between  the  agents  in 
Figure 4.8 are shown.  Refer to Figure 4.7 for the possible conversations that 








this  point  the  designer  may  only  have  stated  the  conversations  that  exist 
between agents without defining the communications any further.  In this step 














to  state  Wait1  or  it  sends  the  message  ConfirmPrescription,  and  enters 
stage  Wait3  until  it  receives  the  message  PrescriptionFinalised,  and  the 
conversation  is ended.    If message RequestFailed  is  received,  it enters  the 
Failure state and the message is ended. 
The same conversation as shown from the perspective of the responder, that 
is,  the  MedicationAgent,  is  shown  in  Figure  4.10.    In  this  diagram  the 
conversation  is  started  when  the  responder,  that  is,  the  MedicationAgent 
receives  the RequestPrescription message  and  enters  the Prescribe  state. 
Then  it  either  sends  the  message  SendPrescription  and  enters  the  state 
Wait1,  or  it  sends  the message PrescriptionFailed  and  enters  the Failure 
state, after which the conversation is ended.   In  the Wait1 state it will either 
receive the message PrescriptionRejected and return to the Prescribe state, 
or  receive  the  message  PrescriptionConfirmed,  and  send  the  message
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are  created.    This  is  accomplished  by  defining  the  agent  architecture  and 
defining  the  components  that make up  the  architecture.   These architectural 
components consist of a set of attributes and methods.  The components are 
represented  by  boxes  in  the  architecture  diagram,  which  are  connected  to 
inner­ or outer­agent connectors.    Inner­agent connectors are shown as  thin 




with  the  conversations  defined  in  Section  4.4.2.2.    At  the  very  least,  each 
action  or  activity  defined  in  a  communication  class  diagram  (for  example  in
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Figure  4.9),  should  be  defined  as  an  operation  in  one  of  the  internal 
components. 
The  architectures  of  the  PhysicianAgent  and  the  MedicationAgent  are 
shown  in Figures 4.11 and 4.12 below.   The actions depicted  in Figures 4.9 
and 4.10 manifest themselves as methods in the different components of the 
agent architecture.   The message  that  initiates  the conversation is shown as 











account  that many  instances of  the same agent class can be running  in  the 
system at the same time.  For example, many instances of the PatientAgent, 
PhysicianAgent, NurseAgent  and PharmacistAgent  will  be  running  in  the 
system  at  a  given  time.    On  the  other  hand,  only  one  instance  of  the 
MedicationAgent and MDBAgent will be required.  More than one instance of 
the LabAgent may be required in actual deployment, but in this system there 
will only  be  one  instance of  this  agent.    Figure 4.13 shows  this deployment 
diagram. 
This  system  will  be  running  on  a  number  of  hosts  at  different  geographical 
locations connected by a computer network.   These may be spread within a 








server,  where  information  about  a  patient’s  condition  and  information  about 
drugs will  be  used  to  generate  a prescription.   The physician agents will  be 
living on computers used by doctors, either in a hospital or a private practice, 
for example, Host 1  in Figure 4.13.   The nurse agents will be on computers 





































































The  fields patientID and prescriptionID  identify  the patient  that  received 
the  medicine  and  the  prescription  from  which  it  was  issued.    The  field 
healthWorker  indicates  the  pharmacist  or  nurse  that  issued  the  ARVs. 




This  table  contains  the  information  regarding  each  prescription.  The 
prescriptionID is a unique number that identifies the prescription, which is 




these  ARVs  there  are  two  counters:  one  that  indicates  the  number  of 
months  for  which  the  ARV  is  prescribed  and  another  that  indicates  the 








This  table  stores  the  names  (healthworkerFirstname)  and  surnames 





This  table contains  information about  the medical conditions of a specific 
patient at a specific visit to the clinic or hospital.  The counter visitCount: 
combined with  the patientID  provides  a  unique  identification  of  the  visit. 
Other  information  about  the  consultation  is  stored  in  field healthWorker, 
which  is  the  ID  of  the  health  worker  who  did  the  examination  and  the 
visitDate that contains the date of the visit. 
The  values  stored  in  this  table  include  the  physical  aspects  of  weight, 
temperature and respiratoryRate as well as the results of blood tests: the 




contains  Boolean  values  to  indicate  whether  the  patient  was  issued with 
Cotrimoxazole,  Fluconazole,  INH  or  TBTreatment.    These  are 
medications  that  may  be  issued  by  a  nurse  during  a  clinic  visit,  and  no 
prescription is needed. 
OtherPrescriptions 
This  table  stores  prescriptions other  than ARVs  that may be  issued by  a 
doctor,  and  each  record  contains  information  about  a  single  medication. 
The  fields  prescriptionID,  patientID,  doctor  and  prescriptionDate  all 








The  treatmentStage  indicates  what  tests  have  been  completed,  if  the 
patient  is  ready  for  ARV  treatment,  or  if  the  patient  is  already  receiving 




The  relationships  between  the  tables  are  shown  in  Figure  4.14.    For  each 
patient whose personal information is stored in patientPersonalInfo there can 
be a number of records in medicalConditions, arvPrescriptions, arvIssues, 
otherPrescriptions  and  otherMedicationIssues.    Multiple  records  will  be 














of  update,  insertion  and  deletion  anomalies,  and  to  reduce  data  duplication 





were met by  identifying a  primary key  for  each  table, and by placing only a 
single value in each field.  The criterion for second normal form is that it does 
not include partial dependencies.  This was accomplished by creating separate 
tables  to  store  data  that  is  only  dependant  on  a  single  primary  key  that 
consists of just one attribute.  Third normal form also requires that a table must 








the  previous  chapter  and  shown  in  the  class  diagram  (Figure  4.8),  were 
implemented.    The  only  exception  is  the  counsellor  agent,  whose  role  was 
implemented as a component of the task of the nurse agent. 
5.2  The JADE Platform 








It  also  contains  a  set  of  graphical  tools  that  support  the  debugging  and 
deployment phases. 
The agent platform can be distributed across machines, which could even use 
different  Operating  Systems  and  the  configuration  can  be  controlled  via  a 
remote GUI.   The configuration can even be changed at  run­time by moving 
agents  from  one machine  to  another,  as  and  when  required.    The  minimal 
system  requirement  for  running  JADE  is  version  1.4  of  JAVA  (the  run  time 
environment or the JDK).  The latest version of JADE at  the  time of writing, 







· A  sub­package  JADE.core.behaviours  contains  a  Behaviour  class 
hierarchy.    Behaviours  implement  the  tasks,  or  intentions,  of  an  agent. 
They are logical units of activity that can be composed in various ways to 




· The  JADE.domain  package  contains  classes  that  represent  agent 
management,  for example,  the Agent Management System  (AMS) agent 
that provides  the naming service and  the Directory Facilitator  (DF) agent 
that provides yellow pages services. 
JADE also contains tools that simplify platform administration and application 






The  tasks  of  an  agent  are  implemented  in  JADE  as  Behaviour  objects. 
Behaviours  can  be  added  to  an Agent  class whenever  they  are  needed  to 
accomplish the agent’s tasks.  Two of the Behaviour classes that have been 
used  frequently  in  the  implementation  of  the  MedAgent  system  are  the 
CyclicBehaviour and  the OneShotBehaviour:    The CyclicBehaviour  stays 
active  as  long as  its  agent  is  alive  and will be  called  repeatedly  after  every
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event.    This  behaviour  is  useful  to  handle  message  reception.    The 
OneShotBehaviour  executes  only  once  and  dies.    This  behaviour  is  used 
when an agent has to execute a task only once, such as sending a request or 
a  reply.   A  combination  of  the different behaviours  can  be  used  to  create a 
complex series of tasks executed in a particular order. 
5.2.2  JADE Messages 
Individual  agents  communicate  and  interact  with  each  other  through  the 
exchange of messages.  JADE messages are all objects of the ACLMessage 
class  in  JADE  that  represents  ACL  (Agent  Communication  Language) 
messages.   The attributes and  interaction protocols of  this class are defined 
according to FIPA standards.  When a message is created, the content of the 
message  as  well  as  different  attributes  are  set  to  describe  and  identify  the 
message.    Some  of  the  frequently  used  attributes  include  the Performative 





The PatientAgent  represents a single  patient and handles all access  to  the 
personal data of  that patient.    It  contains a number of  cyclic behaviours  that 
are  executed  to  serve  incoming  requests  from  other  agents,  as  well  as  a 
number  of  oneshot  behaviours  to  send  replies.    Its  cyclic  behaviours  are 
summarised below. 
· DisplayHistory:  to  serve  incoming  requests  to  display  the  patient 
history.  It displays a list of all visits of the patient to health workers with 




ARV issues  that were done for the patient,  together with  the date and 
the name of the health worker that issued the ARVs. 
· GetBloodResults: to serve incoming requests from a PhysicianAgent 
to  get  information  of  the  last  blood  tests  of  the  patient.    The 









message,  which  contains  the  information  about  that  patient  that  was 
acquired by the doctor during the baseline test. 
· GetPrescriptionData:  to  serve  incoming  requests  from  the 
MedicationAgent, to get patient data necessary for the compilation of a 





technician  at  a  laboratory,  the  LabAgent  sends  the  results  to  the 
PatientAgent.  The PatientAgent updates the medical conditions of the 
patient  by  adding  the  results  of  the  blood  tests  to  the  patient’s 
information. 
· UpdateClinicVisit: to serve incoming requests to update data obtained 
during  a  clinic  visit.   When  the  visit of a  patient  to  a  clinic nurse has
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been  completed,  the  NurseAgent  sends  the  information  that  was 
gathered  during  the  visit  to  the  PatientAgent.    The  PatientAgent 
creates a record of that specific visit in the database. 
· UpdatePatientData: to serve incoming requests to update patient data 
acquired  by  a  doctor  during  a  hospital  visit.    After  a  patient  has 
completed  a  visit  to  a  doctor,  the  PhysicianAgent  sends  the 
information  updated  by  the  doctor  to  the  specific  PatientAgent,  to 
update its patient database. 
5.3.2  NurseAgent 
The NurseAgent  gets  and  updates  patient  data  through  the  PatientAgent, 
and gets prescription data from the MedicationAgent.  When the patient visits 
the  nurse,  the NurseAgent will  determine whether  the  patient  exists  on  the 
system.    If  the  patient  exists,  the  NurseAgent  requests  the  personal 
information  of  the  patient  from  the  PatientAgent.  The  NurseAgent  also 
requests  the prescription data from the MedicationAgent.   The nurse issues 
medicines  from  the  prescription  and  the  NurseAgent  informs  the 




· VisitClinic:  oneshot  behaviour  to  start  a  visit  session  and  get 
information about a patient visiting the clinic who is already on ARVs. 
· PatientDataReceived:  cyclic  behaviour  to  receive  a message  from  a 
PatientAgent containing a patient’s personal information. 
· VisitDataReceived:  cyclic  behaviour  to  receive  a  message  from  a 





MedicationAgent  containing  the  names  of  the  drugs  prescribed  to  a 
patient. 
· PatientDataUpdated:  cyclic  behaviour  to  receive  a  message  from  a 
PatientAgent to confirm the update of patient data. 
· UpdatePatientData:  oneshot  behaviour  to  send  a message with  the 
personal information of a new patient to the PatientAgent. 
· GetPatientData:  oneshot  behaviour  to  send  a  request  to  a 
PatientAgent to get the patient’s personal and medical information. 











MDBAgent. The PhysicianAgent  has  a number of  oneshot behaviours  that 
are  executed  to  send  requests  to  the  other agents,  as well as  a number  of 
cyclic behaviours to receive replies.  Its behaviours are summarised below: 




· GetPatientData:  oneshot  behaviour  sending  a  request  to  a 
PatientAgent to get the data of that patient stored at the previous visit. 
· IssuePrescription:  oneshot  behaviour  sending  a  request  to  the 
MedicationAgent to generate a prescription. 
· PatientDataReceived:  cyclic  behaviour  to  receive  data  from  a 
PatientAgent  in  reply  to  the  message  sent  in  the  GetPatientData 
behaviour. 




· UpdatePatientData:  oneshot  behaviour  sending  the  data  acquired 
during a visit to  the doctor to a PatientAgent,  to update  the database 
for that patient. 
5.3.4  LabAgent 












data on  the system.    Information about drugs, prescriptions and drug  issues 
are  manipulated  by  the  MDBAgent.  Other  agents,  for  example,  the 
NurseAgent,  PhysicianAgent,  PharmacistAgent  and  LabAgent  request 
data  from  the MDBAgent,  and  send  data  to  the MDBAgent  to  update  the 
medical database.  The behaviours used by this agent are: 
· GetMedicationData:  cyclic  behaviour  to  receive  a  request  for 
medication data from the MedicationAgent to be used in the preparation 
of a prescription. 
· GetPrescriptionData:  cyclic  behaviour  to  receive  a  request  from  a 
PharmacistAgent  or  NurseAgent  to  send  the  information  about  the 
current prescription for a specific patient and the number of issues left for 
each drug. 
· NewPrescription:  cyclic behaviour  to  receive  the  information  about  a 
new  prescription  from  the MedicationAgent  and  create  a  prescription 
record. 
· UpdateIssue:  cyclic  behaviour  to  receive  a  request  from  a 
PharmacistAgent  or  NurseAgent  to  update  the  information  about  a 
patient’s prescription and drugs issued. 
5.3.6  MedicationAgent 
The  main  task  of  the  MedicationAgent  is  to  generate  prescriptions  as 






1  Receive a message  from a PhysicianAgent and send a request  for  the 
personal data of that patient to the PatientAgent. 
2  Receive  the  patient’s  data  from  the PatientAgent  and  request  the  data 
about the different medications from the MDBAgent. 
3  Receive  the medication  data  from  the MDBAgent,  compile  and  send  a 
prescription to the PhysicianAgent. 
When  the  doctor  is  satisfied  with  the  prescription,  the  PhysicianAgent 
sends  a message  to  the MedicationAgent.    The message  is  received  in 
cyclic  behaviour  AcceptPrescription,  which  sends  the  prescription 
information to the MDBAgent to create a new prescription record. 
5.4  Use of the System 
The  people  who  use  the  system  are  nurses,  physicians,  pharmacists  and 
laboratory workers.   Each person  interacts with a specific  agent  by  entering 
data and making choices in graphical user interfaces.  This information is used 
by the agent that  in  turn interacts with other agents  to make decisions, store 
data and keep track of events.  The use of the system in terms of how a nurse, 









AMSAgent  (Agent  Management  System  Agent)  to  determine  if  that 





If  the  patient  does  not  exist  on  the  database,  the  message  box  shown  in 
Figure 5.2 is displayed and the nurse can press “OK” to create a new patient 





















When  the pre­test procedure  is completed and  the patient has agreed  to be 
tested, the dialogue box shown in Figure 5.7 is displayed to remind the nurse 













































5.14, and the nurse may select  to issue one or more medications.   Only  the 
medications for which there are issues left may be chosen by the nurse.  If all 
issues  of  a  certain  ARV  have  been  done,  a  message  will  be  displayed  to 
indicate  this,  as  shown  in  the  case  of  the  ARV  Lamivudine  (3TC)  in Figure 
5.14.   The NurseAgent can generate  the dates for  the next visit to  the clinic 
nurse  and  doctor  by  clicking  the  appropriate  buttons,  and  the  nurse  will 
communicate this information to the patient. 
Figure 5.14: Issue prescribed ARVs and make appointment for next visit 
When  the  nurse  clicks  the  “Next”  button,  the  NurseAgent  displays  the 

















The PhysicianAgent starts with an  interface similar  to  the one displayed by 
the NurseAgent as was previously shown  in Figure 5.1.   The doctor has  to 
type  in  the  patient  number  and  the  PhysicianAgent  will  test  whether  the 
patient exists on the system.  This is done similarly to the procedure followed 
by  the NurseAgent as  described  in Section  5.3.1.    If  the  patient exists,  the 






beforehand.    In  that  case  the  patient  does  not  exist  on  the  system  and  the 
PhysicianAgent will create the patient.  The doctor then starts by entering the 
personal  details,  followed  by  the  information  gathered  during  the  medical 
examination. 
If the patient does exist, the PhysicianAgent determines whether the current 





results  whether  the  patient  is  at  a  stage  where  ARV  treatment  has  to  be 
















necessary.    This  is  an  important  component  of  the  doctor’s  task.    The 
PhysicianAgent  starts  by  contacting  the MDBAgent  to  retrieve  the  current 
prescription,  if  available.    The  prescription  is  then displayed  in  the  interface 






selects  option  “Request  new  Prescription”,  the  PhysicianAgent  sends  a 
message  to  the  MedicationAgent  to  compile  a  new  prescription.    The 
MedicationAgent  decides  which  drugs  to  use  based  on  the  physical  and 
medical conditions of the patient.  It replies with the new prescription, which is 
displayed in the ARV Prescription window. 
The MedicationAgent  retrieves  information  about  the  combination  of  drugs 
suited  for  the  specific  patient  from  the  medication  database  via  the 
MDBAgent.    In  the current system only  the gender of  the patient  is used as 
the  criterion  for  choosing  a  combination  of  drugs.    In  future  this  will  be 
developed  to  include  drug  interactions  and  symptoms  of  the  patient. 
Information  about  the  doses  of  drugs  is  also  retrieved  from  the  medication 
database and a selection is made depending on the weight of the patient. 
If  the  doctor  is  not  satisfied  with  the  rendered  prescription,  he  can  request 
another  prescription  from  the  MedicationAgent,  or  he  could  change  the 
prescription  by  selecting  “Modify  Prescription”  to  modify  the  prescription 
manually.  The available ARVs as well as the ARVs that are currently selected 
for  the prescription are displayed as shown  in Figure 5.21.   The doctor may 
select one or more items to add or remove  from the prescription.   When  the 
doctor  is  satisfied  with  the  prescription  and  clicks  “OK”,  the  names  of  the 
selected drugs are displayed on the ARV Prescription form (Figure 5.20) with 





The  default  number  of  months  that  each  drug  is  prescribed  is  set  to  six 
months,  but  the  doctor  has  the  option  to  change  this  value  for  each  drug 
individually. 
When  the  doctor  is  satisfied  with  the  prescription,  and  clicks  “Accept 
Prescription,  the  prescription  information  is  sent  to  the  MedicationAgent, 
which sends a request to the MDBAgent to save it on the database.  A hard 
copy of the prescription can now be issued to the patient, and the prescription 
is available on  the system  to be accessed by  the nurse or pharmacist when 
drug issues are done. 
5.4.3  Lab Worker 
When  blood  has  been  sent  to  the  laboratory  to  be  tested,  the  LabAgent 
receives  the  message,  and  the  interface  shown  below  in  Figure  5.22  is 






















The  interface  showing  the  prescription  is  then displayed as shown  in Figure 
5.25.  The pharmacist may select the ARVs that will be issued  to  the patient 
from the list of ARVs that are part of the prescription.   When  the pharmacist 






When  the  pharmacist  confirms  the  issue  of  ARVs,  the  PharmacistAgent 
sends  the  information  about  the  issue  to  the  MDBAgent  to  update  the 
prescription information and the issue of drugs on the database. 
5.5  The MedAgent Database Implementation 
The  database  design  described  in  Section  4.3.3  used  with MedAgent  was 
implemented  using  MySQL.  The  initial  database  design  consisting  of 
distributed  databases,  as  described  in    Figure  4.1,  was  simplified  and 














of  a  patient  will  also  be  added  to  the MedicalConditions  table  in  a  similar 
manner.  The code that is used to build the query and execute the update to 









































5.31  below.    A  combination  of  up  to  four  drugs  can  be  used  in  one  ARV 









conditions  is  created as previously shown  in Figures 5.27  and 5.28, but  the 
blood drawn during that visit has to be sent to a laboratory to be tested before 
the  results  can  be  added  to  the  record.  After  the  laboratory  worker  has 
completed the tests, and entered the results, the LabAgent sends the results 
































































other  agents  that  have  user  interfaces  to  gather  information,  or  provide 
information,  have  to  communicate  with  the  former  two  agents  to  retrieve  or 
save the information.  The MedicationAgent also has to communicate with the 
PhysicianAgent  to  agree  on  the  composition  of  a  prescription.    Some 
examples of the messaging between agents will be described in this section. 
The  figures  in  this  section  are  screenshots  that were  taken  of  the message 
tracking  as  gathered  during  programme  execution  and  displayed  graphically 
by the JADE SnifferAgent. 
All messaging in the system are done via the FIPA messages REQUEST and 






When a visit  to a doctor commences,  the PhysicianAgent has  to determine 
whether  the patient  exists  on  the system,  and  information  about  the  patient, 
medical conditions and prescription as saved previously, have to be retrieved 
from the system.  The messages sent between agents to accomplish this are 
shown  in  Figure  5.30  below.    The  agents  that  were  tracked  by  the 
SnifferAgent are a PhysicianAgent (a), a PatientAgent (b), the MDBAgent 




personal  information  of  the  patient,  another  request  (Request  2)  to  the 
MDBAgent  for  information  about  the  previous  prescription  issued  for  the 
patient, and finally a request to the PatientAgent (Request 3) for the medical 
conditions and blood test results of the patient.  The results of Requests 0, 1, 2 
and  3  do  not  depend  on  one  another,  and  the  reply  messages  to  these 






















message  to  the  PatientAgent  (b)  to  request  the  personal  and  medical 
information  of  the  patient  (Request  1).    It  waits  for  the  information  from  the 
PatientAgent  before  sending  a  request  to  the  MDBAgent  for  all  possible 
drugs suitable for the patient (Request 2).  The requests, as well as the replies 















both  reply  messages  have  been  received,  the  pharmacist  may  issue  the 
prescribed drugs.   The PharmacistAgent completes  the process by sending 
the  names  of  the  drugs  that  were  issued  to  the MDBAgent  (Request  2)  to 





C h a p t e r  6 
6  CONCLUSIONS AND FURTHER WORK 
6.1  Introduction 
The main goal  of  this  research was  to develop a MAS  for administering  the 
prescription of  anti­retroviral  and anti­TB drugs, assisting health  care  staff  in 
carrying  out  the  complex  task  of  combining  antiretroviral  and  anti­TB  drugs 
efficiently.  To accomplish this goal,  the  following objectives were part of the 
research: 
· Study intelligent agents and their application in different fields 
· Design a multi­agent system for the prescription of anti­retroviral drugs. 
· Implement the system and show how the system is used. 
The  extent  to  which  these  objectives  were  accomplished  is  highlighted  in 
Section 6.2 below. 
The use of agents makes it possible to create software systems that consist of 
components  that  are  autonomous  software  systems  working  independently, 
but  also  communicating  with  one  another.  The  concept  of  Multi­Agent 
Systems and the characteristics of intelligent agents, as well as application of 





open  environment  where  professionals  with  different  skills  and  roles 




organ  and  tissue  transplant  management,  community  care,  information 
access, decision support systems, training and drug prescriptions. 









of  the  system,  then  use  cases  were  applied  and  the  different  roles  were 
defined.    In  the design phase agent classes were created, the conversations 
between agents were constructed and then the agent classes were defined in 
more  detail.    Finally  a  deployment  diagram was  drawn  to  show  the  system 
structure. 
The  MaSE methodology  was  very  helpful,  because  the  different  stages  are 
well defined and it leads the user through the analysis phase and the design 






The  database  was  designed  to  contain  information  about  patients,  health 




The  JADE  platform  was  selected  for  the  implementation  of  the  system, 
because it provides a runtime environment where agents can “live”, as well as 
a  library  of  classes  that  can  be  used  in  application  development.    It  also 
contains a set of graphical tools that supports the debugging and deployment 
phases.    The  software  framework  is  fully  implemented  in  the  Java 
programming language and the agents are also implemented in Java. 
All  communication and  interaction between  agents  have  been  done  through 
the  exchange  of  JADE  messages,  and  all  actions  of  agents  have  been 
implemented as JADE behaviours.   The implementation of  the database has 
been done in MySQL. 
The database  design  having a  distributed database  located on a  number  of 
computers, was not  implemented  in  the current system, but  it was simplified 
and  implemented  as  a  central  database.    This  was  done  because  of  time 
constraints. 
6.3  Strengths and Weaknesses of the System 
The  system  that  was  implemented  is  a  good  demonstration  of  the  use  of 
agents  in MAS.    All  agents  that  were  identified  in  the  design  process were 
implemented,  except  the  counsellor  agent.    The  behaviours  of  the  different 
agents  to execute  their actions and accomplish  their own personal goals, as 
well  as  the  communication  between  agents  via  messages,  have  been 
implemented. 
The  system  can  accomplish  the  necessary  actions  that  take  place  during  a 
patient’s visit to a nurse or doctor.  A new patient can be added to the system, 
and the personal and medical information of the patient can be captured by the 








Collaboration  takes  place  between  the  different  agents  in  the  system  to 
determine whether  a  prescription  for  ARVs has  to  be  compiled  or  changed. 
The patient agent provides the personal information, whereas the medication 
database agent provides information about  the medication  that  is suitable  for 
that patient.  The medication agent combines the information and compiles the 
prescription,  which  can be  changed and  has  to  be  confirmed  by  the  doctor 
before it is finalised.  Although the decision­making process of the system can 





of  prescriptions  is  not  very  sophisticated  at  this  stage.    It  only  distinguishes 
between three different predefined treatment regimes for ARVs: one for males, 
one for females and a third for persons for whom the previous treatment was 
not successful.   The doctor can afterwards add or  remove components  from 
the prescription to adapt it for patients with special needs.  The prescription of 
anti­TB drugs is not part of the current system.  These three ARV regimes are 
the only prescriptions used  in most  public  hospitals  in  the  country, while TB 
treatment  is  done  separately  by  special  clinics.    To  improve  the  process  of 
compiling  more  personalised  prescriptions  automatically  and  to  include  the 
prescription of anti­TB drugs, more data about drugs and symptoms has to be 
incorporated into the system.  To do this, the involvement of specialists in the 
field  of  ARVs  and  anti­TB  drugs  will  be  needed,  who  have  more  insight 






reside on  the system all  the  time and cannot be deleted  from  the system or 
added to the system, except via the JADE graphical user interface.  The only 





will be changed or  improved during  the  testing phase.   Security and privacy 
issues  also  have  to  be  addressed.    An  authentication  process  must  be 
included before the system can be set into operation. 
Future  work  will  include  the  implementation  of  the  system  distributed  over 




it only  includes  the prescription of ARVs, and not TB medication.   This  is  to 
conform with the treatment of Aids patients in public hospitals in South Africa, 
where these two conditions are treated separately with little coordination.  The 






create  better  and  more  personalised  prescriptions.    A  further  possible 
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ACLMessage  getPrescriptionMessage  =  new 
ACLMessage(ACLMessage.REQUEST); 
getPrescriptionMessage.addReceiver(new AID("Med",AID.ISLOCALNAME)); 
getPrescriptionMessage.setOntology("pharmacy­get­request"); 
getPrescriptionMessage.setConversationId("getPrescription");
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getPrescriptionMessage.setContent(ID); 
getPrescriptionMessage.setReplyWith("getPrescription"+ 
System.currentTimeMillis()); 
myAgent.send(getPrescriptionMessage); 
// Open Personal Info GUI 
myPersonalInfoForm.setVisible(true); 
} 
} ); 
}  // End of getData() 
/***********************************************/
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/***********************************************/ 
public void UpdateIssues() { 
/* Oneshot behaviour activated by Next button in PharmacistIssueForm 
* Sends request to PatientAgent to update visit data */ 
addBehaviour(new OneShotBehaviour() { 
public void action(){ 
ACLMessage updateIssueMessage = new ACLMessage(ACLMessage.REQUEST); 
updateIssueMessage.addReceiver(new AID("Med",AID.ISLOCALNAME)); 
updateIssueMessage.setConversationId("issueUpdate"); 
// Create Content of Message (String) 
Properties issueData = new Properties(); 
issueData.setProperty("patientID", patientID); 
issueData.setProperty("prescriptionID",prescriptionID.toString()); 
// Update all ARVs that were issued 
if (myPharmacistIssueARVs.jCheckBoxARV1.isSelected()) { 
issueData.setProperty("ARV1", 
myPharmacistIssueARVs.jCheckBoxARV1.getText()); 
} 
else {issueData.setProperty("ARV1","");} 
if (myPharmacistIssueARVs.jCheckBoxARV2.isSelected()) { 
issueData.setProperty("ARV2", 
myPharmacistIssueARVs.jCheckBoxARV2.getText() ); 
} 
else {issueData.setProperty("ARV2","");} 
if (myPharmacistIssueARVs.jCheckBoxARV3.isSelected()) { 
issueData.setProperty("ARV3", 
myPharmacistIssueARVs.jCheckBoxARV3.getText() ); 
} 
else {issueData.setProperty("ARV3","");} 
if (myPharmacistIssueARVs.jCheckBoxARV4.isSelected()) { 
issueData.setProperty("ARV4", 
myPharmacistIssueARVs.jCheckBoxARV4.getText() );
Appendix C 
114 
} 
else {issueData.setProperty("ARV4","");} 
updateIssueMessage.setContent(issueData.toString()); 
updateIssueMessage.setReplyWith("issueUpdate"+ 
System.currentTimeMillis()); 
// Send message 
myAgent.send(updateIssueMessage); 
} 
} ); 
}  // End of UpdateIssues() 
/***********************************************/ 
/***********************************************/ 
private class PatientDataReceived extends CyclicBehaviour { 
// Cyclic Behaviour to receive patient data from PatientAgent 
public void action() { 
// Receive message 
MessageTemplate receiveTemplate = 
MessageTemplate.MatchConversationId("clinicVisit"); 
ACLMessage receiveMessage = 
myAgent.receive(receiveTemplate); 
if (receiveMessage != null) { 
// Break up message content into string values 
Properties values = (new 
MyProperties(receiveMessage.getContent())).GetMyProperties(); 
firstName = values.getProperty("firstName",""); 
surname = values.getProperty("surname",""); 
dateOfBirth = values.getProperty("dateOfBirth"); 
IDNo = values.getProperty("IDNo","0");
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weight = values.getProperty("weight","0"); 
gender = values.getProperty("gender","0"); 
patientID = receiveMessage.getSender().getLocalName(); 
// Put received values into GUI 
myPersonalInfoForm.jTextFieldFirstName.setText(firstName); 
myPersonalInfoForm.jTextFieldSurname.setText(surname); 
myPersonalInfoForm.jTextFieldDateOfBirth.setText(dateOfBirth); 
myPersonalInfoForm.jTextFieldIDNo.setText(IDNo); 
if (gender.equals("M")) { 
myPersonalInfoForm.jTextFieldGender.setText("Male"); 
} 
else {myPersonalInfoForm.jTextFieldGender.setText("Female");} 
myPersonalInfoForm.jTextFieldWeight.setText(weight); 
} 
else {  // No message received.  Block execution 
block(); 
} 
} //  End of action 
}  // End of Behaviour PatientDataReceived 
/***********************************************/ 
/***********************************************/ 
private class PrescriptionReceived extends CyclicBehaviour { 
// Cyclic Behaviour to receive prescription data from MDBAagent 
public void action() { 
MessageTemplate receiveTemplate = 
MessageTemplate.MatchConversationId("getPrescription"); 
// Receive message 
ACLMessage receiveMessage = myAgent.receive(receiveTemplate); 
if (receiveMessage != null) {
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// Break up message content into string values 
Properties values = (new 
MyProperties(receiveMessage.getContent())).GetMyProperties(); 
String prescriptionstr = 
values.getProperty("prescriptionID",""); 
if (prescriptionstr != "") { 
prescriptionID = Integer.parseInt(prescriptionstr);} 
String ARVID1= values.getProperty("ARVID1",""); 
String ARVName1 = values.getProperty("ARVName1",""); 
String ARVDose1 = values.getProperty("ARVDose1",""); 
Integer ARV1Issuesleft = 
Integer.parseInt(values.getProperty("ARV1Issuesleft","0")); 
String ARVID2= values.getProperty("ARVID2",""); 
String ARVName2 = values.getProperty("ARVName2",""); 
String ARVDose2 = values.getProperty("ARVDose2",""); 
Integer ARV2Issuesleft = 
Integer.parseInt(values.getProperty("ARV2Issuesleft","0")); 
String ARVID3= values.getProperty("ARVID3",""); 
String ARVName3 = values.getProperty("ARVName3",""); 
String ARVDose3 = values.getProperty("ARVDose3",""); 
Integer ARV3Issuesleft = 
Integer.parseInt(values.getProperty("ARV3Issuesleft","0")); 
String ARVID4= values.getProperty("ARVID4",""); 
String ARVName4 = values.getProperty("ARVName4",""); 
String ARVDose4 = values.getProperty("ARVDose4",""); 
Integer ARV4Issuesleft = 
Integer.parseInt(values.getProperty("ARV4Issuesleft","0")); 
// Place values in GUI 
myPharmacistIssueARVs.jCheckBoxARV1.setText(ARVID1); 
myPharmacistIssueARVs.jCheckBoxARV2.setText(ARVID2);
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myPharmacistIssueARVs.jCheckBoxARV3.setText(ARVID3); 
myPharmacistIssueARVs.jCheckBoxARV4.setText(ARVID4); 
myPharmacistIssueARVs.jLabelARV1Name.setText(ARVName1); 
myPharmacistIssueARVs.jLabelARV2Name.setText(ARVName2); 
myPharmacistIssueARVs.jLabelARV3Name.setText(ARVName3); 
myPharmacistIssueARVs.jLabelARV4Name.setText(ARVName4); 
myPharmacistIssueARVs.jLabelARV1Dose.setText(ARVDose1); 
myPharmacistIssueARVs.jLabelARV2Dose.setText(ARVDose2); 
myPharmacistIssueARVs.jLabelARV3Dose.setText(ARVDose3); 
myPharmacistIssueARVs.jLabelARV4Dose.setText(ARVDose4); 
if (ARVID1=="") { 
myPharmacistIssueARVs.jCheckBoxARV1.setVisible(false); 
} 
if ((ARVID1!="") && (ARV1Issuesleft < 1)) { 
myPharmacistIssueARVs.jLabelARV1Dose.setText( 
"All issues done"); 
myPharmacistIssueARVs.jCheckBoxARV1.setVisible(false); 
} 
if (ARVID2=="") { 
myPharmacistIssueARVs.jCheckBoxARV2.setVisible(false);} 
if ((ARVID2!="") && (ARV2Issuesleft < 1)) { 
myPharmacistIssueARVs.jLabelARV2Dose.setText( 
"All issues done"); 
myPharmacistIssueARVs.jCheckBoxARV2.setVisible(false); 
} 
if (ARVID3=="") { 
myPharmacistIssueARVs.jCheckBoxARV3.setVisible(false);} 
if ((ARVID3!="") && (ARV3Issuesleft < 1)) { 
myPharmacistIssueARVs.jLabelARV3Dose.setText( 
"All issues done"); 
myPharmacistIssueARVs.jCheckBoxARV3.setVisible(false);
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} 
if (ARVID4=="") { 
myPharmacistIssueARVs.jCheckBoxARV4.setVisible(false);} 
if ((ARVID4!="") && (ARV4Issuesleft < 1)) { 
myPharmacistIssueARVs.jLabelARV4Dose.setText( 
"All issues done"); 
myPharmacistIssueARVs.jCheckBoxARV4.setVisible(false); 
} 
} 
else {  // No message received.  Block execution 
block(); 
} 
} //  End of action 
}  // End of PrescriptionReceived 
/***********************************************/
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/***********************************************/ 
protected void closeGUIs() { 
// Close GUIs for Pharmacist 
myGui.setVisible(false); 
myGui.dispose(); 
myPersonalInfoForm.setVisible(false); 
myPersonalInfoForm.dispose(); 
} 
/***********************************************/ 
/***********************************************/ 
protected void newConsultation(){ 
// Open GUIs for Pharmacist 
myGui = new PharmacistGui(this); 
myPersonalInfoForm = new PharmacistPatientPersonalInfo(this); 
myPharmacistIssueARVs = new PharmacistIssueARVs(this); 
myPersonalInfoForm.setVisible(false); 
myPharmacistIssueARVs.setVisible(false); 
myGui.setVisible(true); 
} 
/***********************************************/ 
/***********************************************/ 
// Variables declaration 
String dateDiagnosed, dateBaseline, dateOfBirth, dateToday, dateARVStart; 
String CD4Date, hospitalisation1, hospitalisation2, hospitalisation3; 
String pretreatmentCD4Date, timesHospitalised, firstName; 
String hospital, patientID, IDNo, referringClinic;
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String surname, weight, gender; 
String datePreviousVisit, prevARV1; 
String prevARV2, prevARV3, Cotrimoxazole, Fluconazole, INH; 
String TBTreatment, CD4, VL, ALT, Triglycerides; 
String Hb, FastingGlucose, FastingCholesterol, ARV1, ARV2, ARV3, ARV4; 
int  treatmentStage; 
int year,month,day; 
String ARVID1,ARVName1,ARVDose1; 
String ARVID2,ARVName2,ARVDose2; 
String ARVID3,ARVName3,ARVDose3; 
String ARVID4,ARVName4,ARVDose4; 
boolean ARV1Issued=false,ARV2Issued=false,ARV3Issued=false,ARV4Issued=false; 
Integer prescriptionID = 0;
