Abstract-Context awareness enables smart service discovery and adaptation for mobile and wireless hosts. The contextual data is acquired from sensors present in the smart space, which may be absent. The inherent noisy nature of wireless environments does not guarantee the gathering of correct data. A history module is thus required in conjunction with existing context-aware systems that overcomes these limitations by predicting the data. We present a modular approach that when coupled with existing context managers will be able to provide user preference on the basis of usage history.
I. INTRODUCTION
With the huge increase in development of mobile and wireless devices and their popularity in everyday use, Weiser's dream of pervasive computing is rapidly becoming true [1] . Latest research includes development of smart environments that are capable of performing intelligent tasks on behalf of the user. This skill is termed as context-awareness [2] . Context-Awareness is the knowledge of the surrounding conditions including the environment, the activity, the people, the devices and the applications [3] . Context-awareness is the prime issue of pervasive environments which strives to provide smart and efficient discovery and subsequent delivery of the services to the mobile and often naïve user [4] . Users are no longer restrained by tedious and manual service discovery and integration issues. The mobility and the nature of the user being volatile demands a mechanism that not only predicts the preferences of the user's but also adapts itself as anomalies occur. In addition to preference forecast, the history information can also identify missing contextual data and provides a means to purge the history while maintain its effect for future calculations. Furthermore, this history information is private data and must be kept secure, thus highlighting the need for security. The following paper proposes a history management system that provides both preference estimation as well as data prediction while ensuring privacy of data and control of access.
The remainder of this paper is structured as follows. Section II gives a comparison of different research efforts carried out over the years in context awareness with emphasis on history management. Section III discusses the various components of a context aware system while Section IV gives a detail of a context history manager. Section V describes results of a test case. Section VI concludes with future work.
II. RELATED RESEARCH
The pioneering context-aware systems like Active Badge [5] and Xerox PARC [2] were basically locationaware systems as they were only aware of the locality. Tour guide systems like GUIDE [6] and Cyberguide [7] evolved the concept of context by adding temporal information in addition to spatial information. These systems are primarily context-aware application designed to provide better and customized services to their users. The Context Toolkit [8] provides an Application Programming Interface (API) to develop context-aware applications but is limited to tightly coupled 'Widgets' that directly access the hardware contextual data sensors. The recent context-aware systems are frameworks that provide context-awareness through rich ontology based context representation. This rich context ontology considers all parameters relevant to an interaction as the context. Gaia [9] (a CORBA based distributed operating system) and CAMUS [10] (a JINI based service oriented framework) provides context-aware service delivery limited only to context-aware applications. CoBrA [11] is a mobile agent based framework that dispatches mobile agents to gather context information from the sensors in the environment. CAPEUS [12] uses a document based approach that exchanges context-aware packets that describe service requests. CAPP [4] is a service oriented architecture that provides context-aware service discovery for mobile users.
The history of information is maintained as a contextual database in SOCAM [13] , Gaia, CASS [14] and CoBrA. CAML has been proposed to work in mobile pedagogical environments and highlight that context adaptation should be the research issue rather than context awareness [15] . SODA is a decentralized system designed as a Service Oriented Architecture (SOA) [16] . Context Management Framework (CMF) and Hydrogen both lack history of information as well as an Ontology based information representation technique [17 and 18] . CAPP is also a centralized architecture but lacks both history of information and conflict resolution [4] . System lacking a history of interaction like CAPP, CAMUS and CMF are limited to the availability of sensors and may result in unwanted inferences on the basis of vague data. A feature comparison of different context aware systems based on Rich context, use of Ontology, decentralized architecture and History support is shown in Table I . CMF (2003) CoBrA (2003) Hydrogen (2002) SOCAM (2004) CASS (2004) CAML (2004) CAMUS (2005) SODA (2006) CAPP (2006) III. CONTEXT AWARE SYSTEMS
The development of smart devices and their subsequent popularity in everyday life has opened new horizons in the pervasive world. Users can now access legacy applications through these devices as well share information with its peers. The need of a distributed, intelligent and adaptable context aware system is felt that facilitates resource discovery and adaptation, as indicated by the user demand. This system is able to identify and examine the user's context as well as the service's context and derive implications. These implications then help to decide how best to adapt the services for the user. A history associated with each user predicts the user's preferences for different interactions. A distributed model of a context aware system that adapts services on the basis of the inferred contextual information coupled with the history of the user is thus envisaged. Furthermore, this module resolves conflicts in interactions by providing a scheduler in the system. Fig. 1 shows a schematic view of the proposed system. This model has the features as described in the following sub-sections. 
A. Context Gathering
The raw contextual data from the sensors present in the environment is gathered. The gathered context is stored as well as exchanged using a common platform independent standard. This context is then stored in the form of Ontology. The most common ontology is the Web Ontology Language (OWL) [19] .
B. Context Inference and Adaptation
The raw data is then used to infer high-level meaningful context of the user as well as the services. The high-level context is then used to select the appropriate service and adapt the service to the user's needs. Among the different techniques available most of the systems are designed as rule based systems [4, 11, 13, 14 and 20] . The same task has been designed as a classification problem solved using various supervised learning techniques that follow the k-Means approach [17, 21, 22, 23 and 24] .
C. History of Information
A history of information is maintained in the system that predicts the user's preferences while effect of old interactions tied with the degree of satisfaction of the user is also preserved. The history is flexible to the occurrence of irregularities in the interactions.
D. Arbitrator
Finally, the arbitrator invokes the applications based on the decisions taken by the context manager. The updates of invocations are also recorded in the history.
IV. CONTEXT HISTORY MANAGER
The context history manager is responsible for storing history of interactions and inferring the predicted context as well as identifying the users' preferences. This component is designed to work in collaboration with existing context managers and hence is envisaged as a module. Fig. 2 gives a layout of the context history manager. The major modules of this context history manager are discussed in the following sub-sections. 
A. Preference Estimator
This module is responsible for estimating the user preferences for each type of interaction. The module analyzes the history of previous interactions, between the user and the services, to estimate the user inclinations for new interactions. This module returns the most likely service that maybe selected by the user for the given task. Our approach is to give high weights to the preference that has been selected the most number of times in previous interactions of the same type. The recommended service is the one that has been used the most and has the highest satisfaction in recent history. The suggested service maybe rejected by the user and would require recalculation of the weights identifying the level of recommendation. The user once selects service is required to display his satisfaction which is used to calculate the preference value. The degree of satisfaction is represented using different normalized values as shown in Table II Initially all the services are equally probable and given the same weights. 
B. Contextual Data Predictor
This module predicts contextual data on the basis of history information in the event of missing sensor values. This typically returns the most reported value by that sensor. This module is still in its infancy in our system.
C. Access Module
It is also responsible for communicating with the context managers while hiding the underlying private data of user preferences from external access. Also, this module denies access to unauthorized and untrustworthy context managers.
D. History Storage
This stores actual history information preferably in encrypted form to maintain privacy. This module stores the data in the form of OWL based ontology. This allows a rich context based history to be maintained through a tagged based language.
V. TEST EVALUATION
For calculation of the preference value we have monitored the behaviour of a user in the department. The context is kept constant in which the users come into the department and use print service as desired. There are five print services in the department. These are, MSPR01, MSPR02, BEPR, FACPR and CSFAX. Table III gives a description of these services. All services have the same initial probability i.e., 0.20. When a user selects a service an entry is made for that day in the user space and after the interaction is finished the user is asked to rate the service with a satisfaction value as shown in Table I . The new weights are calculated as shown in Eq. 2 and 3. The time elapsed is simulated by calculating the number of days that has passed since last use as days elapsed. This can be modified to hours elapsed or even minutes elapsed depending on the frequency of use of a given service type in a smart space.
User was monitored for his access to different printing service and satisfaction values were recorded after each interaction. Table IV shows the collected data of user for a fortnight. For the days where the user has not used any service, weights of all the services are depreciated. It can be seen from Table IV that MSPR01 has the highest frequency of use. The normalized weights are calculated every day for each print service as shown in Table V . Fig. 3 shows the result obtained in the form of a line chart. It can be observed from Fig. 3 that MSPR01 is predicted as the most likely service. 
VI. CONCLUSION AND FUTURE WORK
History management in context aware systems provides a means to predict user future choice in service arbitration. A history management module is proposed that estimate the user's choice on the basis of usage history as well as the satisfaction level of the user. In effect it can be concluded that the most recently used service as well as the most satisfying service is the most likely service. It can also be seen that a service that is regarded as more satisfying than the rest of the services, if commits a fault that reduces the services current satisfaction level will reflect a less reduction in weight if it has shown high satisfaction in its old interactions. Our test case has shown that the system recommends the service that has a high satisfaction level in its recent history of use. The test results though promising have to be tested on real systems. The efficiency of the complete context aware system coupled with the history manager is yet to be established the project is still underway
