Abstract. This paper introduces a rigorous methodology for requirements specification of systems that react to external stimulus by evolving through different operational modes. In each mode different functionalities are provided. Starting from a classical state-machine specification, the envisaged methodology interprets each state as a different mode of operation endowed with an algebraic specification of the corresponding functionality. Specifications are given in an expressive variant of hybrid logic which is, at a later stage, translated into first-order logic to bring into scene suitable tool support. The paper's main contribution is to provide rigorous foundations for the method, framing specification logics as institutions and the translation process as a comorphism between them.
Introduction
Motivation. The successful development and deployment of safety-critical, reactive systems, from the early concept and system definition phases, down to implementation and validation, poses a number of challenges that engineers must overcome. From the outset, there are two basic approaches to formally capture requirements for this sort of software: one emphasizes behaviour and its evolution; the other focus on data and their transformations.
Within the first paradigm, reactive systems are typically specified through (some variant of) state-machines. Such models capture system's evolution in terms of event occurrence and its impact in the system internal state configuration. Automata theory, and its more recent, abstract rendering in coalgebraic terms, provide a suitable formalism for both specification and analysis. Crucial notions of bisimulation, minimization and invariant, among others, play a fundamental, long established role in this framework. In the dual, data-oriented approach the system's functionality is given in terms of input-output relations modeling operations on data. A specification is a theory in a suitable logic, expressed over a signature, which captures its syntactic interface. Its semantics is a class of concrete algebras acting as models for the specified theory [5, 18] .
In practice, however, both approaches are interconnected: the functionality offered by the system, at each moment, may depend on the stage of its evolution. Such is typically the case of complex, reactive, reconfigurable software.
This paper explores such a interconnection. Starting from a classical statemachine specification, the methodology illustrated in the sequel goes a step further: different states are interpreted as different modes of operation and each of them is equipped with an algebraic specification (over the system's interface) of the corresponding functionality. Technically, specifications become structured state-machines, states denoting algebras, rather than sets.
The following paragraph sums up the envisaged approach. It should be remarked this has been developed in a concrete, industrial context -that of a leading, portuguese IT company, whose mission includes the production of formally certified software for critical systems. Such a context makes effective, but sound tool support a must. As discussed in the sequel, rigorous foundations also (may) lead to fulfill this objective.
Approach and paper outline. The approach proposed in the paper is sketched in Figure 1 . The upper plane sums up the envisaged methodology. The block on the left hand side represents the specification framework, structured in two stages, as explained below. The annotation on top -Hybrid logic -states the underlying logic. The block on the right concerns verification and analysis of hybrid specifications suitably translated to first order logic (FOL). The translation itself is depicted as a comorphism between the two logic systems in presence: hybrid logic, chosen for its expressive power, first order, to benefit from existent verification support. Hybrid logic [2] plays a fundamental role here given its ability to make explicit references, through special symbols called nominals, to specific states within a model.
The lower plane of Figure 1 refers to the methodology foundations. Actually, a basic property to require from a specification formalism is its ability to be framed as an institution [7, 4] . This is not a formal idiosyncrasy: institutions, as abstract, general representations of logical systems, provide modular structuring and parameterization mechanisms which are defined 'once and for all' abstracting from the concrete particularities of the each specification logic [24] . Moreover, several current specification formalisms, notably, CafeOBJ Moreover institutions provide a systematic way to relate logics and transport results from one to another [17] , which means that a theorem prover for the latter can be used to reason about specifications written in the former. This is achieved through a special class of maps between institutions, referred to as comorphisms, as depicted in Figure 1 .
The rest of the paper is organized around two main sections: one on the methodology (sections 2) and another on foundations (section 3). Section 4
