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Abstract
802.11-based positioning systems are a hot topic in research. However, no
standardized set of tools has been established to facilitate the research process.
In this paper, we contribute our research tools to the community. The benefit for
the community is considerable: (1) Standardized tools reduce the amount of work
each researcher has to spend to build software to collect signal strength samples
and process this data. (2) The confidence in the correctness of the tools increases
because everybody is encouraged to submit bug-fixes. (3)A unified evaluation pro-
cess makes results mutually comparable. (4)We hope other researchers contribute
to our tools.
1 Introduction
During recent years we have seen considerable improvements in down-sizing computer
hardware and in increasing the capacity of rechargeable batteries, as well as the advent
of wireless networks for the mass markets. These technologies allow manufacturers to
build mobile devices that have a similar performance as desktop computers had several
years ago. The benefit of mobile devices can be leveraged by so-called location-based
services: Applications that act differently depending on the location of the user, or, even
better, proactively offer location-dependent information to the user. Location-based
services are currently a hot topic in research, and are considered to be a promising
market.
Nowadays, the Global Positioning System (GPS) [8] is the predominant outdoor
positioning system. Whereas GPS works well in many outdoor scenarios, it suffers
from obstacles such as skyscrapers creating shielded street canyons, or walls and ceil-
ings blocking the radio signals indoors. A large number of research projects conceived
novel positioning techniques (e.g., [4], [17], and [21]). However, all these systems
either require specialized hardware or show poor positioning accuracy.
Many recent research activities focus on IEEE 802.11-based positioning because
almost everywhere, especially in occupied areas of developed countries, 802.11 net-
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work infrastructure is available for data communication1. Universities, offices and
many private homes utilize 802.11 networks to get rid of wires. As a reaction to the
proliferation of 802.11, almost all modern mobile devices ranging from smartphones
to laptops are shipped with built-in 802.11 network interfaces. 802.11 networks are
not only used in indoor scenarios; even outdoors, many universities and coffee shops
support nomadic users. Furthermore, 802.11 radio waves tend to travel outside the in-
tended area covering adjacent regions as well. For instance, an access point deployed
at a private home is often detectable while passing by [6]. Finally, 802.11-based posi-
tioning systems show sufficient positioning accuracy to be useful for a wide range of
applications.
The most promising 802.11-based positioning systems utilize the so-called finger-
print approach [3]. This technique comprises two stages: An offline training phase and
an online position determination phase. During the offline phase, the signal strength
distributions are collected from access points at pre-defined reference points in the op-
eration area. They are stored in a table together with their physical coordinates. An
entry in this data-set is called a fingerprint. During the position determination phase,
mobile devices sample the signal strengths of access points in their communication
range and search for similar patterns in the fingerprint data-set. The best match is
selected, and its physical coordinates are returned as position estimate.
Recent research in the area of 802.11-based positioning systems has mainly focused
on algorithms that compute a position estimate (e.g., [3], [5], [7], [13], [15], and [22]).
Although, the authors of these papers compare their own work to existing approaches,
they do not share their research tools. Best to our knowledge, this paper is the first
to present a set of research tools that explicitly focus on research into 802.11-based
positioning systems. In this work, we want to provide the tools to the community
hoping that they will be widely used in the future. The benefit for the community
is considerable: First, researchers can save time because the software to trace signal
strength and process data are already in place. Second, the confidence in the correctness
of the tools increases because everyone is able to confer the source code and fix bugs.
Third, a unified process of collecting data and processing it makes research results
mutually comparable. And finally, we hope other researchers extend our set of tools.
The contribution of this paper is not algorithmic or empiric. Instead, we contribute
to the community by giving away our set of research tools to initiate the creation of
standardized research tools for positioning systems based on 802.11.
The remainder of this paper is organized as follows. The next section (Section 2)
discusses the research methodology. Subsequently, Section 3 presents the research
tools. In Section 4 related topics are discussed. The related work is presented in Sec-
tion 5. Finally, directions for future work and a conclusion are provided in Section 6.
2 Research Methodology
The research methodology of this section has been used by many researchers in the
area of 802.11-based positioning (e.g., [3], [13], and [22]), but to our knowledge, no
publication is available that discusses this research methodology in detail.
1http://www.wigle.net
In the following subsection, the concept of emulation is introduced. It is described
why emulation is needed and how it works. Subsequently, the research process is
described in depth.
2.1 Emulation
Many questions addressed by researchers cannot be solved analytically because they
are too complex. In most cases, a simulation of the scenario in question can be used to
derive answers. Especially in the network research community, simulations are often
carried out to compare different algorithms and to understand how they perform on a
large scale. The quality of results obtained from simulations can only be as good as
the simulation model applied. This is the reason why it is practically impossible to use
simulations for 802.11-based positioning system research.
Radio propagation models are in general not precise enough to predict the signal
strength of a certain access point at a given position inside an operation area. Especially
indoors, radio signals are reflected, diffracted and scattered at objects located around
the sender or receiver, or even worse, obstacles exist in the line-of-sight between the
sender and the receiver [18]. These signal disturbances cause so-called multi-path
signal propagation, meaning that the signal takes different paths to reach the receiver.
Typically, the different paths are varying in length, and therefore the same signal arrives
multiple times at the receiver at different points in time. The interaction of the different
signals causes multi-path fading.
While it is already quite difficult to come up with realistic radio propagation mod-
els for static indoor or obstructed outdoor scenarios [18], the bar is raised even higher
if movement is involved. However, movement must be considered if we talk about
802.11-based positioning systems in general. The application scenario we usually have
in mind is that a moving person or object is interested in its position. Without move-
ment of objects or persons, positioning systems are fairly useless.
To overcome the problem of lacking precise, easy to handle, and easy to compute
radio propagation models, the concept of emulation has been widely used in the area
of 802.11-based positioning system research. The idea behind emulation is that signal
strength samples are taken from a testbed that is integrated into a real-world scenario
or recreates the real-world scenario in question. The advantage of this approach is that
the signal strength measurements are a result of all the radio propagation phenomena
that are difficult to simulate. As almost everything in life, emulation also has its disad-
vantages as well: As radio propagation is taken as a black box, it might happen that the
radio propagation of a certain testbed is a singularity and cannot be taken as general.
To alleviate this drawback, researchers often use more than one testbed to proof that
their results are generally applicable (e.g., [2] and [3]).
Typically, more signal strength samples than required by a positioning algorithm
are taken from the testbed. This approach allows to easily investigate certain scenar-
ios by selecting a subset of the data. Emulation allows to get insights into scenarios
that would otherwise take an enormous amount of time to investigate in a real-world
experiment.
2.2 Research Process
The process supporting our research methodology can be split into four sub-processes:
• Definition of the testbed
• Data collection
• Emulation and comparison
• Verification
It is important to note that the sub-processes are not executed independently. In-
stead, each sub-process relies on the results of previously performed sub-processes.
So, it may become clear during the execution of a certain process that a mistake has
been made during the execution of an earlier process. In such a case, a feedback loop
is required, and the erroneously executed process as well as all subsequent processes
have to be repeated. The research process including the sub-processes and the feedback
loops are illustrated in Figure 1. Feedback loops are indicated by dashed arrows. To
keep the figure concise only feedback loops between two adjacent sub-processes are
illustrated, even that feedback loops span over the entire process.
Figure 1: Research process including the sub-processes and the feedback loops.
What follows is a discussion of each sub-process, and the sets of research tools that
support each step are named. A detailed description of our research tools is provided
in Section 3.
Definition of the Testbed This process is usually the starting point for research in
the area of 802.11-based positioning systems. Typically, an operation area is defined
inside a building or spread over a campus, depending on the purpose of the research.
Sometimes, even larger areas are selected (e.g., [15]). After the testbed is defined, the
reference points for the fingerprints have to be selected. For this, an equally-spaced grid
is often used, or reference points are selected at locations of interest inside the operation
area. To be able to emulate the online determination phase, so-called online points have
to be selected as well. Online points are often randomly selected or collected from
locations where users are expected to appear.
For this process, a tool to randomly select points inside the operation area is part of
Locana (see Section 3.5).
Data Collection The reference points and online points are utilized in this step. At
each point the signal strength of access points in communication range and if needed
additional information from different sensors are sampled for some time. Typically,
more than 100 samples are collected to be able to create various scenarios with the
same parameter set.
Loctrace (see Section 3.3) provides an application called Tracer to collect signal
strength samples at reference points and online points. The data is stored in so-called
trace files to be used in the subsequent step.
Emulation and Comparison Trace files created in the previous step are used for
emulation and comparison of positioning algorithms. To emulate different scenarios,
it should be possible to turn specific objects in the trace file on or off. For instance, to
investigate how certain positioning algorithms behave in case of different numbers of
access points cover the operation area, it should be possible to virtually switch off and
on each access point. Additionally, to be able to compare the positioning algorithm
under research with the state-of-the-art algorithms, these algorithms should already be
in place.
For this, we provide Loceva (see Section 3.4). Loceva consists of two parts: A
management part to enable emulation and a positioning algorithm part that contains
the state-of-art algorithms.
Verification All results, not only the final results but also the intermediate results,
should be verified to make sure mistakes and errors are recognized at an early stage.
Each result of each sub-process should be verified for its soundness. Furthermore, to
make sure research results apply not only in emulated scenarios but also to real-world
environments, a real-world evaluation should be performed as soon as the emulation
results are satisfying.
To make verification of intermediate results easy, we implemented a whole bunch
of tools. These tools are grouped together in the Locana package (see Section 3.5).
Additionally, to facilitate real-world experiments we provide Loclib (see Section 3.2).
3 Research Tools
This section describes in detail our set of research tools for 802.11-based positioning
systems.
3.1 System Overview
In this section, we first provide an abstract overview of the entire set of tools and
afterwards discuss their implementation.
3.1.1 Architecture
We start by discussing our software components and continue with the hardware com-
ponents.
Software Components We created a set of research tools to support each step of
our research methodology. The tools are grouped according to their functionality and
we created a pool of shared software modules to allow reuse of source code between
different groups. Furthermore, this pool allows us to keep the dependencies between
the different groups low and manageable. This approach lead us to the following groups
of research tools:
• Loclib: Loclib is a connector between applications and sensor hardware. Its task
is to collect data from the sensor hardware and pre-process it for further usage.
On the application side it offers two types of front-ends: The well-known Lo-
cation API [16] to access position estimates, and so-called handlers that provide
access to sensor-specific data (e.g., signal strength values of neighboring access
points). On the sensor hardware side, it communicates directly with hardware
drivers to access sensor information that would otherwise be hidden. Loclib
focuses not only on 802.11, it also contains a GPS part that is able to talk to
NMEA-0183-enabled2 GPS devices as well as a digital compass for obtaining
direction and inclination information.
• Loctrace: Loctrace mainly consists of one application. This application gathers
data offered by Loclib and stores it in a file.
• Loceva: Trace files generated by Loctrace are used by Loceva to evaluate dif-
ferent kinds of positioning algorithms. A large number of state-of-the-art posi-
tioning algorithms are supported by Loceva. Loceva contains a lot of filters and
generators to set up different scenarios and enable emulation.
• Locana: Locana visualizes the results computed by Loctrace and Loceva. This
helps verifying that the data traced by Loctrace is complete and sound. Interme-
diate results of Loceva can also be visualized. This is a great means to verify that
these algorithms are working as they are supposed to do.
Additionally, we created two groups of shared software:
• Locutil1
• Locutil2
After this brief description of our set of tools, Figure 2 depicts how this tools sup-
port the research process. It shows the same shape as Figure 1 but this time the boxes
are named according to the set of tools that do the job for the particular sub-process.
Locana provides tools to define the testbed; Loctrace contains tools for the data
collection. The sub-process emulation and comparison is supported by Loceva. Locana
as well as Loclib provide tools to allow the verification of the research results.
In Figure 3 the overall architecture is depicted. It shows that Locutil1 and Locutil2
are shared by almost all groups of research tools. Only Loclib requires Locutil1 but
not Locutil2. The difference between these two utility packages is that Locutil1 is im-
plemented using Java J2ME and Locutil2 by using J2SE. Please see Section 3.1.2 for a
2http://www.nmea.org/pub/0183
Figure 2: This figure shows how our research tools fit into the research process.
description of the implementation and an explanation of the abbreviations. Loceva and
Locana rely only on Locutil1 and Locutil2 but not on Loclib because direct interaction
with sensor hardware is not required by these sets of tools.
As depicted in the figure, we distinguish between library and application. A li-
brary is a piece of software that cannot be run by itself whereas an application can be
invoked by the user to accomplish a specific task. Applications are usually a combina-
tion of different libraries and additional source code. Loclib, Locutil1 and Locutil2 are
libraries that cannot be run in standalone mode. Loctrace, Loceva and Locana are sets
of applications that rely on these libraries.
Figure 3: Software architecture of Loclib, Loctrace, Loceva, Locana, Locutil1, and
Locutil2.
Hardware Components The only group of tools that requires specific hardware is
Loclib. The Linux Wireless Extensions are utilized by Loclib to access data provided
by 802.11 wireless LAN network cards. These extensions work well with all 802.11
network cards that are supported by Linux. Furthermore, Loclib contains a few model-
specific options that are only working with Intel Pro/Wireless 2200BG network cards.
For instance, we implemented passive scanning [9] as described in the IEEE 802.11
standard into the driver of this network card. Additionally, we implemented a novel
scanning technique called Monitor Sniffing [11] exclusively for this driver.
3.1.2 Implementation
Our research tools are mainly implemented in Java [19]. For most tools we used the
Standard Edition (J2SE), whereas we implemented most parts of Loclib by using the
Micro Edition of Java (J2ME) in the Connected Device Configuration (CDC). We se-
lected Java as the main programming language for two reasons:
• Java is a modern object-oriented application programming language.
• Java is platform independent.
The first reason allows us to rapidly implement our tools and applications. The
platform independency of Java enabled us to write parts of Loclib in such a way that
it runs on small mobile devices (e.g., a cellphone or a PDA) as well as on desktop
computers.
To get access to driver-specific information we implemented a part of Loclib in
C++. To be more precise, we developed a library to control the wireless LAN network
card in a close manner by directly accessing its driver interface. So far, this library
works only on Linux but can be easily ported to Microsoft Windows or other operating
systems. The Java Native Interface (JNI) is used to invoke functions of C++ and for
transferring data from the C++ domain to the Java domain.
In total, our research tools consist of more than sixteen thousand lines of Java code
and more than 1500 lines of C++ code.
3.2 Loclib
As already mentioned in the previous section, Loclib interconnects sensor hardware
and applications by gathering sensor-specific data and converting it into location infor-
mation if required. Loclib is organized in three layers:
• Sensor-specific data collection layer
• Data conversion layer
• Location application programming interface layer
Figure 4 shows the software architecture of Loclib and the aforementioned layers.
The sensor-specific data collection layer gathers data from different sensor hardware.
At the moment, Loclib is able to retrieve data from 802.11 wireless LAN network cards,
NMEA-enabled GPS receivers, and digital compasses. To collect data, drivers can be
accessed, or if it is feasible Loclib communicates directly with the sensor in question.
For instance, digital compasses are directly queried, as well as NMEA-0183 devices.
In case of 802.11 network cards, the signal strength of access points in communica-
tion range is retrieved from the driver. The data collected from the sensor-specific
data collection layer is usually forwarded to the data conversion layer for further pro-
cessing. However, the data can also be directly accessed by using so-called handlers.
Handlers are pre-defined interfaces to allow applications such as Loctrace to access
sensor-specific data.
Figure 4: Software architecture of Loclib.
The data conversion layer is responsible for converting data provided by the sensor-
specific data collection layer into a position estimate that can be utilized by the Lo-
cation API. To accomplish this, so far, GPS or 802.11-based positioning algorithms
(see [7] and [13]) can be used. The data conversion layer is able to switch between
802.11-based positioning and GPS-based positioning if one of the sources fades out
and the other is still operational. If both positioning services are available, GPS is pre-
ferred. Should both sources of position information be unable to deliver the required
data an error code is returned instead of a valid position.
The location application program interface layer implements the well-known and
widely used Location API to deliver location estimates to applications. This is a stan-
dardized way to hand over location information. Especially on mobile devices, this is
a wide-spread approach to support location-based services.
3.3 Loctrace
Loctrace contains only one application: Tracer. Tracer is used to collect the data re-
quired to create fingerprint databases. To achieve this goal, Tracer is build on top of
Loclib and directly retrieves sensor-specific data (e.g., the signal strength of access
points within communication range in an 802.11-based wireless network). It contains
a graphical user interface (GUI) to make the configuration process easy to handle (e.g.,
select a scanning mode and the scanning device). Various parameters such as the num-
ber of scans or the delay between two consecutive scans are also configurable through
the GUI. If the trace process is started, a histogram pops up in the bottom part of Tracer
showing the access points within communication range and their corresponding signal
strength distributions. A screenshot of the Tracer GUI is depicted in Figure 5.
Figure 5: Tracer is part of Loctrace and mainly used to trace signal strength values of
access points in communication range.
The data collected from Loclib is stored in a human-readable trace file and contains
lines that adhere to the following format:
t="Timestamp"; pos="RealPosition", id=\\
"MACofScanDevice"; degree="orientation";\\
"MACofResponse1"="SignalStrengthValue",\\
"Frequency","Mode","Noise"; ... \\
"MACofResponseN"="SignalStrengthValue",\\
"Frequency","Mode","Noise"
The \\ are actually not part of the format and are only included to indicate an
artificial line break. These line breaks are just added to display the format in a space-
limited column. The following describes the meaning of each element of the format:
• t: time-stamp in milliseconds since midnight, January 1, 1970 UTC
• pos: the physical coordinate of the scanning network device
• id: MAC address of the network device used for scanning
• degree: direction of the user carrying the scanning device in degrees (only set if
a digital compass is available)
• MAC: MAC address of a responding 802.11 peer (e.g., an access point or a device
in adhoc mode) with the corresponding values for signal strength in dBm, the
channel frequency, its mode (access point = 3, device in adhoc mode = 1), and
noise level in dBm.
Trace files generated by Tracer are a major building block for our overall research
process. These files can be used by Loceva to evaluate and emulate different posi-
tioning algorithms and scenarios. Furthermore, the traces can be displayed for visual
inspection by tools of the Locana package. Finally, these traces can be used as an
offline fingerprint database during normal operation of an 802.11-based positioning
system.
3.4 Loceva
Loceva is the place where almost all the research happens. It contains only one appli-
cation but this tool is the playground for positioning algorithms. Loceva comprises two
parts: a management part that handles emulation and selection of different scenarios,
and an algorithm part that contains positioning algorithms.
To make it easy to evaluate and compare algorithms currently under research, Lo-
ceva contains a management part that enables emulation in general and allows to easily
select different kinds of scenarios. For this, Loceva utilizes trace files created with
Loctrace to emulate a specific scenario. Such an emulated scenario can then be used
for a comparison of different positioning algorithms. This makes sure that differences
in the results are based on the positioning algorithms and not on the environment that
changed over time in a way beneficially for one particular algorithm.
The creation and management of various scenarios is enabled by so-called filters.
Filters create different scenarios by disabling or selecting different objects of a trace
file. For instance, a MAC filter artificially switches off access points even if they have
been part of the trace file. Another example is the position filter that disables different
reference points of the fingerprint database based on their coordinates.
The positioning part contains various positioning algorithms to make it easy to
compare newly envisioned algorithms with state-of-the-art ones. The following list
shows the positioning algorithms that are part of Loceva. The list is grouped by the
research projects that have invented them:
• RADAR: Nearest neighbor(s) in signal space [3], k nearest neighbor(s) in signal
space [2]
• PlaceLab: K nearest neighbor(s) p unknown, Ranking [6]
• Rice: Histogram [14], Gaussian [7]
• Horus: Horus [22]
Although the main focus of Loceva is on positioning algorithms, it also contains a
few continuous user tracking algorithms:
• RADAR: Viterbi-like algorithm [2]
• Rice: Tracking [7]
• HORUS: Horus [22]
After selecting a certain scenario and positioning algorithm, Loceva computes the
position error that would have occurred in this setting. The position error is defined as
the Euclidean distance between the actual position of the user and the position estimate
calculated by the algorithm. At the end of each emulation the average position error
is printed, and a graph showing a cumulative distribution function of the position error
(as shown in Figure 6) is generated. Such a graph can be used to compare the position
accuracy of different positioning algorithms by determining the median, 95th percentile
and so on.
Additionally, Loceva can be enabled to create a file that contains a log of interme-
diate results computed by the selected positioning algorithm. This log can be used with
Locana to analyze the behavior of the positioning algorithm in question.
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Figure 6: A cumulative distribution function of the position error generated by Loceva.
3.5 Locana
A whole bunch of tools are grouped together in the Locana package. Locana contains
many small tools that are supposed to perform special jobs. Most of these tools verify
the output of Loctrace and Loceva, or list a certain object of a trace file. For instance,
a tool called AccessPointLister prints out all the access points and how often they have
been heard for a given trace file.
However, Locana contains also a powerful tool named RadioMap. RadioMap offers
two modes of operation: loctrace and loceva. The former mode visualizes trace files
generated by Loctrace. This feature is mainly used to visually investigate a fingerprint
database. For each reference point and access point the number of readings, the average
signal strength and its standard deviation can be displayed. The same can be displayed
for online points as well. Furthermore, the grid dimension and starting point of the grid
of reference points can be varied. A screenshot of RadioMap running in loctrace mode
is shown in Figure 7(a).
As previously mentioned, Loceva is able to optionally generate a file that logs in-
termediate results of positioning algorithms. Such a log file can be displayed in loceva
mode of RadioMap. This helps to better understand how the selected positioning al-
gorithm works, and to verify that the implementation works as it is supposed to. Fig-
ure 7(b) depicts a screenshot of RadioMap running in loceva mode.
(a) RadioMap showing the signal strength distri-
bution for a particular access point over a testbed.
Additionally, the online points are marked by
magenta markers, and the reference points are
painted in blue.
(b) The probability that the user is located at
a particular point is shown for each reference
point. The real position of the user is marked
by a cross.
Figure 7: RadioMap visualizing data generated by Loctrace and by Loceva.
4 Discussion
In this section, we discuss topics that do not fit into the structure of the paper but should
be mentioned anyway.
It is extremely important to verify intermediate results because otherwise it is very
difficult to figure out what is going wrong if the research process continues. For in-
stance, it makes no sense to work with trace files that are erroneous because what ever
will be the result in the long run is useless. This is a reason why we spend reasonable
amounts of time and efforts in creating tools to verify and visualize results. The time
spending is paid back as soon as the tools are in place and speed up the research work.
In this paper, we mainly focus on research of algorithms to determine the position
of a user. However, the research methodology and our tools are not limited for this
task. We used our tools also to answer the question of how fingerprint data-sets can
easily and automatically be distributed to mobile devices and at the same time respect
the limited storage capabilities of these devices [10]. This shows the potential of our
tools to cover the whole research area of 802.11-based positioning systems.
We offer researchers who do not need their own testbed a shortcut by providing
two sets of trace files (see [12]). These trace files allow them to directly start with
their research work without going through the time-consuming and tedious process of
setting up a testbed and collecting data.
5 Related Work
The famous network simulator ns-2 [1] targets mainly the simulation of TCP, routing,
and multicast protocols over wired and wireless networks. However, ns-2 also contains
an emulation module that enables it to send packets to and receive packets from a
real-world network. While ns-2 focuses mainly on network protocols it is not suitable
for 802.11-based positioning systems research because its emulation module does not
support signal strength information of received packets.
One of the largest research projects in the area of positioning systems in the last
few years is PlaceLab [15]. PlaceLab focuses not only on 802.11-based systems, in-
stead it tries to gain position information from all possible sources of beacons (e.g.,
Bluetooth [15], GSM [20]). PlaceLab provides software that enables users to easily
setup a positioning service. However, the tools needed to do research have not been
released by the project management.
Bahl et al. first introduced the concept of fingerprinting to 802.11-based position-
ing systems in 2000 [3]. Although, they talked about their research methodology and
the implementation of their tools in the paper and a subsequently published technical
report [2], they never released their tools to the public.
Researchers at Rice University undertook two research projects to investigate
802.11-based positioning systems [7] [14]. Both projects focused on algorithms to
compute the location of a mobile device while being carried around by a user. For the
evaluation of the novel algorithms, two experiments were conducted. Although the au-
thors of these papers talked about their research methodology, they neither talked about
details of their implementation, nor were their tools released.
The Horus project is one of the projects in the area of 802.11-based positioning
systems that recently gained considerable coverage in the news [22]. While the authors
talk about their research process they refused to release any tools regarding Horus
because they filed a patent application that covers algorithms invented during their
research for Horus.
6 Conclusions and Future Work
In this paper, we have described our research tools and our research methodology as
we use them for our research work in the area of 802.11-based positioning systems.
We first introduced our research methodology and then discussed each of our research
tools. We contribute our research tools to the community to initiate the creation of
standardized tools. Researchers benefit from standardized tools because they can focus
on the actual work and not on re-inventing the wheel (e.g., re-implementing state-of-
art positioning systems for comparison). Furthermore, standardized tools make results
more creditable because tools will be less erroneous over time. Finally, a standardized
process of data collection and processing makes results more comparable.
Currently, we are working on documentation that covers the source code as well
as our research methodology in more detail. We try to make the documentation as
user-friendly as possible. For this, we utilize a Wiki so that the documentation can be
extended and updated easily. This is especially important if other researchers begin to
contribute to our project.
Availability
The research tools, as presented in this paper, are available under the terms of the GPL
on our website [12].
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