The complex transverse water proton magnetization subject to diffusion-encoding magnetic field gradient pulses in a heterogeneous medium can be modeled by the multiple compartment BlochTorrey partial differential equation (BTPDE). A mathematical model for the time-dependent apparent diffusion coefficient (ADC), called the H-ADC model, was obtained recently using homogenization techniques on the BTPDE. Under the assumption of negligible water exchange between compartments, the H-ADC model produces the ADC of a diffusion medium from the solution of a diffusion equation (DE) subject to a time-dependent Neumann boundary condition. This paper describes a publicly available Matlab toolbox called SpinDoctor that can be used 1) to solve the BTPDE to obtain the dMRI signal (the toolbox provides a way of robustly fitting the dMRI signal to obtain the fitted ADC); 2) to solve the DE of the H-ADC model to obtain the ADC; 3) a short-time approximation formula for the ADC is also included in the toolbox for comparison with the simulated ADC. The PDEs are solved by P 1 finite elements combined with build-in Matlab routines for solving ordinary differential equations. The finite element mesh generation is performed using an external package called Tetgen that is included in the toolbox.
simulation, apparent diffusion coefficient.
Introduction
Diffusion magnetic resonance imaging (dMRI) is an imaging modality that can be used to probe the tissue micro-structure by encoding the incohorent motion of water molecules with magnetic field gradient pulses. This motion during the diffusion-encoding time causes a signal attenuation from which the apparent diffusion coefficient (ADC), and possibly higher order diffusion terms, can be calculated [1] [2] [3] .
For unrestricted diffusion, the root of the mean squared displacement of molecules is given bȳ x = √ 2 dim σ 0 t, where dim is the spatial dimension, σ 0 is the intrinsic diffusion coefficient, and t is the diffusion time. In biological tissue, the diffusion is usually hindered or restricted (for example, by cell membranes) and the mean square displacement is smaller than in the case of unrestricted diffusion. This deviation from unrestricted diffusion can be used to infer information about the tissue micro-structure. The dMRI experimental parameters that can be varied include 1. the diffusion time (one can choose the parameters of the diffusion-encoding sequence, such as Pulsed Gradient Spin Echo (PGSE) [2] and Oscillating Gradient (OGSE) [4] ). 2. the magnitude of the diffusion-encoding gradient (when the MRI signal is acquired at low gradient magnitudes, the signal contains only information about the ADC, at higher values, Kurtosis imaging [5] becomes possible); 3. the direction of the diffusion-encoding gradient (many directions may be probed, as in HARDI [6] ).
Using dMRI to get tissue structural information in the mamalian brain has been the focus of much experimental and modeling work in recent years [7] [8] [9] [10] [11] [12] [13] [14] . The predominant approach up to now has been adding the dMRI signal from simple geometrical components and extracting model parameters of interest. Numerous biophysical models subdivide the tissue into compartments described by spheres, ellipsoids, cylinders, and the extra-cellular space (ECS) [7-9, 11, 12, 15-17] . Some model parameters of interest include axon diameter and orientation, neurite density, dendrite structure, the volume fraction and size distribution of cylinder and sphere components and the effective diffusion coefficient or tensor of the ECS.
Numerical simulations can help deepen the understanding of the relationship between the cellular structure and the dMRI signal and lead to the formulation of appropriate models. They can be also used to investigate the effect of different pulse sequences and tissue features on the measured signal which can be used for the development, testing, and optimization of novel MRI pulse sequences [18, 19] .
Two main groups of approaches to the numerical simulation of dMRI are 1) using random walkers to mimic the diffusion process in a geometrical configuration; 2) solving the Bloch-Torrey partial differential equation (BTPDE), which describes the evolution of the complex transverse water proton magnetization under the influence of diffusion-encoding magnetic field gradients pulses.
The first group is referred to as Monte-Carlo simulations in the literature and previous works include [13, [20] [21] [22] [23] . A GPU-based acceleration of Monte-Carlo simulation was proposed in [24] . Some software packages using this approach include 1. Camino Diffusion MRI Toolkit developed at UCL (http://cmic.cs.ucl.ac.uk/camino/) ; 2. DIFSIM developed at UC San Diego (http://csci.ucsd.edu/projects/simulation.html) ; 3. Diffusion Microscopist Simulator [21] developed at Neurospin, CEA .
The second group relies on solving the BTPDE in a geometrical configuration. In [25] [26] [27] a simplifying assumption called the narrow pulse approximation was used, where the pulse duration was assumed to be much smaller than the delay between pulses. This assumption allows the solution of the diffusion equation (DE) instead of the more complicated BTPDE. More generally, numerical methods to solve the BTPDE with arbitrary temporal profiles have been proposed in [28] [29] [30] [31] . The computational domain is discretized either by a Cartesian grid [28, 29, 32] or finite elements [25-27, 30, 31] . The unstructured mesh of a finite element discretization appeared to be better than a Cartesian grid in both geometry description and signal approximation [30] . For time discretization, both explicit and implicit methods have been used. In [27] a second order implicit time-stepping method called the generalized α−method was used to allow for high frequency energy dissipation. An adaptive explicit Runge-Kutta Chebyshev (RKC) method of second order was used in [29, 30] . It has been theoretically proven that the RKC allows for a much larger time-step compared to the standard explicit Euler method [33] . There is an example showing that the RKC method is faster than the implicit Euler method in [30] . The Crank-Nicolson method (CN) was used in [31] to also allow for second order convergence in time. The efficiency of dMRI simulations is also improved by either a high-performance FEM computing framework [34, 35] for large-scale dMRI simulations on super-computers or a discretization on manifolds for thin-layer and thin-tube media [36] .
In this paper, we present a Matlab Toolbox called SpinDoctor that is a simulation pipeline going from the definition of a geometrical configuration though the numerical solution of the BTPDE to the fitting of the ADC from the simulated signal. It also includes two other modules for calculating the ADC. The first is a mathematical model called the H-ADC model, which was obtained recently using homogenization techniques on the BTPDE. In the H-ADC model, the ADC of a geometrical configuration can be computed after solving a diffusion equation (DE) subject to a time-dependent Neumann boundary condition, under the assumption of negligible water exchange between compartments. The second module computes the short time approximation (STA) formula for the ADC. The STA implemented in SpinDoctor includes a recent generalization of this formula to account for finite pulse duration in the PGSE. Both of these two ADC calculations are sensitive to the diffusion-encoding gradient direction, unlike many previous works where the anisotropy of the ADC is neglected in analytical model development. The toolbox is publicly available at: gradient, the complex transverse water proton magnetization in the rotating frame satisfies the Bloch-Torrey PDE:
where γ = 2.67513×10 8 rad s −1 T −1 is the gyromagnetic ratio of the water proton, I is the imaginary unit, σ l is the intrinsic diffusion coefficient in the compartment Ω l i . The magnetization is a function of position x and time t, and depends on the diffusion gradient vector g and the time profile f (t). We denote the restriction of the magnetization in Ω Some commonly used time profiles (diffusion-encoding sequences) are:
1. The pulsed-gradient spin echo (PGSE) [2] sequence, with two rectangular pulses of duration δ, separated by a time interval ∆ − δ, for which the profile f (t) is
where t 1 is the starting time of the first gradient pulse with t 1 + ∆ > T E /2, T E is the echo time at which the signal is measured. 2. The oscillating gradient spin echo (OGSE) sequence [4, 40] was introduced to reach short diffusion times. An OGSE sequence usually consists of two oscillating pulses of duration σ, each containing n periods, hence the frequency is ω = n 2π σ , separated by a time interval τ − σ. For a cosine OGSE, the profile f (t) is
where τ = T E /2.
The BTPDE needs to be supplemented by interface conditions. We recall the interface between Ω and Ω e is Σ i , and the outside boundary of the ECS is Ψ. The two interface conditions on Γ i are the flux continuity and a condition that incorporates a permeability coefficient κ in,out across Γ i : :
where n is the unit outword pointing normal vector. Similarly, between Ω out i
and Ω e we have
Finally, on the outer boundary of the ECS we have
The BTPDE also needs initial conditions:
where ρ is the initial spin density.
The dMRI signal is measured at echo time t = T E > ∆ + δ for PGSE and T E > 2σ for OGSE. This signal is the integral of M (x, T E ):
In a dMRI experiment, the pulse sequence (time profile f (t)) is usually fixed, while g is varied in amplitude (and possibly also in direction). When g varies only in amplitude (while staying in the same direction), S is plotted against a quantity called the b-value. The b-value depends on g and f (t) and is defined as
For PGSE, the b-value is [2] :
For the cosine OGSE with integer number of periods n in each of the two durations σ, the corresponding b-value is [28] :
The reason for these definitions is that in a homogeneous medium, the signal attenuation is e −σb , where σ is the intrinsic diffusion coefficient.
Fitting the ADC from the dMRI signal
An important quantity that can be derived from the dMRI signal is the "Apparent Diffusion Coefficient" (ADC), which gives an indication of the root mean squared distance travelled by water molecules in the gradient direction g/ g , averaged over all starting positions:
We numerically compute ADC by a polynomial fit of
increasing n from 1 onwards until we get the value of c 1 to be stable within a numerical tolerance. 6
H-ADC model
In a previous work [41] , a PDE model for the time-dependent ADC was obtained starting from the Bloch-Torrey equation, using homogenization techniques. In the case of negligible water exchange between compartments (low permeability), there is no coupling between the compartments, at least to the quadratic order in g, which is the ADC term. The ADC in compartment Ω is given by
where
is a quantity related to the directional gradient of a function ω that is the solution of the homogeneous diffusion equation (DE) with Neumann boundary condition and zero initial condition:
n being the outward normal and t ∈ [0, T E]. The above set of equations, (10)- (12), comprise the homogenized model that we call the H-ADC model.
Short diffusion time approximation of the ADC
A well-known formula for the ADC in the short diffusion time regime is the following short time approximation (STA) [42, 43] :
where A V is the surface to volume ratio and σ is the intrinsic diffusivity coefficient. In the above formula the pulse duration δ is assumed to be very small compared to ∆. A recent correction to the above formula [41] , taking into account the finite pulse duration δ and the gradient direction u g , is the following:
and
Method
Below is a chart describing the work flow of SpinDoctor. The physical units of the quantities in the input files for SpinDoctor are shown in Table 1 , in particular, the length is in µm and the time is in µs. Below we discuss the various components of SpinDoctor in more detail.
Read cells parameters
The user provides an input file for the cell parameters, in the format described in Table 2 .
Line 
Create cells (canonical configuration)
SpinDoctor supports the placement of a group of non-overlapping cells in close vicinity to each other. There are two proposed configurations, one composed of spheres, the other composed of cylinders. The algorithm is described in Algorithm 1.
Plot cells
SpinDoctor provides a routine to plot the cells to see if the configuration is acceptable (see Fig. 2 ). . If the intersection is not empty, then take the middle of the intersection as the new radius and accept the new center. Otherwise, reject the center. Loop through the possible centers until get n cell accepted cells. 
Read simulation domain parameters
The user provides an input file for the simulation domain parameters, in the format described in Table 3 
Create surface triangulation
Finite element mesh generation software requires a good surface triangulation. This means the surface triangulation needs to be water-tight and does not self-intersect. How closely these requirements are met in floating point arithmetic has a direct impact on the quality of the finite element mesh generated.
It is often difficult to produce a good surface triangulation for arbitrary geometries. Thus, we restrict the allowed shapes to cylinders and spheres. Below in Algorithms 2 and 3 we describe how to obtain a surface triangulation for spherical cells with nucleus, cylindrical cells with myelin layer, and the ECS (box or tightly wrapped). We describe a canonical configuration where the cylinders are placed parallel to the z-axis. More general shapes are obtained from the canonical configuration by coordinate transformation in a later step.
Algorithm 2: Surface triangulation of spherical cells and ECS.
Suppose we have n cell spherical cells with nucleus. Denote a sphere with center c and radius R by S(c, R), we use the built-in functions (convex hull, delaunnay triangulation) in Matlab to get its surface triangulation, T (c, R). Call the radii of the nucleus r 1 , · · · , r ncell and the radii of the cells R 1 , · · · , R ncell . Then the boundaries between the cytoplasm and the nucleus are
and between the cytoplasm and the ECS
For the box ECS, we find the coordinate limits of the set
and add a gap k = ECS gap × max{x f − x 0 , y f − y 0 , z f − z 0 } to make a box
We put 2 triangles on each face of B to make a surface triangulation Ψ with 12 triangles. For the tight-wrap ECS, we increase the cell radius by a gap size and take the union
where Rmean = (Rmin+Rmax) 2
. We use the alphaShape function in Matlab to find a surface triangulation Ψ that contains W .
Algorithm 3: Surface triangulation of cylindrical cells and ECS.
Suppose we have n cell cylindrical cells with a myelin layer, all with height H. Denote a disk with center c and radius R by D(c, R), and the circle with the same center and radius by C(c, R). Let the radii of the axons be r 1 , · · · , r ncell and the radii of the cells be R 1 , · · · , R ncell , meaning the thickness of the myelin layer is R i − r i . The boundary between the axon and the myelin layer is:
We discretize C(c i , r i ) as a polygon P (c i , r i ) and place one at z = −H/2 and one at z = H/2. Then we connect the corresponding vertices of P (c i , r i ) × {−H/2} and P (c i , r i ) × {H/2} and add a diagonal on each panel to get a surface triangulation Γ i . Between the myelin layer and the ECS we discretize C(c i , R i ) as a polygon and place one at z = −H/2 and one at z = H/2 to get a surface triangulation Σ i . For the box ECS, we find the coordinate limits of the union of D(c i , R i ) and add a gap to make a rectangle in two dimensions. Then we place the rectangle at z = −H/2 and at z = H/2 to get a box. Finally, the box is given a surface triangulation with 12 triangles. For tight-wrap ECS, we increase the cell radius by a gap size and take the union
We use the alphaShape function in Matlab to find a two dimensional polygon Q that contains W . We place Q at z = −H/2 and at z = H/2 and connect correponding vertices, adding a diagonal on each panel. Suppose Q is a polygon with n vertices, then the surface triangulation of the side of the ECS will have 2n triangles. The above procedure produces a surface triangulation for the boundaries that are parallel to z-axis. We now must close the top and bottom. The top and bottom boundaries is just the interior of Q. However, the surface triangulation cannot be done on Q directly. We must cut out D(c i , R i ), the disk which touches the axon, and
, the annulus which touches the myelin. Then we triangulate Q − i D i − i A i using the Matlab built-in function that triangulates a polygon with holes to get the boundary that touches the ECS. The surface triangulation for A i and D(c i , R i ) are straightforward.
Plot surface triangulation
SpinDoctor provides a routine to plot the surface triangulation (see Fig. 3 ). 
Finite element mesh generation
SpinDoctor calls Tetgen [37] , an external package (executable files are included in the toolbox package), to create a tetrehedra finite elements mesh from the surface triangulation generated by Algorithms 2 and 3. The FE mesh is generated on the canonical configuration. The numbering of the compartments and boundaries used by SpinDoctor are given in Tables 4 and 5 . The labels are related to the values of the intrinsic diffusion coefficient, the initial spin density, and the permeability requested by the user. Then the FE mesh nodes are deformed analytically by a coordinate transformation, described in Algorithm 4. Algorithm 4: Bending and twisting of the FE mesh of the canonical configuration. The external package Tetgen [37] generates the finite element mesh that keeps track of the different compartments and the interfaces between them. The mesh is saved in several text files. The connectivity matrices of the finite elements and facets are not modified by the coordinates transformation described below. The nodes are transformed by bending and twisting as described next. The set of FE mesh nodes {x i , y i , z i } are transformed in the following way. Define the rotation matrix taking the vector v 1 to v 2 by R(v 1 , v 2 ). Twisting around the z-axis with a user-chosen twisting parameter α twist is defined by
Spherical cells without nucleus
Bending on the x − z plane with a user-chosen bending parameter α bend is defined by
Given [α bend , α twist ], bending is performed after twisting.
Plot FE mesh
SpinDoctor provides a routine to plot the FE mesh (see Fig. 4 for cylinders and ECS that have been bent and twisted). 
Read experimental parameters
The user provides an input file for the simulation experimental parameters, in the format described in Table 6 
BTPDE
The spatial discretization of the BTPDE is based on a finite element method where interface (ghost) elements [30] are used to impose the permeable interface conditions. The time stepping is done using the Matlab built-in ODE routine ode23t. See Algorithm 5.
Algorithm 5: BTPDE. FE matrice are generated for each compartment by the finite element method with continuous piecewise linear basis functions (known as P 1 ). The basis functions are denoted as ϕ k for k = 1, . . . , N v , where N v denotes the number of mesh nodes (vertices). All matrices are sparse matrices. M and S are known in the FEM literature as mass and stiffness matrices which are defined as follows:
J has a similar form with the mass matrix but it is scaled with the coefficient g · x, we therefore call it the scaled-mass matrix
We construct the matrix based on the flux matrix Q
where a scalar function w is used as an interface marker. The matrices are assembled from local element matrices and the assembly process is based on vectorized routines of [38] , which replace expensive loops over elements by operations with 3-dimensional arrays. All local elements matrices in the assembly of S, M , J are evaluated at once and stored in a full matrix of size 4 × 4 × N e , where N e denotes the number of tetrahedral elements. The assembly of Q is even simpler; all local matrices are stored in a full matrix of size 3 × 3 × n be , where n be denotes the number of boundary triangles. Double nodes are placed at the interfaces between compartments connected by permeable membrane. Q is used to impose the interface conditions and it is associated with the interface (ghost) elements. Specifically, assume that the double nodes are defined in a pair of indices {i,ī}, Q is defined as the following
if vertex i and j belong to one interface −Qīj if vertex i and j belong to two different interfaces The fully coupled linear system has the following form
where ξ is the approximation of the magnetization M . SpinDoctor calls Matlab built-in ODE routine ode23t to solve the semi-discretized equation.
H-ADC model
Similarly, the DE of the H-ADC model is discretized by finite elements. See Algorithm 6.
Algorithm 6: HADC model. Eq. (12) can be discretized similarly as described for the BTPDE and has the matrix form
where ζ is the approximation of w andζ i = σ i F (t) u g · n(x i ). We note that the matrices here are assembled and solve separately for each compartment. SpinDoctor calls Matlab built-in ODE routine ode23t to solve the semi-discretized equation.
Some important output quantities
In Table 7 we list some useful quantities that are the outputs of SpinDoctor. The braces in the "Size" column denote Matlab cell data structure and the brackets denote Matlab matrix data structure. 
Numerical results

Comparison with reference solution
First we compare the results from SpinDoctor with the reference solution using the Matrix Formalism method [44] for a variety of b-values and permeability coefficients. Plotted in Fig. 5 are the dMRI signals using the BTPDE solve in SpinDoctor and the Matrix Formalism method. The maximum relative errors between SpinDoctor and the reference signal are 2.26%, 1.06%, and 0.68% for the three permeability coefficients simulated.
Comparison of BTPDE and HADC with Short Time Approximation
In Fig. 6 we show that both BTPDE and HADC solutions match the STA values at short diffusion times for cylindrical cells (compartments 1 to 5). We also show that for the ECS (compartment 6), the STA is too low, because it does not account for the fact that spins in the ECS can diffuse around several cylinders. This also shows that when the interfaces are impermeable, the BTPDE ADC and that from the H-ADC model are identical. The diffusion-encoding sequence here is cosine OGSE with 6 periods.
Permeable membranes
In Fig. 7 we show the effect of permeability: the BTPDE model includes permeable membranes (κ = 1 × 10 −3 m/s) whereas the H-ADC has impermeable membranes. We see in the permeable case, the ADC in the spheres are higher than in the impermeable case, whereas the ECS show reduced ADC because the faster diffusing spins in the ECS are allowed to moved into the slowly diffusion spherical cells. We note that in the permeable case, the ADC in each compartment is obtained by using the fitting formula involving the logarithm of the dMRI signal, and we defined the "signal" in a compartment as the total magnetization in that compartment at TE, which is just the integral of the solution of the BTPDE in that compartment.
Myelin layer
In Fig. 8 we show the diffusion in cylindrical cells, the myelin layer, and the ECS. The ADC is higher in the myelin layer than in the cells, because for spins in the myelin layer diffusion occurs in the tangential direction (around the circle). At longer diffusion times, the ADC of both the myelin layer and the cells becomes very low. The ADC is the highest in the ECS, because the diffusion distance can be longer than the diameter of a cell, since the diffusing spins can move around multiple cells.
Twisting and bending
In Fig. 9 we show the effect of bending and twising in cylindrical cells in multiple gradient directions. The HADC is obtained in 20 directions uniformly distributed in the sphere. We used spherical harmonics interpolation to interpolate the HADC in the entire sphere. Then we deformed the radius the unit sphere to be proportional to the interpolated HADC and plotted the 3D shape. The color axis also indicates the value of the interpolated HADC.
Timing
In Table 8 we give the average computational times for solving the BTPDE and the HADC. All simulations were performed on Intel(R) Core(TM) i5-4210U CPU @ 1.70 GHz 2.40 GHz, running Windows 10 (1809). The geometrical configuration includes 2 axons and a tight wrap ECS, the simulated sequence is PGSE (δ = 2.5ms, ∆ = 5ms). In the impermeable case, the compartments are uncoupled, and the computational times are given separately for each compartment. In the permeable membrane case, the compartments are coupled, and the computational time is for the coupled system (relevant to the BTPDE only). . The geometrical configuration includes 2 axons and a tight wrap ECS, the simulated sequence is PGSE (δ = 2.5ms, ∆ = 5ms).
Discussion
Built upon Matlab, SpinDoctor is a software package that seeks to reduce the work required to perform numerical simulations for dMRI for prototyping purposes. There have been software packages for dMRI simulation that implements the random walkers approach. A comparison of the Monte-Carlo/random walkers approach with the FEM approach is beyond the scope of this paper. SpinDoctor offers an alternative, solving the same physics problem using PDEs.
After surveying other works on dMRI simulations, we saw a need to have a simulation toolbox that provides a way to easily define geometrical configurations. In SpinDoctor we have tried to offer useful configurations, without being overly general. Allowing too much generality in the geometrical configurations would have made code robustness very difficult to achieve due to the difficulties related to problems in computational geometry (high quality surface triangulation, robust FE mesh generation). The geometrical configuration routines provided by SpinDoctor are a helpful front end, to enable dMRI researchers to get started quickly to perform numerical simulations. Those users who already have a high quality surface triangulation can use the other parts of SpinDoctor without passing through this front end.
The bulk of SpinDoctor is the numerical solutions of two PDEs. When one is only interested in the ADC, then computing the H-ADC model is the good option. When one is interested in higher order behavior in the dMRI signal, then the BTPDE model is a good option for accessing high b-value behavior.
Because time stepping methods for semi-discretized linear systems arising from finite element discretization is a well-studied subject in the mathematical literature, the ODE solvers implemented in Matlab already optimize for such linear systems. For example, the mass matrix is passed into the ODE solver as an optional parameter so to avoid explicit matrix inversion. In addition, the ODE solution is guaranteed to stay within a user-requested residual tolerance. We believe this type of optimization and error control is clearly advantageous over simulation codes that do not have it.
To mimic the phenomenon where the water molecules can enter and exit the computational domain, the pseudo-periodic boundary conditions were implemented in [28] [29] [30] . At this stage, we have chosen not to implement this in SpinDoctor, instead, spins are not allowed to leave the computational domain. Implementing pseudo-periodic boundary conditions would make the code more complicated, and it remains to be seen if it is a desired features among potential users. If it is, then it could be part of a future development.
The twising and bending of the canonical configuration is something unique to SpinDoctor. It 22 removes many computational geometry difficulties by meshing first the canonical configuration before deforming the FE mesh via an analytical coordinate transformation. This is a way to simulate fibers that are not parallel, that bend, for example. For fibers that disperse, perhaps more complicated analytical coordinate transformations can be performed on the canonical configuration to mimic that situation. This is a possible future direction to explore.
SpinDoctor depends on Matlab for the ODE solve routines as well as for the computational geometry routines to produce the tight wrap ECS. To implement SpinDoctor outside of Matlab would require replacing these two set of Matlab routines. Other routines of SpinDoctor can be easily implemented in another programming language.
SpinDoctor can be downloaded at https://github.com/jingrebeccali/SpinDoctor.
Conclusion
This paper describes a publicly available Matlab toolbox called SpinDoctor that can be used to solve the BTPDE to obtain the dMRI signal and to solve the DE of the H-ADC model to obtain the ADC. SpinDoctor is a software package that seeks to reduce the work required to perform numerical simulations for dMRI for prototyping purposes.
SpinDoctor provides built-in options of including spherical cells with a nucleus, cylindrical cells with a myelin layer, an extra-cellular space (ECS) enclosed either in a box or in a tight wrapping around the cells. The deformation of canonical cells by bending and twisting is implemented via an analytical coordinate transformation of the FE mesh. Permeable membranes for the BT-PDE is implemented using double nodes on the compartment interfaces. Built-in diffusion-encoding pulse sequences include the Pulsed Gradient Spin Echo and the Ocsilating Gradient Spin Echo. Error control in the time stepping is done using built-in Matlab ODE solver routines.
User feedback to improve SpinDoctor is welcomed. 
