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要旨
オブジェクト指向プログラミング言語 Javaは，開発環境，堅牢性，可搬性に優れてお
り，エンタープライズシステムから組み込みシステムに至るまで，産業界で広く利用され
ている．そのため，Java言語技術者の育成が強く求められており，実際，大学や専門学
校などの多くの教育機関で，Javaプログラミング教育が行われている．
岡山大学分散システム構成学研究室（以下，本グループ）では，Javaプログラミング教
育の支援を目的として，Webを用いたJavaプログラミング学習支援システムJPLAS(Java
Programming Learning Assistant System)を提案している．JPLASでは，教員の負担を軽
減しながら，学生のプログラミング学習を容易とするため，解答の自動採点を可能とする
2種類の問題形式，エレメント空欄補充問題，コード作成問題を提供している．前者では，
エレメント単位で空欄としたソースコードを与え，学生に正しいエレメントの補充を求め
る．解の正誤判定は，空欄前のエレメントとの文字マッチングにより行う．後者では，動
作の正しさを検証するためのテストコードを与え，学生にそれをパスするソースコードの
作成を求める．解の正誤判定は，テストコードを用いたソフトウェアテストで行う．
現状の JPLASには，いくつかの問題点が指摘されている．まず，JPLASの実装におい
て，問題形式毎に，異なる学生がそれまでのシステムをコピーすることでコード作成を
進めたために，URLやデータベースを個別に有する，独立したWebシステムとなってい
る．その結果，JPLASのコードやデータは冗長性が高く，見通しの悪い実装となってお
り，新しい問題形式の実装が非常に困難となっている．また，現状の 2種類の問題形式で
は，難易度の差が大きく，前者の問題が解けても，後者の問題に手が付けられないと言っ
た状況が発生している．
以上の問題点の解決のために，本研究では，まず，様々な問題形式に対応可能な実装と
するために，JPLASのソフトウェアアーキテクチャを提案する．従来の JPLAS実装で明
らかとなっている，各問題で必要な機能（問題生成，問題提示，採点，結果表示）の整理
を行った上で，それらを複数の問題形式に対応可能となる実装方法を採用した．具体的に
は，各問題で必要な情報の種類を示すタグを定義し，それを用いたテキストファイルで
各問題のデータを表現した．また，Ajaxを用いて動的に画面更新を行うことで，必要な
コード量の削減を図った．これにより，従来の JPLAS実装と比較し，コード量を半分以
下に削減した．
次に，既存の 2種類の問題形式の難易度差を埋めるための新たな問題形式として，ス
テートメント空欄補充問題とコードクローン除去問題を提案する．前者の問題では，ス
テートメント単位で空欄としたソースコードを与え，学生に正しいステートメントの補充
i
を求める．エレメント単位と異なり，一般に解が一意には決まらないため，テストコード
を用いた正誤判定を行う．問題生成時の適切な空欄ステートメントの選択のために，オブ
ジェクト指向言語に拡張した，ソースコードの PDGグラフを求め，その次数を用いた．
後者の問題では，コードクローン（冗長なコード部分）を有するソースコードを与え，4
種類の手法のいずれかを用いてコードクローンを除去したコードの作成を求める．解の正
誤判定は，コードクローン有無の検査とソフトウェアテストで行う．コードクローン除去
手法の理解の支援のために，3段階学習法を提案した．
最後に，本研究の今後の課題について述べる．まず，JPLASの実装において，画像ファ
イルを含む問題文や Javaバイトコードによる解答提出といった新しい機能への対応が挙
げられる．また，コードクローン除去問題において，現在，1種類のコードクローン除去
手法にのみ，3段階学習法の実装・評価を終えており，残る 2種類の手法への実装・評価
が挙げられる．
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第1章 はじめに
1.1 Javaプログラミングの特徴
オブジェクト指向のプログラミング言語 Javaは，開発環境，堅牢性，可搬性などに優
れ，エンタープライズシステムから組み込みシステムに至るまで，産業界で幅広く継続的
に利用されている．そのため，産業界から Java言語技術者の育成が強く求められており，
実際，大学や専門学校など多くの教育機関で Javaプログラミング教育が行われている．
Java 言語は，C言語に似た文法を有することから，一般に，Cを学習した人には学習
しやすい言語であるとされる．それにも関わらず，Java の学習は，Cの学習とは違った
難しさがある．その一つは，オブジェクト指向である．Javaでは，複数のクラスを用い
てコードを構成することからきている．Cの学習を終えた人が Java を学習しようとする
場合，このような Cから拡張された要素が学習上のネックとなり得る．
この C言語からの拡張要素には，演算子においていくつか存在する．例えば，変数の大
きさを調べる sizeof 演算子は Cでも定義されているが，Java ではそれに加え，オブジェ
クト（インスタンス）が，指定したクラスまたはその上位のクラスに属しているかどうか
を調べる instanceof 演算子が定義されている．
また，Cでは，その実現したい仕様（アルゴリズム）の実装を，基本的には，構造化プ
ログラミングに沿ったフローチャートと領域図で机上のトレースが可能である．Java で
は，それに加えて，継承を通じた多態性や多義性を駆使し，クラス間連携で実装されるこ
とが一般的である．
一方，Cや Java の従来のプログラミング教育では，学生に対して，有効とされている
コードリーディングに対する学習が明示的に行われていないといった問題点が指摘され
ている [1]．コードリーディングは，新規のコード作成に必要なコードスタイル（書き方）
を，既存のコードを読み下すことで理解する学習であるといえる．長期間・広範囲の使用
により蓄積された良質なコードの特徴を学ぶことで，既存のコードに含まれる仕様外の
コードを検出しセキュリティを向上させる面でも重要性を増している．
Javaプログラミング教育では，以上の Javaプログラミングの特徴を考慮した，実践的
な教育を進めることが重要である．
1.2 Javaプログラミング学習支援システムJPLAS
本グループでは，この Javaプログラミング教育での学習支援を目的として，Webを用
いたJavaプログラミング学習支援システムJPLAS(Java Programming Learning Assistant
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System)を提案している [2]-[4]．JPLASでは，教員の負担を軽減しながら，学生の自宅な
どでのプログラミング学習を容易とするために，Webサーバにおいて，学生からの解答の
オンライン自動採点を行うことを基本としている．学生は，Webブラウザを用いて JPLAS
サーバにアクセスし，問題の閲覧や解答を行うことができる．
JPLASでは，Javaプログラミング教育の進捗や学生の理解度に応じた学習環境を提供
するために，2種類の問題を用意している．1つは， 模範となる Javaソースコードの中
から学習の対象となる語を空欄語として与え，そこに正しい語のスペルを解答するエレ
メント空欄補充問題である [3][4]．本問題では，Javaの文法などを学ぶ初学者を対象とし
ている．もう 1つは，テスト駆動型開発手法により，学生の解答コードの自動検証を行う
コード作成問題である [2]．ここでは，学生は，JPLASで提示されるテストコード（テス
ト用 Javaコード）の実行でエラーを検出しない，Javaソースコードの作成が求められる．
本問題では，文法学習を終え，クラス全体を含むコードの作成を学ぶ学生を対象として
いる．
現状の JPLASには，いくつかの問題点が指摘されている．まず，JPLASの実装におい
て，問題形式毎に，異なる学生がそれまでのシステムをコピーすることでコード作成を
進めたために，URLやデータベースを個別に有する，独立したWebシステムとなってい
る．その結果，JPLASのコードやデータに冗長性が高く，見通しの悪い実装となってお
り，新しい問題形式の実装が非常に困難となっている．また，現状の 2種類の問題形式で
は，難易度の差が大きく，前者の問題が解けても，後者の問題に手が付けられないと言っ
た状況が発生している．
1.3 本研究の目的
本研究では，上記の問題を解決するために，JPLASのソフトウェアアーキテクチャの
提案と，既存の 2種類の問題形式の難易度差を埋めるための新たな問題形式として，ス
テートメント空欄補充問題とコードクローン除去問題を提案する．
1.3.1 JPLASソフトウェアアーキテクチャ
まず，様々な問題形式に対応可能な JPLASのソフトウェアアーキテクチャの提案を行
う．従来の JPLASの実装で明らかとなっている，各問題で必要な機能（問題生成，問題
提示，採点，結果表示）の整理を行った上で，それらを複数の問題形式に対応可能となる
実装方法を採用する．具体的には，各問題で必要な情報の種類を示すタグを定義し，それ
を用いたテキストファイルで各問題のデータを表現する．また，XMLHttpRequestによ
り，Webブラウザとサーバ間でページ遷移を伴わない HTTP 通信を可能とする，Ajax技
術 [12]を採用する．これにより，動的に画面更新を行うことで，必要なコード量の削減を
可能とする．これにより，従来の JPLAS実装と比較し，コード量を半分以下に削減でき
たことを示す．
2
1.3.2 ステートメント空欄補充問題の提案
次に，ステートメント単位で空欄としたソースコードを与え，学生に正しいステートメ
ントの補充を求めるステートメント空欄補充問題を提案する．本問題では，エレメント単
位で空欄とするエレメント空欄補充問題と異なり，一般に解が一意には決まらないため，
テストコードを用いた解答の正誤判定を行う．
本問題生成時の適切な空欄ステートメントの選択のために，対象となるコードを分類
し，メソッドのステートメントが空欄対象となる場合には，ソースコードのプログラム依
存グラフ (以下，PDGグラフと記す)を求め，その次数の高い順に，空欄ステートメント
を選択することとした．PDGグラフでは，ステートメントを点で表し，依存関係を有す
る 2点（ステートメント）間に辺を設ける．この時，Javaといったオブジェクト指向言
語では，変数に加え，オブジェクト間の依存関係も重要となるため，PDGグラフの辺に
は，それも含める．このオブジェクト間の依存関係は，ドット演算子を調べることで検出
する．
ステートメント補充問題による学習効果を確認するため，学生を対象に, 実際に本機能
を使ってもらった. その結果, 類似した問題について解答速度が向上していた．次に，5つ
の Javaコードに適用して抽出されたコアステートメントを，Javaの学習者による主観的
な抽出結果と比較した．その結果，両者に高い一致がみられ，提案アルゴリズムの有効性
が確認された．
1.3.3 コードクローン除去問題の提案
更に，ソースコード中の全く同じ，あるいは，類似したコードの断片コードクローンを
有するソースコードを与え，そこからコードクローンを除去したコードの作成を求める
コードクローン除去問題を提案する．リファクタリング技法としてまとめられているコー
ドクローン除去の手法を，プログラミング学習の観点から４種類のコードクローン除去
問題に分類する．解の正誤判定は，コードクローン有無の検査とソフトウェアテストで行
う．また，コードクローン除去手法の理解の支援のために，3段階学習法を提案する．
生成した４種類のコードクローン除去問題の例題を学生に解答してもらい, 難易度の評
価をおこなったところ，理解支援が必要なギャップがあった．その理解支援のために 3段
階学習法を提案し，同様の評価を行った．
1.4 本論文の構成
本論文では，以下の構成に従って，Javaプログラミング学習支援システムのソフトウェ
アアーキテクチャと 2 種類の新しい問題形式に関する研究成果の報告を行う．
第 2章では，従来の Javaプログラミング学習支援システム JPLASの機能の概要とそ
の実装方法を紹介する．
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第 3章では，JPLASの各機能を実現する，JPLASソフトウェアアーキテクチャの提案
を行う．ここでは，提案するコード記述ルールを示した後に，その実装結果を示す．続い
て，本実装による JPLASの機能拡張性についての評価を行い，最後に，本章のまとめと
今後の課題を述べる．
第 4章では，JPLASの新しい問題形式として，ステートメント空欄補充問題を提案す
る．Java言語の学習テーマを大きく 3要素に分類し，それぞれに従ったコアステートメ
ント抽出法を提案し，検証する．最後に，本章のまとめを述べる．
第 5章では，コードクローン除去問題機能の提案を行う．既存のリファクタリング技法
を参照しながら 4種類の問題を定義し，学生が各問題を理解するための 3段階学習法を提
案する．次に，コードクローン除去問題の解の正誤判定のためのテストコードを提示し，
評価のための適用結果を示す．最後に，本章のまとめと今後の課題を述べる．
第 6章では，本研究の関連研究を示す．
最後に，第 7章では，本研究のまとめを行い，今後の課題について述べる．
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第2章 従来のJavaプログラミング学習
支援システム
本章では，本グループが提案している，従来の Javaプログラミング学習支援システム
JPLASの概要と，利用手順について述べる．
2.1 はじめに
JPLASでは，異なる学習レベルに対応するために，エレメント空欄補充問題とコード
作成問題の２種類の問題が提供されている．
エレメント空欄補充問題では，エレメント単位で空欄化された Javaのソースコードを
提示し，その空欄に該当する語（エレメント）の解答が求められている．本問題は，Java
プログラミング初学者の学習支援を目的としている．空欄化されるエレメントは， 予約
語，識別子，文法記号，比較演算オペレータであり，解の一意性を充たすエレメントを選
択するため，グラフ理論を用いた，空欄エレメント選択アルゴリズムを提案している [?]．
解答の正誤判定は，JPLASサーバにおいて，予め登録されている正解との文字マッチン
グで行われる．学生に，判定結果を直ちにフィードバックすることで，解答の誤りの早期
発見とその修正が可能となる．
コード作成問題では，課題文とテストコードを提示し，それらの要件を充たす Javaの
ソースコードの作成が求められている．本問題は，より実践的な Javaプログラミングの
学習支援を目的としている．解答のソースコード（解答コード）の正誤判定は，JPLAS
サーバにおいて，検証ツール JUnit[13]上でテストコードを用いて行われる．学生に，検
証結果を直ちにフィードバックすることで，解答コードの誤りの早期発見とその修正が可
能となる．学生は，正しい検証結果が得られるまで，解答コードの修正と提出を繰り返す
ことで，Javaプログラミングの学習を進める．本問題は，テスト駆動開発手法に基づい
て構築されている．
JPLASでは，2.1に示す，教員による問題作成・登録，学生の学習結果の把握，および，
学生による問題の閲覧，解答の作成・提出，正誤判定結果の閲覧といった機能が必要とな
る．従来の JPLASでは，問題毎に，それらの機能を独立して実装している．その結果，
新しい問題形式や機能の追加・修正に関して，見通しの悪い実装環境となっている．
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図 2.1: JPLASの機能
2.2 JPLASの機能概要
従来の JPLASは，図 2.1に示すように， 教員支援機能と学生支援機能で構成される．
前者では，問題作成・登録，学習状況把握のサービスが提供されている．後者では，課題
選択，問題参照，正誤判定，結果参照のサービスが提供されている．
JPLASの教員，学生の両支援機能の全体的な利用手順は以下のとおりである．
1. 教員による問題作成と登録
2. 教員による課題作成と登録
3. 学生による課題の選択
4. 学生による問題の選択
5. 学生による問題の解答作成と提出
6. 学生による解答の正誤判定結果の参照
7. 教員による学生の学習状況の把握
2.2.1 教員支援機能
ここでは，教員支援機能で提供されているサービスにおける，教員の手順について述
べる．
1. 問題作成・登録
教員は，問題の使用に適切な Javaのソースコード（サンプルコード）を，データ
ベースに登録する．教員は，これらを用いて，新たな問題を作成し，データベース
に登録する．
2. 課題作成・登録
教員は，授業毎の学習目標を明確にするために，データベースに登録されている問
題を，グループ化することで，課題を登録する．学生は，課題単位で学習を進める．
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3. 学習状況把握
教員は，学生の JPLASでの学習進度を把握するために，全学生に対する各問題の
解答状況を閲覧する．
2.2.2 学生支援機能
ここでは，学生支援機能で提供されているサービスにおける，学生の手順について述
べる．
1. 課題表示・選択
学生は，教員から提示されている JPLASの課題の一覧を閲覧し，その中から解答
する課題を選択する．
2. 問題表示・選択
学生は，選択した課題に含まれている問題の一覧を閲覧し，その中から解答する問
題を選択する．
3. 解答作成・提出
学生は，提示された問題に対する解答を用意されたフォームに記入する．記入終了
後，提出のボタンをクリックすることで，解答がサーバに送信される
4. 正誤判定結果の参照
学生は，今回の解答に対するサーバでの正誤判定結果を閲覧する．
2.2.3 エレメント補充課題の正誤判定
エレメント補充課題の正誤判定は，空欄ごとに，学生の解答の語を，データベースに保
存されている正解の語との文字マッチング (逐語比較)で行う．学生への正誤判定結果の
提示では，各空欄に対して，その背景色を変えることで正誤を示す（正答は白，誤答はピ
ンク）．その問題の評点として，全空欄中の正解数の割合（百分率）を提示する．学生か
ら解答が提出される度に，データベースに，提出された解答とこの評点が保存される．
2.2.4 コード作成問題の正誤判定
学生からのソースコード（解答コード）の正誤判定は，JUnit [13]上で，テストコード
を用いたソフトウェアテストにより行われる．テストコードでは，assertで始まるテスト
メソッドの実行により，解答コードの実行結果（実行値）が，課題での要求結果（期待値）
に一致しているか否かによって，課題の様々な仕様の正誤判定がなされる．その問題の評
点として，全テストメソッド中の正解メソッド数の割合（百分率）を提示する．学生から
解答が提出される度に，データベースに，提出された解答コードとこの評点が保存される．
なお，テスト駆動開発手法の枠組みやテストコードの理解は，必ずしも学生にとって容
易ではない．そのため，テストコード自体の学習問題も作成されている．
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図 2.2: テスト駆動開発
2.3 従来のJPLASの実装環境
2.3.1 ソフトウェア
図 2.3に JPLASの実装環境を示す．OSとして採用した Ubuntuは仮想デスクトップ
VMware上で動作し，運用時には大学で指定された IPアドレス/MACアドレスを通じて
クライアントのWebブラウザと通信する．Webサーバとして，JSP/サーブレットのコン
パイラであるTomcatが JVM上で使用される．仮想環境を採用したのは，様々なサーバ
環境への移植を容易とするためである．
図 2.3: 従来の JPLASの実装環境
学生はブラウザから JPLASへアクセスする．ブラウザにより機能に差があるため，現
状，JPLASでは Firefoxブラウザのみ対応している．
JVMは Javaの実行環境であり，OSの違いを吸収する働きがある．
Tomcatはブラウザへデータを送信するサーバであり，以下に述べる JSPとサーブレッ
トのコンパイラでもある．
HTMLは，Tomcatによりブラウザに送信されるデータである．HTMLでは，Web標
準においては，データの構造あるいはデータの本体を記述する．その装飾は，カスケー
ディングスタイルシート CSSで記述され，また，その動的な機能は，JavaScriptが実行
している．このように，通常，3層構造となっている．
JSP (Java Server Pages)ファイルは，HTML内に Javaのコードを埋め込んだもので
あり，これによって Tomcatは動的にWebページを生成してクライアントに返すことが
できる．サーブレットは，Javaで作成されたプログラムであり，Webページなどを動的
に生成したり，データ処理を行ったりするために使用される．
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Tomcatサーバからは特定の場所に配置されたコンパイル済みの Javaバイトコードを
呼び出すことができる．
問題データや解答データを管理するためのデータベースには，MySQLを採用している．
これらのデータの蓄積は，MySQLデータベースへの連携として実装される．
2.3.2 従来のシステムモデル
Webアプリケーションを構築するためには，システムの構成を，ビジネスロジックを
実装したモデル部分 (Model)と, ユーザインターフェース（View）部分，更に両者をコ
ントロールする部分（Control）に三つに分割するMVCモデルをフレームワークとして
使用するのが一般的である．
図 2.4に，従来のJPLAS実装に使用されたMVCモデルを示す [16]．これは，Struts2[17]
などでも使われている開発フレームワークである．
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図 2.4: Languages for MVC model in existing JPLAS.
図 2.4において，ユーザはWebブラウザからサーブレットを呼び出す．サーブレットは
Javaのバイトコードと連携して処理を行い，その処理結果を JSPを用いてWebページに
整形し，ブラウザへ発信する．このフレームワークでは，ページ遷移が前提となるため，
メニューといった共通部分に冗長な処理が必要となる．
2.4 従来のJPLASの問題点
JPLASは，学習レベルの異なる様々な学生に対応するため，難易度の異なる２種類の
問題形式（エレメント補充問題， コード記述問題）を提供している．しかし，その難易
度レベルの差が大きく，前者の問題が解けても，後者の問題に手がつかないといった問題
が生じている．それらの問題間の難易度差を埋める，新たな問題形式の提示が JPLASに
必要である．
また，JPLASのコード実装は，本研究室に所属した，年度の異なる複数の学生によっ
て，初期の学生が開発したコードを元に，それ以降の年度毎の学生が，それぞれの研究
テーマに基づいた，新機能の追加実装を行うことで，継続的に行われてきた．これにより，
大学における実践的なプログラミング開発を学ぶための機会ともなっているが， JPLAS
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のコードには，ほぼ同一の機能を有するクラスやメソッドが多く存在するといった，冗長
で見通しが悪く，新たな機能の拡張が困難となっている．JPLASに適したソフトウェア
アーキテクチャを提示し，それに基づいた実装を行うことで，その改善が必要である．
2.5 おわりに
本章では，２種類の問題を中心として，従来の Javaプログラミング学習支援システム
JPLASの機能および実装の概要とその問題点を紹介した．
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第3章 ソフトウェアアーキテクチャの
提案
本章では，従来の JPLASの実装における問題点の解決を目的として，JPLAS全体を
MVCモデルに沿った実装するためのソフトウェアアーキテクチャの提案とその実装を行う．
そのために， コード記述ルールの提案とその再構築を行う．本ルールでは，コード量
の最小化のため，データベース処理のための抽象クラスの採用， レスポンシビリティ・
チェーンデザインパターンを用いた異なる正誤判定機能の実装，JSP＋Ajaxによる画面
遷移の実現，などを規定した．本提案の評価のために，再構築前後の JPLASのファイル
数の比較， 2種類の新機能の拡張での追加ファイル数の評価を行う．
3.1 はじめに
本章では, 様々な問題形式に対応可能な JPLASのソフトウェアアーキテクチャの提案を
行う．従来の JPLASの実装で明らかとなっている，各問題で必要な機能（問題生成，問
題提示，正誤判定，結果表示）の整理を行った上で，それらを複数の問題形式に対応可能
となる実装方法を採用する．具体的には，各問題で必要な情報の種類を示すタグを定義
し，それを用いたテキストファイルで各問題のデータを表現する．
また，XMLHttpRequest により，Web ブラウザとサーバ間でページ遷移を伴わない
HTTP 通信を可能とする，Ajax技術 [12]を採用する．これにより，動的に画面更新を
行うことで，必要なコード量の削減を可能とする．これにより，従来の JPLAS実装と比
較し，コード量を半分以下に削減できたことを示す．
3.2 問題ファイルのタグ
提案する JPLASのソフトウェアアーキテクチャでは，JPLASで提供する，様々な問
題形式に対して，1つのテキストファイル（問題ファイル）で，１つの問題で必要となる
データを記述可能とする．そのため，本研究では，問題ファイル中に，問題毎に必要とな
るデータ項目を示すタグとして，表 3.1の文字列を提案する．
3.2.1 実装した学生支援機能
今回，本研究では，JPLASのソフトウェアアーキテクチャに基づき，学生支援機能の
みを実装した．を示す．図 3.1に，本機能の処理の概要を示す．
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表 3.1: 問題ファイルのタグ
マーカ 意味
//@JPLAS answer 後置する文は正解単語リスト
//@JPLAS statement 後置する文は仕様を表す課題文
//@JPLAS test code 後置する文はテストコード
//@JPLAS output 後置する文は出力例
_ (下線) 単語補充のための空欄位置
なし 問題コード
学生 ブラウザ サーバ データベース
一覧
提示
解答
評価
課題一覧
課題提示
採点
逐語比較
単体テスト
詳細
解答
1
2
3
45
6
図 3.1: JPLASの処理の流れ
学生支援機能における処理の流れは，以下となる．
1. 学生からのアクセスに対し，JPLASは，データベースからその学生に出されている
課題の一覧を表示する．
2. 学生により課題が選択されると，データベースから抽出された課題テキストが表 3.1
のタグをもとに整形され，提示される．
3. 学生は解答を作成し，JPLASに提出する．
4. JPLASは，提出された解答の正誤判定を行い，データベースに解答と評点を保存
する．
5. JPLASは，正誤判定結果を学生にフィードバックする．
6. 学生は，正誤判定結果を元に，必要な場合に解答を作り直し，再提出する．
3.2.2 コード実装上の要点
以上に示したように，JPLASの各問題形式では，それぞれに固有の正誤判定方法があ
り，それぞれ保存されるデータも異なる．一方，課題名，ユーザ認証，課題の一覧表示な
どは，統一した表示と処理が求められる部分がある．そのため，これらのコードの統合を
見通しの良い形で行う必要がある．
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3.3 JPLASコード記述ルールの提案
本研究では，JPLASのコード記述ルールを，MVC(Model-View-Control)モデルの枠組
みに従うこととする．図 3.2に，今回採用したMVCモデルの枠組みを示す．
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図 3.2: JPLASに採用したMVCモデル
JPLASのように多くのユーザインタフェースがメニューのような共通の表示項目をも
つ場合，冗長なコードを避けるためには，Ajaxの仕組みを利用して，HTMLページの必
要な箇所のみ，更新を行えばよい．同時に，サーブレットを用いずに，Ajaxを使用する
ことで，JPLASの開発者は，Tomcatの設定とサーブレットの学習に時間を割く必要がな
くなる．
3.3.1 Modelのコード記述ルール
図 3.2に示すように，ここでは，View部分をHTMLおよび JavaScript，Controller部
分を JSP，Model部分を Javaで実装することとしている．JPLASのModel部分では，問
題の各ロジックの処理を Javaで記述し，そのクラス群で実装する．Model部分を，View
部分，Control部分から独立させるために，それに対する入出力は，基本的にHTMLタグ
を持たない普通の文字列，または，その配列で行い，Java固有のクラスによるデータの
受け渡しも行わないこととする．
3.3.1.1 データベース連携機能
JPLASで採用しているMySQLデータベースサーバでは，複数のデータベースを有し
ており，それぞれに複数のテーブルが設定される．JPLASでは，この中の一つのデータ
ベースを使用して，ユーザ，問題，解答の各情報が，それぞれ個別のテーブルに収められ
ている．図 3.3に，データベース関連のクラスの概念図を示す．
図 3.3において，左側が JPLASの使用するデータベース，中央が Javaのクラス，右側
が各クラスの機能概要である．以下に，各クラスの概要を示す．
(1)データベースクラス
データベースをモデル化するデータベースクラスでは，セキュリティの向上とシス
テムの変更を容易にするため，データべースとの連携に必要な情報を一元管理する．
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図 3.3: データベース関連クラスの概念図
サーバの IPアドレス，ポート番号，データベース名，システム ID(JPLASがデー
タベースサーバに接続する際に使用する ID)とそのパスワードをプライベート変数
として隠蔽する．それらのデフォルトの値としては，Tomcatがユーザ認証に使用
するデータベース設定を流用する．
(2)各テーブルクラス
ユーザ，課題，解答の各テーブルをモデル化して各テーブルクラスを作成する．テー
ブルクラスでは SQLを用いてデータの加工，呼出を行う．また，このクラスは対応
するテーブルが存在しない場合に自動的にテーブル生成を行い（初期化メソッド），
プログラマがデータベースを直接操作して，そのテーブルの構造を調査せずにすむ
ように項目の定義を保持する．
(3)抽象クラス
各テーブルでの SQL呼出しと初期化メソッドは，多くの場合同じ手順で行われる．
例えば，データベースの閉め忘れのような手順の抜け防止と，出力の型を統一する
ために抽象クラスを作成する．各テーブルクラスは，この抽象クラスを実装する形
でモデル化する．
データベースは上記の 3種類のクラスでモデル化され，課題提示機能や課題一覧機能と
いった，データベースのテーブルを使用する処理では，常に (2)で示したテーブルクラス
を使用する．
3.3.1.2 正誤判定機能
今回，問題形式毎に異なる 3種類の正誤判定機能の中で，学生から提出された解答に適
合した機能を自動的に選択するために，レスポンシビリティ・チェーンデザインパターン
[30]を用いる．レスポンシビリティチェーンでは，図 3.4のように，データを受け取った
処理がそのデータを処理できなかった場合に，予め設定された次の処理へ次々に処理を任
せることができる．
この処理を行うために，正誤判定機能をモデル化したクラスでは，与えられたデータが
「この処理が可能かどうかを調べる」メソッド，可能であれば「正誤判定を行う」メソッ
ド，可能でない場合の「次の処理を指定する」メソッドが必要となる．これらのメソッド
を含んだ各モデルは，それぞれのメソッド名を統一するために，共通の親クラスを持たな
ければならない．
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図 3.4: 正誤判定機能のレスポンシビリティチェーン
この要件を満たすために，正誤判定機能の親クラスとなる抽象クラスを作成する．各正
誤判定機能のクラスは全て，この抽象クラスの子クラスとして定義される．正誤判定機能
のクラスへの入力は，学生の解答およびデータベース内の課題の元データであり，そこか
らの出力は，メッセージの文字列と評点を表す数値である．
(1)逐語比較テストによる正誤判定
課題の元データに正解語のリストがあれば，この正誤判定機能を実行する．解答と
正解語リストを一語ごとに比較し，正誤判定結果を○（正解）または×（誤答）で
表した文字列を返す．また，評点は正答率で表す．次の正誤判定機能として，単体
テストを指定する．
(2)単体テストによる正誤判定
課題の元データにテストコードがあれば，この正誤判定機能を実行する．単体テス
トによる正誤判定では，通信データとして送られてきた解答とデータベースから呼
び出されたテストコードを，実際にサーバのストレージ上にファイルとして書き込
み，単体テストのコマンドラインを呼び出すことで行う．
実際の処理は 2段階で行われる．まず，コンパイルテストを行う．その評点が 100
であれば作業フォルダを作成し，そこに解答のソースコードとテストコードを書き
出す．次に，これらのファイルをコンパイルするためのコマンドラインと，さらに
単体テストのためのコマンドラインを作る．コンパイル用のコマンドラインを実行
し 2つのバイナリコードが得られたら，単体テスト用のコマンドラインを使用して
JUnitによる単体テストを実行し，標準出力・エラー出力を文字列として得る．次
の正誤判定機能として，コンパイルテストを指定する．
(3) コンパイルテストによる正誤判定
いずれのテストも行われなかった場合，コンパイルテストのみをおこなう．まず，作
業フォルダを作成し，そこにソースコードを書き出す．このソースコードのみをコ
ンパイルするためのコマンドラインを作成して実行する．その結果の標準出力・エ
ラー出力を文字列として得る．得られた文字列と，0点（コンパイル失敗）または
100点（コンパイル成功）が評点として出力される．コンパイルテストは，単体テ
ストの一部でもあるが，テストコードが準備されていない場合の解答に対する独立
したテストとしても使用する．なお，次の正誤判定機能は呼ばれない．
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3.3.2 View部分
View部分では， CSSフレームワークを使用する．CSSフレームワークはWeb標準下
でWebページのコンテンツを表す HTMLを，カスケーディングスタイルシート (CSS)
を用いて統一性のあるデザインを提供する枠組みである．CSSフレームワークとしては
Bootstrap[19]が有名であるが，今回は提案する JPLASのソフトウェアアーキテクチャが，
特定のCSSフレームワークに依存したものではないことを示すため，それ以外のCSSフ
レームワークとして，SkyBlue[20]を採用する．図 3.5に，Webブラウザに表示する画面
の構成とサーバとの連携を示す．
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図 3.5: JPLASの画面構成とAjax
ブラウザに表示する画面は，「タイトル部分」，「メニュー部分」，「課題表示部分」の３つ
で構成される．JPLASサーバが学生からのアクセスを受けると，この画面構成のHTML
がCSSとともにブラウザに転送される．以下に，画面構成が転送された後の画面の変化
を学生が解答する手順に沿って示す．画面の変化は，その構成を保持したまま，変更部分
の書き換えのために転送されたデータを，そこに上書きすることで行われる．なお，各転
送の要求は，JavaScriptによるAjaxの枠組みを用いて，Control部分に対して行われる．
[10]
1⃝ JavaScriptがControl部分に課題一覧の転送を要求する．
2⃝ サーバが課題一覧をテーブル形式で転送する．
3⃝ JavaScriptが課題表示部分を更新する．
4⃝ 学生による課題一覧のクリックに応じて JavaScriptがControl部分に課題の転送を
要求する．
5⃝ サーバが課題に「入力欄」，「解答ボタン」，「結果表示欄」を挿入してから転送する．
6⃝ JavaScriptが課題表示部分を更新する．
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7⃝ 学生が解答を入力し，解答ボタンを押すと，JavaScriptが解答をまとめてControl部
分に送り，サーバに正誤判定を要求する．サーバで解答の正誤判定を行う．
8⃝ JavaScriptが正誤判定メッセージを結果表示欄に表示 (上書き表示)する．
9⃝ 7⃝に戻る
3.3.3 Control部分
Control部分は， JSPを用いて実装する．View部分からのリクエストを受けて，Model
部分を実行し，文字列でその結果を得る．Control部分では，得られた文字列をHTMLと
して表示するための加工を行う．
1. 課題の一覧表示を行うために（図 3.5の 1⃝でView部分の JavaScriptからアクセス
されてサーバでControl部分が起動し，その出力を 2⃝でビューに戻す．），Model部
分から課題の一覧を文字列の 2次元配列で受け取り，HTMLのテーブル要素として
View部分に送る．
2. 選択された課題の表示を行うために（図 3.5の 4⃝から 5⃝），Model部分から課題を
文字列で受け取り，HTML上で課題として表示できるように整形し，View部分に
送る．
3. 送られてきた解答の正誤判定を行うために（図 3.5の 7⃝から 8⃝），Model部分から
正誤判定メッセージを受け取り，View部分に送る．
3.4 提案するソフトウェアアーキテクチャに基づくJPLAS
の実装
本章では，提案するソフトウェアアーキテクチャに基づいた，JPLASの実装について
述べる．今回，学生支援機能のみを実装した．教員支援機能の実装は，今後の課題である．
3.4.1 実装の概要
本実装では，CSSで装飾された index.htmlを使用している．図 3.5の 1⃝は，index.html
がサーバからブラウザに転送された後，直ちに実行される JavaScriptの関数として実装
されている．図 3.5の 4⃝は，一覧表示で学生による課題の選択後， URLを経由して 1⃝と
同様の処理を行う．図 3.6に JPLASの実装を示す．
図 3.6において丸囲みの数字は，図 3.5と同じものである．これらは JavaScriptで実装
されている． A⃝は課題一覧を作成する JSPファイル「list.jsp」， B⃝は課題表示を行う JSP
ファイル「question.jsp」， C⃝は正誤判定機能を呼び出す JSPファイル「answer.jsp」と
して実装した．また，白抜きの D⃝は，データベース連携機能の実装部分，白抜きの E⃝は，
解答機能の実装を表す．
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図 3.6: JPLASの実装の概要
3.4.2 データベース連携機能の実装
図 3.7に，図 3.6の白抜き D⃝に相当するデータベース連携クラスのクラス図を示す．
図 3.7: データベース連携機能の実装
図 3.7において，親となるデータベースクラスは「Db.class」として実装した．各テー
ブルクラスの鋳型となる抽象クラスは，「TableDb.class」として実装した．各テーブルク
ラスは，ユーザ情報をもつテーブルを「UserTableDb.class」，課題データをもつテーブル
を「QuestionTableDb.class」，学生の解答を蓄積するテーブルを「AnswerTableDb.class」
として実装した．
3.4.2.1 問題テーブルとグループテーブル
JPLASのデータベースでは，登録されたすべての問題は，その問題形式に無関係に，各
問題に付与された"ID"を使用して，"問題テーブル"で管理される．その中からいくつかの
問題が「課題」としてグループ化され， Javaプログラミング授業の履修学生に示される．
この問題グループは，"グループテーブル"とタグを用いて管理される．このテーブルのレ
コードは，各グループのタグと問題 IDのペアで表わされる．
3.4.3 正誤判定機能の実装
図 3.8に，図 3.6の白抜き E⃝に相当する正誤判定機能のクラスのクラス図を示す．
JPLASの３種類の正誤判定機能は，抽象クラス「Mark」を実装したクラスとして定義
した．逐語比較は「BlankMark.class」，翻訳テストは「CompileMark.class」，単体テス
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図 3.8: 正誤判定機能用クラスのクラス図
トは「TestMark.class」として実装した．「処理が可能かどうかを判断する」メソッドは
「canMark()」，「正誤判定する」メソッドは「mark()」，「次の処理を指定する」メソッド
は「setNext()」として実装した．３種類の正誤判定機能は，「setNext()」によるチェーン
の順に沿って，自動的に適した方法が取られるように実装した．その際の既定の順序は，
逐語比較，単体テスト，コンパイルテストの順とした．
3.4.4 バイナリファイルのアップロード・ダウンロード機能の実装
JPLASでは，ユーザによるオフラインでの解答を可能とするため，課題の全問題の問
題文，問題コード，テストコード，正解をダウンロードする機能と，オフラインでの解答
結果をサーバにアップロードする機能を提供する．これらのデータファイルは，ダウン
ロードまたはアップロードする前に，ファイルの圧縮形式を使用して単一のバイナリファ
イルに圧縮される．
データベースでは，バイナリファイルは，BLOB [22]として格納される．そのため，バ
イナリファイルをダウンロードするには，JSPファイルのヘッダを調整し配置する必要
がある．バイナリファイルのアップロード時， "Commons FileUpload"パッケージが JSP
ファイルで使用される．それにより，バイナリファイルが Javaクラスのストリームに変
換される．[23]．
JSP
B
ro
w
se
r Request
Java
Bytecode
Stream
ModelControlView
図 3.9: Binary files uploading/downloading.
図 3.9に示すように，ストリームを使用してバイナリファイルを（ファイルシステムに
格納せずに）送信するには，次の手順を適用する．
1) ユーザはアップロードするファイルを，<form> 要素中の <input type = "file">
HTML要素で選択する ．
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2) ファイルは POSTメソッドで転送される．
3) JSPファイルにはファイルの「引き渡し先」が記述されている
4) JSPファイルは requestを受け取り，一つ一つのファイルについて元のファイル名を
解析する．
5) JSPファイルはファイルを"InputStream"オブジェクトとして Javaクラスファイル
に引き渡す．
コード 3.1: jspによるバイナリファイルの出力例
1 <% ＠ page contentType="image/jpeg" import="java.io.*,..." %><%
2 InputStream in = ...;
3 response.setContentType("image/jpeg");
4 OutputStream os = response.getOutputStream();
5 IOUtils.copy(in, os);
6 os.flush();
7 %>
3.5 評価
提案するソフトウェアアーキテクチャに従って構築した JPLASの評価のために，まず，
今回の実装に必要なファイル数を，従来の実装でのファイル数と比較する．次に，再構築
後の JPLASにおける， 2つの新機能追加の事例における追加ファイル数を評価する．
3.5.1 従来のJPLASとのファイル数比較
表 3.2に，2つの JPLAS実装で使用されているファイル数の比較を示す．ここでは，特
にデータベースアクセス関連のコードの改善を示すために，直接データベースにアクセス
しているファイル数を比較した．なお，View部分のHTML, Javascript, CSSの各ファイ
ル，Control部分の JSPファイル，Model部分の Javaコードのソースファイルは，それら
の拡張子で分類している．ここで，従来の JPLASでは，システムの仕様書を表す JavaDoc
と今回の 2種類の拡張機能は省いた．また，今回の JPLASでは，採用したCSSフレーム
ワーク全体を含めた．提案ソフトウェアアーキテクチャにより，今回の JPLAS実装では，
従来に対して 3割弱のファイル数で実装されており，データベースアクセス機能も集約さ
れていることがわかる．
3.5.2 JPLASへの新機能追加事例の評価
次に，今回の JPLAS実装における，2つの新機能の追加事例での追加ファイル数を評
価した．
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表 3.2: JPLAS実装のファイル数比較
ファイル拡張子 従来 今回
java 81 21
データベースアクセス 7 1
jsp 61 12
データベースアクセス 16 0
css 9 6
js 40 38
html 122 11
3.5.2.1 リーダブルコード学習ツールの開発事例
本事例では，コーディング規約に従った可読性の高いコード（リーダブルコード）を書
くための学習ツールが実装されている．ここでは，学生が記述したソースコードに対し
て，命名規則，コーディングスタイル，潜在的問題を，Checkstyle[35], PMD[36] といっ
たツールを用いることで検査し，検査結果を即座にフィードバックする [24]．
3.5.2.2 オフライン解答機能の開発事例
開発途上国などでは，インターネットアクセスが保障されないため，オンラインのJPLAS
の利用は困難である．ネットワーク回線状況に関わらず JPLAS を利用可能にする必要が
あることから，本事例ではオフラインのブラウザ上で動作するエレメント補充問題の解答
機能が実装されている [25].
3.5.2.3 追加ファイル数
表 3.3に，今回の JPLAS実装での 2つの開発事例における追加ファイル数を示す．表
3.2と同様に，HTML, Javascript, CSSファイル，JSPファイル，Javaコードのソースファ
イル数を拡張子で分類している．
表 3.3: 今回の JPLAS実装での追加機能ファイル数
ファイル拡張子 リーダブルコード オフライン解答機能
java 1 0
jsp 10 0
css 17 0
js 31 5
html 3 0
いずれの機能追加でも，データベースアクセスのための新たなファイルは不要であっ
た．「リーダブルコード学習ツール」では，プログラミングコードの表示のために 28の
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JavaScriptファイルと 17のCSSファイルが追加された．この比率は大きいが，これは本
研究で採用したCSSフレームワークの提供する表示機能では，プログラミング教育支援サ
イト構築には不充分であったことを示している．いずれの事例においても，従来の JPLAS
実装のファイル数に対して，追加ファイル数をその半分程度に抑えることができている．
この理由として，以下が考えられる．
• Javaのソースファイルにおいて，View部分が分離された結果，コードを複製して
タグを付け替えただけといった冗長なコードが排除された，
• View部分においても，CSSフレームワークを利用した結果，より統一的なデザイン
をより少ないコード数で実現した．
• ユーザの作業毎に発生するWebページの更新を，Ajaxを用いて部分的な更新で行
なった結果，重複のないHTMLファイルが実現された．
3.6 まとめ
本章では，Javaプログラミング学習支援システム JPLASの実装を，MVCモデルに沿っ
たものとする，ソフトウェアアーキテクチャの提案とそれに基づく実装を行った．今回の
JPLAS実装を評価として，従来の JPLAS実装でのファイル数との比較と，2種類の新機
能拡張における追加ファイル数で評価した．今後の課題は，教員支援機能の実装，ユーザ
インターフェースの改善，異なる新機能拡張での提案アーキテクチャの検証である．
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第4章 ステートメント空欄補充問題の
提案
本章では，JPLASでのコード作成学習の最初のステップとして，ステートメント空欄
補充問題を提案する．
4.1 はじめに
ステートメント空欄補充問題は，Javaコード中で最も重要なステートメントである，コ
アステートメントを空欄とし，その補充を要求する問題である．JPLASで提供されてい
るエレメント空欄補充問題や変数値トレース問題の学習などを通じた，Javaの文法学習
を一通り終え，これから，それを用いたコードの作成を学ぶ学生にとって，既存の良質な
ソースコードを読み，その処理や構造を理解し，模倣することが有効である．本問題で
は，コアステートメントの補充により，学生が与えられたソースコードを理解することを
確認する手段を提供している．
コアステートメントは，ソースコード内で最も重要なものである．しかし，プログラ
ムスライシング [26]といった，重要なステートメントを抽出するための解析技法を Java
のソースコードに適用するには，計算量が膨大となったり，実装が困難であったりするた
め，別のアルゴリズムが必要である.
そこで本研究では，JavaはCに似た文法を有すること，および，Cから拡張された要
素を有することに着目して，以下の 2種類の学習すべき要素を想定し，それぞれでのコア
ステートメントの抽出アルゴリズムを提案する．
1) 要求仕様を充たすためのメソッド内の要素
2) オブジェクト指向言語の特徴であるクラス間連携の要素
それぞれでのコアステートメントの抽出アルゴリズムを以下のように定める．
1. 1)では，文献 [27]に従い，プログラム依存グラフPDG（Program Dependence Graph）
を利用することで抽出する．
2. 2)では，ドット演算子と引数に注目してステートメントをランキングすることで抽
出する [10]．
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提案アルゴリズムの評価として，まず，ステートメント補充問題による学習効果を確認
するため，本学工学部通信ネットワーク工学科 2年生を対象に, 実際に本機能を使っても
らった. その結果, 類似した問題について解答速度が向上していた．
次に，5つの Javaコードに適用して抽出されたコアステートメントを，Javaの学習者
による主観的な抽出結果と比較した．その結果，両者に高い一致がみられ，提案アルゴリ
ズムの有効性が確認された．
本章では，まず，ステートメント補充問題の提案を行う．次に，コアステートメント抽
出アルゴリズムの提案を行う．その後，各提案の検証を行う．最後に，本章のまとめと今
後の課題を述べる．
4.2 ステートメント補充問題
本章では，ステートメント補充問題の提案を行う．
4.2.0.4 ステートメント補充問題
ステートメント補充問題では，問題コードの中のコアステートメントを空欄とし，学
生には，与えられた要件を充たすステートメントの入力が求める．図 4.1 に本問題の例を
示す．
ここで，従来のエレメント空欄補充問題と異なり，正解となるステートメントは，通常，
一意には記述できないため，テストコードを用いたテストにより，正誤判定を行う．その
ため，ブラウザ上で，解答ステートメントを問題コードの空欄部に埋め込み，コードを完
成させてから，サーバに送信している．
4.2.1 プログラム依存グラフ
本研究では，コアステートメントの抽出に，プログラム依存グラフPDG（Program De-
pendency Graph）を利用する．PDGでは，ステートメント間の制御依存関係とデータ依
存関係に着目している．まず，ステートメント s1 とステートメント s2 に対し，以下の場
合に， s1 から s2 への制御依存関係が成り立つものとする．
1. s1 は条件文かループである
2. s2 が実行されるかどうかは s1 に依存する
また，以下の場合に， s1 から s2 へのデータ依存関係が成り立つものとする．
1. s1 において変数 v が定義されている
2. s1 から s2 への実行可能パス内に v は再定義されない
3. s2 において変数 v が参照されている
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図 4.1: ステートメント補充問題の例
PDGでは，各ステートメントが点，各依存関係が有向辺で示される．そして，各ステー
トメントの重要度（得点）は，この有向辺の入出数（次数）で決められる．
本研究では，「変数」間のデータ依存関係（図 4.2）に加え（[27]），「オブジェクト」間の
依存関係も考慮している．
1. 「変数」には，プリミティブなものに加え，「オブジェクト」も含むこととした．そ
の際，オブジェクト内の変数（メンバ変数）に値の変更などの何らかの操作があっ
た場合，オブジェクトそのものが再定義・参照されたものと見なした．これは同じ
操作を，オブジェクトごととメンバ変数ごとに重複してカウントを防ぐためである．
2. オブジェクトへの代入は，代入文の左辺にそのオブジェクトが現れる場合と，オブ
ジェクトのメソッドを呼び出す場合とした．
3. オブジェクトの参照は，代入文の右辺にオブジェクトが現れる場合と，メソッドの
引数として使用されている場合とした．
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図 4.2: プログラム依存グラフの例
以下に，その例を示す．
「オブジェクト」への拡張例
1 b.setTime(a.end.selTime()+i∗7∗1000∗60∗60∗24);
2 c.next.start = d.parent.start;
1 行目の例では，変数 i に加えて a，b も変数と見なす．iは参照，b は再定義， a は
参照でありさらに（再）定義でもある．end　は a のメンバ変数であるが，オブジェクト
の一部として変数には含まない．2 行目の例では，c，dを変数とし，c が再定義であり，
d がは参照である．
4.2.2 プログラム依存グラフでの問題点
PDGを用いてコアステートメントを抽出する際に，コードにおける，1つのPDGの適
用範囲と，文字列定数の扱いに考慮する必要がある．
まず，1つのPDGは，メソッド（関数）単位で適用する．変数名の再使用，引数，広域
変数を考慮したとしても，パッケージ外のクラスやメソッドなどのバイナリファイルで提
供されているコードでは，ソースコードからの解析は難しくなることから，1つの PDG
はメソッド単位に限ることとしている．
また，PDGでは，文字列定数が抽出されないため，出題者の意図と異なるコアステー
トメントが抽出される場合がある．以下にその例を示す．
コード 4.1: 出題者の意図と異なるコアステートメント抽出
1 public class Sx05 {
2 public static boolean isNumberOnly(final String target) {
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3 if (target!=null && target.length()>0) {
4 return 0 == target.replaceAll("[0-9]*", "").length();
5 } else {
6 return false;
7 }
8 }
9 }
6: return false;
2: public static boolean isNumberOnly(final String target) {
3: if (target!=null && target.length()>0) {
4: return 0 == target.replaceAll("[0-9]*", "").length();
5: } else { 7: } 8: }
図 4.3: 意図しないステートメントが選択される PDG
図 4.3の例では，与えられた文字列が数字のみか否かを判定するメソッドが定義されて
いるが，3行目と 4行目が同じ次数となり，最も重要となる replaceAllメソッドの戻り値
に対して長さを求める 4行目のステートメントは選択されない．
コード 4.2: クラスメソッドの関数風の記述
4 return 0 == strlen(replaceAll("[0-9]*", "",target));
ここで，この 4行目は，Cの関数であれば，コード 4.2のように記述され，学習価値の
あるものであるが，本研究では，変数に着目して抽出を行うため，それらを含むステート
メントが必ずしも抽出されるわけではない．これらの問題点の対策が必要である．
4.3 コアステートメント抽出アルゴリズムの提案
本章では，コアステートメント抽出アルゴリズムの提案を行う．ここでは，前節で示し
た問題点を解決するために，Javaプログラミングにおいて学ぶべき要素を，以下の 2種
類とし，それぞれでのコアステートメント抽出アルゴリズムを提案する．
1) 要求仕様を充たすためのメソッド内要素
2) オブジェクト指向言語の特徴であるクラス間連携要素
メソッド内要素は，Java言語のメソッド内部に相当する，そのコアステートメントは，
PDGを用いて抽出する．
クラス間連携要素は，オブジェクト指向の特徴であるクラス間連携に関連する部分であ
り，PDGを用いて，そのコアステートメントを抽出することが出来ない．そのため，本
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研究では，クラス間連携を利用しているステートメントをコアステートメントとして抽出
する．
4.3.1 メソッド内要素のコアステートメント抽出
メソッド内要素のコアステートメントは，各メソッドを対象にPDGを利用して抽出す
る．PDGでは， 図 4.2のようにステートメント間のデータ依存関係のみに注目する．以
下に本手続きを示す．
1. 読み込んだソースコードからコメント部分を削除し，作問用のソースコードとする．
2. 作問用のソースコードをセミコロン（";"）と左波括弧（"{ "）を手がかりにステー
トメント単位に分割する．
3. 各ステートメントをエレメント単位に分割する．
4. 以下の条件を満たすエレメントを変数として抽出する．
(a) 先頭の文字がアルファベットである．
(b) 予約語，クラスでない．
(c) メソッドではない．これは，その後に右括弧（”(“）が続かないことで判断
する．
5. 変数の中で，ドット演算子が前置されないものを処理対象として選出する．ここで，
ドット演算子が前置された変数は，インスタンス化されたオブジェクト内部の変数
のため，除外する．
6. 各変数を以下のルールで定義変数または参照変数に分類する．
(a) 定義句（直前の語が型指定）があれば定義変数
(b) 等号の左辺であれば定義変数
(c) 等号の右辺であれば参照変数
(d) メソッドが呼ばれていれば定義変数
(e) 引数は参照変数
7. 定義変数から参照変数への辺を生成する．
8. 辺の数をステートメント毎に集計する．
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4.3.2 クラス間連携要素のコアステートメント抽出
クラス間連携要素のコアステートメントの抽出では，ドット演算子と引数に注目する．
以下にその手続きを示す．
1. 指定されたソースコードと同じフォルダにあるソースファイルを読み込む．
2. 読み込んだソースコードをセミコロン（";”）と左波括弧（”{”）を手がかりにス
テートメントに分割する．
3. ステートメントを単語に分割する．なお，ここではコメントや文字列定数は１語と
して取り扱う．
4. 各ステートメントで以下の 2つの値を算出する．
(a) ドット演算子によって連結されたエレメントの個数
(b) 入れ子を含む引数の数
5. ただし，アルゴリズムやプログラムの機能とは関連の薄いドット演算子の影響を防
ぐために，以下のドット演算子については対象から除外する．
(a) package文と import文に含まれるものは，Cにおいて include 文でヘッダファ
イルの位置を示すのと同様にクラスの位置情報を示す役割であるため，本研究
の対象から除外する．
(b) System.outと例外処理の e.printStackTraceは定型句となっているため，対象
から除外する．
4.3.3 抽出ステートメントの間引き
提案アルゴリズムを用いて，連続するステートメントが抽出された場合，問題が難しく
なりすぎるのを防ぐため，最初のステートメントのみを選択した．
4.3.4 抽出結果の例
以上のアルゴリズムを用いて抽出したコアステートメントの例を以下に示す．
4.4 メソッド内要素のみでの提案法の評価
本章では，4.3章で示したメソッド内要素のみに対する提案アルゴリズムおよびそれに
よるステートメント空欄補充問題の有効性を検証する，そのため，本学科の Java プログ
ラミング授業の受講者に本機能を適用し，その評価結果を示す．
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表 4.1: メソッド内要素に対するコアステートメントの抽出例
pdg 行番号 コード
0 1: public class Sx05{
0 2: public static boolean isNumberOnly(String target){
5 3: if(target != null && target.length() > 0){
4 4: return 00 == target.replaceAll("[0-9]*","").length();
0 5: else
0 6: return false;
0 7: }
0 8: }
0 9: }
4.4.1 評価対象者と課題
本授業の受講者は，本学科の 2 年生が中心であり，Cプログラミングおよび C++プロ
グラミングについて，それぞれ半年間学んだ後，Java プログラミングを学んでいる．本
評価のための課題として，提案機能を用いて，ステートメント補充問題の課題を 27 問作
成した．その内訳は，main メソッドでの標準入出力の使用を中心としたコードから作成
した 16 問と，IT企業から提供された，入力データをチェックするためのスタティックな
メソッドを中心としたコードから作成した 11 問とした．これらの課題を，11月中旬より
4 週間自習させた後，授業時間を用いて小テストを実施した．
図 4.4: 課題解答数
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表 4.2: クラス間連携要素に対するコアステートメントの抽出例
dot para. 行番号 コード
0 0 1: public class Main{
0 0 2: public static void main(String[] args){
0 1 3: Support alice=new NoSupport("Alice");
0 2 4: Support bob=new LimitSupport("Bob",100);
0 2 5: Support charlie=new SpecialSupport("Charlie",429);
0 2 6: Support diana=new LimitSupport("Diana",200);
0 1 7: Support elmo=new OddSupport("Elmo",100);
0 2 8: Support fred=new LimitSupport("Fred",300);
5 5 9: alice.setNext(bob).setNext(charlie)
.setNext(diana).setNext(elmo).setNext(fred);
0 0 10: for(int i = 0; i < 500; i+=33){
1 2 11: alice.support(new Trouble(i));
0 0 12: }
0 0 13: }
0 0 14: }
4.4.2 課題解答数
まず，図 4.4 に，課題毎の学生の解答数を示す．ここでは，縦軸が学生数 (人)， 横軸
が課題番号を示している．各グラフでは，テストコードの全項目をパスする解答を提出し
たものを comp，テストコードの一部がクリアできなかったものを mid，問題の参照のみ
で回答に至らなかったもの，コンパイル時にエラーが出たままのもの，テストコードを全
くパスできなかったものを zero として示している．
4.4.2.1 課題解答時間
次に，図 4.5 に，各課題について，問題を初めて見た時刻から正解となる解答が提出で
きた時刻までの経過時間（解答に要した時間）を示す．課題は，通常，その課題番号の昇
順に解かれるため，演習時間の経過と共に，学生が解答を作成するのに必要な時間は減少
している．すなわち，本機能を用いた演習を行うことで，コードリーディングの力が増し
たと言える．
4.4.3 類似課題の解答時間
類似の処理を扱うコードに接する機会が多いほど，学生にとって容易なものになり，解
答に要する時間は短くなると思われる．そのため，全課題の中から類似の処理を扱う課題
を拾い出して，解析を行った．
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図 4.5: 課題解答時間
図 4.6: readLine 課題での解答時間
まず，27 課題中，4 課題で，バッファから行単位に呼び出す readLine を出題している．
図 4.6 に，これらの課題を学生毎に，解いた順に並び替え，課題に要した時間を示す．そ
の際，課題に要する時間中には退席するなどの時間も含まれているため，その影響を排除
するために 10 分以内の解答時間に限定した．図 4.6 より，平均値で 1 回目 287 秒， 2
回目 167 秒， 3 回目 147 秒， 4回目 108 秒と，解答の回数を重ねるごとに課題に要する
時間が短くなっていることが判る．
次に，27 課題中，4 課題で，引数として指定される文字列クラスが有効かどうかを判
定するコードが出題されている．図 4.7に，これらの課題に要した時間を示す．今回も 10
分以内の解答時間に限定した．図 4.7 より，平均値で 1 回目 287 秒， 2 回目 167 秒と，
解答の回数を重ねるごとに課題に要する時間が短くなっていることが判る．これらの結果
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図 4.7: 文字列検査課題での解答時間
からも，提案するステートメント補充問題はコードリーディング力の育成に有効であると
言える．
4.5 全要素での提案法の検証
本章では，4.3章で示した 3種類の要素すべてに対する提案アルゴリズム，および，そ
れによるステートメント空欄補充問題の有効性を検証する，そのため，本学科の学生 50
名に本問題を適用し，その評価結果を示す．
4.5.1 検証に用いたJavaコード
本検証では，3種類の要素すべてを含む，以下の 5つの Javaソースコードを使用した．
それぞれ，複数のクラスを持つ，ステートメント数 24，45，54，32，40のプログラムで
ある．package毎に，１つのソースファイルで作成したもの，複数のソースファイルに分
けたものを取り混ぜている．これらのコードに，提案アルゴリズムを適用し，コアステー
トメントを抽出した．
1. Javaアプリケーションの「フレーム」の実装コード（Window） [31]
2. 「バイナリサーチアルゴリズム」の実装コード（BinarySearch） [32]
3. デザインパターンの「プロトタイプ」の実装コード（Prototype） [30]
4. デザインパターンの「シングルトン」の実装コード（Singleton） [30]
5. デザインパターンの「ビルダー」の実装コード（Builder） [30]
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4.5.2 比較対象
次に，学生にこれらのソースコードを提示し，各自でステートメント空欄補充問題を作
成する場合，どの行を選択するかを選んで貰った．その際，複数ステートメントの選択も
可とし，その場合には，順位を振って貰うこととした．学生は，本研究室の学生 7名，本
学科一般学生 43名である．前者は，Javaを用いた研究に従事しており，その基本には熟
知しているが，熟練度にはばらつきがある．後者は，2年生で，Cと C++の履修後，現
在，Javaプログラミングの授業を履修中である．
4.5.3 Javaプログラミング授業の進め方
ここで，対象学生（学習者）が本調査を行うまでの Javaプログラミングの授業の進め
方を紹介する．まず，最初の 4回の授業では，Cの文法事項の復習から Javaへの導入に
行った．ここでの演習課題には，JPLASのエレメント空欄補充問題を与えた．
次の 4回では，Stringクラスのメソッドに出現する正規表現やデータベース連携のため
の SQLを中心に，ストリームやWindowアプリケーションの作成を学習した．その際，
Java豊富なライブラリを使用するためのマニュアルである，Javadoc[29]の読み方を紹介
した．ここでの演習課題には，JPLASの 3つの問題，すなわち，エレメント空欄補充問
題，ステートメント空欄補充問題，コード作成問題のすべてを与えた．
最後の 4回では，洗練されたオブジェクト指向プログラムの例として，Gofのデザイン
パターン [30]を取り上げた．ここでの演習課題には，学生個々に，自由なテーマでのアプ
リケーションを作成させた．なお，新規の JPLASの演習課題は課さず，解答の遅れた学
生の挽回期とした．
4.5.4 アルゴリズムによるコアステートメント抽出結果
各 Javaコードの 3つの要素における，提案アルゴリズムによるコアステートメント抽
出数を，表 4.3に示す．ここで，メソッド内要素のコアステートメント抽出では，メソッ
ド毎のPDGを用いて 1つのステートメントのみを選択することから，その数はメソッド
数に等しくなる．
4.5.5 学習者によるコアステートメント抽出結果
学習者によるコアステートメント抽出では，全学生から総数で 351のステートメントが
回答され，その中から重複を排除すると，ステートメント数は 93であった．その中には，
アノテーション（@Overrideなど）のみのステートメントなど，今回，提案アルゴリズム
で対象としていない要素が含まれており，学習者の抽出結果から除外することとした．ま
た，少数の学習者のみの回答を例外として除くために，ステートメント毎に平均回答数を
上回るもののみに限定した．これらにより，21ステートメントが残った．
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表 4.3: コアステートメント抽出数
コード クラス数 メソッド数 行数 クラス内要素 クラス間連携 外部連携 学習者
Window 2 2 24 2 3 0 2
BinarySearch 2 3 45 3 3 0 3
Prototype 4 6 54 6 5 0 2
Singleton 2 3 32 2 3 0 3
Builder 4 6 40 6 6 0 5
図 4.8: 5つの Javaコードに対するコアステートメント抽出数の比較
更に，今回の対象外である，Javaの文法やライブラリが問題となっている 6つのステー
トメントを除外した．その結果，学習者によるコアステートメント抽出結果として，15ス
テートメントとなった．
ここで，最後に除外した 6ステートメントは，以下のコード例に示すように，いずれ
も，newを含んでおり，new以外には配列，Map，HashMap，ArrayListなどを含んでい
る．なお，newを含むステートメントの数は，全コードで 15である．
コード 4.3: 最後に除外した 6ステートメント
1 WindowTest windowText = new WindowTest();
2 frame = new Frame("Window␣Test"); // Set the initial value for the Frame
3 Entry[] table = new Entry[MAX]; // Array to store the data
4 private Map <String, Prototype> hashmap = new HashMap <String ,
Prototype> ();
5 List list = new ArrayList();
6 Director director = new Director(new Con...);
以上で得られた，学習者のコアステートメント抽出数を，表 4.3の「学習者」の欄に示
す．ここでは，学習者は，2種類の要素の区別を意識せずに抽出しているため，その総数
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としている．
4.5.6 アルゴリズムと学習者抽出の比較
5つの Javaコードに対する，提案アルゴリズム，および，学習者によるコアステート
メント抽出結果を比較する．ここでは，最もオブジェクト指向言語としての重要な要素で
ある，クラス間連携要素のみとして比較した場合と，2つの要素すべてで比較した場合に
ついて議論する．
1. クラス間連携要素のみでの比較
クラス間連携要素のみを考慮した場合，提案アルゴリズムによるコアステートメントの抽
出数は，5つの Javaコード全体で 20である．これに対し，学習者による抽出は 15であ
る．これらの中で，同じステートメントを選択しているものは 12である．このことから，
クラス間連携要素のみでの比較では，学習者の抽出したステートメントの中で，80% を
提案アルゴリズムでも抽出可能であると言える．
クラス間連携要素のみに限定した場合の提案アルゴリズム，学習者によるコアステート
メント抽出結果の比較を，表 4.4に示す．ここで，「重複」は両手法で共通のステートメン
ト数，「提案」は提案アルゴリズムのステートメント数，「学習者」は学習者の抽出したス
テートメント数，「行数」は各 Javaコードの総ステートメント数，「重複率」は重複ステー
トメント数を学習者の抽出したステートメント数で除した値である．
表 4.4: クラス間連携要素のみでのコアステートメント抽出結果の比較
コード 重複 提案 学習者 行数
Window 2 3 2 24
BinarySearch 1 3 3 45
Prototype 2 5 2 54
Singleton 2 3 3 32
Builder 5 6 5 40
表 4.4の結果を，そのステートメント数に関するスケールがわかるようにグラフ化した
ものを，図 4.8 に示す．本グラフの横軸は，5つの Javaコードを示す．棒グラフの各部分
は，それぞれの Javaコードにおいて，重複，提案のみ，学習者のみ，それ以外のステー
トメント数の割合を示す．また，折れ線グラフは，学習者の抽出したステートメントを提
案アルゴリズムが抽出できた割合を示す．この結果より，5つの Javaコードに対して，提
案アルゴリズムでは，その 10.8% のステートメントを選択し，学習者による主観的抽出
結果の 80% をカバーすることができたと言える．
2. 2要素での比較
次に，提案アルゴリズムによるコアステートメントの抽出数は，その 2要素全体を考慮し
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た場合，24である．これは，全ステートメントの 13.9% となる．しかし，学習者が抽出
したステートメントに対する一致率は 80% にとどまった．
この場合の提案アルゴリズム，学習者それぞれによるコアステートメント抽出結果の比
較を，表 4.5に示す．ここで，「提案」における括弧内の数は，他の要素を考慮したことで
増加したコアステートメント数である．
表 4.5: コアステートメント抽出数比較 (2要素)
コード 重複 提案 学習者 行数
Window 2 4(+1) 2 24
BinarySearch 1 4(+1) 3 45
Prototype 2 6(+1) 2 54
Singleton 2 4(+1) 3 32
Builder 5 6(+0) 5 40
この場合，5つの Javaコードの中で，BinarySearchと Singletonにおいて，重複が少な
く，個々の抽出数が多いことから，両者の差が大きいと言える．この理由を分析するため，
以下のBinarySearchのコードを調査した．
コード 4.4: BinarySearchのコード
1 int middle = (low + high) / 2;
2 if (key == table [ middle ]. key) {
3 return table [ middle ]. data; // found
このソースコードで学習者が抽出したステートメントは，2行目と 3行目である．これ
に対して提案アルゴリズムによる抽出では，1行目のステートメントが選ばれている．提
案アルゴリズムでは連続したステートメントが抽出された場合，その一行目を選択する．
一方，この 3つのステートメントではいずれが空欄化されても学習効果は期待できる．そ
のため，提案アルゴリズムを再考し，連続したコアステートメントからの抽出は必ず一行
目を選択するのではなく，任意のステートメントを選択するよう変更する．
4.6 まとめ
本研究では，Javaプログラミング学習のためのステートメント空欄補充問題において，
空欄とするコアステートメントの抽出アルゴリズムを提案した．Java学習で学ぶべき 2
つの要素を定義し，それぞれでのコアステートメント抽出手順を明らかにした．提案アル
ゴリズムで生成した問題に関する評価結果より，メソッド内要素に対する，提案アルゴリ
ズムのステートメント補充問題は，コードリーディング力の育成に有効であると言える．
また，提案アルゴリズム全体としては Javaプログラミングの学習者による抽出結果と比
較し，80%以上の一致を見た．
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今回，学習者の抽出したコアステートメントには，アノテーションや Java特有の文法，
ライブラリなどが含まれていた．これらは，提案アルゴリズムで除外しているが，今後
は，それらの要素も，コアステートメントとして抽出する必要がある．また，複数クラス
を有するコードは長い上に，ファイルも一つとは限らないため，JPLASのWebブラウザ
で表示をするには，UMLを活用するなどの工夫が必要と言える．
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第5章 コードクローン除去問題の提案
本章では，JPLASでのコードリファクタリング学習を目的として，コードクローン除
去問題を提案する．
5.1 はじめに
ソースコードが所要の機能を充足していても, 拡張性, 保守性に難がある場合, 「良い」
コードとは言えない. 特に, 安易なコピーペーストや, コード作成に対する未熟な理解から
発生する冗長なコード断片は, 保守の阻害要因となり, コード品質の劣化を招く. コード
中の互いに一致する, あるいは, 類似したコード断片は, コードクローンと呼ばれ, 多くの
場合, コピーペーストにより発生している [44]. コードクローンを有するコードは, リファ
クタリングを考慮すべき, コードの悪い状態であるとされる. リファクタリングは, 「ソ
フトウェアの外部的振る舞いを保ちつつ内部の構造を改善すること」をいい, 本来は経年
開発によるコードの品質低下を防ぐための方法である [44].
JPLASを含む, プログラミング課題に対する学生による解答コードの作成では, 多くの
場合, 出来上がったコードの品質には気を留めず, コンパイルに成功, あるいは, 実行結果
が正しければ, そのまま提出し, 次の課題へ移ることが多い. ソフトウェアシステムのリ
ファクタリングに相当する「自らのコードを見直す行為」を怠るため, 指示された機能は
充足しているものの, コードクローンを含む, 冗長で低品質の解答コードを提出するといっ
た問題がある.
以上の問題の対策のために, 本章では, JPLASの新しい問題として, 与えられた Java
コード中に含まれるコードクローンを一か所にまとめることで,それらの除去を行う,コー
ドクローン除去問題を提案する.
コードクローン除去問題では，問題コードとして，コードクローン（ソースコード中の
互いに一致または類似した部分）を含むコードを，テストコードとともに提示する．学
生はこれを，コードクローンを含まないコードに修正して，解答コードとして提出する．
解答コードは，テストコードを用いた単体テストによる処理の正しさの採点と，コードク
ローン検出判定による内部構造の改善の採点を行う．
本問題では，コードクローン除去方法を，（１）分岐文や反復文中で行を入れ替える使
用文法の適正化，（２）同一クラス内でメソッドを作成するメソッド生成，（３）他のクラ
スを考慮するクラス生成，（４）高度なクラスの機能を使ったテンプレートメソッド使用，
の 4種類に区別し，それぞれに対応した課題を準備することとしている．また，（２）以降
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の問題に対しては，一般に初学者にはその理解が難しいことから，以下の 3段階での学習
法を提案する．
1. 解法の理解
2. 問題コード中のコードクローンの指摘
3. 解答コードの作成
コードクローン除去問題では, 課題毎に, プログラムの仕様を表す「課題文」, コードク
ローンを含む「ソースコード」,その正しさを検証するための「テストコード」を学生に提
示する. 学生は, リファクタリング後のコードを「解答コード」として提出する. サーバに
おける解答コードの採点では, コンパイルによる文法チェック, JUnit上でテストコードを
用いた単体テスト, および, スタティック解析ツールPMDのCopy/Paste Detector (CPD)
[36]を用いたコードクローン検査を行う.
本章では, まず, JPLASのコード作成問題の問題点について述べる．次に，コードク
ローン除去のためのリファクタリング技法の検討を行う. 次に, コードクローン除去問題
をリファクタリング技法と関連付けて提案する. その後, 生成したコードクローン除去問
題の例題を学生に解答してもらい, 難易度の評価を行う. 最後に，本章のまとめと今後の
課題を述べる.
5.2 コード作成問題での問題点
JPLASの問題を学習することで, 学生は, Javaの文法から始め, 徐々に継続的に, プロ
グラミング能力を高めることが期待されている. そして最終的に, コード作成問題を解答
することで, 要求される機能を満足するコードを作成することが可能となる. しかしなが
ら, 以下に示す例のように, 冗長で無駄の多い解答コードを作成しても, それを修正して高
品質なコードに仕上げる機会が提供されていない.
コード 5.1: 好ましくない正解解答
1 class FizBuz{
2 public static void main(String[] args){
3 int n = 1;
4 while(n <= 100){
5 if(n % 15 == 0){
6 System.out.println("FizBuz");
7 n = n + 1;
8 }else if(n % 5 == 0){
9 System.out.println("Buz");
10 n = n + 1;
11 }else if(n % 3 == 0){
12 System.out.println("Fiz");
13 n = n + 1;
14 }else {
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15 System.out.println(""+n);
16 n = n + 1;
17 }
18 }
19 }
20 }
上記のコードは, よく知られたFizzBuzz問題 [34]に対して, ある学生が実際に提出した
コードである. 下線で示した "n = n + 1 ;" のステートメントは, 7行目, 10行目, 13行
目, 16行目に現れるが, 所要の機能を満足しているため, JPLASでは正解としている. し
かし, このように反復して現れるコード断片はコードクローンであり, 1つにまとめるべ
きである.
5.3 4種類のコードクローン除去問題
本章では, コードクローン除去のためのリファクタリング技法の違いによって，4種類
のコードクローン除去問題の提案を行う.
5.3.1 コードクローンの定義
一般にコードクローンは, プログラムコード中に現れる同一, あるいは, 類似のコード断
片を指し, 主として, コピーペーストで作成される. また，コードクローンは, 通常, 20%程
度は存在するといった研究結果 [45]があることから, コードクローン除去問題においても,
全てのコードクローンを除去の対象とすべきではないと言える.
5.3.2 コードクローン除去問題の種類
コードクローンの除去のためのリファクタリング技法として，文献 [44]などを参考に，
異なるコードクローン除去手法を有する, 以下の 4種類の問題を対象とする.
• 使用する文法の適正化によるコードクローン除去に関する問題
• メソッド作成によるコードクローン除去に関する問題
• クラス作成によるコードクローン除去に関する問題
• テンプレートメソッドによるコードクローン除去に関する問題
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5.3.3 文法適正化によるコードクローン除去の問題
本問題では, コードクローンの中で, 先に挙げた FizzBuzzのプログラムのように, 使用
する文法の不適切さが原因で生じる, 単純な冗長を除去することを目的としている. この
ようなコードクローンは, 文法の理解が不十分であったり, 処理フローの設計を行わずに
行き当たりばったり的にコードを作成した場合に発生する. プログラミング初心者に頻繁
に見られるコードクローンである. 先の例では, 7,10,13,16行目の”n=n+1;”を排し, while
文の最後 (17行目と 18行目の間)に挿入する構造に変更するか, for文を使用して文法的に
一か所にまとめることで, コードクローンの除去が可能である.
5.3.4 メソッド作成によるコードクローン除去の問題
本問題では, 同じクラス内で, 繰り返し現れる類似の処理（コードクーロン）を記述す
るメソッドの作成を行うことで除去を行う. 類似の処理を記述するメソッド（関数）を準
備できることが目標である. コード 5.2に問題コードの例を挙げる.
コード 5.2: メソッド作成によるコードクローン除去の問題例
1 public class Animal {
2 void howl(){
3 for(int i = 0; i < 3; i++){
4 System.out.println("Bow−wow");
5 }
6 for(int i = 0; i < 3; i++){
7 System.out.println("Meowing");
8 }
9 }
10 }
本問題コードでは, 3行目から 5行目, 6行目から 8行目までがコードクローンである.
解答コードでは, 文字列変数を引数にもつメソッドを同じクラス内に作成し, 呼び出すこ
とが期待される. 解答コードの例をコード 5.3に示す.
コード 5.3: メソッド作成によるコードクローン除去の問題解答例
1 public class Animal {
2 void howl(){
3 howlPart("Bow-wow");
4 howlPart("Meowing");
5 }
6 void howlPart(String howlingStr){
7 for(int i = 0; i < 3; i++){
8 System.out.println(howlingStr);
9 }
10 }
11 }
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5.3.5 クラス作成によるコードクローン除去の問題
本問題では, 同じコードクローンを持ったクラスが共通で利用できるクラスを定義する
ことで, コードクローンを一か所に集約する. 本問題では, Javaの継承, 移譲の概念を理解
することを目的としている．コード 5.4に問題コードの例を示す.
コード 5.4: クラス作成によるコードクローン除去の問題例
1 public class Main {
2 public static void main(String[] args) {
3 Dog dog = new Dog();
4 dog.say();
5 Cat cat = new Cat();
6 cat.say();
7 }
8 }
9 class Dog{
10 String cry = "Bow-wow";
11 public void say() {
12 for(int i = 0; i < 3; i++){
13 System.out.println(cry);
14 }
15 }
16 }
17 class Cat{
18 String cry = "Meowing";
19 public void say() {
20 for(int i = 0; i < 3; i++){
21 System.out.println(cry);
22 }
23 }
24 }
本問題コードで除去すべきコードクローンは, 12行目から 14行目, 20行目から 22行目
である. その解答コードの例をコード 5.5に示す.
コード 5.5: クラス作成によるコードクローン除去の問題解答例
8 ... ( 略 ) ...
9 class Dog extends Animal{
10 Dog(){
11 cry = "Bow-wow";
12 }
13 }
14 class Cat extends Animal{
15 Cat(){
16 cry = "Meowing";
17 }
18 }
19 class Animal{
20 String cry = "";
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21 public void say() {
22 for(int i = 0; i < 3; i++){
23 System.out.println(cry);
24 }
25 }
26 }
コード 5.5では, Animalクラスを新たに作成し, Dog, Catクラスがそれを継承すること
でコードクローンを除去している. また, 新規にクラスを作成しなくても, 例えばDogク
ラスを親クラス, Catクラスを子クラスにすることで, 除去することも可能である. この場
合, コードは短くなる. 更に, 継承を使用せず, 親クラスではないクラスにメソッドを移動
し, コードクローンを除去できる場合も正解となる.
5.3.6 テンプレートメソッドの形成による除去
本問題では複数の子クラスのメソッドにおいて, 処理の手順は同じであるが詳細な処理
内容は異なっている場合に, 処理の手順を共通化することで, コードクローンが除去され
る. 本研究では, このリファクタリング技法に相当する手法として, Javaのデザインパター
ン [?]を用いることとする. これにより, デザインパターンの学習にも貢献できる. コー
ド 5.6にその例を挙げる.
コード 5.6: テンプレートメソッドの形成による除去問題
46 ... ( 略 ) ...
47 public void trace(Lines g){
48 Lines p = g;
49 while(p!=null){
50 System.out.println(p.getContent());
51 if(p.child!=null){
52 trace(p.getChild());
53 }
54 p = p.getNext();
55 }
56 }
57 public void measureLength(Lines g){
58 Lines p = g;
59 while(p!=null){
60 System.out.println(p.getContent().length());
61 if(p.child!=null){
62 trace(p.getChild());
63 }
64 p = p.getNext();
65 }
66 }
67 ... ( 略 ) ...
コード 5.6 は, 図 5.1に示す, 木構造をトレースするプログラムである. 図 5.1では, 双
方向チェーンで連結した Linesクラスの各オブジェクトが, 子チェーンとして Linesクラ
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スのチェーンを持つことができる木構造が示されている. これにより, 例えば, プログラ
ムのステートメントを表すことができる. その場合, 各節はステートメントを表す.
図 5.1: プログラムのステートメントを表す木構造 Lines
コード 5.6の下線部は, コードクローンとして除去すべきコード断片を示している. こ
こでの機能は再帰を用いたトレース処理である. 具体的には, 以下の処理を行う.
1. 指定されたノードから順に探索内容の処理
2. 子ノードがあれば, その子ノードに対して再帰処理
3. チェーンで繋がれた次のノードを処理
2つのメソッド trace, measureLengthは, ほぼ同じ内容であるが, 50行目と 60行目が異
なっている. そのため, コード 5.7に示すように, デザインパターンの１つである，Visitor
パターンを用いる. Visitorパターンでは, トレースアルゴリズム（コードクローン）と各
ノードに対する処理を別のメソッドに分離して記述することができるため, コードクロー
ンの除去が可能となる.
コード 5.7: テンプレートメソッドの形成による除去問題解答例
46 ... ( 略 ) ...
47 abstract class Visitor{
48 abstract void visit(Lines l);
49 }
50 public void trace(Lines g){
51 Visitor visitor = new Visitor(){
52 void visit(Lines lines){
53 System.out.println(lines.getContent());
54 }
55 };
56 g.accept(visitor);
57 }
58 public void measureLength(Lines g){
59 Visitor visitor = new Visitor(){
60 void visit(Lines lines){
61 System.out.println(lines.getContent().length());
62 }
63 };
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64 g.accept(visitor);
65 }
66 public void accept(Visitor v){
67 Lines p = this;
68 while(p!=null){
69 v.visit(p);
70 if(p.child!=null){
71 p.child.accept(v);
72 }
73 p = p.getNext();
74 }
75 }
76 ... ( 略 ) ...
5.3.7 クローン探査ツール
今回, クローン探査ツールとして, Javaコードのスタティック解析ツール PMDのアド
オンである, Copy/Paste Detector (CPD)を採用した. CPDでは, 変数やリテラルの違い
の無視や, コードクローンとみなす最小トークン数をパラメータで指定できる. 教員によ
る問題作成の際にも, 作成した問題がその意図に一致するように, CPDを使用しながら,
そのパラメータを編集する. 編集されたパラメータは, 作成された問題毎に, データベー
スに保存されている（実際は, テストコード内に記述）.
5.4 3段階学習法の提案
本章では,コードクローン除去問題において，学生が出題意図を読み取れず手つかずに
終わることの内容に，メソッド作成課題を取り上げ，（１）解法の理解，（２）問題コード
中のコードクローンの指摘，（３）解答コードの作成，の 3段階で学習を進めるコードク
ローン除去問題の 3段階学習法を提案する．
5.4.1 2種類のメソッド作成によるコードクローン除去
メソッド作成によるコードクローン除去の方法を，メソッド抽出とパラメータ化に区別
して説明する．
5.4.1.1 メソッド抽出による除去
本手法では, コードクローンを含むコードのメソッドの一部を新たなメソッドとして抽
出し, コードクローンをそこにまとめることで除去を行う. コード 5.8に本手法の学習を
行うためのコード例を示す．
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コード 5.8: メソッド抽出による除去学習用コード
1 public class CctestEx01 {
2 public static void main(String[] args) {
3 dogSay();
4 catSay();
5 }
6 static void dogSay() {
7 System.out.println("Hello.");
8 System.out.print("This is ");
9 System.out.println("Dog.");
10 }
11 static void catSay() {
12 System.out.println("Hello.");
13 System.out.print("This is ");
14 System.out.println("Cat.");
15 }
16 }
コード 5.8の 7-8行目と 12-13行目は同一のステートメントであり，コードクローンであ
る．その除去は，それらを含むメソッドを作成し，そのメソッドを呼び出すことで行う．
コード 5.9に解答例を示す．
コード 5.9: メソッド抽出による除去解答例
1 class C026 {
2 public static void main(String[] args) {
3 dogSay();
4 catSay();
5 }
6 static void dogSay() {
7 sayHello();
8 System.out.println("Dog.");
9 }
10 static void catSay() {
11 sayHello();
12 System.out.println("Cat.");
13 }
14 static void sayHello() {
15 System.out.println("Hello.");
16 System.out.print("This␣is␣");
17 }
18 }
5.4.1.2 パラメー夕化による除去
本手法では,メソッド内で利用されている変数やリテラルを引数に変更することで,コー
ドクローンの除去を行う. ここでは, よく似た振る舞いをするものの, 異なる値を利用し
ている複数のメソッドがある場合, その値を引数として受け取るメソッドにまとめること
で, コードク口ーンの除去が可能となる.
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コード 5.9の 8行目と 12行目は，出力文の引数の文字列が異なっているのみで，同様の
振る舞いをする．そこで，この文字列を受け取るメソッドでそれを引数とすることでコー
ドク口ーンの除去を行う．コード 5.10に解答例を示す．
コード 5.10: パラメー夕化による除去
1 public class CctestEx02 {
2 public static void main(String[] args) {
3 dogSay();
4 catSay();
5 }
6 static void dogSay() {
7 sayHello("Dog.");
8 }
9 static void catSay() {
10 sayHello("Cat.");
11 }
12 static void sayHello(String name) {
13 System.out.println("Hello.");
14 System.out.print("This␣is␣");
15 System.out.print(name);
16 }
17 }
コード 5.10は,テストコードか仕様で dogSay()メソッドと catSay()メソッドの作成が
明示されていなければ，更に，コード 5.11のように改善できる．
コード 5.11: さらに改善されたパラメー夕化による除去
1 public class CctestEx02 {
2 public static void main(String[] args) {
3 sayHello("Dog.");
4 sayHello("Cat.");
5 }
6 static void sayHello(String name) {
7 System.out.println("Hello.");
8 System.out.print("This␣is␣");
9 System.out.print(name);
10 }
11 }
5.4.2 3段階学習法の提案
上記，メソッド生成課題のコードクローン除去を対象として，3段階学習法を提案する．
5.4.2.1 解法の理解
まず，学生にメソッド生成課題の解法（コードクローン除去法）の理解を促すために，
コードクローンを含むコード（問題コード）とその除去後のコードを並べて提示する．こ
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のとき，除去後のコードを理解して貰うために，エレメント空欄補充問題として与える．
コード 5.8のコードに対する，除去後のコードのエレメント空欄補充問題の例をコード 5.12
に示す．学生は，それらの空欄を埋めることで本コードに対する理解を深めることが期待
される．
コード 5.12: コードクローン除去問題のためのエレメント空欄補充問題（ステップ 1）
1 class CctestEx01Better {
2 public static void main(String[] args) {
3 dogSay();
4 catSay();
5 }
6 static void dogSay() {
7 sayHello();
8 System.out.println("Dog.");
9 }
10 static void catSay() {
11 1 ();
12 System.out.println("Cat");
13 }
14 static void 2 () {
15 3 .out.println("Hello.");
16 System.out. 4 ("This␣is␣");
17 }
18 }
5.4.2.2 問題コード中のコードクローンの指摘
次に，以下の画面を用いて，学生に問題コード中のコードクローン部分を行単位で指定
させる．学生はコードクローンとなっている行にチェックマークを記入し，解答する．解
答は，サーバにおいて，予め正解として準備された行番号と比較して採点を行う．
コード 5.13: コードクローン除去問題のためのコードクローン指摘問題（ステップ 2）
1 2 public class CctestEx02 {
2 2 public static void main(String[] args) {
3 2 dogSay();
4 2 catSay();
5 2 }
6 2 static void dogSay() {
7 2 System.out.println("Hello.");
8 2 System.out.print("This␣is␣");
9 2 System.out.println("Dog.");
10 2 }
11 2 static void catSay() {
12 2 System.out.println("Hello.");
13 2 System.out.print("This␣is␣");
14 2 System.out.println("Cat.");
15 2 }
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16 2 }
5.4.2.3 解答コードの作成
最後に，学生に従来のコード作成問題と同様の形式で，解答コードの作成を行わせる．
但し，コードクローンを含むコード（問題コード）の提示は行う．
5.4.3 解答コードの採点機能
3段階目の解答コードに対する採点は, 以下の 3段階で行わる．
1. 動作仕様の検証
2. コードクローン除去の検証
3. コード長の検証
5.4.4 動作仕様の検証
動作仕様の検証は，従来のコード作成問題と同様，JUnit上でテストコードを用いて行
う．コード 5.14にプログラム 1の問題の解答コードの採点のためのテストコードを示す．
ここでは，従来のコード作成問題と同様，期待される出力と実際の出力の比較を行い，プ
ログラムの動作仕様が変更されていないかテストする．
コード 5.14: コードクローン除去問題採点用テストコード
1 public class C026Test {
2 //＠Test
3 public void testMain() {
4 PrintStream p = System.out;
5 ByteArrayOutputStream bw = new ByteArrayOutputStream();
6 System.setOut(new PrintStream(bw));
7 C026.main(null);
8 System.setOut(p);
9 assertEquals("Hello."+System.lineSeparator()+"This␣is␣Dog."+
System.lineSeparator()+"Hello."+System.lineSeparator()+"This␣is␣Cat."+
System.lineSeparator(), bw.toString());
10 }～略～
5.4.4.1 コードクローン除去の検証
コードクローン除去の検証は，Javaコードのスタティック解析ツールPMDのアドオン
である, Copy/Paste Detector (CPD)を用いて行う. CPDでは, 変数やリテラルの違いの
無視や, コードクローンとみなす最小トークン数をパラメータで指定できる. 教員による
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コードクローン除去問題の作成の際に, 検出するコードクローンが教員の意図に一致する
ように，CPDのパラメータを設定する. 設定されたパラメータは, 作成された問題のテス
トコード内に記述される.
この CPDによるコードクローン検出を，JUnitでのテスト中に行い，検出結果をメッ
セージとして出力するため，pmd-core-5.5.3,pmd-java-5.5.3,jaxen-1.1.6を使用して，CPD
のラッパークラスを準備した [36]．
コード 5.15に，コードクローン検出のためのテストコードを示す．4行目で，検出対象
のコードクローンの長さをトークンで指定する．5行目で，このメソッドが動作するクラ
スファイルを元にソースコードを読み込んでいる．
コード 5.15: コードクローン検出のためのテストコード
1 ～略～
2 public void testCPD() {
3 CPDWrapper cw = new CPDWrapper();
4 cw.setMinimumTileSize(20);
5 cw.setTargetClass(this.getClass());
6 cw.cpd();
7 assertThat("Code␣Clones␣are␣found.", cw.matches, cw.hasClone(0));
8 }～略～
コード 5.16にコード 5.15による実行結果の例を示す．1-2行目はメッセージで，テス
トしたソースコードにコードクローンがあることを示している．4行目はコードクローン
のトークン数，5行目はコードクローンの数．6-7行目はコードクローンの開始位置，8-10
行目はコードクローンの内容を示している．
コード 5.16: コードクローンを含んだ解答に対するテスト結果
1 java.lang.AssertionError: Code Clones are found.
2 Expected: TO DELETE CODE CLONES BELLOW EITHER
3 Match:
4 tokenCount = 22
5 marks = 2
6 \Users～略～\ccds\src\cc26\C026.java(10)
7 \Users～略～\ccds\src\cc26\C026.java(16)
8 System.out.println("Hello.");
9 System.out.print("This␣is␣");
10 System.out.println("Dog.");
11 but: was <java.util.ArrayList$Itr5c0369c4>～略～
5.4.4.2 コード長の検証
コード 5.17: コード長の検証のためのテストコード
1 ～略～
2 public void testLength() {
3 CPDWrapper cw = new CPDWrapper();
4 cw.setMinimumTileSize(3);
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5 cw.setTargetClass(this.getClass());
6 cw.cpd();
7 assertThat("Make␣code␣shorter.", cw.getTotalLineOfCode(), new
BaseMatcher(){
8 int limit = 88;
9 public boolean matches(Object arg0) {
10 return (limit>(int)arg0);
11 }
12 public void describeTo(Description description) {
13 description.appendText("shorter␣code␣less␣than␣"+limit);
14 }
15 });
16 }
学生によっては，コードクローン除去を行うために，それらの形を見かけ上，変化させ
るだけで，更に冗長となるコードを作成する場合が考えられる．それを防止するために，
更にコード長の検証を行う．コード 5.17に，コード長の検証のためのテストコードを示
す．8行目は問題コードの長さであり，学生による解答コードがこれよりも長くなった場
合，コード 5.18の表示を行う．2行目に問題コードのトークン数，3行目に解答コードの
トークン数が表示される．
コード 5.18: 解答コードが長くなった場合のテスト結果
1 java.lang.AssertionError: Make code shorter.
2 Expected: shorter code less than 88
3 but: was <90>
4 at org.hamcrest.MatcherAssert.assertThat(MatcherAssert.java:20)～略～
5.5 評価実験
本章では, コードクローン除去問題について，まず 4種類の問題に対して 3段階学習法
を用いず，試行をおこなう．次に類似の条件でメソッド作成課題について 3段階学習法を
試行する.
5.5.1 4種類のコードクローン問題の評価
5.5.1.1 評価方法
本実験の被験者は, 研究室内の学生 7名で, Java言語に対する理解度は, 現在 Javaプロ
グラミング授業履修中の学生 2名, 研究で Javaプログラミングを行っている学生 5名であ
る. また, 課題には, 5.3.2で示した, コードクローン除去問題の 4種類の例題から 1つずつ
を選んだ（表 5.3）.
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表 5.1: 問題のテーマと正解数
問題番号 テーマ 正解者数
1 文法適正化によるコードクローン除去 7
2 メソッド作成によるコードクローン除去 4
3 クラス作成によるコードクローン除去 2
4 テンプレートメソッドによる除去 0
5.5.1.2 評価結果
表 5.3の各問題の正解者数より, 問題が難しくなるにつれ, 正解者数が減少しているこ
とがわかる. 特に, 問題２～４は，初学者への出題に適しているとは言い難く，さらに工
夫が必要である．
次に, 問題解答後に実施した, これらの学生へのアンケート結果を, 表 5.5.1.2に示す. こ
こでは, 各質問に対して, 5を「とても思う」, 1を「全く思わない」として, 5段階で答え
てもらった.
表 5.2: アンケート結果
質問 5(yes) 4 3 2 1(no)
冗長なコードは問題と思うか 4 3 0 0 0
クラスの理解が増したか 4 2 1 0 0
デザインパターンの理解が増したか 1 4 2 0 0
5.5.1.3 考察
表 5.5.1.2より, 学生全員が冗長なコードに対する問題意識はあるが, クラスの概念を十
分理解していないために, クラスを利用した問題解決には至っていないことがわかる. 今
後, コードクローン除去問題を解くことで, クラスの理解が進むことが期待される. 更に
は, クラスの理解が不十分な段階では, デザインパターンの学習が困難であると言える. 今
後, コードクローン除去問題においては, 1つの種類の問題における学生の理解度を確認
した上で, 次のより難度の高い種類の問題を提示することが必要といえる.
5.5.2 3段階学習法の評価
次に，メソッド作成課題を対象とした 3段階学習法の評価を行う．
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5.5.2.1 評価方法
本実験の被験者は, 研究室内の学生 7名である．Javaに対する理解度としては, 初学者
として現在 Javaプログラミング授業履修中の学生 2名, 研究で Javaプログラミングに習
熟している学生 5名である.
評価実験に使用した問題は，メソッド作成課題における，「メソッド抽出による除去」，
「パラメー夕化による除去」のそれぞれにおいて，「解法の理解」，「コードクローンの指摘」，
「解答コードの作成」の 3段階を用意した．但し，「解法の理解」では，それ以降の段階で
の正解コードを示すことを防ぐために，それらとは異なるコードを使用した．
5.5.2.2 メソッド抽出による除去の問題
「解法の理解」では，コード 5.12を提示し，「コードクローンの指摘」，「解答コードの
作成」では，コード 5.19に示す処理の前後に時刻を表示するコードを提示した．
コード 5.19: ログ時刻表示メソッド抽出による除去の問題
1 import java.io.File;
2 import java.util.Date;
3 public class LapTime {
4 static Date dt;
5 public static void main(String[] args) {
6 System.out.print("Start␣at␣:␣");
7 dt = new Date();
8 System.out.println(dt.toString());
9 int wk = 1;
10 for(int i = 10; i > 0; i−−) {
11 File file = new File("C:\\");
12 double total = (double)file.getTotalSpace();
13 }
14 System.out.print("End␣at␣:␣");
15 dt = new Date();
16 System.out.println(dt.toString());
17 }
18 }
5.5.2.3 パラメー夕化による除去の問題
「解法の理解」では，コード 5.11，それ以降では，コード 5.20に示す，反復回数のパ
ラメータ化を必要とするコードを提示した．
コード 5.20: 反復回数のパラメータ化による除去の問題
1 public class CctestEx02 {
2 public static void main(String[] args) {
3 threeTimesSay();
4 twoTimesSay();
5 }
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6 static void threeTimesSay() {
7 for(int i = 0; i < 3; i++) {
8 System.out.println("Baw␣");
9 }
10 }
11 static void twoTimesSay() {
12 for(int i = 0; i < 2; i++) {
13 System.out.println("Baw␣");
14 }
15 }
16 }
5.5.3 評価結果
表 5.3に本評価実験の結果を示す．今回対象とした，メソッド生成課題の 2種類の問題
の 3段階それぞれにおける正解者数を示す．表??の結果に比べ，解答コード作成の正解
率が向上していることから，提案する 3段階学習法により，コードクローン除去問題のメ
ソッド作成課題に対する解法の理解が高まったと言える．
表 5.3: 問題のテーマと正解数
例題 コードクローン コード個所指摘問題 作成
メソッド抽出 7 7 6
パラメー夕化 7 2 6
一方，今回出題した「パラメー夕化による除去」の問題に対して，コードクローン個所
を正確に指摘できた者は少なかった．この問題では，コード 5.20の 7-9行目と 12-14行目
を指摘できれば正解となる．しかし，多くの解答では，コード 5.21に示すように，8行目
と 13行目のみを指摘していた．
コード 5.21: 誤りの多かったコードクローン箇所指摘問題解答
7 2 for(int i = 0; i < 3; i++){
8
√
System.out.println("Baw");
9 2 }
コードクローンを探す際に学生が意識しているステートメントは，「分岐文」，「反復文」
といった制御文ではなく，処理を記述したステートメントのみであるが，多くの学生は，
それでもコードクローン除去問題の正解コードを解答している．その原因の分析と対策が
今後の課題である．
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5.6 まとめ
本研究では, JPLASの新たな問題として提案しているコードクローン除去問題におい
て，メソッド生成課題の２種類の問題を対象として，解法の理解，問題コード中のコード
クローンの指摘，解答コードの作成，の 3段階学習法を提案した．評価として研究室の学
生 7名に本提案手法を適用した結果，従来よりも正解率が改善されたが，同時に，必ずし
も正しくコードクローンを指摘できていないことが分かった．
今後は，学生のコードクローンの見逃しに対する対処方法を検討するとともに，今回対
象としなかった，クラス生成およびテンプレートメソッド使用によるコードクローン除去
の課題への 3段階学習法の適用を検討する．
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第6章 関連研究
本章では，本研究を進めるにあたり，参考とした関連研究について紹介する．
6.1 ソフトウェアアーキテクチャの関連研究
JPLASのソフトウェアアーキテクチャに関連した研究を紹介する．
• Struts framework and model-view-controller design pattern[16]
文献 [16]では，IBMナレッジ・センターで開発された，Strutsフレームワークとモ
デル・ビュー・コントローラの設計パターンが紹介されている．ここでは，HTML
ファイルを使用したコンテンツの生成方法や，ビジネスロジックとコンテンツプレ
ゼンテーションを分離できる，モデル 1とモデル 2と呼ばれる 2つの JSPモデルが
示されている．モデル 1は，JSPページと Java Beanコードのみを使用するのに対
し，モデル 2はアプリケーションソフトウェアアーキテクチャを開発するのに役立
つMVCモデルとなっている．Strutsフレームワークは，モデル 2に沿っている．
• A modular method and framework for Web application development us-
ing XSLT[37]
文献 [37]では，XSLTを使用してWebアプリケーションのフロントエンドを実装す
る方法が提案されている．ここでは，フレームワークとして実装されている．すな
わち，サーブレットクラスのコレクションがターゲットWebソフトウェアのコン
ポーネントとなり，全体のロジックはXSLTで記述される．
• Realtime distributed MVC architecture using Ajax,[38]
文献 [38]では，リアルタイムWebアプリケーションを実現するためのWeb Distributed
MVC（WD-MVC）アーキテクチャを提供しました。WD-MVCはAjaxを使用して
Webサーバーからブラウザにメッセージを非同期で伝えます。
• Web application framework for end-user-initiative development[39]
文献 [39]では，エンドユーザ主導の開発プロジェクトのために em EcoFWが提案さ
れている． em EcoFWでは，ビューとモデルを分離するだけでなく，Ajaxと JSON
フォーマットを使って，コンポーネントごとにビューを実現する em Strutsのよう
なフレームワークのコントローラ設定に重点を置いている．
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6.2 ステートメント空欄補充問題の関連研究
ステートメント空欄補充問題に関連した研究を紹介する．
• Tukra: An Abstract Program Slicing Tool[40]
抽象プログラムスライシングアルゴリズムの実用的な評価を可能にするツールとし
て，Tukraが紹介されている．ステートメント間の関連性，セマンティックデータ間
の依存，条件依存性の３つの概念の組み合わせを利用している．また，プログラム
スライスについて簡便に記述している．
• Javaバーチャルマシンを利用した動的依存関係解析手法の提案 [41]
プログラムデバッグを効率的に行う手法の一つとしてのスライスにおいて， DCス
ライスを Javaへ適用する手法を提案している．ここでは，Javaの実行時決定要素
を JVMを用いて考慮し，バイトコードに対してのDCスライスを計算するために，
コンパイラの機能拡張を行っている．
• 変数依存グラフを用いたスライス計算アルゴリズムとその計算量 [42]
変数に着目したスライスの計算アルゴリズムと，その計算量の一覧表が示されて
いる．
6.3 コードクローン除去問題の関連研究
コードクローン除去問題に関連した研究を紹介する．
• コードクローンに基づくレガシーソフトウェアの品質の分析 [43]
文献 [43]では，コードクローンの影響度が，信頼性・保守性との関係で定量的に明
らかされている．分析の結果，コードクローンを含むモジュールの信頼性はコード
クローンがある程度の大きさを超えた場合に，非常に低くなる．また，モジュール
に含まれるコードクローンのサイズが大きいほど，その更新数がより大きくなる傾
向にあるとしている．
• コードクローンを対象としたリファクタリング [44]
文献 [44]では，コードクローンとは,ソースコード中に存在する互いに一致,もしく
は類似したコード片であると定義されている．コードクローンの存在は,ソフトウェ
アの開発および保守に悪影響を与える恐れがあるとしている. ここでは，コードク
ローンを取り除くためのリファクタリング方法と，近年の研究成果について紹介し
ている.
• オープンソース開発におけるコードクローン含有率の収束傾向に関する調査 [45]
文献 [45]では，コードクローンの適切な分量について検討するため，ソフトウェア
の開発・保守の進行に伴うクローン含有率の変化を調査している．その結果，20%程
度に収束する傾向にあることを報告している．すなわち，コードクローンは保守を
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困難にする要因の一つであるが，全てのクローンが有害とは限らず，全てを除去す
ることが適切とは言えない．
• Clone Detection Using Abstract Syntax Trees[46]
文献 [46]では，抽象構文木を用いて，プログラムソースコード中の任意のプログラ
ム断片に対する，完全クローン，および，ニアミスクローンを検出する簡単で実用
的な方法が提示されている．
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第7章 結論
本研究では，Javaプログラミング学習支援システムJPLAS(Java Programming Learning
Assistant System)において，JPLASのソフトウェアアーキテクチャの提案と，２つの新
しい問題形式の提案を行った．
ソフトウェアアーキテクチャの提案では，従来の JPLASの実装における問題点を示し，
その解決を目的とした，MVCモデルに沿った実装を可能とする，コード記述ルールを提
案した．本ルールでは，データベース処理のための抽象クラスの採用， レスポンシビリ
ティ・チェーンデザインパターンを用いた様々な正誤判定機能選択の実現，JSP＋Ajax
による画面遷移の実現，などを規定した．本提案に沿って，JPLASの学生支援機能を再
構築し，その前後の JPLAS実装のファイル数の比較と， 2種類の新機能拡張における追
加ファイル数の評価を行った．
ステートメント補充問題の提案では，まず，PDGを用いた，空欄とするコアステート
メントの抽出アルゴリズムを提案した．そのために，Java学習で学ぶべき 2つの要素を
定義し，それぞれでのコアステートメント抽出手順を明らかにした．提案アルゴリズムで
生成した問題を用いた評価により，メソッド内要素に対するステートメント補充問題は，
コードリーディング力の育成に有効であると言えた．また， Javaプログラミングの学習
者によるコアステートメントの抽出結果と比較し，80%以上の一致を見た．
コードクローン除去問題の提案では，コードクローン除去の 4種類の手法を明らかにし
た上で，それぞれに対する問題の定義を行った．また，コードクローン除去手法の理解の
支援のために，3段階学習法を提案した．評価として研究室の学生 7名に本提案手法を適
用した結果，従来よりも正解率が改善されたが，同時に，必ずしも正しくコードクローン
を指摘できていないことが分かった．
最後に，本研究の今後の課題について述べる．まず，JPLASの実装において，画像ファ
イルを含む問題文や Javaバイトコードによる解答提出といった新しい機能への対応が挙
げられる．また，コードクローン除去問題において，現在，1種類のコードクローン除去
手法にのみ，3段階学習法の実装・評価を終えており，残る 2種類の手法への実装・評価
が挙げられる．
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