A medium sized minicomputer system is presented as an attractive way of balancing the cost of computing equipment with that of programme development. A versatile circuit has been coupled to a computer system and programmes have been developed to control the functions of this circuit. With such a system it is possible for relatively untrained biological workers to use FORTRAN programming language to control sampling of analogue signals, manipulation of data and finally graphical presentation of results. The system is proposed for use both in anaesthetic research and in on-line monitoring of critically ill patients.
INTRODUCTION
As electronic components become more sophisticated and their prices continue to fall, digital computation is becoming an attractive proposition to the biological researcher. Minicomputer systems, incorporating disc based file systems and high level languages, can be purchased for less than $10,000 and microprocessor devices are available for under $10. The choice of the most appropriate system for a given situation, however, remains a subject of considerable controversy.
The cost of a computing system cannot be measured in terms of the price of the central processing unit.
Costs must include the peripheral devices which will be incorporated in the system, the programmes and programming aids which will be required, and perhaps most of all the cost of paying a programmer to implement a project. If a task requires a year of programme development using the services of a programmer at $10,000 per annum, this cost must be included. And also if each new task requires a similar cost in salary, a simple system based on a microprocessor costing $150 can be considered a very expensive computer. This paper describes a system based on a Texas Instruments 980A minicomputer of moderate initial cost, consisting of a central processing unit, a typewriter terminal, a cassette recorder and a moving head magnetic disc drive.
To this system has been added an analogue input/output and control unit and a set of three subprogrammes for operating the analogue unit. The subprogrammes are used by the programmer as part of FORTRAN instruction sequences. In this way relatively unskilled workers can develop programmes involving complex data taking, manipUlation and display with little professional help. Programmes can be developed in a few hours and modified within minutes, complex functions such as data capture onto the magnetic disc can be performed, and perhaps most important of all, the programmes may be used on other computer systems without extensive modification.
COMPUTER ORGANIZATION AND NUMBER SYSTEMS
The central processing unit (CPU) of a digital computer consists of an arithmetic-logic unit, a memory and a number of control units that send and receive digital information. The memory of the CPU consists of many thousands of cells each capable of storing the electrical equivalent of either a zero or a one. Inform a-tion is made up of many of these elements, known as bits. These bits of information may be written into or read out of the memory in groups called words. Each word or group of bits can represent either a code, as part of a programme sequence, or a numerical value expressed in binary form, as part of a set of data.
Some computer words are illustrated in the left of Figure ] . The least significant bit (LSB) of each 8 bit word is on the right and the most significant bit (l\ISB) is on the left. A continuously varying voltage is sampled at fixed time intervals of 1 msec. The amplitude at each instant is converted to an eight bit computer word representing the voltage (mV) in binary notation. The respective powers of two and decimal equivalents are indicated.
The LSB represents 2°, which is equivalent to 1 in decimal notation, and the MSB represents 2 7 , which is equivalent to 128. To determine the decimal value of a computer word it is necessary to add the decimal equivalent of each bit that contains a logic one. In practice conversion from binary to decimal form is only required if information is to be printed or displayed in intelligible form for readil1g.
Virtually all operations within the computer are performed on binary values. There are numerous texts describing computer organization and number systems, for example see Barden (1976) .
THE CCJ:\IPCTER AS A LABORATORY TOOL
Most signals generated in a laboratory or from clinical monitoring equipment are available as continuously varying voltages. These voltages are often produced by the amplification of an electrical signal such as a membrane potential, an ECG or an EEG. Alternatively a signal may be produced by a transducer in proportion to some physical variable such as temperature, force or gas flow. Signals which are continuous but vary in amplitude with time are known as analogue signals.
A computer is not able to store analogue signals in memory but must sample the amplitude of the signal repetitively and store a set of digital values representing the signal at various instants of time. Figure 1 illustrates the process of analogue to digital (AID) conversion. In this example the continuously varying voltage is sampled every millisecond and a binary word representing the voltage at that instant is placed in an appropriate memory location. The eight bit computer word illustrated is capable of representing positive whole numbers in the range 0 to 2;"';5. A binary word of this length is used for data storage in most microprocessors and rolling display patientmonitoring devices. Such precision has limitations for experimental work, however, and a twelve bit word with a range of 0 to 2095 or a resolution of about 0 '025% is more appropriate when statistical methods are to be used on the data.
Once data have been taken into the computing system they may be stored for display as a rolling image on an oscilloscope screen or they may be manipulated by filtering, averaging or some mathematical transformation. The data will be available in the computer memory in binary form and the same binary values can be stored on a magnetic tape, cassette Of disc, or as the presence or absence of holes on a paper tape. If data are to be presented in a table on a printing or video display device, the binary data must be converted to decimal form to be intelligible. For graphical representation binary values must be converted to an analogue voltage in order to produce movement of a pen on a writing page or of a point of light on an oscilloscope screen. This process is termed digital to analogue (D/A) conversion.
THE ANALOGUE ~IODULE

Digital to Analogue Conversion.
Digital to analogue convertors receive binary signals over an appropriate number of digital signal lines and by a process of weighting and then summing of the individual values an analogue signal is generated. Figure 2 indicates a typical DjA convertor.
The feedback current of the amplifier A is given by the sum of the input currents at the negative input of the amplifier. Applying Ohm's law the output voltage of the amplifier Vo, due to one line, is given by
RL where V is a constant voltage, RL is the resistance of the input line and RA is the resistance of the feedback circuit of the amplifier. In the system shown the switches conduct if the digital value on the line is a "1" and do not conduct if the value is "0". If the digital value "1111 " is applied to the switches then Vo = _v(RA+ RA+ RA+ RA) RI R2 R3 R4 By choosing RA =1000Q, RI =1000Q, R2 =500Q, R 3 =250Q, R4=125Q and V=-l volt, then the result would be given by
and volt ages in the range 0 to 15V could be generated by altering the pattern of the four binary bits. In practice it is necessary to have a device known as a buffer to hold a digital signal steady on the input of the D(A converter. In this way the output of the convertor remains steady until a new signal is received from the computer.
Analogue to Digit:J1 Conversion.
A great variety of devices is available to convert analogue signals to binary equivalents. They vary in speed from those that perform a few conversions a second to devices capable of taking more than 100 thousand samples a second. A simple form of analogue to digital convertor operates in the following manner. First it receives a s1 art pulse or strobe and commences a sampling cycle. The incoming signal is then stored in a sampling amplifier and compared with a voltage generated by an internal D(A convertor driven by a binary counter. When the internal and external voltages match the cycle stops. The value generated by the counter is then transmitted by the device as the binary equivalent of the sampled voltage. Analogue to digital convertors often incorporate a switching device which permits the sampling of anyone of a number of channels. The basic control required by an analogue to digital convertor consists of a binary word which contains a start signal and also contains a group of bits indicating the channel to be sampled. When conversion is complete a binary word becomes available for transmission back to the computer.
A Practical A naloglte Module.
Using currently available components it has been possible to construct a circuit card, approximately 20 cm square, that is capable of holding a 16 channel 12 bit AID convertor, six 10 bit D/A convertors and extra buffers to provide 12 digital outputs that can be used to perform control functions. This module resides within the computer and derives power from it. Figure  3 illustrates thf main components and control paths in the analogue module. The AID convertor is capable of sampling at a rate of 100kHz, and the D/A convertor of changing the output voltage from -5Y to -j-fi\' in:!3 [J.sec. The module is designed to receive a 113 bit computer word which has Cl number of different functions (Figure 4) . Bits 1, :! and 3 are decoded on the 110 card to generate one of eight possible control signals. If all three are zero, line zero of the dt'coclt'r is activated to generate the strobt' pube which starts an A/D conversion cycle. If binary 001 to 110 is present then olle of strobe lines 1 to 6 is pulsed to operate the buffer of DIA convertor 1 to 6. If binary 111 is present then buffer 7 is strobed to hold binary data steady for output from the card. Bits (; to 15 of the computer word contain data bits Dl to DI0 which provide the binary data for either the DIA convertors or the digital output. If an AID conversion is to be performed data lines DI to D4 are decoded to select one of sixteen analogue signal lines.
On completion of a conversion cycle by the AID convertor the conversion complete signal is detected by the computer. A sixteen bit word containing 12 bits of converted data is then available for storage in the memory of the CPU.
Compllter Control of I/0 Module.
A computer or microprocessor may be programmed to generate a control word and at the appropriate time to read back a word containing the converted data. In all but the most rudimentary computer, instructions in a pro-gramme sequence can he generated by writing a sequence of mnemonic statements which are converted by a special programme known as an Assembler to the binary words of a programme sequence. Figure 5 gives a set of such mnemonic instructions for the 9ROA minicomputer. First a digital valut; is sent to tIlt.' D/A convertor, then a sequence is provided to sta 1 t an A/D conver"ion and to read the result into the computer memory.
Suc11 instructions are quite explicit, are very efficient in the use of a computer memory, but in practice are very difficult and tedious to construct.
Because of the difficulty of generating Assembly language programmes a number of higher level programming languages have bet'n developed. The language most widely used in scientific data processing is FORTRAN. This language has been recommended by the e.s.
Xational Institute of Health as the programming language of choice for medical computing. It has many practical advantages. It is widdy taught and is relatively easy to learn. Programmes written in this language using one computer are readily converted to run on another computer. FORTRAX is available on virtually all large computers and minicomputers and is becoming available in some microprocessors. The fundamentals of FORTRA~ are presented by :'IIcCracken (H17:!). If one considers analogue signal processing, FORTRAN has one serious disadvantage, however. Programmes written in FORTRAN may perform data sampling and display operations too slowly for some types of experiments. Because of this it is not appropriate to write the actual control sequences for the I/O module in FORTRAN, but to write short Assembly language programmes that may be appended to the main body of a FORTRAN programme. The .~l1aeslhfsia alld Intensive Care, 1'01. T", Nu. 4, November, 1977 only drawback being that the Assembly language programmes are dedicated to one type of computer.
FORTRAN Subroutines jor I/O Module.
Three subroutines or special subprogrammes have been written in Assembly language for the Texas Instruments 980A minicomputer. These programmes are stored on the magnetic disc memory of the computer system, as part of a library of special subroutines. Other programmes in this library are part of the FORTRAN language and provide sequences of computer instructions to perform mathematical or other operations. These subprogrammes are only loaded into the CPU memory when they are required.
To use one of these special subroutines, CONVRT, a FORTRAN programme would need to contain a line with the following structure:
100 CALL CONVRT (I,J,2,K,3,L) The number 100 identifies the line in the programme, CALL is a FORTRAN statement indicating that the subroutine CONVRT is to be entered at that point in the programme and the numbers and characters in the parentheses that follow are values used by the subroutine when it executes. It should be noted that the numbers 1, 2 and 3 are constants, while J, K and L are variables whose numerical values can be changed during the operation of the programme The subroutine, CONVRT, used in the above example controls AjD conversion by the I/O module. The numbers 1, 2 and 3 specify the analogue data channels to be sampled and the character following each number indicates the location in the computer into which the converted data is placed. Up to sixteen different channels may be selected in a single CALL. If a programme loop is constructed, as is commonly done in FORTRAN, multiple samples may be taken from one or more channels. Using the example of A/D conversion given in Figure 1 In the first line a set of 9 words in the computer memory is reserved, the first being identified by the character 'J'. A variable , K ' is then set to zero. A three line loop is then entered, commencing at the line identified by the number '100 '. CONVRT is called, specifying that channel 1 is to be sampled and that the destination of the data is a word in memory located by adding together the variables J and K. In the first loop the result of J + K is equal to J. After that K is replaced by a number one greater than its existing value and it is then tested. The test specifies, if K is less than 9 go to line 100 and proceed from there. The effect of these commands is a series of nine loops, placing values in successive memory locations starting at J. After the ninth loop subsequent instructions in the programme are executed.
In practice this programme would loop at a rate of once every 10 fLsec, well in excess of the rate specified in Figure 1 . To sample at the required rate a line must be inserted after line 100 as follows:
CALL CONVRT (I.J +K) CALL DELAY (1) K=K+l
This line calls a subroutine which times a pause of 1 msec. It is possible to specify delays of 1 to 32,000 msec with this call. In order to provide graphical output of results on an X -Y pen recorder or an oscilloscope it is necessary to provide control signals to a pair of DjA convertors and also to alter a digital control line to raise or lower a pen or turn on or off the oscilloscope beam. VECPL T is a subroutine that generates straight line vectors between two data points. It provides increments in both X and Y coordinates at a speed appropriate to the capability of the recorder or oscilloscope. Also, if a vector were to leave the writing area the pen is raised and moved along the margin of the area until a vector is generated that returns to the writing area. In this way pens are protected and small portions of a large graph may be magnified without distortion at the edges.
The call to VECPL T is as follows: CALL VECPLT (OLDX,NEWX,OLDY, NEWY,KTERM,KSCAL,KPEN, KVIRT) In this subroutine OLDX and OLDY are the initial coordinates and NEWX and NEWY the final coordinates for the vector to be drawn. If KTERl\I is 0 the line is drawn at a speed suitable for a Hewlett-Packard 70±lA X-Y recorder, via D(A channels 1 and 2, and if KTERl\I is 1 the speed is appropriate to a Tektronix 564 storage oscilloscope, wired to channels 3 and 4. If KSCAL is set to 1024 the line is drawn to a 10 bit resolution of approximately 50 points to the inch and if KSCAL is set to 4096, a 12 bit resolution of about 200 points to the inch is specified. If KPEN is set to 0 the pen is lowered or the beam turned on when the coordinate is generated and if set to 1 the pen is raised. The argument KVIRT is used by VECPL T to indicate to the calling programme that the vector finished outside the writing area. This is important information to allow automatic scaling of the graph.
A further subroutine BITSET is available for manipulating the twelve digital output lines ( Figure 3 ) and for providing a delay function. This subroutine is used to raise or lower the pen, but may be used in any FORTRAN programme to turn on and off lights, switches or relays or for control of stepper motors forming part of devices such as drug infusion pumps or ventilators.
This subroutine is called as follows: CALL BITSET(KBIT,KON,KDELA Y) where KBIT is the output line (1 to 12) to be changed. If KON is set to 1 the output line is switched to +5V and if set to 0 the line is switched to OV. KDELA Y is used to specify the delay (0 to 32000 msec) to follow the level change. Also, if KBIT is set to 0 all lines are set as specified by KON, and if KBIT is greater than 12 no lines are changed and only a delay results.
The above subroutines, while few in number, provide an extremely versatile basis for performing data acquisition, display and control tasks. It is, however, quite apparent that in everyday use it would be convenient to superimpose other subroutines in the programme library to further simplify their use. For example a subroutine might be added to the library as follows: SUBROUTINE DELAY (KDELA Y) CALL BITSET (13,0,KDELAY) RETURN END The purpose of this subroutine, written in FORTRAN, is to simplify calls to BITSET when only a delay is required. The missing arguments KBIT and KON are generated by DELAY and the programmer need only specify that he wants a delay and how long it is to be.
VECPLT is obviously complex in its argument structure. In practical applications a family of subroutines can be superimposed with COl\Il\lON data storage areas. In this way KTERl\I and KSCAL need only be specified once and only new coordinates need be added. Then a series of calls such as DRA W(NEWX,NEWY) or MOVE (NEWX,NEWY) would suffice to generate the vectors of a graph.
It should be noted that throughout this discussion the subroutines CONVRT, VECPL l' and BITSET are the only programmes written in Assembly language and represent a mere 327 lines of programming. The rest of the programming is in high level language, making the system easy to use and simple to transpose from one computer to another.
EXAMPLE
As an example of the use of this system a simple programme is presented in Figure 6 . The sequence provides the instructions to sample a segment of EEG data at a rate of 50 samples a second for a total of 128 points, to perform a time domain to frequency domain conversion and to plot the result on an X-Y recorder. In this programme a subroutine ALFFT is called from the FORTRAN library to perform a frequency analysis of the data array. 
CONCLUSION
The computing system described provides an extremely versatile and capable method for capturing, manipulating and displaying biological data. It makes use of the extremely high speed of a minicomputer programmed in Assembly language, but also permits the generation of straight forward FORTRAN programmes for use in the experimental laboratory. Recurring programming costs are small and programmes developed on the system are of value to other workers by virtue of their structure and their transportability to other systems.
