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Resume
Når en gruppe venner eller bekendte deltager i aktiviteter sammen, fx en rejse eller lignende, sker
det ofte at deltagerne i aktiviteten har en række fælles udgifter som de hver især betaler for. Op-
gaven med at udregne de nødvendige overførsler for at udligne udgifterne, er en opgave der med
fordel kan automatiseres, og dette kanmed fordel gøres over internettet. Vi har derfor konstrueret
en Facebook-applikation som tillader brugere at indtaste og udligne deres udgifter. Applikationen
er designet med simplicitet og ekstensibilitet for øje.
Algoritmen vi har valgt til udligning, minimerer det totale overførte beløb, men ikke antallet af
overførsler, da dette ligger uden for projektets rammer. Den valgte udligningsalgoritme er imple-
menteret i applikationen.
Som yderligere baggrund for konstruktionen er inkluderet en oversigt over hvad det vil sige at
udvikle en Facebook-applikation. De største forskellemellemat udvikle en Facebook-applikation og
en normal webapplikation ligger i brugen af de Facebook-specifikke HTML– og Javascriptvarianter,
FBML og FBJS, med de muligheder og begrænsninger det medfører.
Da vi også har ønsket at tage hensyn til privacy-aspekter forbundet med konstruktionen af ap-
plikationen, har vi så vidt muligt forsøgt at minimeremængden af data vi indsamler gennem appli-
kationen. Vores applikation kræver ikke behandling af særligt store mængder data, og intet af det
er følsomme oplysninger. Med udarbejdelsen af et sæt brugsbetingelsermed tilhørende datapolitik
sikrer vi at brugeren accepterer behandlingen af data.
Da vores applikation indlejres i Facebook, er det umuligt at forhindre at Facebook har adgang til
de data der indgår som en del af applikationen. Givet disse datas lave følsomhed, mener vi dog ikke
at brugen af vores applikation udgør en større privacytrussel end brugen af Facebook i det hele
taget.
Alt i alt må vi konkludere at det er lykkedes og at konstruere en applikation der løser det defi-
nerede problem. Applikationen løser problemet inden for de rammer vi har sat, og har derudover
rigelige udvidelsesmuligheder. Dette har vi taget højde for ved at konstruere den på en måde så
fremtidige udvidelser er ligetil at tilføje.
Abstract
When a group of friends or acquaintances engage in activities together, such as a travel or the like,
it often happens that participants in the activity share a number of common expenses that each
pay for. The task of calculating the necessary transfers to settle the expenses, is a task which can be
automated, and this can further be done over the Internet. We have therefore designed a Facebook
application that allows users to enter and settle their expenses. The application is designed with
simplicity and extensibility in mind.
The algorithm we have chosen to settle the expenses, minimizes the total amount transferred,
but not the number of transfers, since this is outside the scope of this project. The selected algorit-
hm is implemented in the application.
As further background for the design, we have included an overview of what it entails to develop
a Facebook application. The biggest differences between developing a Facebook application and
a standard web application are the use of the Facebook-specific HTML and Javascript variations,
FBML and FBJS, with the enhancements and limitations this brings.
Since we also wanted to take into account the privacy issues associated with construction of the
application,wehave triedwherever possible tominimize the amount of datawe collect through the
application. Our application does not require treatment of very large quantities of data, and none
of it is sensitive information. With the development of a set of terms and conditions, accompanied
by a data policy, we ensure that the user accepts our collection of data.
Because our application is embedded in Facebook, it is impossible to prevent that Facebook has
access to the data included as part of the application. Given the low sensitivity of this data, however,
we do not believe that the use of our application ismore of a privacy threat than the use of Facebook
in itself.
Overall, we conclude that we have succeeded in designing an application that solves the defined
problem. The application solves the problem within the framework we have set, and additionally
has ample expansion opportunities. We have taken this into account by designing it in a way so
that future extensions are straightforward to add.
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1 Indledning
Når en gruppe venner eller bekendte deltager i aktiviteter sammen, fx en rejse eller lignende, sker det
ofte at deltagerne i aktiviteten har en række fælles udgifter som de hver især betaler for. Efter endt
aktivitet skal der herefter afregnes mellem deltagerne. Det kan være noget af et puslespil at få det til
at gå op; et regneark kan hjælpe, men det kræver stadig en del manuelt arbejde at få regnet ud hvilke
personer der skylder hinanden penge, og hvor meget de skylder. Udgifterne fra eksempelvis en rejse
kan være i flere forskellige valutaer og udgifterne involverer ikke nødvendigvis alle sammen de samme
personer. Desuden er det ønskværdigt at klare afregningen effektivt, uden at der overføres for mange
penge frem og tilbage. Opgavenmed at udregne de nødvendige overførsler er en opgave dermed fordel
kan automatiseres.
Hertil kommer problemer med at finde ud af hvem der i det hele taget har lagt hvad ud; og måske
endda få indsamlet kvitteringer for alle udgifter. Her kan internettet komme til hjælp. Da mange i
forvejen har kontakt til hinanden via Facebook, og Facebook tillader udviklingen af 3.parts-tilføjelser
(applikationer), synes vi det kunne være en oplagt mulighed at lave en applikation som kan udligne
udgifter.
I konstruktionen af en sådan applikation er der meget naturligt både nogle tekniske udfordringer i
hvordan man designer og konstruerer selve applikationen, men også nogle privacyhensyn der skal
tages i processen med at henlægge data om udgifter til internettet. Samtidig involverer udformningen
af en sådan applikation at problemet om udgiftsudligninger skal løses i det generelle tilfælde. Disse
problemstillinger finder vi interessante og værd at behandle nærmere.
Problemformulering
Mere specifikt vil vi svare på følgende:
Hvordan designer og konstruerer man en Facebook-applikation som tillader brugere at
udligne udgifter, under hensyntagen til relevante privacy-aspekter?
Herunder:
1. Hvordan udligner man udgifter mellem deltagerne i en aktivitet?
2. Hvordan designer og konstruerer man en Facebook-applikation?
3. Hvilke privacyhensyn er der at tage:
• I forhold til de data der indsamles for at udføre en udligning.
• I forhold til brugen af Facebook som platform for applikationen.
Med udgifter mener vi beløb som deltagere i en fælles aktivitet lægger ud for hinanden, og som del-
tagerne efterfølgende ønsker udlignet. Med en udligning mener vi det at bestemme hvilke beløb de
enkelte deltagere skal overføre til hinanden for at ende med at hver har betalt deres andel af de fælles
udgifter.
Med privacyhensynmener vi de nødvendige hensyn der er at tage i forbindelsemed databehandlingen
i applikationen. Herunder overvejelser om hvilke data det er nødvendigt at indsamle, samt karakteren
af disse. Med privacyhensyn i forhold til Facebook mener vi en vurdering af eventuelle yderligere pri-
vacyhensyn der opstår når Facebook benyttes som applikationsplatform.
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Afgrænsning af problemfeltet
Til yderligere afgrænsning af problemfeltet har vi foretaget nogle valg af teknologier til konstruktion
af Facebook-applikationen. De gennemgås i dette afsnit.
Valget af Facebook som platform for applikationen sætter nogle naturlige rammer for applikationens
udformning, først og fremmest at der er tale om en webapplikation1. Facebooks API er som sådan pro-
grammeringssprogsneutral, men da vores fokus ikke er at udvikle et interface til at kommunikere med
API’en, er vi i praksis begrænset til et af de sprog der allerede findes libraries til.
Det officielle klientlibrary er lavet til PHP, men da vi som en del af projektet også gerne vil udforske
det at lave webapplikationer i et andet sprog end lige netop PHP, har vi i stedet valgt at udvikle appli-
kationen i Python. Python er et eksempel på et højere, generelt programmeringssprog [Python, a], og
opfylder dermed studieordningens krav til brug af programmeringssprog.
Projektets formål er ikke at beskæftige sig nærmere med de specifikke udfordringer der er i at udvik-
le en webapplikation, men er dermed at benytte webapplikationen som et eksempel på en måde at
løse et specifikt problem. Vi har derfor valgt at benytte os af et framework som kan varetage man-
ge af de almindelige funktioner i webudvikling. Der findes en række sådanne frameworks til Python
[Python, b]. Et af de tilgængelige 3.parts-libraries til erstatning for Facebooks officielle klientlibrary
har eksplicit understøttelse for Django-frameworket. Vi har derfor valgt at benytte PyFacebook, som
Facebook-librariet hedder, sammen med Django.
Vores projekt er altså eksemplarisk på flere niveauer: Dels er det et eksempel på det at udvikle en
webapplikation til løsning af et specifikt problem ved brug af et webframework. Derudover er det et
eksempel på at udforme en Facebook-applikation som gør det lettere for brugerne at udføre en specifik
opgave gennem deres sociale netværk.
Det at udvikle applikationen som en Facebook-applikation giver nogle yderligere begrænsninger i og
med at vi kommer til at arbejde inden for rammerne af Facebooks brugsbetingelser, både hvad angår
brugerne, men også hvad angår applikationen. Endvidere betyder det at personlige data fra Facebook
ikke behøver opbevares i vores applikation,men kan tilføjes af Facebook-serveren når siden vises. Disse
forhold omkring udvikling til Facebook er uddybet i et senere afsnit, men nævnes her som en del af
problemafgrænsningen.
Brugen af Django gør at vores applikation virkermed en række forskellige databaser [Django, c]. Vi har i
udviklingsfasen valgt at benytte os af den simple SQLite-database, da den frigør os fra at skulle sætte en
databaseserver op. I opsætningen af den færdige applikation har vi benyttet en PostgreSQL-database.
Målgruppe og læsevejledning
Projektet somhelhedhar sommålgruppe læseren somer interesseret i det tekniske aspekt i forbindelse
med konstruktionen af en Facebook-applikation samt er interesseret i privacy-aspekterne omkring
konstruktionen. Der forudsættes kendskab til datalogiske begreber, webteknologier og databaser, samt
kendskab til Python som programmeringssprog.
Dele af projektet kan derudover have interesse for læseren der specifikt er interesseret i privacya-
spekter omkring udviklingen af en Facebook-applikation. Til denne brug er specielt afsnit 5 på side 12
interessant.
1Facebook tillader udvikling af desktopapplikationer,men som frontends snarere end udvidelser i Facebooks funktionalitet.
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Fremgangsmåde
Formålet med projektet er at behandle løsningen af problemet om udgiftsudligning, som beskrevet i
indledningen. Vi har derfor ikke prioriteret at dokumentere udviklingsprocessen i detaljer, men giver
her et kort overblik over den fremgangsmåde vi har benyttet.
Til udviklingen af applikationen har vi benyttet en fremgangsmåde inspireret af Unified Process [Lar-
man, 2005], for på den måde at sikre at vi kommer rundt om alle de forskellige aspekter i design og
konstruktion af applikationen. Vi har benyttet en iterativ tilgang, hvor vi med udgangspunkt i vo-
res problemformulering først har udviklet funktionelle prototyper af kernedelene af applikationen, og
herefter har integreret dem sideløbendemed at de er blevet videreudviklet. Undervejs har vi udbygget
de forskellige dele.
De kernedele af applikationen vi har udarbejdet først, har været kommunikationenmed Facebook, im-
plementeringen af en algoritme til at udligne udgifter og databasestrukturen, fordi det er de områder
der har været behæftet med størst usikkerhed i deres gennemførlighed. Som scenarier for brug af ap-
plikationen har vi taget udgangspunkt i vores egne erfaringer når vi har stået i en situation hvor vi har
lagt ud for hinanden, samt i et lignende system til afregning afmadudgifter iMorten og Tokes kollektiv.
Rapportens opbygning
Problemformuleringen er styrende for afsnittenes rækkefølge. Vi besvarer først underspørgsmålene,
for med afsæt heri at svare på den overordnede problemformulering.
I afsnit 2 på næste side beskriver vi hvordan udligningen af udgifter foregår på det generelle plan. Det
gør vi for redegøre for hvordan problemet udgiftsudligning løses; dette er selvsagt en nødvendighed
for at konstruere vores applikation.
Dernæst beskriver vi hvordan udviklingen til Facebook foregår. Til dette hører en kort gennemgang
af hvordan Django-webapplikationer fungerer i afsnit 3 på side 9, for at understøtte beskrivelsen af
kodens organisering, samt en gennemgang af hvordan en Facebook-applikation fungerer, og hvad det
indebærer at udvikle sådan én fungerer, i afsnit 4 på side 10.
Herefter beskriver vi i afsnit 5 på side 12 hvilke privacyhensyn der er i forbindelsemed konstruktionen
af vores applikation. Herunder beskriver vi også hvordan vi forholder os til behandling af data i vores
applikation.
Endelig gennemgår vi vores applikations design, herunder datastrukturer, funktionalitet, interface og
test. Dette tjener som en dokumentation af applikationens udformning i relation til problemformule-
ringen og sker i afsnit 6 på side 15.
På baggrund af ovenstående konkluderer vi til sidst i forhold til problemformuleringen, og behandler
mulige udvidelsesmuligheder og perspektiver i et perspektiveringsafsnit på side 36.
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2 Udligning af udgifter
Det overordnede problemvi ønsker at vores applikation skal kunne løse, er at udligne en rækkeudgifter
således at alle der har haft del i udgifterne ender med at have betalt ligeligt for dem. I dette afsnit
beskriver vi hvordan dette problem løses.
Vi definerer en gruppe af sammenhængende udgifter som en udligning. En udligning kan fx være for
en rejse, en bytur eller andet hvor man ønsker en selvstændig afregning. Udligningen inkluderer en
gruppe personer som alle er involveret i den fælles aktivitet udligningen handler om.
Inden for en udligning er der en række udgifter der hver især involverer to eller flere af de personer
der er involveret i en udligning. Hver udgift har en eller flere personer der har lagt ud for udgiften
(kreditorer), og en eller flere personer der skal deles om udgiften (debitorer). En person kan sagtens
være både kreditor og debitor i den samme udgift. Et eksempel: Hvis man giver (eller lægger ud for)
en omgang skal man selv betale for sin egen øl, og deltager dermed selv i udgiften. Hvis man derimod
lægger ud for to andres frokost optræder man kun som kreditor i udgiften.
Når en udligning skal afregnes er der to trin i afregningsproceduren: Først skal det bestemmes hvem af
deltagerne der har penge til gode og hvem der skal af med penge. Herefter skal det bestemmes hvilke
overførsler der skal til for at udligne forskellene. Dette er en konsekvens af at vi behandler en udligning
somen række af udgifter,mens overførslerne betragtes somoverførslermellem samlede tilgodehaven-
der [Verhoeff, 2004].
Udregningen af de samlede tilgodehavender kan beskrives somenbestemmelse af de enkelte personers
samlede balance. En positiv balance indikerer at en person har penge til gode, og en negativ balance
at vedkommende skylder penge i det samlede regnskab. I det simple tilfælde kan denne balance findes
ved at bestemme den samlede sum af alle udgifter, og herefter udregne den gennemsnitlige udgift for
hver person. Forskellen mellem dette og det beløb hver person rent faktisk har lagt ud, udgør i dette
tilfælde balancen.
Dennemetode duer dog ikkenårman tillader at nogle af udgifterne kun involverer endel af de personer
der er involveret i udligningen, fordi der så kan være forskel mellem hvad personerne i udligningen
hver især skal betale. I stedet må man for hver enkelt udgift i udligningen fordele udgiftens beløb
på dens kreditorer og debitorer, idet kreditorernes balancer forhøjes med deres andel af udgiftens
størrelse, og debitorernes balancer fratrækkes deres andel af en udgift.
Når udgifterne på denne måde er omregnet til en række balancer, kan man på baggrund af balancerne
udregne hvilke overførsler der skal til for at udligne forskellene i balancerne. Her er der to parametre
at optimere på [Verhoeff, 2004]: summen af de overførte beløb og antallet af overførsler. Den mindst
mulige sum af overførslerne er lig summen af de positive balancer (som med modsat fortegn er lig
summen af de negative balancer, eftersom der ved overførslen er tale om et nulsumsforetagende).
Dette minimum er forholdsvis ligetil at overholde.
En måde at finde de nødvendige overførsler på, er ved først at dele alle personer op efter deres ba-
lancers fortegn i en debitorgruppe og en kreditorgruppe. Herefter løber man kreditorerne igennem
én deltager ad gangen. For hver kreditor løbes også debitorerne igennem, og der oprettes for hvert
debitor-kreditor-par den størstemulige overførsel, dvs. en overførsel svarende til den af de to balancer
der er tættest på nul. Herefter lægges det overførte beløb til debitorens balance, og trækkes fra kre-
ditorens, således at begge balancer nærmer sig nul. På denne måde fortsættes gennem alle debitorer
og kreditorer, idet der skiftes til en ny debitor eller kreditor hver gang en balance går i nul. Resultatet
bliver at alle balancer ender på nul, og man står tilbage med en række overførsler fra debitor(er) til
kreditor(er).
Denne fremgangsmåde giver en række overførsler med den mindst mulige sum. Hvis man samtidig
skal optimere antallet af overførsler, bliver det mere kompliceret [Verhoeff, 2004]. Der er nogle frem-
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gangsmåder der kan benyttes som i nogle tilfælde giver færre overførsler, som fx først at eliminere alle
balancer der er lige store, men med omvendt fortegn [Verhoeff, 2004, s. 118]. Dette er imidlertid ikke
garanteret at give et mindre antal overførsler. Den generelle fremgangsmåde for at minimere antallet
af overførsler, er at finde grupper af balancer for hhv. debitorer og kreditorer som går op i hinanden.
Dette problem er en variant af “delmængde-sum-problemet” (også kendt som “rygsæk-problemet”)
[Verhoeff, 2004, s. 119].
Løsningen af problemet er bevist at være NP-complete [Verhoeff, 2004, s. 123], dvs. at den eneste måde
at løse det på er ved at gennemgå alle mulige kombinationer efter mulige grupper. Da målet med vo-
res projekt er at løse det praktiske problem med udgiftsudligning vil vi derfor ikke gå mere i detaljer
med denne optimering, men benytter os i stedet af den tidligere beskrevne fremgangsmåde. Denne
fremgangsmåde giver maksimalt et antal overførsler svarende til n  1, hvor n er antallet af deltage-
re i udligningen [Verhoeff, 2004, s. 117]. Optimeringen af antallet af overførsler anser vi for en ekstra
optimering, der ikke er nødvendig for at løse problemet, men som kan være en mulig tilføjelse senere.
Opsummering
Vi har defineret en udligning som en enhed der samler relaterede udgifter og de brugere der deltager i
dem under ét. Med udgangspunkt i det har vi vist hvordanman først udregner deltagernes balancer ud
fra involverede udgifter, og herefter udligner disse balancer. Udligningen foregår ved først at opdele
deltagerne i debitorer og kreditorer, og herefter gå de to grupper igennem og oprette så store over-
førsler mellem dem sommuligt, indtil balancerne er udlignet. Metodenminimerer det totale overførte
beløb, men ikke antallet af overførsler. Antallet af overførsler kan i nogle tilfælde optimeres, men det
ligger uden for dette projekt.
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3 Webudvikling med Django
Her gennemgås kort opbygningen af Django-frameworket. Formålet med afsnittet er at give et indblik
i hvordan frameworket fungerer, så beskrivelsen af kodens opbygning bliver til at forstå.
Django-frameworkets opbygning er baseret på Model, View, Controller (MVC)-arkitekturen, men afvi-
ger noget derfra, ikke mindst i terminologi [Django, a]. Frameworket indeholder en indbygget applika-
tionsserver der behandler indkommende forespørgsler. Serverenoverholder PythonsWSGI-specifikation
for kommunikation med webservere [WSGI], så den kan køres bag en traditionel webserver.
Djangos kontrol-lag udgøres af applikationsserverens behandling af indkommende forespørgsler. Til
behandlingen af forespørgslerne kan der i konfigurationen defineres en række lag, såkaldtmiddleware,
som er metoder der kaldes af Django og kan modificere forespørgslen. Herefter kaldes en funktion der
behandler forespørgslen og returnerer et svar. Hvilken funktionder kaldes bestemmesud fra den fores-
purgte URL, ud fra regler defineret vha. regular expressions. Funktionen der kaldesmed forespørgslen,
benævnes i Django-terminologi et “view”.
View-funktionen indeholder den kode der behandler en forespørgsel. Til at danne svaret stiller Django-
frameworket en række faciliteter til rådighed der udgør de øvrige dele af MVC-arkitekturen. Model-
laget består af en Object-Relational Mapper (ORM) som understøtter en række forskellige databaser
[Django, c]. Django benytter sig af Pythons metaklasser til at tillade en definition af modellen som
simple Python-klasser. Modellaget kan også automatisk oprette transaktioner i databasen for hver fo-
respørgsel som rulles tilbage hvis der opstår en fejl undervejs, og ellers lagres [Django, d].
View-laget består af en template-funktionalitet, samt specifik funktionalitet til at definere webfor-
mularer som objekter. Djangos template-system giver mulighed for at definere sidernes udseende i
selvstændige filer som kan udfyldes med data vha. speciel syntaks [Django, b]. Templates understøtter
både nedarvning fra og inkludering af hinanden, hvilket minimerer behovet for gentagelser. Desuden
er der funktionalitet til at behandle data på forskellige måder inden det vises, fx til formatering.
Djangos formular-mekanisme tillader at definere en webformular efter samme princip som modeller-
ne. Herefter kan formularen tilføjes til en template hvor den renderes vha. widgets, dvs. interfaceele-
menter svarende til hvert felt i formularen. Formular-mekanismen understøtter som en del af dette
også validering og genvisning af formularer [Django, e].
Django indeholder altså funktionalitet som tillader udvikleren at abstrahere fra mange af de trivielle
ting vedwebudvikling og i stedet fokusere på applikationens funktionalitet. Samtidig er de indbyggede
mekanismer i frameworket lette at udvide og tilpasse efter behov, hvilket vi også har benyttet os af i
konstruktionen af vores applikation. Der er desuden yderligere funktionalitet i Django som vi ikke har
behandlet her fordi vi ikke benytter det i vores applikation.
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4 Udvikling til Facebook
Her beskrives hvordan en Facebook-applikation overordnet set er indrettet, samt hvilke faciliteter
Facebook stiller til rådighed for applikationsudviklere. Dette gøres for at svare på vores problemformu-
lerings spørgsmål om hvordanman udvikler en Facebook-applikation, samt for at give bedre forståelse
for vores applikations opbygning.
Facebook stiller en række faciliteter til rådighed til at udvikle applikationer. Disse faciliteter består i
hovedtræk af to dele: en API til at hente data ud af Facebook og udføre funktioner som fx at sende
beskeder til brugerne, og en mulighed for at indlejre en applikation i Facebooks interface [Facebook,
b]. API’en består af funktioner en applikation kan kalde gennem remote procedure-kald over HTTP-
protokollen [Facebook, c].
Der findes overordnet set to typer af Facebook-applikationer: Desktop-applikationer, som kan integre-
re funktionalitet i en almindelig applikation på brugerens computer med Facebook, og webapplikatio-
ner, som er tredjepartstilføjelser til Facebook og stiller ekstra funktionalitet til rådighed for brugerne
[Facebook, g]. Vores applikation er et eksempel på sidstnævnte.
Indlejringen i Facebooks interface fungerer ved at applikationen ved oprettelse i Facebooks udvikler-
applikation tildeles en URL under domænet apps.facebook.com.2 Når en bruger vha sin browser fore-
tager en forespørgsel til en af disse adresser, sender Facebook-serveren forespørgslen videre til ap-
plikationsserveren via en på forhånd defineret URL. Forespørgslen til applikationsserveren tilføjes in-
formationer fra Facebook, bl.a. den aktive brugers unikke ID (det vi omtaler som et Facebook-ID), og
forespørgslen signeres [Facebook, j]. Applikationsserveren behandler forespørgslen og kan under be-
handlingen benytte API’en til at hente yderligere oplysninger ud fra Facebook, eller foretage handlin-
ger som at sende notifikationer til brugeren.
Svaret fra applikationsserveren behandles af Facebook, og indlejres i Facebooks interface inden det
returneres til klienten. I behandlingen sker også oversættelsen af FBML til HTML. FBML er et markup-
sprog (FaceBook Markup Language) som Facebook stiller til rådighed for applikationsudviklere [Face-
book, i]. Sproget indeholder delsmarkup til ofte benyttede interfaceelementer og information fra Face-
book, og dels markup der har programmeringskarakter idet det fx kan bruges til at skjule indhold fra
bestemte brugere. Derudover består FBML af en begrænset del af HTML-sproget [Facebook, a]. Brugen
af FBML tillader applikationsudvikleren at opbygge et interface hvor der vises data fra brugerens profil,
uden at det er nødvendigt for applikationen at kende andet end brugerens ID. De relevante oplysninger
indsættes herefter af Facebook ved oversættelsen fra FBML til HTML.
Ligesom Facebook definerer et markup-sprog som til dels begrænser brugen af HTML, defineres og-
så en begrænset udgave af Javascript, kaldet FBJS [Facebook, h]. FBJS fungerer ved dels at ændre de
DOM-elementer der er tilgængelige for koden, og dels ved at ændre i koden så variable og andre nav-
ne får applikationens ID tilføjet. På den måde kommer FBJS-koden ikke i karambolage med den øvrige
Javascript-kode på siden. Endelig tilføjer FBJS nogle genveje til at vise interfaceelementer, fx dialog-
bokse.
Den samlede kommunikation mellem klient, Facebook og applikationsserver er illustreret i figur 1 på
den følgende side.
Når en side der er en del af en applikation vises, sender Facebook som nævnt nogle informationer om
brugeren med forespørgslen, heriblandt brugerens Facebook-ID. Brugerens ID sendes dog ikke hvis
brugeren bliver linket til applikationen fra sider uden for Facebook, eller hvis brugeren har angivet i
sine privacy-indstillinger at vedkommende ikke ønsker information sendt til applikationer [Facebook,
e]. Det betyder altså at man som applikationsudvikler ikke kan være sikker på at få en brugers ID sendt
2I vores tilfælde er det apps.facebook.com/udgiftsudligning.
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Figur 1: Kommunikationen mellem klient, Facebook-server og applikationsserver. En kli-
ent foretager en forespørgsel til Facebooks server (1), som tilføjer data til fore-
spørgslen og sender den videre til applikationsserveren (2). Applikationsserve-
ren behandler forespørgslen (og kan undervejs benytte API’en til fx at hente flere
informationer fra Facebook-serveren(3)), og sender et svar tilbage til Facebook-
serveren (4). Facebook-serveren behandler herefter svaret, idet den oversætter
FBML til HTML og FBJS til Javascript, og sender det færdigbehandlede svar tilbage
til klienten (5).
med ved hver forespørgsel. Dette kan man komme ud over ved at bede brugeren om at acceptere ap-
plikationen. Gøres dette, oprettes der en session for brugerens brug af applikationen, og brugerens
Facebook-ID sendes med ved hver forespørgsel [Facebook, d]. Derved gøres flere funktioner tilgænge-
lige gennem API’en (fx muligheden for at sende notifikationer til brugeren), og det er muligt at hente
flere informationer ud om brugeren [Facebook, d,l].
Ud over de her nævnte ting er der andre elementer der stilles til rådighed for Facebook-applikationer,
bl.a. muligheden for at indlejre applikationen i andre dele af Facebook [Facebook, b].
Opsummering
Alt i alt er der, ud over den første opsætning af applikationen, ikke mange ting der er forskellige fra at
udvikle en normal webapplikation. De ting der er forskel på, er indlejringen i Facebook og brugen af
Facebooks API. Der findes et væld af officielle og uofficielle klientlibraries som letter brugen af API’en
[Facebook, f], så i udviklingen af en applikation kan dette betragtes som en normal datakilde. De stør-
ste forskelle mellem at udvikle en Facebook-applikation og en normal webapplikation ligger dermed i
brugen af de Facebook-specifikke HTML– og Javascriptvarianter, FBML og FBJS, med de begrænsninger
det medfører. Endelig er der nogle opsætningsting der skal på plads, men det stiller Facebook rigeligt
med dokumentation til rådighed for.
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5 Privacyhensyn
I udformningen af en applikation som vores er der en række privacyhensyn at tage. Disse hensyn kan
opdeles i to kategorier: Generelle hensyn omkring det at henlægge udligningen af udgifter til enwebap-
plikation, og hensyn der knytter sig specifikt til brugen af Facebook som platform for applikationen.
Disse to kategorier af privacyhensyn behandles i dette afsnit.
Generelle privacyhensyn
Det primære generelle privacyhensyn i forbindelsemed udformningen af vores applikation, er at over-
veje hvilke data det er nødvendigt at opbevare for at applikationen kan løse dens opgave. Derudover
er der en række hensyn der skal tages i forbindelse med databehandling, både til Facebooks brugsbe-
tingelser og til den danske persondatalov.
Datatilsynet har udgivet en pjece med en række specifikke retningslinjer for behandlingen af perso-
noplysninger [Datatilsynet, c]. Disse retningslinjer siger blandt andet, at man kun må behandle de op-
lysninger der er direkte relevante for ens formål, at dette formål skal være rent sagligt og at man skal
stræbe efter at behandle så få personoplysninger som muligt. I dette afsnit beskriver vi derfor hvilke
data det er absolut nødvendigt for os at opbevare, og hvilke data det derudover er rimeligt at opbevare
for at understøtte brugen af applikationen.
Det eneste der er absolut nødvendigt at have af data for at vores applikation kan fungere, er en måde
at identificere brugerne på, samt oplysninger om skyldsbeløbenes størrelser og hvilke brugere der er
involveret i en udgift. Da Facebook tildeler hver bruger et unikt ID, er det nærliggende at benytte det
til at identificere brugerne. Det at vi benytter Facebook-ID’et gør at vi ikke behøver behandle andre
persondata om brugerne, idet identifikationsdata (navn og profilbillede) kan tilføjes af Facebooks ser-
vere ved visningen3. Facebook-ID’et er offentligt tilgængeligt for alle når først en bruger har oprettet
en profil på Facebook. Der er altså ikke tale om en følsom personoplysning.
Data om skyldsbeløbenes størrelse og hvilke brugere der er involveret i udgiften, kan med fordel sup-
pleres af beskrivelse og tidspunkt for udgiften, samt en overordnet beskrivelse af en udlignings for-
mål og omstændigheder. Det er ikke data der strengt taget er nødvendigt for at vores applikation kan
fungere, men de er relevante at have med for at give brugerne en mulighed for at identificere hvad
udgifterne har drejet sig om. Beskrivelsen af udligningerne er nyttig til at identificere hvad en given
udligning handler om.
Vi behandler altså ikke det der i persondataloven betegnes som følsomme personoplysninger i vores
applikation. For almindelige personoplysninger er der en række betingelser, hvoraf mindst én skal
være opfyldt, før man overhovedet må behandle dataene [Datatilsynet, c, s. 13]. Vi søger at overholde
betingelsen om at man skal have en eksplicit tilladelse fra de involverede personer. Facebooks brugs-
betingelser stiller ligeledes en række krav til databehandling for applikationer [Facebook, k, pkt. 9].
Disse krav inkluderer et krav om at brugerne informeres om hvilke data der indsamles, og hvordan
data anvendes.
For at få adgang til fuld funktionalitet i Facebooks API skal brugeren acceptere applikationen4. I forbin-
delse med dette stiller Facebook en facilitet til rådighed der tillader applikationen at inkludere et sæt
brugsbetingelser som brugeren samtidig kan acceptere. For at opfylde kravet om tilladelse til brug af
applikationen, har vi derfor udformet et sæt brugsbetingelser der også informerer brugeren om hvilke
data vi opbevarer, og hvad vi bruger dem til. Brugsbetingelserne kan ses i bilag på side 39. Da brugeren
skal acceptere brugsbetingelserne for at kunne bruge applikationen, sikrer at vi har fået tilladelse til
at behandle brugerens data. Samtidig opfylder vi Facebooks krav om informering af brugerne.
3Se afsnittet om udvikling til Facebook for en uddybning af dette.
4Flere detaljer om hvad dette indebærer findes i afsnittet om udvikling til Facebook.
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Da applikationen er udformet så brugere kan tilføje hinanden til udligninger, kan der opstå situationer
hvor applikationen kan komme til at behandle data om brugere der ikke har accepteret applikationen,
og dermed brugsbetingelserne. For at undgå dette har vi tilføjet en begrænsning i applikationen, såle-
des at en bruger kan oprette en udligning og tilføje sine venner, men atman først kan begynde at tilføje
udgifter til udligningen når alle brugere har tilføjet applikationen. På den måde undgår vi at behandle
data om brugeres udgifter uden de har accepteret brugsbetingelserne og dermed vores behandling af
data.
Brugsbetingelsernes oplysninger om hvilke data vi opbevarer om brugerne, er vigtige at gøre tilgæn-
gelige eftersom brugerne potentielt stiller ganske meget information til rådighed for applikationen
når de accepterer den. Brugerens privacy-indstillinger bestemmer hvilke oplysninger applikationen
har adgang til, men der er ingen måde for brugeren at se hvilke data der rent faktisk hentes ud af ap-
plikationen. En datapolitik i brugsbetingelserne for applikationen er derfor brugerens eneste måde at
danne sig et overblik over hvilke data en given applikation behandler om vedkommende.
Brug af Facebook som applikationsplatform
Når man som bruger benytter Facebook, offentliggør man typisk en masse oplysninger om sig selv.
Disse oplysninger er, afhængig af den enkelte brugers privacyindstillinger, tilgængelige for en større
ellermindre gruppemennesker. Samtidig offentliggør brugere også data omhinanden, hvilket gør dem
dataansvarlige for hinandens data [Datatilsynet, b]. Endelig opbevares oplysningerne på Facebooks
servere uden for Danmarks grænser, og der har derfor været tvivl om hvilke regler der gælder samt
om hvad dataene bruges til, om de videresælges, mv. Denne problemstilling har fået Datatilsynet til at
sende et brev til Facebook med en række spørgsmål om dataopbevaring [Datatilsynet, a].
Der er altså i forvejen en del privacyrelaterede problemstillinger omkring brugen af Facebook. Dette
relaterer sig til vores applikation i ogmed at vimed applikationen udvider Facebooks funktionalitet, og
dermed givermulighed for at brugerne kan tilføje yderligere information til Facebook. Selvomdataene
om udligninger ikke opbevares på Facebooks servere, passerer de alligevel igennem dem idet vores
applikation er indlejret i det øvrige Facebook.5
Facebook skriver ikke noget om hvor længe de opbevarer de data der sendes gennem deres servere
i form af de viste sider, men de skriver eksplicit i deres brugsbetingelser for applikationer at de for-
beholder sig retten til at analysere indhold og data til en hvilken som helst brug [Facebook, k, pkt.
9.16]. Vi må altså forvente at der knytter sig de samme forhold til data der indgår som en del af vores
applikation som der gør til den generelle brug af Facebook. Dette er et forhold der er uden for vores
kontrol, og som vi derfor ikke har mulighed for at gøre noget ved. Vi har dog fravalgt at benytte den
dataopbevarings-API Facebook stiller til rådighed, for at forhindre at data opbevares permanent på
Facebooks servere.
Som nævnt ovenfor opbevarer vi ikke følsomme persondata, og identifikationen af brugerne eksiste-
rer i forvejen i Facebook. Selvom der er tale om økonomiske mellemværender, er der tale om simple
udligninger mellem en lille gruppe venner, og dataene er ikke verificeret. Vi anser derfor ikke brugen
af vores applikation som noget dermedfører en større privacytrussel end brugen af Facebook i sig selv.
Vi har taget forholdsregler for at mindske de privacyrelaterede konsekvenser som brugen af vores ap-
plikation medfører, samt informeret brugerne om brugen af deres data. Det er dog i sidste ende op til
brugerne selv at beslutte om de vil benytte applikationen.
5Se nærmere beskrivelse af dette i afsnittet om udvikling til Facebook.
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Opsummering
Vi har taget en række privacyhensyn i udformningen af vores applikation. For det første har vi mind-
sket mængden af data der indsamles til brug i applikationen mest muligt, herunder indsamler vi ingen
personlige data om brugerne fra Facebook. Vores applikation kræver ikke behandling af særligt store
mængder data, og intet af det er følsomme oplysninger. Med udarbejdelsen af et sæt brugsbetingelser
med tilhørende datapolitik sikrer vi både at brugeren accepterer behandlingen af data, og at vi overhol-
der Facebooks betingelser for applikationer. Samtidig sikrer vi at indtastning af data om udgifter ikke
kan ske før alle brugere i en udligning har accepteret applikationen og dermed brugsbetingelserne.
Med hensyn til de privacyhensyn der opstår ved at benytte Facebook som applikationsplatform, har
vi gjort hvad vi kan for at mindske Facebooks adgang til at indsamle data gennem vores applikation,
ved at fravælge brugen af Facebooks dataopbevarings-API. Da vores applikation indlejres i Facebook,
er det imidlertid umuligt at forhindre at Facebook har adgang til de data der indgår som en del af
applikationen. Givet disse datas lave følsomhed,mener vi dog ikke at brugen af vores applikation udgør
en større privacytrussel end brugen af Facebook i det hele taget.
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6 Applikationen
I dette afsnit gennemgår vi vores applikation. Afsnittet tjener somdokumentation for resultatet af kon-
struktionsaspektet af vores projekt, og som behandlingen af det overordnede spørgsmål i problemfor-
muleringen på baggrund af de tidligere behandlede underspørgsmål.
I de forskellige underafsnit vil vi først behandle de overordnede designovervejelser vi har gjort under
konstruktionen. Dernæst giver vi et overblik over databasestrukturen, efterfulgt af en gennemgang af
relevante dele af applikationens funktionalitet. Herefter følger en kort gennemgang af applikationens
brugerflade, og til sidst gennemgår vi hvordan vi har testet applikationen.
Designovervejelser
I dette afsnit beskriver vi hvilke overordnede overvejelser og afvejninger vi har gjort i vores design af
applikationen. Det gør vi for at give et overblik over hvad det er der været de retningslinjer vi har fulgt i
vores konstruktion af applikationen, og for at give en baggrund for beskrivelsen af selve applikationen.
En af de oprindelige grunde til at konstruere en applikation til at foretage udligning af udgifter, var at
den manuelle proces er besværlig og kompliceret at udføre korrekt. Dette kommer særligt til udtryk
når det er forskelligt hvem der har deltaget i de forskellige udgifter. Da applikationen netop skal gøre
udligningen af udgifter til en simpel procedure, ønsker vi at designe den på en måde så processen
fremstår så simpelt som muligt for brugerne. Dette overordnede designprincip kalder vi simplicitet.
Som det fremgår af beskrivelsen i indledningen, og som vi utallige gange under arbejdet med applika-
tionen er stødt på eksempler på, er der adskillige mulige udvidelser af applikationens funktionalitet.
Alt fra valutaomregning til automatiske deadlines, og utallige andre eksempler6. Alle disse udvidelses-
muligheder giver rig mulighed for at videreudvikle applikationen efter projektets afslutning. Vi har
dog valgt ikke at tage nogen af demmed inden for rammerne af projektet, da vores mål med projektet
er at løse opgavenmedudgiftsudligning i dens simple form. I stedet har vi søgt at designe applikationen
så den nemt kan udvides i fremtiden. Dette designprincip kalder vi ekstensibilitet.
Som det nævnes i afsnittet om privacy, har vi også designet applikationen til at behandle så få data
om brugerne som det er muligt for at opfylde dens formål. Desuden gøres det muligt for brugerne
(nærmere bestemt den bruger der opretter en udligning) at slette data permanent.
Princippet om simplicitet går igen i brugergrænsefladen, idet applikationen som udgangspunkt skal
være simpel og let at overskue og bruge. Samtidig har vi i koden søgt at implementere funktionalite-
ten så koden bliver så simpel som muligt, og hvor der er brug for kompleksitet har vi søgt at holde
kompleksiteten inden for afgrænsede områder. Samtidig har vi søgt at strukturere koden så fremti-
dige udvidelser er nemme at tilføje, uden at ændringerne påvirker de data der allerede eksisterer i
databasen når udvidelserne foretages.
Da vores fokus ikke har været på brugerfladedesign, har vi ikke foretaget nogen tilbundsgående eva-
luering af applikationens brugerflade. I stedet har vi benyttet os af en række retningslinjer for godt
brugergrænsefladedesign. Det har vi gjort for at have noget at støtte os til under udformningen af bru-
gerfladen, og dermed undgå at dens udformning bliver helt tilfældig. De retningslinjer vi har benyttet
er udvalgt med udgangspunkt i “the 8 golden rules of interface design” [Schneiderman and Plaisant,
2005, s. 74-75].
Denprimære tommelfingerregel vi har benyttet er at skabe sammenhæng i brugerfladen. Idet brugerne
af vores applikation allerede er brugere af Facebook, formodes de i kraft heraf at have kendskab til
Facebooks brugerflade. Det kan vi udnytte i designet af vores applikation ved at benytte os af kendte
6For en mere udførlig behandling af disse udvidelsesmuligheder, se perspektiveringen på side 36.
Side 15 af 70
Social udgiftsudligning via Facebook
brugerfladeelementer, og dermed gøre vores applikations brugerflade let genkendelig for brugerne.
Facebook stiller redskaber til rådighed der gør det muligt at få vores applikation til at efterligne resten
af Facebook, i form af dokumentation og færdige brugerfladeelementer vi kan benytte.
Udover det primære princip om sammenhæng i brugerfladen, har vi søgt at sikre brugerens korrekte
anvendelse af applikationen ved at sørge for at fejl mødes af meningsfulde fejlbeskeder med vejled-
ning til hvordan man kommer videre. Endelig har vi i et vist omfang søgt at sikre at handlinger kan
fortrydes, idet den bruger der opretter en udligning har adgang til at rette i alle indtastede data. De
steder hvor handlinger ikke kan fortrydes (ved sletning af data), gør vi tydeligt opmærksom på dette
forhold. Det ville være muligt at udføre sletning af data så det kan fortrydes, men det strider i mod
vores privacyhensyn om at opbevare så lidt data som muligt.
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Databasestruktur
Strukturen af vores database er illustreret i figur 2. Den primære dataenhed der holdes styr på, er en
udligning, som er samlingen af udgifter en gruppe brugere ønsker at udligne med hinanden. Udlignin-
ger opbevares i tabellen settlements og har en titel, beskrivelse og et oprettelsestidspunkt tilknyttet.
Yderligere er der tilknyttet en tabel med indstillinger (settings i diagrammet), som bruges til indstil-
linger for både udgifter og udligninger. Dette giver mulighed for at tilføje yderligere tilpasninger til
applikationen uden at behøve at tilføje flere kolonner i udligningstabellen (jf. vores designhensyn om
ekstensibilitet). Mekanismen til lagring af indstillinger gennemgås i flere detaljer i et senere afsnit.
settlements
Indeholder de enkelte udligninger
 id: int(PK)
 title: varchar
 description: text
 created: timestamp
users
Indeholder brugere
 id: int(PK)
 app_accepted: bool
expenses
Indeholder udgifter
 id: int(PK)
 description: varchar
 date: date
 amount: int
1
*
tilknyttede udgifter
1
*
kreditorer
1-*
1-*
debitorer
1-*
1-*
settings
Indeholder indstillinger
 id: int(PK)
 setting_name: varchar
 setting_value: varchar
1
*
1
*
memberships
Brugeres medlemskab af en udligning
 primary: bool
1-* 1
Figur 2: Databasediagram. Udligninger opbevares i tabellen settlements. Brugere opbevares
i users-tabellen med en mange-til-mange-relation til settlements gennem members-
hips. Denne relation indeholder et ekstra felt som angiver om brugeren er den pri-
mære bruger for en udligning. Brugertabellen indeholder et felt der angiver om
den pågældende bruger har accepteret applikationen. Udgifter opbevares i tabel-
len expensesmed en FK-relation til settlements. Brugere er tilknyttet en udgift gen-
nem to mange-til-mange-relationer for hhv. kreditorer og debitorer. Tabellen set-
tings indeholder indstillinger for udgifter udligninger.
Tilknyttet til hver udligning er en række brugere som indgår i udligningen. Disse brugere opbevares
i tabellen users og er tilknyttet settlements gennem en mange-til-mange-relation. Mellemtabellen til
denne relation (memberships) har tilføjet et ekstra felt som angiver om den pågældende bruger er den
primære bruger til en udligning. Den primære bruger er den bruger der har oprettet udligningen, og
som har adgang til at rette i den, slette udgifter og afslutte udligningen. Tabellen med brugere inde-
holder brugernes ID, som hentes fra Facebook, samt et felt der angiver om brugeren har accepteret
applikationen. Yderligere data om brugerne (navn mv.) tilføjes af Facebook-serveren når siderne vi-
ses. Det giver visse begrænsninger i præsentationen kun at opbevare ID’er for brugerne (fx er det ikke
muligt at sortere brugere efter navn), men til gengæld undgår vi at behandle personfølsomme oplys-
ninger.
Udgifter opbevares i tabellen expenses, og er tilknyttet til udligninger gennem en foreign key. Derud-
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over er der to mange-til-mange-relationer til brugere for henholdsvis kreditorer og debitorer for en
given udgift. For udgifter opbevares beskrivelse, dato og beløb, samt, ligesom for udligninger, yderlige-
re indstillinger i settings. Beløbet opbevares som et heltal, som angiver antallet af hundrededele af den
pågældende valuta (dvs. øre for danske kroner). Dette sker for at undgå de unøjagtigheder der er for-
bundet med at behandle kommatal. Samtidig giver det for udlæg som dem vi behandler, ikke mening
at tale om brøkdele af en øre, idet selv dankortsbetalinger ikke tillader finere kornethed end enkelte
øre. Beløb behandles som heltal gennem hele applikationen (undtagen ved udregning af skyldsbeløb;
se beskrivelsen af vores algoritmeimplementering i et senere afsnit), og konverteres først til beløb i
kroner og øre ved visningen.
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Funktionalitet
I dette afsnit gennemgår vi implementeringen af udvalgte dele af applikationens funktionalitet. Hele
applikationens kode kan ses i bilag på side 43. I dette afsnit har vi udvalgt dele af applikationen som er
interessante at præsentere nærmere, enten fordi de er eksemplariske for den øvrige applikation, eller
fordi de udgør centrale dele af applikationen.
Udligningsalgoritmen
I afsnittet om udligning af udgifter så vi at problemet med udligninger var todelt. Først skal de enkelte
udgifter fordeles blandt personerne i udligningen, og derefter skal det bestemmes hvilke overførsler
der skal til at få udligningen til at gå op.
Denne opdeling går igen i opbygningen af vores algoritme, der ligeledes er delt op i to funktioner:
calculate_user_balances og resolve_balances.
Den første funktion, calculate_user_balances, ses i kode 1. Den tager en liste af udgifter som input, udreg-
ner balancer til de forskellige brugere ud fra denne liste, og giver en liste af brugere med tilknyttede
balancer som output.
Kode 1: calculate_user_balances-funktionen.
def calculate_user_balances ( expenses , return_map =False ) :
# S in ce each expense c r e a t e s a bunch o f user da t aba se ob j e c t s ,
# which are d i f f e r e n t ob j e c t s , but r ep r e s en t the same user ,
# we keep t r a c k o f u id to User o b j e c t mappings in a d i c t i o n a r y .
users = dict ( )
def add_balance ( usrs , amount ) :
if type ( amount ) ! = int :
raise TypeError ( "Amount should be an integer" )
user_amount = Fraction ( amount , len ( usrs ) )
for u in usrs :
if u . id in users :
users [ u . id ] . balance += user_amount
else :
users [ u . id ] = User ( u . id , user_amount )
for e in expenses :
add_balance ( e . creditors . all ( ) , e . amount )
add_balance ( e . debitors . all ( ) ,  e . amount )
# We do not need the u id to user mapping once we are done , so
# j u s t r e tu rn the User ob j e c t s , un l e s s s p e c i f i c a l l y prompted
# to re tu rn the mapping .
if return_map :
return users
return users . values ( )
En udgift består af et beløb, en eller flere kreditorer samt en eller flere debitorer. For hver af disse
udgifter fordeler funktionen beløbet på de forskellige brugere, både kreditorer og debitorer. Belø-
bet deles med antallet af hver af de to grupper. For kreditorer lægges beløbet til brugernes balancer,
mens det for debitorer trækkes fra balancen. Dette sker vha. en hjælpefunktion defineret inde i calcu-
late_user_balances-funktionen. Når beløbet fordeles, er der ingen garanti for at beløbet er deleligt med
antallet af brugere. Dette problem undgår vi ved at regne i eksakte værdier (dvs. brøker). I Python gø-
res dette vha. klassen Fraction fra Pythons standard-library, der håndterer notation og aritmetik for
brøker.
Til at knytte bruger-ID og balance sammen benyttes instancer af User-klassen. User-klassen har ingen
metoder,men bruges udelukkende til at repræsentere en bruger-IDmed tilknyttet balance. Funktionen
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kan enten returnere en listemed disse objekter, eller enmapping fra bruger-ID’er til objekterne. Denne
mapping bruges til at vise brugernes balancer på oversigten over en udligning.
Den anden funktion er resolve_balances, og ses i kode 2. Den tager en liste af User-objekter som input,
og giver som output en liste af overførsler der udligner udgifterne.
Kode 2: resolve_balances-funktionen.
def resolve_balances ( users ) :
# S an i t y check inpu t
balance_sum = 0
for u in users :
if not isinstance ( u , User ) :
raise TypeError ( "Input values should be for type 'User'" )
balance_sum += u . balance
if balance_sum ! = 0 :
raise ValueError ( "Sum of user balances should be 0" )
# The user ’ s ba l ance r e p r e s en t s how much money he i s due .
# Th i s means tha t c r e d i t o r s have p o s i t i v e b a l an c e s and d e b i t o r s
# have nega t i v e b a l an c e s .
debitors = [ u for u in users if u . balance < 0 ]
creditors = [ u for u in users if u . balance > 0 ]
transfers = [ ]
debitor = None
remainder = 0
for creditor in creditors :
while creditor . balance > 0 :
if not debitor or debitor . balance == 0 :
debitor = debitors . pop ( 0 )
amount = min ( abs ( creditor . balance ) , abs ( debitor . balance ) )
# T r a n s f e r s must be i n t e g e r va lues , so round down the a c t u a l
# amount and keep t r a c k o f the ( cumula t i ve ) remainder .
round_amount = int ( floor ( amount ) )
remainder += amount % 1
# Add to the t r a n s f e r amount i f the cumula t i ve remainder has grown
# enough to keep the t r a n s f e r va lue i n t e g e r .
if remainder >= 1 :
round_amount += 1
remainder  = 1
transfers . append ( Transfer ( round_amount , debitor . id , creditor . id ) )
# The c r e d i t o r and d e b i t o r b a l an c e s are mod i f i ed by the exac t
# t r a n s f e r amount , to prevent them ending up in sub 1 v a l u e s .
creditor . balance  = amount
debitor . balance += amount
return transfers
Funktionen gennemløber listen af brugere og deres tilknyttede balancer, og fordeler dem i kredito-
rer og debitorer for hhv. positive og negative balancer. Hvis en bruger har en balance på nul, er det
enten fordi vedkommende ikke har taget part i nogen udgifter, eller fordi summen af de udgifter ved-
kommende har taget part i er gået op allerede ved fordelingen på balancer. Brugeren behøver således
ikke overføre nogen penge til andre brugere. Disse brugere inkluderes derfor ikke i funktionens videre
forløb.
Herefter løber funktionen listen af kreditorer igennem. Hver kreditor behandles indtil kreditorens ba-
lance har nået 0. Dette sker ved at sammenligne kreditorens balance med debitorernes, en for en. For
hvert par af kreditor og debitor findes det maksimale beløb der kan overføres (dvs. den mindste af de
absolutte værdier af de to brugeres balancer), for at enten kreditorens eller debitorens balance går i
nul. Dette beløb trækkes fra kreditors balance og lægges til debitors balance, så disse begge kommer
tættere på nul.
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Da vi arbejder med eksakte værdier for brugernes balancer, men brugerne kun kan overføre hele øre-
beløb til hinanden, er det nødvændigt først at runde beløbet ned til et heltal der kan overføres. I denne
proces holdes styr på den resterende brøk, som summeres med efterfølgende overførslers rester. Når
denne summerede rest overstiger et beløb der kan overføres (dvs 1), lægges der 1 til den aktive over-
førsel, og rest-beløbet nedjusteres tilsvarende. Det betyder at rest-værdierne deles ud på så mange
debitorer som muligt. Samtidig betyder det at vi holder styr på rest-beløbet, så der ikke “forsvinder”
enkelte ører ved gentagne nedrundinger.
Deltagernes balancer kommer, takket være beregningerne med eksakte tal, altså alle til at gå i nul. Dog
vil der kunne opstå en situation hvor nogle debitorer med samme balance vil skulle overføre beløb der
afviger med en enkelt øre fra hinanden. Denne ulighed i overførslerne anser vi dog for mere hensigts-
mæssig end at beløbet forsvinder som afrundingsfejl. Da alle udlæg foregår i hele øre, vil rest-beløbet
være fordelt ud på de forskellige overførsler ved udligningens afslutning, undtagen hvis der forekom-
mer udgifter hvor der er overlapmellem de personer der er kreditorer og dem der er debitorer (hvilket
der som oftest vil være). I sidstnævnte tilfælde vil rest-beløbet ikke blive overført, og vil i stedet tilfalde
kreditoren at dække dette rest-beløb.
Overførslerne repræsenteres af instanser af klassen Transfer. Denne klasser indeholder felter for en
overførsels beløb samt dens afsender ogmodtager. LigesomUser-klassen er Transfer-klassen en simpel
repræsentation, i dette tilfælde af en overførsel, og indeholder ingen metoder.
Indstillinger
Som det fremgår af databasediagrammet, opbevares indstillinger for den enkelte udligning hhv. udgift
i hver deres tabel med et navn og en værdi. Dette tillader at de kan tilgås gennem Djangos model-lag
somattributter af et udlignings– hhv. udgiftsobjekt. For at gøre det nemmere at tilgå indstillingerne, og
desuden have ét enkelt sted i applikationen hvor der defineres hvilke indstillinger der er til stede, har
vi tilføjet en klasse der repræsenterer en abstrakt indstilling, som nedarves af de forskellige konkrete
indstillinger. Denne abstrakte indstilling findes i Setting-klassen som ses i uddrag i kode 3. Setting-
klassen har yderligere tilknyttet en meta-klasse som opretter en opslagstabel for de konkrete Setting-
klasser efter indstillingernes navne.
Kode 3: Eksempel på brug af indstillinger
class Setting ( object ) :
__metaclass__ = SettingMeta
def _get_setting_db ( self , create =True ) :
u ””” R e t r i e v e the s e t t i n g db o b j e c t . I f i t does not e x i s t , c r e a t e i t
with the d e f a u l t v a l u e s . ” ””
if self . _setting_db is None :
try :
self . _setting_db = self . dbobj . settings_objects . get ( setting_name =self . name )
except ObjectDoesNotExist :
if not create :
return None
self . _setting_db = self . dbobj . settings_objects . create (
setting_name =self . name ,
setting_value =self . serialize ( self . default )
)
return self . _setting_db
setting_db = property ( _get_setting_db )
def _get_value ( self ) :
u ””” R e t r i e v e the cu r r en t s e t t i n g va lue .
Cache the va lue to prevent h i t t i n g the da t aba se f o r each s e t t i n g lookup .
Return the d e f a u l t va lue wi thout s t o r i n g i t in the da t aba s e i f noth ing
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i s c u r r e n t l y s t o r ed . ”””
if self . _value is None :
sdb = self . _get_setting_db ( False )
if sdb is None :
self . _value = self . default
else :
self . _value = self . unserialize ( sdb . setting_value )
return self . _value
def _set_value ( self , value ) :
u ””” Se t the va lue o f the s e t t i n g to a new va lue .
Per forms par s ing , then s e t s the va lue in the da t aba s e . A l so updates the
cached s e t t i n g va lue . ”””
value = self . parse ( value )
self . setting_db . setting_value = self . serialize ( value )
self . setting_db . save ( )
self . _value = value
value = property ( _get_value , _set_value )
Hver konkret indstilling instantieres med et databaseobjekt af den type indstillingen skal gælde for
(dvs. hhv. udligning eller udgift). Indstillingen har herefter et attribut for dens værdi, som kan hentes
og sættes for at tilgå indstillingen. Når dette attribut tilgås, kalder det databaseobjektet for indstillin-
gen. Forskellen på dette og bare at tilgå databaseobjektet direkte, er at indstillingsobjektet kan retur-
nere en standard-værdi hvis der ikke eksisterer en værdi i databasen. Udligninger der er oprettet i
databasen før en given indstilling blev tilføjet til programkoden, vil altså kunne fungerere med nyligt
tilføjede indstillinger, så længe der angives en fornuftig standard-værdi. Samtidig behøver indstillinger
kun opbevares i databasen hvis de adskiller sig fra standard-værdien.
For yderligere at automatisere oprettelsen af indstillingsobjekter, er der i databaseklasserne for udlig-
ninger og udgifter tilføjet et felt der indeholder en container-klasse . Denne klasse initialiseres sammen
med databaseobjektet, ogmed sidstnævnte som parameter. Herefter er klassen indrettet således at når
en indstilling forsøges tilgået ved navn7, slås der op i listen af definerede indstillinger efter en indstil-
ling med det pågældende navn. Hvis dette navn eksisterer, oprettes automatisk et indstillings-objekt
af den pågældende type og dets værdi returneres. Det betyder at der i hvert udlignings– og udgiftsob-
jekt kommer til at optræde en attribut som giver direkte adgang til indstillingerne for det pågældende
objekt. Dermed kan man tilgå indstillingen som i kode 4.
Kode 4: Eksempel på brug af indstillinger
s = Settlement . objects . get ( pk = 1 )
if s . setting [ 'test' ] == 'test' :
print 'Test enabled!'
Denne måde at definere og tilgå indstillinger på frigør os selvfølgelig ikke fra at skulle tilføje kode som
benytter sig af indstillingerne, men det formindsker den mængde kode der skal til for at gøre det og
afgrænser kompleksiteten til Setting-klassen, hvilket gør resten af koden mere simpel (jf. vores desig-
novervejelse om simplicitet). Samtidig sikrer det at der altid er en standard-værdi for en indstilling,
så koden der benytter indstillingerne ikke behøver tage hensyn til om den pågældende indstilling er
sat for en given udligning hhv. udgift. Endelig tillader det os, hvor det er relevant, automatisk at tilføje
felter til valg af indstillinger til interfacet.
For de indstillinger hvor det er relevant (dvs. hvor de ikke sættes som konsekvens af en anden hand-
ling), kan en bruger vælge indstillinger ved oprettelsen af nye udligninger eller udgifter. Oprettelsen af
disse sker gennem en webformular. Django har, som nævnt tidligere, en indbygget mekanisme til op-
rettelse og validering af formularer. Denne mekanisme benytter vi os af i forhold til indstillinger, idet
7Dette sker som at tilgå et dictionary, vha. Pythons operator overloading.
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vi definerer en funktion der automatisk tilføjer felter til de definerede indstillinger til en sådan beskre-
vet formular. Da en formular defineres ved en klassedefinition, benytter vi os af Pythons facilitet for
decorators, og af at klasse– og funktionsdefinitioner i sig selv er objekter.
Kode 5: En decorator generator som tilføjer de definerede indstillinger til en webformular.
def setting_form ( settings ) :
def add_settings ( c ) :
if settings :
c . base_fields [ "div_settings" ] = fbfields . Divider ( )
for s in settings :
c . base_fields [ s . name ] = s . get_form_field ( )
return c
return add_settings
Disse forhold tillader os at definere en funktion (se kode 5) med en liste af indstillinger som parameter.
Denne funktion genererer en anden funktion, der udstyrer en formulardefinitionsklasse med felter
svarende til de enkelte indstillinger. Det sker ved at ændre i den interne datastruktur Django laver
ud fra formularens klassedefinition. Listen af indstillinger er den tidligere omtalte liste over define-
rede indstillinger for hhv. en udligning eller en udgift. Når en formulardefinition udstyres med den-
ne decorator (som altså er en såkaldt decorator generator), vil der i den resulterende formular optræde
indtastningsfelter for alle de definerede funktioner. Hver defineret indstilling har som en del af dens
definition hvilken type indtastningsfelt der er tale om, hvilket tillader Djangos formularmekanisme at
foretage automatisk validering. Slutresultatet bliver at en defineret indstilling automatisk dukker op i
de relevante indtastningsformularer.
Ved projektets afslutning har vi ikke defineret nogen indstillinger der skal angives af brugeren. Det
betyder at ovennævnte funktionalitet med automatisk tilføjelse ikke benyttes i applikationen. Det at
funktionaliteten eksisterer gør dog at det er nemt at tilføje dem senere, hvilket stemmer overens med
vores designmål om ekstensibilitet.
Views
Som nævnt i afsnittet om webudvikling med Django, kalder frameworket en funktion for hver fore-
spørgsel. Disse funktioner hedder views, og vores applikation har i alt 12 af dem med varierende kom-
pleksitet. Den simpleste gør ikke andet end at vise en template med vores brugsbetingelser, mens de
mest komplicerede står for oprettelsen af nye udligninger og udgifter. Vi har medtaget et view i denne
gennemgang, fordi det er gennem dem at applikationens funktionalitet vises som sider på Facebook.
View’et til oprettelse af udligninger ses i kode 6.
Kode 6: View som opretter nye udligninger.
@facebook . require_login ( )
def create ( request ) :
user = User . objects . get_current ( )
if request . POST [ 'fb_sig_request_method' ] == 'POST' :
form = CreateSettlementForm ( request . POST )
if form . is_valid ( ) :
settlement = Settlement . objects . create ( )
settlement . update_from_form ( form . cleaned_data )
settlement . save ( )
user_ids = form . cleaned_data [ "friends" ]
m = Membership . objects . create ( settlement =settlement , user =user , primary =True )
notification_text = _ ( u"has created the settlement '%(title)s' which includes you.
%(click_here)s to see it." ) % {
'title' : settlement . title ,
'click_here' : '<a href="http://apps.facebook.com%s">%s</a>' % (
reverse ( view , args = [ settlement . id ] ) ,
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_ ( u"Click here" ) )
}
new_users = [ ]
old_users = [ ]
for uid in user_ids :
u , created = User . objects . get_or_create ( pk=uid )
m = Membership . objects . create ( settlement =settlement , user =u )
if not u . app_accepted :
new_users . append ( uid )
else :
old_users . append ( uid )
request . facebook . notifications . send ( to_ids =old_users ,
notification =notification_text , type ='user_to_user' )
if new_users :
# Facebook w i l l not l e t us s p e c i f y u s e r s to i n c l u d e in the i n v i t e
# reques t , so exc lude everyone we don ’ t want shown i n s t e a d .
friends = request . facebook . friends . get ( )
for u in new_users :
friends . remove ( u )
return render_to_response ( 'invite.fbml' , {
'exclude_ids' : friends , 'fbuser' : user ,
'add_url' : request . facebook . get_add_url ( ) ,
'next_url' : reverse ( view , args = [ settlement . id ] ) } )
else :
return request . facebook . redirect ( reverse ( view , args = [ settlement . id ] ) )
else :
form = CreateSettlementForm ( )
return render_to_response ( 'form.fbml' , {
'form' : form ,
'cancel_url' : reverse ( "udgiftsudligning.udligning.views.canvas" ) ,
'title' : _ ( u"Create settlement" ) ,
'message' : _ ( u"Fill out the form to create a new settlement." ) ,
'submit' : _ ( u"Create" ) } )
Dette view er vha. en decorator fra Facebook-librariet sat til kun at kunne vises for brugere der har
accepteret applikationen. Hvis ikke brugeren har det, vil vedkommende blive henvist til en side der
beder om accept af applikationen. Selve view’et benytter Djangos formular-funktionalitet til at vise en
formular til oprettelse af nye udligninger. Når formularen er udfyldt, oprettes via model-klassen en ny
udligning med data fra formularen. Herefter tilføjes de valgte brugere til udligningen, samtidig med at
der holdes styr på hvilke af de tilføjede brugere der har accepteret applikationen, og hvilke der ikke
har.
De brugere der allerede har tilføjet applikationen, sendes der en notifikation til vha. Facebooks API.
Hvis der er nogen brugere der ikke har tilføjet applikationen, vises en side hvor brugeren der har op-
rettet udligningen får mulighed for at invitere sine venner til at benytte applikationen. I modsat fald
bliver brugeren sendt direkte videre til visningen af den nyoprettede udligning.
View’et benytter, ligesom den øvrige kode, desuden Djangos indbyggede oversættelsesmekanisme til
at definere alle tekststrenge der benyttes i koden til oversættelse. Dette giver osmuligheden for senere
at udbyde applikationen på flere sprog. I Django er inkluderet værktøjer til at hente strengene ud fra
koden til oversættelse.
Formularer
Som nævnt tidligere, benytter vi Djangos indbyggede facilitet til visning og validering af formularer.
Den består af formularer der defineres med en række felter af forskellige typer. Disse felter har igen
tilknyttet hver sit widget, som er det der viser det pågældende felt som en del af en formular på den
viste side. Django stiller en række felter og widgets til rådighed til de mest almindelige typer af felter,
men vi har i flere tilfælde måttet lave vores egne, enten som tilpasninger af Djangos eller som helt nye.
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Graden af tilpasning varierer; fra tilføjelse af en Javascript-baseret kalendervælger til et dato-felt og
tilføjelsen af et af Facebooks felter til valg af venner, til definition af et widget til valg mellem en række
venner som debitorer og kreditorer for en udgift. Uddrag fra sidstnævnte er vist i kode 7.
Kode 7: Metoden til at rendere en widget til at vælge mellem venner.
def render ( self , name , value =None , attrs =None ) :
if value is None :
value = [ ]
elif type ( value ) ! = list :
value = [ unicode ( value ) ]
else :
value = set ( value )
has_id = attrs and 'id' in attrs
final_attrs = self . build_attrs ( attrs , name =name )
str_values = [ force_unicode ( v ) for v in sorted ( value ) ]
str_user_ids = [ force_unicode ( v ) for v in sorted ( self . user_ids ) ]
if str_values == str_user_ids :
str_values = [ u'all' ]
output = [ u'<div id="summary_%s">' % name ]
sel = [ self . _label ( v ) for v in str_values ]
output . append ( u'<span style="float: left;">' + u"<br />" . join ( sel ) + u'</span>' )
output . append ( mark_safe ( u ’ ’ ’ < a s t y l e =” f l o a t : r i g h t ; ” h r e f =”#”
on c l i c k =” re tu rn show_widgets ( ’% s ’ )” >% s </ a > ’ ’ ’ % ( name , _ ( u"Others..." ) ) ) )
output . append ( u'</div>' )
output . append ( u ’ ’ ’ < d i v i d =” w idge t s_%s ” c l a s s =” hidden f r i e n d _ c h o i c e ” > ’ ’ ’ % name )
output . append ( u'<table class="friend_choice">' )
for i , uid in enumerate ( chain ( [ 'all' ] , str_user_ids ) ) :
if has_id :
final_attrs = dict ( final_attrs , id ='%s_%s' % ( attrs [ 'id' ] , i ) )
final_attrs [ 'onclick' ] = mark_safe ( "uncheck_others('%s', %s)" % (
final_attrs [ 'id' ] , unicode ( uid ! = 'all' ) . lower ( ) ) )
fc = FriendChoice ( final_attrs , check_test =lambda value : value in str_values )
rendered_fc = fc . render ( name , uid )
output . append ( rendered_fc )
output . append ( u"</table>" )
output . append ( u'</div>' )
return mark_safe ( u"\n" . join ( output ) )
En widget fungerer ved at den dels har nogle metoder til at hente værdier ud fra formfelter, og dels til
at rendere feltet. I dette tilfælde er det renderingen af feltet der er vist. Det består af en sammenfatning
af de i forvejen valgte brugere, som ved et klik kan foldes ud til en fuld liste med navne og billeder (se
gennemgangen af interfacet). Dennewidget renderes ved dels at generere noget HTML som indeholder
den tekst der vises sammenmed et link til at folde felterne ud, og dels en tabel med felterne. Rækkerne
i tabellen tilføjes som selvstændige widgets, der hver viser en checkboxmed tilhørende navn og billede
på brugeren i en tabelrække. Desuden sørger widget’en for at hvis der er afkrydset i feltet med “alle”,
fjernes alle eventuelle afkrydsninger i andre felter.
I det formfelt der benytter dennewidget, samles afkrydsningsværdierne på tilsvarendemåde op. Feltet
indeholder en liste over de mulige valgte brugere, og hvis der er sat kryds i feltet “alle” bliver denne
liste returneret som de valgte brugere. Det betyder at man ikke behøver tage hensyn til dette i det view
der bagefter benytter værdierne fra formularen.
Behandling af beløb
Som nævnt tidligere opbevarer vi beløb som heltal i øre-beløb. Når de vises for brugeren, giver det
imidlertid ikkemening at vise dem som øre-beløb, så de skal “oversættes” til kroner og øre. Samtidig er
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de beløb brugeren indtaster i kroner og øre, og skal lagres somheltal. Der er altså brug for konvertering
begge veje. I dette afsnit gennemgår vi hvordan vi har organiseret denne konvertering.
Som en del af Djangos template-lag kan variable, når de udskrives som en del af en template, sendes
gennem et eller flere filtre som kanmodificere indholdet af variablen, ved fx at formatere det på en be-
stemtmåde. Som standard sendes alle variables værdier gennem et filter der escaper HTML-karakterer,
så indtastede værdier der indeholderHTML ikke fortolkes som sådan af browseren. Derudover kanman
i en template angive yderligere filtre, og det er muligt at konstruere sine egne.
Til visning af beløb har vi defineret et template-filter der formaterer et øre-beløb som kroner og øre,
med komma og tusindtalseparatorer. Dette filter ses i kode 8. Filteret konverterer dets input til et
kommatal, og formaterer detmed to decimaler. Hjælperfunktionen til at generere tusindtalseparatorer
er en letmodificeret funktion taget fra Djangos eksisterende samling af filtre, og er derfor ikke vist her.
Kode 8: Et template-filter der formaterer et øre-beløb som kroner og øre.
def currency_format ( value , currency ="kr." ) :
value = float ( value ) / 1 0 0 . 0
output = u"%.2f" % value
output = output . replace ( u"." , u"," )
return thousandsep ( u"%s %s" % ( output , currency ) )
Når brugeren indtaster et beløb, sker det, som tidligere beskrevet, i en webformular konstrueret vha.
Djangos formular-funktionalitet. Her har vi defineret en særlig type felt til at behandle beløb. Dette felt
ses i kode 9. Feltets clean()-metode kaldes af Django for at validere og konvertere den indtastede værdi
af et felt når formen valideres. Metoden benytter et regular expression til at kontrollere at værdien
kun indeholder tal. Tallene kan bestå af komma, punktum eller mellemrum som tusindtalseparatorer,
samt punktum eller komma som komma-adskillelse. Tallet konverteres herefter til et heltal i øre-beløb
og returneres som den konverterede og validerede feltværdi.
Kode 9: Felt-klassen til indtastning af beløb.
class CurrencyField ( fields . CharField ) :
default_error_messages = {
'invalid_amount' : _ ( u'Invalid amount.' ) ,
}
def clean ( self , value ) :
if self . required and not value :
raise ValidationError ( self . error_messages [ 'required' ] )
# match a number with thousand s e p a r a t o r s and comma , where
# the thousand s ep a r a t o r can be one o f [ , . ] and the comma can
# be e i t h e r , or .
match = re . match ( r"^\s*(\d{1,3}([ ,\.]?\d{3})*)([,\.](\d{1,2}))?\s*$" , value )
if not match :
raise ValidationError ( self . error_messages [ 'invalid_amount' ] )
# s t r i p out the thousand s ep a r a t o r and conver t the number to an i n t e g e r
number = int ( re . sub ( r'[ ,\.]' , '' , match . group ( 1 ) ) )
if match . group ( 4 ) is not None :
after_decimal = int ( match . group ( 4 ) )
else :
after_decimal = 0
# turn the number i n t o an i n t e g e r r e p r e s en t i n g 1/100 ’ s o f the amount
# ( i . e . number o f ’ c en t s ’ )
return number *100 + after_decimal
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Brugerflade
I dette afsnit gennemgår vi applikationens brugerflade for at give et overblik over hvordan applikatio-
nen ser udog fungerer i praksis. Først gennemgås de brugerfladeelementer vi har benyttet fra Facebook
generelt, derefter følger en gennemgang af de enkelte skærmbilleder i applikationen.
Brugerfladeelementer fra Facebook
Her beskrives hvilke brugerfladeelementer vi har benyttet for at integrere vores applikation visuelt
med Facebook. Elementerne stilles til rådighed fra Facebooks side, dels gennem færdige elementer der
kan indsættes vha. FBML, og dels gennem dokumentation på deres udviklerside, hvor der er kodeek-
sempler man kan arbejde ud fra.
Først og fremmest benytter vi samme farver og skrifttyper som på det officielle Facebook. Dette sker
ved at udstyre vores applikationmed et stylesheet baseret på dokumentationen på Facebooks udvikler-
side. Opstilling af elementer i tabeller er ligeledes tilpasset Facebooks grafiske udtryk vha. stylesheets
fra udviklerdokumentationen. Info– og fejlbeskeder gengives i samme blå, gule og røde bokse som be-
nyttes af Facebook selv. De gule og røde info– og fejlbokse stilles til rådighed gennem FBML, mens de
blå infobokse er konstrueret vha. stylesheetelementer fra udviklerdokumentationen.
Facebook stiller en række FBML-elementer til rådighed til at konstruere formularer til indtastning af
data i stil med Facebooks øvrige formularer. Disse elementer er dog begrænsede i deres anvendelses-
muligheder, fordi de ikke giver plads til at indskrive hjælpetekst og fejlbeskeder i formularen. Vi har
derfor i stedet konstrueret formularerne vha. elementer fra Djangos formular-facilitet, og vha. style-
sheets udformet dem så de er magen til de formularer der konstrueres af Facebooks FBML-elementer.
Disse tilpasninger giver tilsammen et visuelt udtryk der svarer til det officielle Facebook, hvilket giver
en større sammenhæng i brugerfladen, og giver brugerne en brugerflade de er bekendt med i kraft af
deres brug af Facebook.
Skærmbilleder
Her gennemgår vi de enkelte skærmbilleder applikationen består af. I gennemgangen præsenteres
skærmbilledernes funktion samt eventuelle specielle brugerfladeelementer der indgår i skærmbille-
det.
Det første skærmbillede dermøder en bruger der benytter applikationen ses i figur 3 på side 29. Skærm-
billeder viser en oversigt over de udligninger brugeren deltager i. Hver udligning vises med titel, op-
rettelsesdato, beskrivelse, oprettende brugers navn samt status for om udligningen er afsluttet eller ej.
Siden har til formål at danne et overblik over de aktiviteter som brugeren deltager i. Ved klik på en ud-
ligning føres brugeren til oversigten for den pågældende udligning, og ved klik på “opret ny udligning”
vises formularen til oprettelse af en udligning.
Når en bruger vælger at oprette en ny udligning, præsenteres vedkommende for skærmbilledet i fi-
gur 4 på side 29. Skærmbilledet består af en formular der skal udfyldes med de nødvendige informa-
tioner for at oprette en ny udligning. Feltet til at angive deltagere er et brugerfladeelement stillet til
rådighed af Facebook. Det tillader brugeren at søge blandt sine venner ved at skrive dele af deres navn.
Søgeresultaterne vises i en dropdown-boks under indtastningsfeltet, og valgte venner optræder som
på skærmbilledet. Feltet til at søge blandt brugerne er stillet til rådighed af Facebook gennem et FBMl-
element. Dette element har ingen måde at skelne mellem flere venner med samme navn; og Facebook
tillader ikke at tilpasse elementet så denne mangel kan udbedres. Alternativet er at vise en liste med
alle brugerens venner og deres billeder, men da de fleste bruger har langt over 100 venner vil dette
hurtigt blive uoverskueligt. Vi har derfor valgt at bibeholde elementet i dets nuværende form.
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Ved oprettelse af en ny udligning sendes notifikationer til de valgte deltagere der i forevejen har accep-
teret applikationen, mens brugeren præsenteres for en mulighed for at invitere de af vedkommendes
venner der er inkluderet i udligningen, og som endnu ikke har accepteret applikationen. Indtil alle
tilføjede brugere har accepteret applikationen, kan der ikke tilføjes udgifter til udligningen. Bruge-
ren gøres opmærksom på dette vha en rød infoboks under udligningsbeskrivelsen i vinduet for den
relevante udligning.
Når en bruger vil tilføje en udgift til en udligning, præsenteres vedkommende for skærmbilledet i fi-
gur 5 på side 30. Formularen giver mulighed for at indtaste beskrivelse, beløb og dato for udgiften,
samt vælge hvilke af brugerne i udligningen der optræder som hhv. kreditorer og debitorer i den på-
gældende udgift. De af felterne hvor der kan være tvivl om formålet, har fået tilføjet en kort hjælpetekst
under feltnavnet. Datoindtastning kan enten foretages manuelt eller ved at klikke på kalenderikonet,
hvorved et dialogboks viser en kalender der indsætter den dato man klikker på. Kalenderfunktionen
er tilpasset efter et eksempel på Facebooks udviklerforum.
Muligheden for at vælge kreditorer og debitorer består af to lister af afkrydsningsfelter. I listerne op-
træder personernemednavnogbillede; billedet ermeddels for at gøre det nemmere at kendepersoner,
og dels for at kunne kende forskel på flere personer med samme navn. Da disse lister over deltagere
kan komme til at fylde meget på siden hvis der er mange deltagere, er listerne skjult når siden vises
første gang, og erstattet af en simpel liste over de valgte navne.
Vores erfaring siger at det ofte vil være personen som tilføjer udgiften der er kreditor, og alle deltagere i
udligningen der er debitorer. Vi har derfor tilpasset brugerfladen til dette tilfælde og forudvalgt denne
konfiguration, samt skjult afkrydsningslisterne. Hvis brugeren klikker på linket “Andre…” ud for det
pågældende felt vises afkrydsningslisten og det bliver muligt for brugeren at vælge personer til eller
fra. I figur 5 er feltet for debitorer “foldet ud” og viser afkrydsningslisten, mens feltet for kreditorer
viser den mindre liste over valgte brugere.
Oversigten over en uafsluttet udligning vises i figur 6 på side 31. En afsluttet udligning vises i figur 7 på
side 32. Skærmbilledet har til formål at give et overblik over en udligning, herunder en foreløbig status
på deltagernes skyldsforhold. Skærmbilledet indeholder den fulde titel og beskrivelse på udligningen,
en liste over deltagere og deres foreløbige balancer samt en liste over udgifter. Når en udligning af-
sluttes tilføjes desuden en liste over overførsler der skal til for at afregne, samtidig med at muligheden
for at tilføje yderligere udgifter fjernes. Når man klikker på en udgift i oversigten åbnes en dialog-
boks der giver yderligere information om den pågældende udgift som i figur 6. Denne dialogboks er et
brugerfladeelement som stilles til rådighed af Facebook.
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Figur 3: Oversigt over udligninger. Vises som applikationens “forside” når brugeren kom-
mer ind på applikationen. Indeholder en liste over udligninger brugeren er med i,
samt muligheden for at oprette en ny udligning.
Figur 4: Oprettelse af en udligning. En simpel formular med informationer om den nye ud-
ligning. Feltet til deltagere er et brugerfladeelement stillet til rådighed af Face-
book, som tillader brugeren at søge gennem og vælge blandt sine venner ved at
skrive dele af vennernes navne.
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Figur 5: Tilføjelse af en udgift. Vises når en bruger vil tilføje en ny udgift. De felter hvor der
kan være tvivl om formålet, har fået tilføjet en kort hjælpetekst. Klikkerman på ka-
lenderikonet ud for datofeltet vises en kalender hvor datoen kan vælges. Felterne
til debitorer og kreditorer er ved sidens visning foldet sammen som kreditorfeltet
er på billedet. Klikker man på “Andre…”-linket bliver der i stedet vist en liste over
deltagere i udligningen som man kan vælge imellem.
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Figur 6: En uafsluttet udligning. Vises når en bruger klikker på en udligning i oversigten
eller henvises til den fra en notifikation. Indeholder den fulde beskrivelse af udlig-
ningen, en oversigt over tilknyttede brugere og deres foreløbige balancer, samt en
liste over udgifter i udligningen. Dialogboksen ud for udgiften viser flere detaljer
og kommer frem når man klikker på udgiften, både i afsluttede og uafsluttede ud-
ligninger. Henvisningerne til at slette og rette i udgifter og udligningen vises kun
for den bruger som har oprettet den pågældende udligning.
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Figur 7: En afsluttet udligning. Når en udligning er afsluttet vises listen over overførsler
der skal til for at afregne. Samtidig forsvinder muligheden for at tilføje yderligere
udgifter og for at rette i udligning og udgifter.
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Test
For at sikre at applikationen fungerer efter hensigten, har vi naturligt nok testet den. Til test af vores
implementering af algoritmen har vi defineret en række unit tests som tester at algoritmen udfører
udligningen korrekt ved en række givne udligninger og tilhørende udgifter, samt at den giver me-
ningsfulde fejlmeddelelser ved ukorrekte inputværdier i stedet for at give forkerte resultater uden at
give en fejlmeddelelse.
Django inkluderer nogle udvidelser til det test-framework der er inkluderet i Pythons standard-library.
Disse udvidelser er specifikt målrettet på at teste webapplikationer, og giver mulighed for at lave web-
forespørgsler og sammenligne svarene med forventede værdier. Da vores applikation er konstrueret
til at fungere gennem Facebook, vil brugen af denne funktionalitet imidlertid kræve at vi skal simulere
forespørgslerne fra Facebook, inklusiv de data Facebook sender med og signeringen af disse data.
Det kan naturligvis godt lade sig gøre, men vi har syntes det har været for omfattende til vores appli-
kations behov. Desuden kan vi ikke simulere oversættelsen af FBML til det der vises i browseren, så
testen ville under alle omstændigheder skulle suppleres af manuelle tests. Vores test af applikationen
består derfor af de ovenfor nævnte unit tests til at teste kernefunktionaliteten i applikationen, sup-
pleret med en manuel test af applikationen i sin helhed. Dette har kunnet lade sig gøre fordi den, som
gennemgangen af brugerfladen også viser, består af ganske få skærmbilleder med et begrænset antal
funktioner.
Til dokumentationen af den manuelle test af applikationen har vi produceret en video med et screen-
cast af en gennemgang af applikationens funktionalitet. Til testen har vi oprettet en række testkonti
på Facebook. I bilaget på side 41 findes nærmere information om hvor screencastet kan ses, samt bru-
gernavne og passwords til disse testkonti. Desuden er applikationen tilgængelig for alle brugere af
Facebook på dens adresse: http://apps.facebook.com/udgiftsudligning.
Unit tests
Til at teste vores implementering af algoritmen anvender vi det framework til unit testing der er in-
kluderet i Pythons standard library. I dette afsnit gennemgår vi hvilke tests vi har defineret. Testene
består af en række input til de valgte funktioner i algoritmen, og sammenligner returværdiernemed en
mængde forudbestemte værdier De forskellige tests spænder lige fra helt basale udregninger og hen til
deciderede forkerte input, som alt sammen er noget algoritmen skal kunne håndtere. Testene fremgår
af den samlede kode i bilaget på side 43.
Den første gruppe af unit tests tester simple inputværdier. Det vil sige få brugere i en udligningmed en
enkelt udgift. Værdierne for udgiften er valgt på forskellig vis: En udgift hvor en af brugerne både er
kreditor og debitor, en udgift imellemmange brugere, og udgifter der ikke går op i antallet af debitorer.
Disse unit tests køres for at sikre at algoritmen kan klare de mest basale krav til dens funktionalitet,
uden at regne forkert. Dette inkluderer udregninger med eksakte værdier og rester.
Den anden gruppe af unit tests tester lidt mere avancerede situationer. Flere brugere der har lagt pen-
ge ud for én anden person, to brugere der har lagt ud for tre brugere, hvor enten den ene bruger er
både kreditor og debitor, eller hvor to brugere er både kreditorer og debitorer. Derudover situationer
hvor der er flere udgifter mellem en gruppe og hvor nogle brugere er både kreditorer og debitorer i
én eller flere af udgifterne. Disse unit tests køres for at sikre at algoritmen også kan håndtere mere
komplicerede situationer hvor resultatet ikke på forhånd er indlysende.
Den tredje og sidste gruppe af unit tests kontrollerer at funktionerne i algoritmen opfører sig hen-
sigtsmæssigt hvis de gives ugyldige inputs. En test kontrollerer at funktionen calculate_user_balances
giver en meningsfuld fejlmeddelelse når den som input får en udgift med et ugyldigt beløb. Andre
tests kontrollerer at resolve_balances giver en meningsfuld fejl hvis dens input, der skal være en liste
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indeholdende User-objekter, har et element der ikke er et User-objekt, eller ikke er en liste. Endelig
kontrollerer en test at resolve_balances giver en fejl hvis summen af balancer er forskellig fra nul. Disse
unit tests kører vi for at sikre at algoritmen giver meningsfulde fejlmeddelelser i stedet for forkerte
resultater, hvis dens input er ugyldigt.
Opsummering
I designet af applikationen har vi her fulgt to overordnede principper: simplicitet og ekstensibilitet. Til
design af brugerfladen har vi benyttet os af en række tommelfingerregler for godt brugerfladedesign.
Vi har desuden konstrueret applikationen til at behandle så få data som det er praktisk muligt, bl.a.
ved at lade Facebook indsætte personlige oplysninger i stedet for selv at behandle dem.
I dette afsnit har vi dokumenteret applikationens opbygning, herunder databasestruktur, funktionali-
tet og brugerflade. Vi har inddraget relevante kodeeksempler, nærmere bestemtudligningsalgoritmen,
sikring af ekstensibilitet gennem indstillinger, forespørgselshåndtering via views, visning af felter via
formularer og formateringen af øre-beløb som kroner og øre i brugerfladen. Derudover har vi gennem-
gået en række skærmbilleder, for at dokumentere applikationens visuelle fremtræden. Endelig har vi
gennemgået hvordan vi har testet applikationen vha. unit tests og en manuel testgennemgang. Sidst-
nævnte er dokumenteret i et screencast.
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7 Konklusion
Vi har konstrueret en Facebook-applikation som tillader brugere at indtaste og udligne deres udgifter.
Applikationen er designet med simplicitet og ekstensibilitet for øje.
Som baggrund for konstruktionen af applikationen har vi først vist hvordan man udligner en række
brugeres udgifter. Metoden vi har valgt til udligning, minimerer det totale overførte beløb, men ikke
antallet af overførsler. Antallet af overførsler kan i nogle tilfælde optimeres, men det ligger uden for
dette projekt. Den valgte udligningsalgoritme er herefter implementeret i applikationen, hvilket er
dokumenteret i nærværende projekt.
Som yderligere baggrund for konstruktionen har vi fundet det nødvendigt at danne os et overblik over
hvad det vil sige at udvikle en Facebook-applikation. Da vi har benyttet Django-frameworket til vores
applikation, har vi i dette overblik inkluderet en gennemgang af hvordandette framework fungerer. Alt
i alt viser vores arbejdemed applikationen at det at udvikle en Facebook-applikation ikke er synderligt
forskelligt fra at udvikle en normal webapplikation, og at der er en meget omfattende dokumentation
til rådighed fra Facebooks side. De største forskelle mellem at udvikle en Facebook-applikation og en
normal webapplikation ligger dermed i brugen af de Facebook-specifikke HTML– og Javascriptvarian-
ter, FBML og FBJS, med de muligheder og begrænsninger det medfører.
Da vi også har ønsket at tage hensyn til privacy-aspekter forbundet med konstruktionen af applika-
tionen, har vi først undersøgt disse, for på baggrund heraf at kunne udforme applikationen hensigts-
mæssigt ift. privacyhensyn. Vores applikation kræver ikke behandling af særligt store mængder data,
og intet af det er følsomme oplysninger. Med udarbejdelsen af et sæt brugsbetingelser med tilhørende
datapolitik sikrer vi både at brugeren accepterer behandlingen af data, og at vi overholder Facebooks
betingelser for applikationer. Samtidig sikrer vi at indtastning af data om udgifter ikke kan ske før alle
brugere i en udligning har accepteret applikationen og dermed brugsbetingelserne. Desuden har vi så
vidt muligt forsøgt at minimere mængden af data vi indsamler gennem applikationen.
Vi har også undersøgt hvilke privacyhensyn der opstår ved at benytte Facebook som applikationsplat-
form. Da vores applikation indlejres i Facebook, er det umuligt at forhindre at Facebook har adgang til
de data der indgår som en del af applikationen. Givet disse datas lave følsomhed, mener vi dog ikke at
brugen af vores applikation udgør en større privacytrussel end brugen af Facebook i det hele taget.
Alt i alt må vi konkludere at det er lykkedes og at konstruere en applikation der løser det definerede
problem. Applikationen løser problemet inden for de rammer vi har sat, og har derudover rigelige
udvidelsesmuligheder. Dette har vi taget højde for ved at konstruere den på en måde så fremtidige
udvidelser er ligetil at tilføje.
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8 Perspektivering
Vi har i vores projekt vist hvordan man kan benytte de faciliteter Facebook stiller til rådighed til at
løse en konkret problemstilling. I arbejdet med applikationen er vi stødt på en lang række områder
hvor det vil være muligt at udvide applikationens funktionalitet. Vi har, som nævnt i gennemgangen
af applikationen, søgt at designe den på en måde så fremtidige udvidelser gøres nemt tilgængelige. Vi
vil her prøve at give nogle bud på hvad fremtidig funktionalitet kunne være.
En oplagt udvidelsesmulighed er at tilføje muligheden for at indtaste udgifter i flere forskellige valuta-
er. Dette vil gøre afregningen efter fx en ferie nemmere, ved at give mulighed for at vælge en afreg-
ningsvaluta og dermed slippe for manuelt at skulle omregne mellem forskellige valutaer. Det kræver
dog en måde at angive valutakurser på, enten ved at hente dem fra fx bankers websider, eller ved at
give brugerne mulighed for at indtaste dem ved oprettelsen.
En anden udvidelsesmulighed er en funktion til at oprette faste månedlige afregninger. Dette er en
funktion vi selv har oplevet at have brug for i forbindelse med et fast månedligt madregnskab i vores
kollektiv. Det kan gøres manuelt i applikationens nuværende form, men det kanmed fordel understøt-
tes af applikationen ved fx at give mulighed for automatisk at oprette nye udligninger med de samme
personer når en gammel udligning afsluttes.
Derudover er der nogle udvidelsesmuligheder i mere avanceret behandling af udgifter. Fx kunne ap-
plikationen udvides så den understøtter udgifter hvor deltagerne kan have proportionelt forskellig del
i skyldsbeløbet. Dette kan for eksempel være hvis man har været på restaurant sammen og har bestilt
forskellige retter. En andenmulighed formere avanceret udgiftsbehandling ermuligheden for at uplo-
ade billeder af sine kvitteringer, som dokumentation for udgifternes rigtighed. Dette kunnemed fordel
benyttes i situationer hvor tilliden mellem brugerne er lavere end det vi er gået ud fra i designet af ap-
plikationen i dens nuværende form. I sådanne situationer kan det også være relevant med grænser for
størrelsen af de enkelte overførsler ved afslutning af udligningen, for på den måde at fordele risikoen
over flere brugere.
Endelig er der, som nævnt i beskrivelsen af udligningsprocessen, nogle muligheder for at optimere
udligningsalgoritmen som kan gøre antallet af overførsler mindre i visse udligninger.
Der er altså masser af muligheder for at udvide funktionaliteten af vores applikation. Som nævnt i
afsnittet om test af applikationen er der ligeledes rige muligheder for at udvide den automatiske test
af applikationen. Hvis den skal udvidesmed større funktionalitet somdet nævnt ovenfor, vil det ganske
givet være en god idé først at sikre en dækkende automatisk testprocedure, for at forhindre at tilføjede
funktioner fører til opståen af fejl i den allerede eksisterende funktionalitet.
Det at vi har benyttet Facebook som platform for applikationen, giver os adgang til det ganske betrag-
telige netværk af brugere og deres relationer som Facebook udgør (i april passerede Facebook de 200
millioner registrerede brugere). Det at der gennem Facebooks udviklingsplatform stilles disse mulig-
heder til rådighed, gør det nemt at opbygge en social applikation for udviklere som ikke nødvendigvis
har ressourcerne til selv at bygge en social netværksside op. Det betyder imidlertid også at alle disse
applikationer kommer til at være afhængige af Facebook. Som vi også har været inde på i projektet,
giver dette nogle privacyrelaterede problemstillinger sommanmå forholde sig til, både som bruger og
som applikationsudvikler. Facebook er ikke ligefrem åbne omkring præcis hvad de bruger de data der
passerer gennem deres netværk til. Det bliver dermed til en tillidssag omman vil overlade sine data til
Facebook. For en mindre applikation som vores er det måske ikke så stort et problem, men hvis man
vil bygge en forretning på det, er det noget der behøver nøje overvejelse.
Alt i alt er Facebook en platform med spændende udviklingsmuligheder, men det er nødvendigt at gå
til det med skepsis. Både som bruger og som udvikler.
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10 Bilag: Brugsbetingelser
Når brugeren autoriserer vores applikation accepteres disse betingelser.
Brugsbetingelser
Vi har udviklet applikationen som en del af vores bachelorprojekt, og vedligeholder den i vores fritid.
Vi har derfor begrænsede ressourcer, og brugen af applikationen er helt på eget ansvar. Herunder:
• Vi har testet at applikationen regner rigtigt, men vi stiller ingen garantier. Hvis du vil være sik-
ker, så sørg selv for at kontrollere resultatet.
• Vi gør hvad vi kan for ikke at miste indtastede data, men hvis det alligevel skulle ske står vi ikke
til ansvar for eventuelt tab eller besvær du måtte opleve som følge deraf.
• Hvis der er en funktion du synes mangler, er du velkommen til at skrive det på applikationens
tilknyttede forum. Vi forbeholder os dog ret til at afvise at tilføje funktioner på et hvilket som
helst grundlag, herunder at vi ikke har tid, at vi prioriterer noget andet, eller at vi bare synes det
er en dårlig idé.
• Der vil utvivlsomt dukke fejl op i applikationen. Vi har gjort hvad vi kan for at undgå det, men
hvis du alligevel opdager en fejl, så underret os om det, så skal vi gøre hvad vi kan for at få rettet
fejlen.
• Hvis en fejl giver dig adgang til andre brugeres data, så lad være med at misbruge det, men un-
derret os i stedet gennem applikationens forum eller ved at sende en besked, så vi kan få rettet
fejlen.
Når du tilføjer applikationen giver du samtidig samtykke til ovenstående. Yderligere har vi gjort vores
bedste for at undgå at krænke brugernes ret til privatliv, herunder indsamler vi så få data sommuligt.
Nærmere information om det indsamlede data, er i nedenstående afsnit.
Opbevaring af data
Når du accepterer applikationen, giver du os samtidig adgang til at hente en masse oplysninger fra din
profil. Vi har udformet applikationen så vi indsamler den mindst mulige mængde data der er nødven-
digt for at opfylde applikationens formål.
De informationer vi indsamler igennem applikationen er:
• Dit Facebook-ID.
Vi bruger dit Facebook-ID til at identificere dig og de udligninger du deltager i. Derudover bruger
vi det til at sende notifikationer til dig når der oprettes og afsluttes udligninger. Vi indsamler ikke
andre data fra din profil end dit Facebook-ID. Navn og profilbillede tilføjes af Facebooks server
ved visningen af siden, og det er ikke noget vi opbevarer.
• Facebook-ID’er på de venner du tilføjer til udligninger.
Vi indsamler kun ID’er på de venner du tilføjer som en del af dine udligninger. Din øvrige venne-
liste benyttes kun til at vise dig udvælgelseslister, og gemmes ikke. Dine venners Facebook-ID’er
bruges på samme måde som dit eget, se ovenfor.
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• Oplysninger om udligninger og udgifter.
De oplysninger du og dine venner indtaster om udligninger og udgifter gennem applikationen
opbevares for at kunne vise dem til jer igen. Vi viser ikke data om udligninger og udlæg til andre
brugere end dem der deltager i den pågældende udligning.
Brugen af indsamlet data
De informationer vi indsamler bruges udelukkende i forbindelse med de udligninger du deltager i, og
bliver ikke videregivet til tredjeparter eller anvendt i andre sammenhænge.
Du er selv ansvarlig for at de data du indtaster er korrekte. Den person der opretter en udligning har
adgang til at rette i og slette indtastet data. Når brugere sletter data, slettes det helt, men derudover
foregår der ikke nogen automatisk sletning af data. Slettede data kan desuden optræde i backups i en
periode efter de er blevet slettet.
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11 Bilag: Testkonti og screencast
Til at teste applikationen på Facebook har vi oprette fire testbrugere. Dette er brugere der er tilknyttet
det særlige test-netværk på Facebook, og dermed er afskåret fra at kommunikere med “almindelige”
brugere af Facebook. Brugerne er:
Navn Køn Brugernavn Password
Alice Arden Kvinde alicearden09@gmail.com sovrstfrm
Bob Becker Mand bobbecker09@gmail.com nonnrvlrt
Chris Connor Mand chrisconnor09@gmail.com vjtodvpmmpt
Denice Darling Kvinde denicedarling@gmail.com !qaZ2wsX
For at dokumentere den manuelle test af applikationen, har vi lavet et screencast der viser brugen
af vores applikation. Det er en lille videofilm inddelt i syv sekvenser, der viser de forskellige trin i
udligningsprocessen. Brugerne i testen er de ovennævnte testbrugere.
Screencastet kan findes på http://akira.ruc.dk/~tohojo/udgiftsudligning/. Sekvenserne i
videoen gennemgås i det følgende:
1. Alice logger ind på Facebook og går til applikationens forside.
Første klip viser hvordan testbrugeren Alice logger ind på Facebook og går til applikationens
forside ved hjælp af det bogmærke hun tidligere har tilføjet til sin profil.
2. Alice opretter en udligning - inviterer venner - og ser at udligningen er lukket fordi testbrugeren
Chris ikke har tilføjet applikationen.
Andet klip viser Alice oprette en ny udligning. Hun indtaster titel og beskrivelse, og tilføjer sine
tre venner, Bob, Chris og Denice, til udligningen. Ved oprettelsen sendes en notifikation til Bob
og Denice, som allerede har accepteret applikationen. Chris har ikke accepteret applikationen,
og Alice får derfor mulighed for at invitere ham. Når hun har gjort det ledes hun videre til den
oprettede udligning, der vises som lukket indtil Chris har accepteret applikationen.
3. Chris logger ind på Facebook, ser invitationen, læser brugsbetingelserne og accepterer applika-
tionen.
Chris logger ind på Facebook og ser at han er blevet inviteret af Alice til applikationen udgiftsud-
ligning. Han læser betingelserne igennem og accepterer herefter applikationen. Herefter ledes
han til oversigten over udligninger hans venner har oprettet med ham som deltager.
4. Chris tilføjer sine udgifter.
Chris tilføjer tre udgifter til applikationen. To af dem har han lagt ud for alene, og en sammen
med Bob. Den ene af de to udgifter han selv har lagt ud for skal han ikke selv være med til at
betale, og han fravælger derfor sig selv som debitor.
5. Alice afslutter udligningen.
Alice går ind på oversigten for udligningen for at afslutte den. Vennerne har ved en anden lej-
lighed diskuteret udgifterne igennem, og er blevet enige om at den af de to udgifter Chris har
tilføjet som han ikke selv skulle betale for, ikke skal tælles med i det samlede regnskab. Samtidig
er Denice kommet i tanker om at hun ikke har været med i den udgift som Bob og Chris lagde
ud for sammen. Derfor sletter Alice den ene udgift, og retter i den anden. Herefter afslutter hun
udligningen for at se hvem der skylder penge til hvem. Idet hun afslutter udligningen sendes
notifikationer til de øvrige deltagere, hvilket Facebook informerer Alice om.
6. Bob modtager hver en notifikation med resultatet.
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Bob logger på Facebook og ser at han harmodtaget en notifikation omat udligningen er afsluttet.
Han går derfor ind på udligningen for at se resultatet, og ser at han skylder penge. Han åbner
straks sin netbank for at betale det skyldte beløb.
7. Alice sletter udligningen.
Når alle deltagere i udligningen har betalt det de skylder, går Alice ind på applikationen og sletter
den gamle udligning, da ingen af deltagerne ser nogen grund til at bevare den der.
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12 Bilag: Programkode
Dette bilag indeholder kildekoden til applikationen. Koden fungerer sammenmedDjango-frameworket,
og en del kode der er genereret af Frameworket et udeladt. Koden er opdelt i Python-kode, javascript-
kode og templates.
Python-kode
models.py – modeldefinition
from django . db import models
from decimal import Decimal
from settings import settingcontainer
4 from udgiftsudligning . lib import bigint_patch
# g e t _ f a c e b o o k _ c l i e n t l e t s us ge t the cu r r en t Facebook o b j e c t
# from ou t s i d e o f a view , which l e t s us have c l e an e r code
from facebook . djangofb import get_facebook_client
9
class UserManager ( models . Manager ) :
” ”” Custom manager f o r a Facebook User . ”””
def get_current ( self ) :
14 ””” Ge t s a User o b j e c t f o r the logged i n Facebook user . ”””
facebook = get_facebook_client ( )
user , created = self . get_or_create ( id=int ( facebook . uid ) )
return user
19 def get_or_create ( self , ** kwargs ) :
user , created = super ( UserManager , self ) . get_or_create ( * * kwargs )
if created :
try :
facebook = get_facebook_client ( )
24 user . app_accepted = facebook . users . isAppUser ( user . id )
user . save ( )
except :
pass
return user , created
29
class User ( models . Model ) :
” ””A s imp le User model f o r Facebook u s e r s . ” ””
# We use the user ’ s UID as the primary key in our da t aba s e .
34 id = bigint_patch . BigAutoField ( primary_key =True )
app_accepted = models . BooleanField ( default =False )
# Add the custom manager
objects = UserManager ( )
39
class Meta :
ordering = [ 'id' ]
def __unicode__ ( self ) :
44 return unicode ( self . id )
class SettingModel ( models . Model ) :
class Meta :
abstract = True
49
def __init__ ( self , *args , ** kwargs ) :
models . Model . __init__ ( self , *args , ** kwargs )
self . settings = settingcontainer ( self )
54 def update_settings ( self , data ) :
for setting in [ i . replace ( "setting_" , "" ) for i in data . keys ( )
if i . startswith ( "setting_" ) ] :
self . settings [ setting ] = data [ "setting_%s" % setting ]
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59 class Settlement ( SettingModel ) :
title = models . CharField ( max_length = 120 )
description = models . TextField ( )
create_time = models . DateTimeField ( auto_now_add =True )
users = models . ManyToManyField ( "User" , through ="Membership" ,
64 related_name ="settlements" )
class Meta :
ordering = [ 'create_time' ]
69 @property
def primary_user ( self ) :
try :
return self . users . get ( membership__primary =True )
except self . DoesNotExist :
74 return None
@property
def users_accepted ( self ) :
return reduce ( lambda x , y : x and y , [ u . app_accepted for u in self . users . all ( ) ] )
79
def update_from_form ( self , form_data ) :
self . title = form_data [ "title" ]
self . description = form_data [ "description" ]
self . update_settings ( form_data )
84
def __unicode__ ( self ) :
return self . title
class Membership ( models . Model ) :
89 user = bigint_patch . BigForeignKey ( User )
settlement = models . ForeignKey ( Settlement )
primary = models . BooleanField ( default =False )
class Expense ( SettingModel ) :
94 description = models . CharField ( max_length = 255 )
amount = models . IntegerField ( )
date = models . DateField ( )
settlement = models . ForeignKey ( "Settlement" , related_name ="expenses" )
creditors = models . ManyToManyField ( "User" ,
99 related_name ="creditor_expenses" , through ="CreditorRel" )
debitors = models . ManyToManyField ( "User" ,
related_name ="debitor_expenses" , through ="DebitorRel" )
def update_from_form ( self , form_data ) :
104 self . description = form_data [ "description" ]
self . amount = form_data [ "amount" ]
self . date = form_data [ "date" ]
self . update_settings ( form_data )
109
self . save ( )
creditors = form_data [ "creditors" ]
debitors = form_data [ "debitors" ]
114
self . creditors . clear ( )
for uid in creditors :
u , created = User . objects . get_or_create ( pk=uid )
CreditorRel . objects . create ( expense =self , user =u )
119
self . debitors . clear ( )
for uid in debitors :
u , created = User . objects . get_or_create ( pk=uid )
DebitorRel . objects . create ( expense =self , user =u )
124
class Meta :
ordering = [ 'date' ]
def __unicode__ ( self ) :
129 return self . description
class CreditorRel ( models . Model ) :
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user = bigint_patch . BigForeignKey ( User )
expense = models . ForeignKey ( Expense )
134
class DebitorRel ( models . Model ) :
user = bigint_patch . BigForeignKey ( User )
expense = models . ForeignKey ( Expense )
139 class Setting ( models . Model ) :
setting_name = models . CharField ( max_length = 2 55 )
setting_value = models . CharField ( max_length = 2 55 )
settlement = models . ForeignKey ( "Settlement" , related_name ="settings_objects" ,
default =None , null =True )
144 expense = models . ForeignKey ( "Expense" , related_name ="settings_objects" ,
default =None , null =True )
def __unicode__ ( self ) :
return "%s:%s" % ( self . setting_name , self . setting_value )
settlement.py – implementering af algoritmen
# vim : f i l e e n c o d i n g = ut f 8
2
from fractions import Fraction
from math import floor
import logging
7 class User :
u"Class to couple a user id with a balance."
def __init__ ( self , userid , balance = Fraction ( 0 ) ) :
self . id = userid
12 self . balance = balance
def __repr__ ( self ) :
return u"<User: %s B:%s>"% ( self . id , self . balance )
17
class Transfer :
u"Class to represent transfers of certain amount between user ids."
def __init__ ( self , amount , f , t ) :
22 self . amount = amount
self . u_from = f
self . u_to = t
def __repr__ ( self ) :
27 return u"<Transfer: %d -- %s --> %d>" % ( self . u_from , self . amount , self . u_to )
# Equa l / not equa l methods f o r t e s t i n g .
def __eq__ ( self , other ) :
return isinstance ( other , Transfer ) and self . amount == other . amount \
32 and self . u_from == other . u_from and self . u_to == other . u_to
def __ne__ ( self , other ) :
return not isinstance ( other , Transfer ) or self . amount ! = other . amount \
or self . u_from ! = other . u_from or self . u_to ! = other . u_to
37
def calculate_user_balances ( expenses , return_map =False ) :
u ””” C a l c u l a t e user b a l an c e s from a l i s t o f expenses .
42 D i v i d e s the amount o f each expense out between the c r e d i t o r s
and the nega t i v e o f the amount between the d e b i t o r s .
The expenses are assumed to be a l i s t o f da t aba s e o b j e c t s
r e p r e s en t i n g expenses .
47
The re turned ba l an c e s are in the form of User o b j e c t s . ” ””
# S ince each expense c r e a t e s a bunch o f user da t aba se ob j e c t s ,
# which are d i f f e r e n t ob j e c t s , but r ep r e s en t the same user ,
52 # we keep t r a c k o f u id to User o b j e c t mappings in a d i c t i o n a r y .
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users = dict ( )
def add_balance ( usrs , amount ) :
u ””” He lper f un c t i on to d i v i d e an amount between a number o f u s e r s .
57
Uses r a t i o n a l numbers ( F r a c t i o n ) to do exac t a r i t hme t i c .
Users with ba l an c e s are c o l l e c t e d in the u s e r s v a r i a b l e ou t s i d e
the f un c t i on scope . ”””
62 if type ( amount ) ! = int :
raise TypeError ( "Amount should be an integer" )
user_amount = Fraction ( amount , len ( usrs ) )
for u in usrs :
67 if u . id in users :
users [ u . id ] . balance += user_amount
else :
users [ u . id ] = User ( u . id , user_amount )
72 for e in expenses :
add_balance ( e . creditors . all ( ) , e . amount )
add_balance ( e . debitors . all ( ) ,  e . amount )
# We do not need the u id to user mapping once we are done , so
77 # j u s t r e tu rn the User ob j e c t s , un l e s s s p e c i f i c a l l y prompted
# to re tu rn the mapping .
if return_map :
return users
return users . values ( )
82
def resolve_balances ( users ) :
u ””” Re so l ve ba l an c e s by c r e a t i n g t r a n s f e r s between u s e r s .
87 T r an s f e r s are only c r e a t ed f o r i n t e g e r amounts . Remainders are
summed and added to a t r a n s f e r each time they grow l a r g e r than 1 .
The a l go r i thm used i s greedy ( i . e . t r a n s f e r s the l a r g e s t p o s s i b l e amount
in each t r a n s f e r ) . ” ””
92
# S an i t y check inpu t
balance_sum = 0
for u in users :
if not isinstance ( u , User ) :
97 raise TypeError ( "Input values should be for type 'User'" )
balance_sum += u . balance
if balance_sum ! = 0 :
raise ValueError ( "Sum of user balances should be 0" )
102 # The user ’ s ba l ance r e p r e s en t s how much money he i s due .
# Th i s means tha t c r e d i t o r s have p o s i t i v e b a l an c e s and d e b i t o r s
# have nega t i v e b a l an c e s .
debitors = [ u for u in users if u . balance < 0 ]
creditors = [ u for u in users if u . balance > 0 ]
107 transfers = [ ]
debitor = None
remainder = 0
for creditor in creditors :
112 while creditor . balance > 0 :
if not debitor or debitor . balance == 0 :
debitor = debitors . pop ( 0 )
amount = min ( abs ( creditor . balance ) , abs ( debitor . balance ) )
117
# T r an s f e r s must be i n t e g e r va lues , so round down the a c t u a l
# amount and keep t r a c k o f the ( cumula t i ve ) remainder .
round_amount = int ( floor ( amount ) )
remainder += amount % 1
122
# Add to the t r a n s f e r amount i f the cumula t i ve remainder has grown
# enough to keep the t r a n s f e r va lue i n t e g e r .
if remainder >= 1 :
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round_amount += 1
127 remainder  = 1
transfers . append ( Transfer ( round_amount , debitor . id , creditor . id ) )
# The c r e d i t o r and d e b i t o r b a l an c e s are mod i f i ed by the exac t
132 # t r a n s f e r amount , to prevent them ending up in sub 1 v a l u e s .
creditor . balance  = amount
debitor . balance += amount
return transfers
137
def settle_expenses ( expenses ) :
u ””” He lper f un c t i on to s e t t l e a l i s t o f expenses to t r a n s f e r s .
142 F i r s t c onve r t s the expenses to ba l ances , then r e s o l v e s the ba l an c e s . ”””
users = calculate_user_balances ( expenses )
return resolve_balances ( users )
if __name__ == "__main__" :
147 # When run from the command l i n e , do some t e s t i n g .
class Expense :
u ””” C l a s s used to t e s t the a l go r i thm .
152 Mimics the da t aba se o b j e c t i n t e r f a c e ( i . e . c r e d i t o r s , d e b i t o r s
and amounts in a t t r i b u t e s ) . ” ””
class elist ( list ) :
u ”””A s p e c i a l i s e d l i s t t h a t i s a v a i l a b l e through an a l l ( ) method .
157
Used to mimic the da t aba s e o b j e c t i n t e r f a c e ( which g e t s a l i s t
o f the a c t u a l o b j e c t s by c a l l i n g the a l l ( ) method ) . ”””
def all ( self ) :
return self
162 def order_by ( self , o ) :
return self
def __init__ ( self , amount , creditors , debitors ) :
self . amount = amount
167 self . creditors = self . elist ( creditors )
self . debitors = self . elist ( debitors )
creditors = [ User ( 1 ) ] # , User ( 4 ) , User ( 6 ) ]
debitors = [ User ( 2 ) , User ( 3 ) , User ( 5 ) ]
172
expenses = [
Expense ( 100 , creditors , debitors ) ,
# Expense ( 4 0 0 , c r e d i t o r s , d e b i t o r s ) ,
# Expense ( 3 0 , c r e d i t o r s , d e b i t o r s )
177 ]
users = calculate_user_balances ( expenses )
print users
print resolve_balances ( users )
182 print users
settings.py – indstillinger
# vim : f i l e e n c o d i n g = ut f 8
3 import fbwidgets , fbfields
from django . core . exceptions import ObjectDoesNotExist
from django . forms . util import ValidationError
from django . utils . translation import ugettext as _
8 # Lookup t a b l e f o r s e t t i n g names
setting_names = { }
class SettingMeta ( type ) :
” ”” Me t a c l a s s f o r S e t t i n g o b j e c t s .
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13
Updates the se t t ing_names mapping f o r each de f i n ed s e t t i n g . ”””
def __new__ ( cls , name , bases , attrs ) :
new_class = type . __new__ ( cls , name , bases , attrs )
if "name" in attrs and attrs [ "name" ] :
18 setting_names [ attrs [ "name" ] ] = new_class
return new_class
class Setting ( object ) :
u ””” Ob j e c t to r ep r e s en t an a b s t r a c t s e t t i n g .
23
De f i n e s methods to ge t the s e t t i n g va lue from the database , and c r e a t e
the s e t t i n g ent ry i f i t does not e x i s t a l r e ady . I s s u b c l a s s e d by the
a c t u a l s e t t i n g d e f i n i t i o n s , which d e f i n e s e t t i n g parameters ( name , e t c )
as we l l a s o v e r r i d e s c e r t a i n methods ( v a l i d a t i o n e t c ) ”””
28
# These are de f i n ed in sub c l a s s e s
name = u""
default = u""
description = u""
33
__metaclass__ = SettingMeta
def __init__ ( self , dbobj ) :
u ””” I n i t i a l i z e s e t t i n g with the da t aba s e o b j e c t the s e t t i n g s are
38 s e t f o r . Da tabase o b j e c t s are expected to have the s e t t i n g s r e l a t i o n
de f i n ed as ” s e t t i n g s ” . ”””
self . dbobj = dbobj
self . _value = None
self . _setting_db = None
43
def _get_setting_db ( self , create =True ) :
u ””” R e t r i e v e the s e t t i n g db o b j e c t . I f i t does not e x i s t , c r e a t e i t
with the d e f a u l t v a l u e s . ” ””
48 if self . _setting_db is None :
try :
self . _setting_db = self . dbobj . settings_objects . get ( setting_name =self . name )
except ObjectDoesNotExist :
if not create :
53 return None
self . _setting_db = self . dbobj . settings_objects . create (
setting_name =self . name ,
setting_value =self . serialize ( self . default )
)
58
return self . _setting_db
setting_db = property ( _get_setting_db )
63 def _get_value ( self ) :
u ””” R e t r i e v e the cu r r en t s e t t i n g va lue .
Cache the va lue to prevent h i t t i n g the da t aba se f o r each s e t t i n g lookup .
Return the d e f a u l t va lue wi thout s t o r i n g i t in the da t aba s e i f noth ing
68 i s c u r r e n t l y s t o r ed . ”””
if self . _value is None :
sdb = self . _get_setting_db ( False )
if sdb is None :
73 self . _value = self . default
else :
self . _value = self . unserialize ( sdb . setting_value )
return self . _value
78 def _set_value ( self , value ) :
u ””” Se t the va lue o f the s e t t i n g to a new va lue .
Per forms par s ing , then s e t s the va lue in the da t aba s e . A l so updates the
cached s e t t i n g va lue . ”””
83
value = self . parse ( value )
self . setting_db . setting_value = self . serialize ( value )
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self . setting_db . save ( )
self . _value = value
88
value = property ( _get_value , _set_value )
def __repr__ ( self ) :
return u"<Setting: %s=%s>" %(self . name , self . value )
93
def reset ( self ) :
u"Reset the setting to its default value."
self . _set_value ( self . default )
98 @classmethod
def parse ( cls , value ) :
u ””” Par se t e x t u a l da ta to c o r r e c t da ta type and perform v a l i d a t i o n .
R a i s e s V a l i d a t i o n E r r o r on par se f a i l u r e .
103 De f a u l t implementat ion conve r t s to unicode . ”””
return unicode ( value )
def serialize ( self , data ) :
u ””” S e r i a l i z e da ta f o r s t o r a g e in da t aba s e .
108
De f a u l t implementat ion i s NOOP with a type check . ”””
if type ( data ) ! = type ( self . default ) :
data = self . parse ( data )
return data
113
def unserialize ( self , data ) :
u ””” Un s e r i a l i z e da ta s t o r ed in da t aba s e .
D e f a u l t implementat ion i s NOOP . ”””
118 return data
@classmethod
def get_form_field ( cls ) :
u ””” Get a form f i e l d f o r s e t t i n g inpu t .
123
Overr idden in s u b c l a s s e s i f the s e t t i n g i s not a t e x t u a l va lue . ”””
return fbfields . SettingField ( max_length =255 ,
label =cls . description , initial =cls . default ,
setting =cls )
128
class Settled ( Setting ) :
name = u"settled"
default = False
133 description = u"Is setting settled?"
@classmethod
def parse ( cls , value ) :
u ””” Par se t e x t u a l da ta to c o r r e c t da ta type .
138
Convert eve ry th ing to boo lean . ”””
return bool ( value )
def serialize ( self , data ) :
143 u ””” S e r i a l i z e da ta f o r s t o r a g e in da t aba s e .
S t o r e as t e x t ” True ” or ” F a l s e ” . ” ””
if type ( data ) ! = type ( self . default ) :
data = self . parse ( data )
148 return unicode ( data )
def unserialize ( self , data ) :
u ””” Un s e r i a l i z e da ta s t o r ed in da t aba s e .
153 Check f o r va lue equa l i n g ” True ” . ”””
return data == u"True"
# L i s t o f s e t t i n g s f o r s e t t l emen t s and expenses are used f o r d i s p l a y i n g
# the c o r r e c t s e t t i n g inpu t f i e l d s in forms .
158 settlement_settings = [ ]
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expense_settings = [ ]
class settingcontainer ( object ) :
163 u ”””A con t a i n e r to ge t s e t t i n g s .
Caches s e t t i n g o b j e c t s in by name , and c r e a t e s them i f a s e t t i n g
i s looked up tha t i s not a l r e ady cached .
168 Wi l l r a i s e an A t t r i b u t e E r r o r i f an i n v a l i d s e t t i n g name i s r eque s t ed . ”””
def __init__ ( self , dbobj ) :
self . _dbobj = dbobj
self . _settings = { }
173
def __getitem__ ( self , key ) :
if not key in self . _settings :
self . __create ( key )
return self . _settings [ key ] . value
178
def __setitem__ ( self , key , value ) :
if not key in self . _settings :
self . __create ( key )
self . _settings [ key ] . value = value
183
def __create ( self , key ) :
if not key in setting_names :
raise AttributeError ( u"Invalid setting name: %s" % key )
self . _settings [ key ] = setting_names [ key ] ( self . _dbobj )
188
def setting_form ( settings ) :
u ”””A deco r a t o r gene ra to r th a t r e t u rn s a de co r a t o r to add s e t t i n g s to
a form d e f i n i t i o n c l a s s . Takes a l i s t o f s e t t i n g s as a parameter , which
the genera ted de co r a t o r a c c e s s e s through c l o s u r e s . ” ””
193
def add_settings ( c ) :
u ””” Decora to r th a t adds s e t t i n g s f i e l d s to a c l a s s d e f i n i t i o n o f a
web form . Ac c e s s e s the l i s t o f s e t t i n g s form the parent f un c t i on
through c l o s u r e s . ”””
198
# The b a s e _ f i e l d s a t t r i b u t e i s the a t t r i b u t e Django gene r a t e s from the
# c l a s s d e f i n i t i o n ( through the use o f me t a c l a s s e s ) . Add the f i e l d s here ,
# s i n c e the c l a s s has a l r e ady been de f ined , to t h e r e s no use in adding
# them as a t t r i b u t e s .
203 if settings :
c . base_fields [ "div_settings" ] = fbfields . Divider ( )
for s in settings :
c . base_fields [ s . name ] = s . get_form_field ( )
return c
208
return add_settings
forms.py – formulardefinitioner
1 # vim : f i l e e n c o d i n g = ut f 8
import fbwidgets
from fbfields import *
from django . utils . translation import ugettext as _
6 from django . forms . fields import DEFAULT_DATE_INPUT_FORMATS
from django . forms import fields , widgets , Form
from settings import settlement_settings , expense_settings , setting_form
import logging
11
@setting_form ( settlement_settings )
class CreateSettlementForm ( Form ) :
title = fields . CharField ( label =_ ( u"Title" ) , max_length = 1 2 0 )
friends = FriendField ( label =_ ( u"Participants" ) )
16 description = fields . CharField ( widget =widgets . Textarea , label =_ ( u"Description" ) )
@setting_form ( settlement_settings )
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class EditSettlementForm ( Form ) :
title = fields . CharField ( label =_ ( u"Title" ) , max_length = 1 2 0 )
21 description = fields . CharField ( widget =widgets . Textarea , label =_ ( u"Description" ) )
@setting_form ( expense_settings )
class ExpenseForm ( Form ) :
def __init__ ( self , user_ids , uid , *args , ** kwargs ) :
26 super ( ExpenseForm , self ) . __init__ ( * args , ** kwargs )
for f in ( 'creditors' , 'debitors' ) :
self . fields [ f ] . user_ids = user_ids
self . fields [ f ] . widget . user_ids = user_ids
31 self . fields [ 'creditors' ] . initial = [ uid ]
description = fields . CharField ( label =_ ( u"Description" ) , max_length = 2 55 )
amount = CurrencyField ( label =_ ( u"Amount" ) )
date = fields . DateField ( label =_ ( u"Date" ) ,
36 input_formats =list ( DEFAULT_DATE_INPUT_FORMATS ) + [ "%d-%m-%Y" ] ,
widget = fbwidgets . DateSelectWidget ,
help_text = _ ( u"The date of the expense" ) )
creditors = ChooseFriendsField ( label =_ ( u"Creditors" ) ,
help_text =_ ( u"The people who paid for the expense" ) )
41 debitors = ChooseFriendsField ( label =_ ( u"Debitors" ) , initial = [ 'all' ] ,
help_text =_ ( u"The people who are sharing the expense" ) )
fbfields.py – felter til formularer
# vim : f i l e e n c o d i n g = ut f 8
3 import fbwidgets
from django . forms . util import ErrorList , ValidationError
from django . forms . fields import Field
from django . forms import fields
from django . utils . encoding import smart_unicode
8 from django . utils . translation import ugettext as _
import re
class FriendField ( Field ) :
13 widget = fbwidgets . MultiFriend
default_error_messages = {
'invalid_list' : _ ( u'Choose at least one friend.' ) ,
}
18 def clean ( self , value ) :
” ””
V a l i d a t e s t h a t the inpu t i s a l i s t or t up l e .
” ””
if self . required and not value :
23 raise ValidationError ( self . error_messages [ 'invalid_list' ] )
elif not self . required and not value :
return [ ]
if not isinstance ( value , ( list , tuple ) ) :
raise ValidationError ( self . error_messages [ 'invalid_list' ] )
28 new_value = [ smart_unicode ( val ) for val in value ]
return new_value
class ChooseFriendsField ( Field ) :
widget = fbwidgets . ChooseFriends
33 user_ids = [ ]
default_error_messages = {
'required' : _ ( u'Choose at least one friend.' ) ,
'invalid_id' : _ ( u'Invalid user id.' ) ,
38 }
def clean ( self , value ) :
” ””
V a l i d a t e s t h a t the inpu t i s a l i s t or t up l e .
43 ”””
if self . required and not value :
raise ValidationError ( self . error_messages [ 'required' ] )
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elif not self . required and not value :
return [ ]
48 if not isinstance ( value , ( list , tuple ) ) :
raise ValidationError ( self . error_messages [ 'invalid_list' ] )
if u'all' in value :
return self . user_ids
try :
53 new_value = [ int ( val ) for val in value ]
except ValueError :
raise ValidationError ( self . error_messages [ 'invalid_id' ] )
return new_value
58 class Divider ( Field ) :
widget = fbwidgets . Divider
def clean ( self , value ) :
return u""
63 class CurrencyField ( fields . CharField ) :
default_error_messages = {
'invalid_amount' : _ ( u'Invalid amount.' ) ,
}
68 def clean ( self , value ) :
if self . required and not value :
raise ValidationError ( self . error_messages [ 'required' ] )
# match a number with thousand s e p a r a t o r s and comma , where
73 # the thousand s ep a r a t o r can be one o f [ , . ] and the comma can
# be e i t h e r , or .
match = re . match ( r"^\s*(\d{1,3}([ ,\.]?\d{3})*)([,\.](\d{1,2}))?\s*$" , value )
if not match :
raise ValidationError ( self . error_messages [ 'invalid_amount' ] )
78
# s t r i p out the thousand s ep a r a t o r and conver t the number to an i n t e g e r
number = int ( re . sub ( r'[ ,\.]' , '' , match . group ( 1 ) ) )
if match . group ( 4 ) is not None :
after_decimal = int ( match . group ( 4 ) )
83 else :
after_decimal = 0
# turn the number i n t o an i n t e g e r r e p r e s en t i n g 1/100 ’ s o f the amount
# ( i . e . number o f ’ c en t s ’ )
88 return number *100 + after_decimal
class SettingField ( fields . CharField ) :
def __init__ ( self , setting , *args , ** kwargs ) :
self . _setting = setting
93 super ( SettingField , self ) . __init__ ( * args , ** kwargs )
def clean ( self , value ) :
if self . required and value in fields . EMPTY_VALUES :
raise ValidationError ( self . error_messages [ 'required' ] )
98 return self . _setting . parse ( value )
fbwidgets.py – widgets til formularer
# vim : f i l e e n c o d i n g = ut f 8
2
from django . forms . widgets import Widget , CheckboxInput
from django . utils . safestring import mark_safe
from django . utils . datastructures import MultiValueDict , MergeDict
from django . utils . encoding import force_unicode
7 from django . utils . html import conditional_escape
from django . forms . util import flatatt
from django . utils . translation import ugettext as _
import django . forms . forms
from itertools import chain
12 import re
import logging
class FacebookWidget ( Widget ) :
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17 u ””” Base c l a s s f o r Facebook ” e d i t o r ” form widge t s . ” ””
editor_type = None
def render ( self , name , value =None , attrs =None ) :
if value is None : value = ''
22 final_attrs = self . build_attrs ( attrs , name =name )
if value ! = '' :
final_attrs [ "value" ] = force_unicode ( value )
return mark_safe ( u'<fb:editor-%s%s />' % ( self . editor_type , flatatt ( final_attrs ) ) )
27 class Divider ( FacebookWidget ) :
editor_type = u"divider"
class MultiFriend ( Widget ) :
def render ( self , name , value =None , attrs =None ) :
32 if value is None :
value = [ ]
elif type ( value ) ! = list :
value = [ value ]
37 final_attrs = self . build_attrs ( attrs , name =name )
if value :
final_attrs [ "prefill_ids" ] = u"," . join ( value )
42 return mark_safe ( u'<fb:multi-friend-input%s />' % flatatt ( final_attrs ) )
def value_from_datadict ( self , data , files , name ) :
if isinstance ( data , ( MultiValueDict , MergeDict ) ) :
return data . getlist ( "ids[]" )
47 return data . get ( "ids[]" , None )
def _has_changed ( self , initial , data ) :
if initial is None :
initial = [ ]
52 if data is None :
data = [ ]
if len ( initial ) ! = len ( data ) :
return True
for value1 , value2 in zip ( initial , data ) :
57 if force_unicode ( value1 ) ! = force_unicode ( value2 ) :
return True
return False
class FriendChoice ( CheckboxInput ) :
62
def render ( self , name , value , attrs =None ) :
final_attrs = self . build_attrs ( attrs , type ='checkbox' , name =name )
try :
result = self . check_test ( value )
67 except :
result = False
if result :
final_attrs [ 'checked' ] = 'checked'
72 if value == 'all' :
text = _ ( 'All' )
image = ''
else :
text = '<fb:name uid="%s" useyou="false" linked="false" />' % value
77 image = '<fb:profile-pic uid="%s" size="square" linked="false" />' % value
final_attrs [ 'value' ] = force_unicode ( value )
td_attrs = { 'onclick' : mark_safe ( "check_friend('%s')" % final_attrs [ 'id' ] ) }
82
return mark_safe ( '<tr><th><input%s /></th><td%s>%s</td><td%s>%s</td></tr>' % (
flatatt ( final_attrs ) ,
flatatt ( td_attrs ) , text ,
flatatt ( td_attrs ) , image
87 ) )
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class ChooseFriends ( Widget ) :
editor_type = u"custom"
92 user_ids = [ ]
def render ( self , name , value =None , attrs =None ) :
if value is None :
value = [ ]
97 elif type ( value ) ! = list :
value = [ unicode ( value ) ]
else :
value = set ( value )
102 has_id = attrs and 'id' in attrs
final_attrs = self . build_attrs ( attrs , name =name )
str_values = [ force_unicode ( v ) for v in sorted ( value ) ]
str_user_ids = [ force_unicode ( v ) for v in sorted ( self . user_ids ) ]
107 if str_values == str_user_ids :
str_values = [ u'all' ]
output = [ u'<div id="summary_%s">' % name ]
sel = [ self . _label ( v ) for v in str_values ]
112
output . append ( u'<span style="float: left;">' + u"<br />" . join ( sel ) + u'</span>' )
output . append ( mark_safe ( u ’ ’ ’ < a s t y l e =” f l o a t : r i g h t ; ” h r e f =”#”
o n c l i c k =” re tu rn show_widgets ( ’% s ’ )” >% s </ a > ’ ’ ’ % ( name , _ ( u"Others..." ) ) ) )
output . append ( u'</div>' )
117 output . append ( u ’ ’ ’ < d i v i d =” w idge t s_%s ” c l a s s =” hidden f r i e n d _ c h o i c e ” > ’ ’ ’ % name )
output . append ( u'<table class="friend_choice">' )
for i , uid in enumerate ( chain ( [ 'all' ] , str_user_ids ) ) :
if has_id :
122 final_attrs = dict ( final_attrs , id='%s_%s' % ( attrs [ 'id' ] , i ) )
final_attrs [ 'onclick' ] = mark_safe ( "uncheck_others('%s', %s)" % (
final_attrs [ 'id' ] , unicode ( uid ! = 'all' ) . lower ( ) ) )
fc = FriendChoice ( final_attrs , check_test =lambda value : value in str_values )
rendered_fc = fc . render ( name , uid )
127 output . append ( rendered_fc )
output . append ( u"</table>" )
output . append ( u'</div>' )
132 return mark_safe ( u"\n" . join ( output ) )
def _label ( self , uid ) :
if uid == u"all" :
return _ ( u"All" )
137 else :
return '<fb:name uid="%s" useyou="false" linked="false" />' % uid
def value_from_datadict ( self , data , files , name ) :
if isinstance ( data , ( MultiValueDict , MergeDict ) ) :
142 value = data . getlist ( name )
else :
value = data . get ( name , None )
if u'all' in value :
147 return [ u'all' ]
return value
class DateSelectWidget ( Widget ) :
def render ( self , name , value =None , attrs =None ) :
152 if value is None :
value = ""
final_attrs = self . build_attrs ( attrs , name =name )
157 final_attrs [ 'type' ] = 'text'
if value :
final_attrs [ 'value' ] = value
162 content = '<input%s />' % flatatt ( final_attrs )
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alt = _ ( u"Click to select date." )
img_attrs = {
'src' : "http://static.ak.fbcdn.net/images/icons/event.gif" ,
'onclick' :
167 "var Cal = startCal(true); Cal.show(this,'id_%s'); return true;" % name ,
'class' : 'date_img' ,
'alt' : alt ,
'title' : alt
}
172 content += '<img%s />' % flatatt ( img_attrs )
return mark_safe ( content )
urls.py – url-definitioner
1 from django . conf . urls . defaults import *
urlpatterns = patterns ( 'udgiftsudligning.udligning.views' ,
( r'^$' , 'canvas' ) ,
( r'^betingelser' , 'tos' ) ,
6
( r'^udligning/opret$' , 'settlements.create' ) ,
( r'^udligning/(\d+)$' , 'settlements.view' ) ,
( r'^udligning/(\d+)/afslut$' , 'settlements.settle' ) ,
( r'^udligning/(\d+)/genaabn$' , 'settlements.unsettle' ) ,
11 ( r'^udligning/(\d+)/ret$' , 'settlements.edit' ) ,
( r'^udligning/(\d+)/slet$' , 'settlements.delete' ) ,
( r'^udligning/(\d+)/tilfoej_udgift$' , 'expenses.add' ) ,
( r'^udgift/(\d+)/ret$' , 'expenses.edit' ) ,
16 ( r'^udgift/(\d+)/slet$' , 'expenses.delete' ) ,
)
util.py – hjælperfunktioner
# vim : f i l e e n c o d i n g = ut f 8
2 from django . http import HttpResponse
from django . utils . translation import ugettext as _
from django . shortcuts import render_to_response
def redirect ( url ) :
7 return HttpResponse ( '<fb:redirect url="%s" />' % url )
def error ( msg ) :
return render_to_response ( 'error.fbml' ,
12 { 'msg' : msg } )
def not_found ( ) :
return error ( _ ( u"Page not found" ) )
17 def no_access ( ) :
return error ( _ ( u"You do not have access to this page" ) )
tests.py – tests
# vim : f i l e e n c o d i n g = u t f 8
2 from settlement import *
import unittest
class TestAlgorithmFunctions ( unittest . TestCase ) :
7 def check_transfers ( self , expected_transfers , expenses ) :
self . users = calculate_user_balances ( expenses )
self . transfers = resolve_balances ( self . users )
12 pairs = zip ( expected_transfers , self . transfers )
for e , a in pairs :
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if e ! = a :
self . fail ( "Transfers mismatch: %s %s" %(e , a ) )
17
def testCommonCaseNormal ( self ) :
self . expenses = [
Expense ( 1 0 0 , [ User ( 1 ) ] , [ User ( 2 ) , User ( 3 ) ] ,
22 ) ]
expected_transfers = [ Transfer ( 5 0 , 2 , 1 ) , Transfer ( 5 0 , 3 , 1 ) ]
self . check_transfers ( expected_transfers , self . expenses )
27 def testCommonCaseFraction1 ( self ) :
self . expenses = [
Expense ( 1 0 0 , [ User ( 1 ) ] , [ User ( 1 ) , User ( 2 ) , User ( 3 ) ] ) ,
]
32
expected_transfers = [ Transfer ( 3 3 , 2 , 1 ) , Transfer ( 3 3 , 3 , 1 ) ]
self . check_transfers ( expected_transfers , self . expenses )
def testCommonCaseFraction2 ( self ) :
37
self . expenses = [
Expense ( 1 0 0 , [ User ( 1 ) ] , [ User ( 2 ) , User ( 3 ) , User ( 4 ) ] ) ,
]
42 expected_transfers = [ Transfer ( 3 3 , 2 , 1 ) , Transfer ( 3 3 , 3 , 1 ) , Transfer ( 3 4 , 4 , 1 ) ]
self . check_transfers ( expected_transfers , self . expenses )
def testCommonCaseFraction3 ( self ) :
47 self . expenses = [
Expense ( 1 0 0 , [ User ( 1 ) ] , [ User ( 2 ) , User ( 3 ) , User ( 4 ) , User ( 5 ) , User ( 6 ) , User ( 7 ) , User ( 8 ) ] ) ,
]
expected_transfers = [ Transfer ( 1 4 , 2 , 1 ) , Transfer ( 1 4 , 3 , 1 ) ,
52 Transfer ( 1 4 , 4 , 1 ) , Transfer ( 1 5 , 5 , 1 ) ,
Transfer ( 1 4 , 6 , 1 ) , Transfer ( 1 4 , 7 , 1 ) ,
Transfer ( 1 5 , 8 , 1 ) , ]
self . check_transfers ( expected_transfers , self . expenses )
57 def testAdvancedCaseFraction1 ( self ) :
self . expenses = [
Expense ( 1 0 0 , [ User ( 1 ) , User ( 2 ) , User ( 3 ) ] , [ User ( 4 ) ] ) ,
]
62
expected_transfers = [ Transfer ( 3 3 , 4 , 1 ) , Transfer ( 3 3 , 4 , 2 ) , Transfer ( 3 4 , 4 , 3 ) ]
self . check_transfers ( expected_transfers , self . expenses )
def testAdvancedCaseFraction2 ( self ) :
67
self . expenses = [
Expense ( 1 0 0 , [ User ( 1 ) , User ( 2 ) ] , [ User ( 2 ) , User ( 3 ) , User ( 4 ) ] ) ,
]
72 expected_transfers = [ Transfer ( 3 3 , 3 , 1 ) , Transfer ( 1 7 , 4 , 1 ) , Transfer ( 1 6 , 4 , 2 ) ]
self . check_transfers ( expected_transfers , self . expenses )
def testAdvancedCaseFraction3 ( self ) :
77
self . expenses = [
Expense ( 1 0 0 , [ User ( 1 ) , User ( 2 ) ] , [ User ( 1 ) , User ( 2 ) , User ( 3 ) ] ) ,
]
82 expected_transfers = [ Transfer ( 1 6 , 3 , 1 ) , Transfer ( 1 7 , 3 , 2 ) ]
self . check_transfers ( expected_transfers , self . expenses )
def testMultipleExpenses1 ( self ) :
87 self . expenses = [
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Expense ( 3 7 , [ User ( 1 ) , User ( 2 ) ] , [ User ( 1 ) , User ( 3 ) , User ( 4 ) ] ) ,
Expense ( 4 3 , [ User ( 2 ) ] , [ User ( 1 ) , User ( 4 ) , User ( 5 ) ] )
]
92 expected_transfers = [ Transfer ( 8 , 1 , 2 ) , Transfer ( 1 2 , 3 , 2 ) ,
Transfer ( 2 7 , 4 , 2 ) , Transfer ( 1 4 , 5 , 2 ) ]
self . check_transfers ( expected_transfers , self . expenses )
def testMultipleExpenses2 ( self ) :
97
self . expenses = [
Expense ( 1 0 0 , [ User ( 1 ) , User ( 2 ) ] , [ User ( 1 ) , User ( 3 ) , User ( 4 ) ] ) ,
Expense ( 1 0 0 , [ User ( 2 ) ] , [ User ( 1 ) , User ( 2 ) , User ( 3 ) ] ) ,
Expense ( 1 0 0 , [ User ( 3 ) ] , [ User ( 1 ) , User ( 4 ) , User ( 5 ) ] )
102 ]
expected_transfers = [ Transfer ( 5 0 , 1 , 2 ) , Transfer ( 6 6 , 4 , 2 ) ,
Transfer ( 3 4 , 5 , 3 ) ]
self . check_transfers ( expected_transfers , self . expenses )
107
def testExpenseAmountType ( self ) :
self . expenses = [
Expense ( "a" , [ User ( 1 ) , User ( 2 ) ] , [ User ( 1 ) , User ( 3 ) , User ( 4 ) ] ) ,
112 ]
self . assertRaises ( TypeError , calculate_user_balances , self . expenses )
def testBalanceSum ( self ) :
117
self . users = [ User ( 4 ,  10) , User ( 3 , 9 ) , User ( 2 , 2 ) ]
self . assertRaises ( ValueError , resolve_balances , self . users )
122 def testUserListType1 ( self ) :
self . users = [ User ( 4 ) , "Bruger2" , User ( 2 ) ]
self . assertRaises ( TypeError , resolve_balances , self . users )
127
def testUserListType2 ( self ) :
self . users = User ( 4 )
132 self . assertRaises ( TypeError , resolve_balances , self . users )
class Expense :
u ””” C l a s s used to t e s t the a l go r i thm .
137 Mimics the da t aba se o b j e c t i n t e r f a c e ( i . e . c r e d i t o r s , d e b i t o r s
and amounts in a t t r i b u t e s ) . ” ””
class elist ( list ) :
u ”””A s p e c i a l i s e d l i s t t h a t i s a v a i l a b l e through an a l l ( ) method .
142
Used to mimic the da t aba s e o b j e c t i n t e r f a c e ( which g e t s a l i s t
o f the a c t u a l o b j e c t s by c a l l i n g the a l l ( ) method ) . ” ””
def all ( self ) :
return self
147
def __init__ ( self , amount , creditors , debitors ) :
self . amount = amount
self . creditors = self . elist ( creditors )
self . debitors = self . elist ( debitors )
152
if __name__ == '__main__' :
unittest . main ( )
views/__init__.py – views til forside og betingelser
# vim : f i l e e n c o d i n g = ut f 8
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from udgiftsudligning . udligning . forms import *
4 from udgiftsudligning . udligning . models import User , Settlement , Expense , Membership
from udgiftsudligning . udligning . settlement import settle_expenses , calculate_user_balances
from udgiftsudligning . udligning . util import not_found , no_access , error
from django . core . urlresolvers import reverse , resolve
9 from django . db . models import Q
from django . http import HttpResponse , HttpResponseRedirect
from django . shortcuts import render_to_response
from django . utils . translation import ugettext as _
14 import logging
import facebook . djangofb as facebook
def canvas ( request ) :
19 request . facebook . check_session ( request )
if request . facebook . uid :
user = User . objects . get_current ( )
settlements = Settlement . objects . filter ( users__id =user . id )
else :
24 settlements = None
user = None
return render_to_response ( 'canvas.fbml' ,
{ 'fbuser' : user , 'settlements' : settlements } )
29
def tos ( request ) :
return render_to_response ( 'tos.fbml' )
views/settlements.py – views til udligninger
# vim : f i l e e n c o d i n g = ut f 8
from udgiftsudligning . udligning . forms import *
4 from udgiftsudligning . udligning . models import User , Settlement , Membership
from udgiftsudligning . udligning . settlement import settle_expenses , calculate_user_balances
from udgiftsudligning . udligning . util import not_found , no_access , error
from django . core . urlresolvers import reverse
9 from django . shortcuts import render_to_response
from django . utils . translation import ugettext as _
import logging
14 import facebook . djangofb as facebook
@facebook . require_login ( )
def view ( request , s_id ) :
19 user = User . objects . get_current ( )
try :
settlement = Settlement . objects . get ( pk =s_id )
if not settlement . users . get ( membership__user__id =user . id ) :
24 return no_access ( )
balances = calculate_user_balances ( settlement . expenses . all ( ) , True )
if settlement . settings [ "settled" ] :
transfers = settle_expenses ( settlement . expenses . all ( ) )
29 else :
transfers = None
users = [ ]
for u in settlement . users . all ( ) :
34 if u . id in balances :
users . append ( dict ( id=u . id ,
balance =float ( balances [ u . id ] . balance ) ) )
else :
users . append ( dict ( id=u . id , balance = 0 ) )
39
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is_primary = settlement . primary_user and settlement . primary_user . id == user . id
return render_to_response ( 'settlement.fbml' ,
{ 'settlement' : settlement ,
44 'balances' : balances , 'users' : users ,
'transfers' : transfers ,
'is_primary' : is_primary ,
'expenses' : settlement . expenses . all ( ) } )
49 except Settlement . DoesNotExist :
return not_found ( )
@facebook . require_login ( )
54 def settle ( request , s_id ) :
user = User . objects . get_current ( )
try :
settlement = Settlement . objects . get ( pk =s_id )
59 if settlement . primary_user . id ! = user . id :
return no_access ( )
if settlement . settings [ "settled" ] :
return error ( _ ( u"The settlement is already settled" ) )
64
if not settlement . users_accepted :
return error ( _ ( u"Not all users have accepted the application" ) )
if not settlement . expenses . count ( ) :
69 return error ( _ ( u"There are no expenses in the settlement" ) )
if request . POST [ 'fb_sig_request_method' ] == 'POST' and "confirm" in request . POST :
settlement . settings [ "settled" ] = True
notification_text = _ ( u"has settled the settlement '%(title)s'. %(click_here)s to see the result." ) % {
74 'title' : settlement . title ,
'click_here' : '<a href="http://apps.facebook.com%s">%s</a>' % (
reverse ( view , args = [ settlement . id ] ) ,
_ ( u"Click here" ) )
}
79 notify_ids = [ u for u in settlement . users . all ( ) if u . id ! = user . id ]
request . facebook . notifications . send ( to_ids =notify_ids ,
notification =notification_text , type ='user_to_user' )
return request . facebook . redirect ( reverse ( view , args = [ settlement . id ] ) )
84
return render_to_response ( 'settle.fbml' ,
{ 'settlement' : settlement } )
except Settlement . DoesNotExist :
89 return error ( _ ( u"Settlement not found" ) )
@facebook . require_login ( )
def unsettle ( request , s_id ) :
user = User . objects . get_current ( )
94 try :
settlement = Settlement . objects . get ( pk =s_id )
if settlement . primary_user . id ! = user . id :
return no_access ( )
99
if not settlement . settings [ "settled" ] :
return error ( _ ( "The settlement is not settled" ) )
if request . POST [ 'fb_sig_request_method' ] == 'POST' and "confirm" in request . POST :
104 settlement . settings [ "settled" ] = False
return request . facebook . redirect ( reverse ( view , args = [ settlement . id ] ) )
return render_to_response ( 'unsettle.fbml' ,
{ 'settlement' : settlement } )
109
except Settlement . DoesNotExist :
return not_found ( )
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114 @facebook . require_login ( )
def create ( request ) :
user = User . objects . get_current ( )
if request . POST [ 'fb_sig_request_method' ] == 'POST' :
119 form = CreateSettlementForm ( request . POST )
if form . is_valid ( ) :
settlement = Settlement . objects . create ( )
settlement . update_from_form ( form . cleaned_data )
settlement . save ( )
124
user_ids = form . cleaned_data [ "friends" ]
m = Membership . objects . create ( settlement =settlement , user =user , primary =True )
129 notification_text = _ ( u"has created the settlement '%(title)s' which includes you. %(click_here)s to see it." ) % {
'title' : settlement . title ,
'click_here' : '<a href="http://apps.facebook.com%s">%s</a>' % (
reverse ( view , args = [ settlement . id ] ) ,
_ ( u"Click here" ) )
134 }
new_users = [ ]
old_users = [ ]
139 for uid in user_ids :
u , created = User . objects . get_or_create ( pk=uid )
m = Membership . objects . create ( settlement =settlement , user =u )
if not u . app_accepted :
new_users . append ( uid )
144 else :
old_users . append ( uid )
request . facebook . notifications . send ( to_ids =old_users ,
notification =notification_text , type ='user_to_user' )
149 if new_users :
# Facebook w i l l not l e t us s p e c i f y u s e r s to i n c l u d e in the i n v i t e
# reques t , so exc lude everyone we don ’ t want shown i n s t e a d .
friends = request . facebook . friends . get ( )
for u in new_users :
154 friends . remove ( u )
return render_to_response ( 'invite.fbml' , {
'exclude_ids' : friends , 'fbuser' : user ,
'add_url' : request . facebook . get_add_url ( ) ,
'next_url' : reverse ( view , args = [ settlement . id ] ) } )
159 else :
return request . facebook . redirect ( reverse ( view , args = [ settlement . id ] ) )
else :
form = CreateSettlementForm ( )
164 return render_to_response ( 'form.fbml' , {
'form' : form ,
'cancel_url' : reverse ( "udgiftsudligning.udligning.views.canvas" ) ,
'title' : _ ( u"Create settlement" ) ,
'message' : _ ( u"Fill out the form to create a new settlement." ) ,
169 'submit' : _ ( u"Create" ) } )
@facebook . require_login ( )
def edit ( request , s_id ) :
user = User . objects . get_current ( )
174 try :
settlement = Settlement . objects . get ( pk =s_id )
if settlement . primary_user . id ! = user . id :
return no_access ( )
179
if settlement . settings [ "settled" ] :
return error ( _ ( u"The settlement is already settled" ) )
if request . POST [ 'fb_sig_request_method' ] == 'POST' :
184 form = EditSettlementForm ( request . POST )
if form . is_valid ( ) :
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settlement . update_from_form ( form . cleaned_data )
settlement . save ( )
189 return request . facebook . redirect ( reverse ( view , args = [ settlement . id ] ) )
else :
data = { 'title' : settlement . title , 'description' : settlement . description }
form = EditSettlementForm ( data )
194 return render_to_response ( 'form.fbml' , {
'form' : form ,
'title' : _ ( u"Edit settlement: %s" ) % settlement . title ,
'cancel_url' : reverse ( view , args = [ settlement . id ] ) ,
'submit' : _ ( u"Edit" ) } )
199 except Settlement . DoesNotExist :
return not_found ( )
@facebook . require_login ( )
def delete ( request , s_id ) :
204 user = User . objects . get_current ( )
try :
settlement = Settlement . objects . get ( pk =s_id )
if settlement . primary_user . id ! = user . id :
209 return no_access ( )
if request . POST [ 'fb_sig_request_method' ] == 'POST' and "confirm" in request . POST :
settlement . delete ( )
return request . facebook . redirect ( '/udgiftsudligning/' )
214
return render_to_response ( 'delete_settlement.fbml' ,
{ 'settlement' : settlement } )
except Settlement . DoesNotExist :
219 return not_found ( )
views/expenses.py – views til udgifter
# vim : f i l e e n c o d i n g = ut f 8
from udgiftsudligning . udligning . forms import *
from udgiftsudligning . udligning . models import User , Settlement , Expense
5 from udgiftsudligning . udligning . settlement import settle_expenses , calculate_user_balances
from udgiftsudligning . udligning . util import not_found , no_access , error
from django . core . urlresolvers import reverse , resolve
from django . shortcuts import render_to_response
10 from django . utils . translation import ugettext as _
import logging
import facebook . djangofb as facebook
15
import settlements
@facebook . require_login ( )
def add ( request , s_id ) :
20 try :
user = User . objects . get_current ( )
settlement = Settlement . objects . get ( pk =s_id )
if not settlement . users . get ( membership__user__id =user . id ) :
25 return no_access ( )
if not settlement . users_accepted :
return error ( _ ( u"Not all users have accepted the application" ) )
30 if settlement . settings [ "settled" ] :
return error ( _ ( u"The settlement is already settled" ) )
if request . POST [ 'fb_sig_request_method' ] == 'POST' :
form = ExpenseForm ( [ u . id for u in settlement . users . all ( ) ] , user . id ,
35 request . POST )
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if form . is_valid ( ) :
expense = Expense ( )
expense . settlement = settlement
40 expense . update_from_form ( form . cleaned_data )
expense . save ( )
return request . facebook . redirect ( reverse (
settlements . view , args = [ settlement . id ] ) )
45
else :
form = ExpenseForm ( [ u . id for u in settlement . users . all ( ) ] , user . id )
return render_to_response ( 'form.fbml' , {
50 'settlement' : settlement , 'form' : form ,
'cancel_url' : reverse ( settlements . view , args = [ settlement . id ] ) ,
'title' : _ ( u"Add expense" ) ,
'submit' : _ ( u"Add" ) } )
55 except Settlement . DoesNotExist :
return not_found ( )
@facebook . require_login ( )
def edit ( request , e_id ) :
60 try :
user = User . objects . get_current ( )
expense = Expense . objects . get ( pk=e_id )
settlement = expense . settlement
65 if settlement . primary_user . id ! = user . id :
return no_access ( )
if settlement . settings [ "settled" ] :
return error ( _ ( u"The settlement is already settled" ) )
70
if request . POST [ 'fb_sig_request_method' ] == 'POST' :
form = ExpenseForm ( [ u . id for u in settlement . users . all ( ) ] , user . id ,
request . POST )
if form . is_valid ( ) :
75 expense . update_from_form ( form . cleaned_data )
expense . save ( )
return request . facebook . redirect ( reverse (
settlements . view , args = [ settlement . id ] ) )
80
else :
data = { 'description' : expense . description ,
'amount' : ( "%.2f" % ( expense . amount / 1 0 0 . 0 ) ) . replace ( "." ,"," ) ,
'date' : expense . date . strftime ( "%d-%m-%Y" ) ,
85 'creditors' : [ u . id for u in expense . creditors . all ( ) ] ,
'debitors' : [ u . id for u in expense . debitors . all ( ) ] }
form = ExpenseForm ( [ u . id for u in settlement . users . all ( ) ] , user . id , data )
90 return render_to_response ( 'form.fbml' ,
{ 'form' : form ,
'cancel_url' : reverse ( settlements . view , args = [ settlement . id ] ) ,
'title' : _ ( u"Edit expense" ) ,
'submit' : _ ( u"Edit" ) } )
95
except Expense . DoesNotExist :
return error ( _ ( u"Expense not found" ) )
100 @facebook . require_login ( )
def delete ( request , e_id ) :
user = User . objects . get_current ( )
try :
expense = Expense . objects . get ( pk=e_id )
105 settlement = expense . settlement
if settlement . primary_user . id ! = user . id :
return no_access ( )
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110 if settlement . settings [ "settled" ] :
return error ( _ ( u"The settlement is already settled" ) )
if request . POST [ 'fb_sig_request_method' ] == 'POST' and "confirm" in request . POST :
expense . delete ( )
115 return request . facebook . redirect ( reverse ( settlements . view , args = [ settlement . id ] ) )
return render_to_response ( 'delete_expense.fbml' ,
{ 'expense' : expense , 'settlement' : expense . settlement } )
120 except Expense . DoesNotExist :
return error ( _ ( u"Expense not found" ) )
views/callback.py – views til callback fra Facebook
# vim : f i l e e n c o d i n g = ut f 8
from udgiftsudligning . udligning . models import User
4 from django . http import HttpResponse
def update_user_accept ( request , value =True ) :
” ”” View to update app_accepted s t a t u s o f u s e r s when r e c e i v i n g
po s tba ck s from Facebook on app au tho r i z e or remove . ”””
9
if request . method == 'POST' :
params = request . facebook . validate_signature ( request . POST )
if params and params [ 'user' ] :
uid = params [ 'user' ]
14 user , created = User . objects . get_or_create ( id=uid )
if user :
user . app_accepted = value
user . save ( )
19 return HttpResponse ( u"" )
templatetags/currency.py – template-filter til beløbformatering
1 # vim : f i l e e n c o d i n g = ut f 8
from django import template
from django . utils . encoding import force_unicode
import re
6
register = template . Library ( )
def currency_format ( value , currency ="kr." ) :
” ”” D i s p l a y a n i c e l y fo rmat ted currency va lue .
11
Conver t s the va lue from 1/100 s to a c t u a l va lue . ”””
value = float ( value ) / 1 0 0 . 0
output = u"%.2f" % value
output = output . replace ( u"." , u"," )
16 return thousandsep ( u"%s %s" % ( output , currency ) )
currency_format . is_safe = True
register . filter ( currency_format )
21 def thousandsep ( value , sep ="." ) :
” ””
Conver t s an i n t e g e r to a s t r i n g con t a i n i n g pe r i od s every three d i g i t s .
For example , 3000 becomes ’ 3 . 0 0 0 ’ and 45000 becomes ’ 4 5 . 0 0 0 ’ .
” ””
26 orig = force_unicode ( value )
new = re . sub ( "^(-?\d+)(\d{3})" , '\g<1>%s\g<2>'%sep , orig )
if orig == new :
return new
else :
31 return thousandsep ( new , sep )
thousandsep . is_safe = True
register . filter ( thousandsep )
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Javascript-kode
script.js – generelle Javascript-funktioner
1 function show_widgets ( name )
{
summary = document . getElementById ( "summary_" +name )
widgets = document . getElementById ( "widgets_" +name )
summary . addClassName ( 'hidden' )
6 widgets . removeClassName ( 'hidden' )
return false ;
}
11 function uncheck_others ( id , all )
{
id = id . replace ( / _\d +$/i , '' )
var i = 0 ;
obj = document . getElementById ( id +"_" +i )
16 while ( obj ) {
if ( ( all && obj . getValue ( ) == 'all' ) | | ( ! all && obj . getValue ( ) ! = 'all' ) ) {
obj . setChecked ( false )
}
obj = document . getElementById ( id +"_" +i + + )
21 }
}
function check_friend ( id )
{
26 checkbox = document . getElementById ( id )
checkbox . setChecked ( ! checkbox . getChecked ( ) )
uncheck_others ( id , checkbox . getValue ( ) ! = 'all' )
}
31 var dialogs = [ new Dialog ( Dialog . DIALOG_CONTEXTUAL ) ] ;
function show_details ( id )
{
dlg = dialogs . pop ( )
dlg . hide ( )
36 dlg = new Dialog ( Dialog . DIALOG_CONTEXTUAL )
dlg . setContext ( document . getElementById ( "expenserow_" +id ) ) ;
dlg . showMessage ( 'Detaljer for udgift' , expenses [ "id" +id ] , "Luk" ) ;
dialogs . push ( dlg )
}
Templates
master.fbml – master-template til nedarvning
<link rel ="stylesheet" type ="text/css" href ="http://86.58.130.135:8000/static/style.css?v=4" / >
<script src ="http://86.58.130.135:8000/static/script.js?v=1" > </script >
<div class ="fbbody" >
{% block content %}
5 {% endblock %}
</div >
canvas.fbml – forside
{% extends "master.fbml" %}
{% block content %}
< fb : title >Oversigt </ fb : title >
4 < fb : header >
Velkommen til udgiftsudligning , < f b : name uid ="{{ fbuser.id }}" f i r s t n ameon l y ="true" useyou ="false" l i n k e d ="false" / > !
</ fb : header >
<div class ="fbbox grey" >
9 < fb : i f i s app user >
Herunder kan du se hvilke udligninger du er med i . <br / >
Klik på en udligning for at se flere detaljer om udligningen .
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< fb : e l s e >
Herunder kan du se hvilke udligninger dine venner har tilføjet dig til . <br / > <br / >
14 For at oprette en udligning eller se detaljer for en , skal du give applikationen
tilladelse til at benytte dine oplysninger .
</ fb : e l s e > </ fb : i f i s app user >
</div >
19 <h2 >Dine aktuelle udligninger </h2 >
{% if not settlements . count %}
<p >Du er ikke med i nogen udligninger lige nu . </p >
{% else %}
<table class ="list" >
24 <tr >
<th >Titel </th >
<th >Oprettet </th >
<th >Beskrivelse </th >
<th >Oprettet af </th >
29 <th >Afsluttet </th >
</tr >
{% for s in settlements . all %}
<tr class ="link" >
<td >
34 <a href ="{% url udligning.views.settlements.view s.id %}" r e q u i r e l o g i n ="1" >
{ { s . title | truncatewords : 3 } }
</a >
</td >
<td >
39 <a href ="{% url udligning.views.settlements.view s.id %}" class ="normal" r e q u i r e l o g i n ="1" >
{ { s . create_time | date } }
</a >
</td >
<td >
44 <a href ="{% url udligning.views.settlements.view s.id %}" class ="normal" r e q u i r e l o g i n ="1" >
{ { s . description | truncatewords : 4 } }
</a >
</td >
<td >
49 <a href ="{% url udligning.views.settlements.view s.id %}" class ="normal" r e q u i r e l o g i n ="1" >
< fb : name uid ="{{ s.primary_user.id }}" useyou ="false" l i n k ed ="false" / >
</a >
</td >
<td style ="text-align: center;" >
54 <a href ="{% url udligning.views.settlements.view s.id %}" class ="normal" r e q u i r e l o g i n ="1" >
{% if s . settings . settled %}Ja {% else %}Nej {% endif %}
</a >
</td >
</tr >
59 {% endfor %}
</table >
{% endif %}
<p >
64 <a href ="{% url udligning.views.settlements.create %}" r e q u i r e l o g i n ="1" >Opret ny udligning </a >
</p >
{% endblock %}
settlement.fbml – visning af udligning
{% extends "master.fbml" %}
{% load currency %}
3 {% block content %}
< fb : title >Vis udligning : { { settlement . title } } </ fb : title >
< fb : header >Vis udligning : { { settlement . title } } </ fb : header >
<div class ="headerbox rightbox" >
8 <h3 >Personer i udgiften </h3 >
<table class ="list" >
<tr >
<th >Person </th >
<th style ="text-align: right;" >Balance </th >
13 </tr >
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{% for user in users %}
<tr >
<td >
< fb : profile p i c u id ="{{ user.id }}" l i n k ed ="false" size ="square" / >
18 </td >
<td style ="text-align: right;" >
< fb : name uid ="{{ user.id }}" useyou ="false" / > <br / >
{ { user . balance | currency_format : "kr." } }
</td >
23 </tr >
{% endfor %}
</table >
</div >
28 <div class ="fbbox grey" >
Beskrivelse :
<span style ="font-weight: normal" >
{ { settlement . description | linebreaks } } </span >
</div >
33
{% if settlement . settings . settled %}
<div class ="fbbox info" >
Denne udligning er afsluttet .
{% if is_primary %}
38 <a href ="{% url udligning.views.settlements.unsettle settlement.id %}"
style ="font-weight: normal" >Genåbn . </a >
{% endif %}
</div >
{% else %}
43 {% if not settlement . users_accepted %}
<div class ="fbbox error" >
Ikke alle deltagere i udligningen har accepteret applikationen . <br / >
Det er ikke muligt at tilføje udgifter før alle har gjort det .
</div >
48 {% endif %}
{% endif %}
53
{% if settlement . settings . settled %}
<div class ="headerbox leftbox" >
<h3 >Overførsler </h3 >
58 <p >Følgende overførsler er nødvendige for at udligne udgifterne : </p >
<table class ="list" >
<tr >
<th >Fra </th >
63 <th >Til </th >
<th style ="text-align: right;" >Beløb </th >
</tr >
{% for t in transfers %}
<tr >
68 <td > < fb : name uid ="{{ t.u_from }}" useyou ="false" / > </td >
<td > < fb : name uid ="{{ t.u_to }}" useyou ="false" / > </td >
<td style ="text-align: right;" > { { t . amount | currency_format : "kr." } } </td >
</tr >
{% endfor %}
73 </table >
</div >
{% endif %}
{% for e in expenses %}
78 < fb : j s string var ="expenses.id{{e.id}}" >
<table style ="width: 100%;" >
<tr >
<th >Dato : </th >
<td > { { e . date | date } } </td >
83 </tr >
<tr >
<th style ="vertical-align: top" >Beskrivelse : </th >
<td > { { e . description } } </td >
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</tr >
88 <tr >
<th >Beløb : </th >
<td > { { e . amount | currency_format : "kr." } } </td >
</tr >
<tr >
93 <th style ="vertical-align: top" >Kreditorer : </th >
<td >
{% for u in e . creditors . all %}
<div class ="image_caption" >
< fb : profile p i c u id ="{{ u.id }}" size ="square" / > <br / >
98 < fb : name uid ="{{ u.id }}" useyou ="false" f i r s t n ameon l y ="true" / >
</div >
{% endfor %}
</td >
</tr >
103 <tr >
<th style ="vertical-align: top" >Debitorer : </th >
<td >
{% for u in e . debitors . all %}
<div class ="image_caption" >
108 < fb : profile p i c u id ="{{ u.id }}" size ="square" / > <br / >
< fb : name uid ="{{ u.id }}" useyou ="false" f i r s t n ameon l y ="true" / >
</div >
{% endfor %}
</td >
113 </tr >
{% if is_primary and not settlement . settings . settled %}
<tr >
<td colspan ="2" >
<a href ="{% url udligning.views.expenses.edit e.id %}" >Ret udgift </a >
118 : : <a href ="{% url udligning.views.expenses.delete e.id %}" >Slet udgift </a >
</td >
</tr >
{% endif %}
</table >
123 </ fb : j s string >
{% endfor %}
<div class ="headerbox leftbox" >
<h3 >Udgifter </h3 >
128 <p >Denne udligning har følgende udgifter : <br / >
Klik på en udgift for at se detaljer . </p >
<table class ="list" >
<tr >
<th >Dato </th >
133 <th >Beskrivelse </th >
<th >Kreditorer </th >
<th style ="text-align: right;" >Beløb </th >
</tr >
{% for e in expenses %}
138 <tr id="expenserow_{{e.id}}" onclick ="show_details({{e.id}})" class ="link" >
<td > { { e . date | date } } </td >
<td > { { e . description | truncatewords : 3 } } </td >
<td >
{% for u in e . creditors . all %}
143 < fb : name uid ="{{ u.id }}" useyou ="false" l i n k e d ="false"
f i r s t n ameon l y ="true" / >{% if not forloop . last %} ,{% endif %}
{% endfor %}
</td >
<td style ="text-align: right;" > { { e . amount | currency_format : "kr." } } </td >
148 </tr >
{% endfor %}
</table >
{% if not settlement . settings . settled and settlement . users_accepted %}
153 <p > <a href ="{% url udligning.views.expenses.add settlement.id %}" >Tilføj ny udgift </a >
{% if is_primary and settlement . expenses . count %}
: : <a href ="{% url udligning.views.settlements.settle settlement.id %}" >
Afslut udligning </a >
{% endif %} </p >
158 {% else %}
<p >&nbsp ; </p >
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{% endif %}
</div >
163
<div class ="divider" >&nbsp ; </div >
<p style ="text-align: right;" >
{% if is_primary %}
<a href ="{% url udligning.views.settlements.delete settlement.id %}" >Slet udligning </a > : :
168 {% if not settlement . settings . settled %}
<a href ="{% url udligning.views.settlements.edit settlement.id %}" >Ret udligning </a > : :
{% endif %}
{% endif %}
<a href ="{% url udligning.views.canvas %}" >Tilbage til oversigten </a >
173 </p >
{% endblock %}
form.fbml – visning af formularer
1 {% extends "master.fbml" %}
{% block content %}
< fb : title > { { title } } </ fb : title >
< fb : header > { { title } } </ fb : header >
6 {% if message %}
<div class ="fbbox grey" > { { message } } </div >
{% endif %}
{% if form . errors %}
11 <div class ="fbbox error" >
<h3 >Fejl i udfyldelsen af formularen </h3 >
Der er fejl i udfyldelsen af formularen . <br / >
Se fejlene nedenfor , ret dem og prøv derefter igen .
</div >
16 {% endif %}
< fb : r e f u r l ="http://86.58.130.135:8000/static/calendarselect.fbml" / >
<form action ="" method ="post" >
21 <table class ="form" >
{% for field in form %}
<tr >
<th > { { field . label_tag } } <br / >
<span class ="field_help" > { { field . help_text } } </span >
26 </th >
<td > { { field } }
{ { field . errors } }
</td >
</tr >
31 {% endfor %}
<tr >
<th > </th >
<td > <div class ="buttonset" >
<input type ="submit" class ="button" value ="{{ submit }}" / > eller
36 <a href ="{{ cancel_url }}" >Annuller </a >
</div > </td >
</tr >
</table >
</form >
41
<div style ="height: 100px;" >&nbsp ; </div >
{% endblock %}
confirm_form.fbml – visning af bekræftelsesformularer
<form action ="" method ="post" >
2 <input type ="hidden" name ="confirm" value ="true" / >
<table class ="form" >
<tr >
<th > </th >
<td > <div class ="buttonset" >
7 <input type ="submit" class ="button" value ="{{ submit }}" / > eller
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<a href ="{% url udligning.views.settlements.view settlement.id %}" >Annuller </a >
</div > </td >
</tr >
</table >
12 </form >
delete_expense.fbml – sletning af udgifter
{% extends "master.fbml" %}
{% block content %}
3 < fb : title >Slet udgift : { { expense . description } } </ fb : title >
< fb : header >Slet udgift : { { expense . description } } </ fb : header >
<div class ="fbbox grey" >
Er du sikker på at du ønsker at slette denne udgift ? <br / > <br / >
8 Handlingen kan ikke annulleres .
</div >
{% with "Slet" as submit %}
{% include "confirm_form.fbml" %}
13 {% endwith %}
{% endblock %}
delete_settlement.fbml – sletning af udligninger
{% extends "master.fbml" %}
{% block content %}
3 < fb : title >Slet udligning : { { settlement . title } } </ fb : title >
< fb : header >Slet udligning : { { settlement . title } } </ fb : header >
<div class ="fbbox grey" >
Er du sikker på at du ønsker at slette denne udligning ? <br / > <br / >
8 Alle indtastede data vil blive slettet . Handlingen kan ikke annulleres .
</div >
{% with "Slet" as submit %}
{% include "confirm_form.fbml" %}
13 {% endwith %}
{% endblock %}
invite.fbml – visning af invitationsside
{% extends "master.fbml" %}
{% block content %}
< fb : title > Inviter dine venner til Udgiftsudligning </ fb : title >
4 < fb : header > Inviter dine venner til Udgiftsudligning </ fb : header >
<div class ="fbbox info" >
Nogle af de venner du har tilføjet til udligningen har ikke
tilføjet applikationen . <br / > <br / >
9
Før du kan begynde at tilføje udgifter til udligningen skal alle
deltagere have tilføjet applikationen . Du har mulighed for at invitere
de personer som ikke har tilføjet applikationen endnu herunder .
</div >
14
< fb : reques t form action ="{{ next_url }}" method ="post" type ="Udgiftsudligning"
content ="{% filter force_escape %}
<fb:name uid=" { { f b u s e r . id } } " firstnameonly=" t rue " shownetwork=" f a l s e " linked=" f a l s e "/>
vil gerne udligne udgifter med dig. For at deltage skal du tilføje
19 Udgiftsudligning-applikationen. <fb:req-choice url=" { { add_ur l } } "
label=" T i l f ø j U d g i f t s u d l i g n i n g "/>{% endfilter %}" >
< fb : mult i f r i end s e l e c t o r a c t i o n t e x t ="Inviter dine venner til Udgiftsudligning"
showborder ="true" max="20" e x c l u d e _ i d s ="{{ exclude_ids|join:" ," }}"/ >
24
</ fb : reques t form >
{% endblock %}
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settle.fbml – bekræftelse af afslutning
{% extends "master.fbml" %}
{% block content %}
< fb : title >Afslut udligning : { { settlement . title } } </ fb : title >
4 < fb : header >Afslut udligning : { { settlement . title } } </ fb : header >
<div class ="fbbox grey" >
Ønsker du at afslutte den valgte udligning ? <br / > <br / >
Dette vil fjerne muligheden for at tilføje flere udgifter , og i stedet
9 vise hvilke overførsler der skal til for at udligne udgifterne .
</div >
{% with "Afslut" as submit %}
{% include "confirm_form.fbml" %}
14 {% endwith %}
{% endblock %}
unsettle.fbml – bekræftelse af genåbning
{% extends "master.fbml" %}
{% block content %}
< fb : title >Genåbn udligning : { { settlement . title } } </ fb : title >
4 < fb : header >Genåbn udligning : { { settlement . title } } </ fb : header >
<div class ="fbbox grey" >
Ønsker du at genåbne den valgte udligning ? <br / > <br / >
Dette vil fjerne listen over overførsler , og i stedet åbne for at tilføje
9 flere udgifter til udligningen .
</div >
{% with "Genåbn" as submit %}
{% include "confirm_form.fbml" %}
14 {% endwith %}
{% endblock %}
error.fbml – visning af fejl
{% extends "master.fbml" %}
{% block content %}
< fb : title >Der opstod en fejl </ fb : title >
4 < fb : header >Der opstod en fejl </ fb : header >
< fb : error message ="{{ msg }}" >
Benyt browserens tilbage knap til at gå tilbage hvor du kom fra , og prøv
så at udføre den valgte handling igen .
9 </ fb : error >
{% endblock %}
500.html – fejlside ved serverfejl
<h1 >Intern fejl </h1 >
<p >Der opstod en intern fejl . Vi beklager . </p >
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