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Diplomska naloga opisuje potek priprave podlage za nadaljnje pisanje avtomatiziranih 
testov funkcionalnosti Iskratelovih dostopovnih plošč s programskim orodjem iTest. V 
teoretičnem delu je opisana primerjava ročnega in avtomatiziranega testiranja, v 
praktičnem delu pa so predstavljena navodila, opis naprav ter shem, podan je tudi primer 
testa na podlagi zastavljenih ciljev. 
 
 
KLJUČNE BESEDE:  
 
iTest, avtomatizacija, testiranje, dostopovna plošča, seja, profil, telnet, IXIA, trojček (triple 
play), poročilo  






The thesis describes the course of preparing the ground for further writing automated 
functionality tests of Iskratel access boards using software tools iTest. The theoretical part 
describes the comparison of manual and automated testing, in practical work were 
presented guidance tasks, description of the devices and schemes and given is a test case 




iTest, automation, testing, access board, session, profile, telnet, IXIA, triple play, report.  






Iskratel je eno od vodilnih telekomunikacijskih podjetij na svetu. Z več kot 60-letnimi 
izkušnjami s ponosom predstavlja svoje izdelke in celovite rešitve za mobilno in fiksno 
telefonijo ter tudi internet, vključno s konvergenčnimi omrežji in omrežji NGN. 
 
Delo, ki ga opisujem v diplomskem delu, sem opravljal v razvojnem oddelku, kjer je bila 
določena skupina ljudi odgovorna za grobo testiranje funkcionalnosti dostopovnih plošč, ta 
pa je nato potrjene teste predala verifikacijskemu oddelku, kjer so opravljali daljša 
testiranja za preverjanje stabilnosti izdelkov in storitev. 
 
Avtomatizirana testiranja v omenjenem podjetju že obstajajo, vendar so posamezni testi 
omejeni le na določen tip plošče. To pomeni, da moramo za vsak tip plošče spisati 
popolnoma nov test zaradi različnih ukazov. Moja nadgradnja tega je bila, da lahko z enim 
testom pokrijemo vse vrste plošč – tako VDSL, ADSL in optične, kar pa zahteva široko 
področje specifičnega znanja o vseh tipih plošč. S to nadgradnjo bistveno izboljšamo 
preglednost testov, pohitri pa se tudi izvajanje. 
 
Pred pisanjem tako obširnih testov se moramo najprej seznaniti s ponujenimi 
funkcionalnostmi in načinom konfiguriranja. Zelo veliko časa moramo nameniti tudi 
načrtovanju arhitekture in logiki izvajanja testov. 
 
V začetnem delu diplomskega dela so podani primerjava ročnega in avtomatskega 
testiranja ter prednosti in slabosti, nato pa je podrobneje predstavljen eden od obširnejših 
konkretnih primerov poteka izvajanja testiranja. 
  




1 AVTOMATIZACIJA TESTIRANJA 
 
1.1 Potreba po avtomatizaciji 
Danes podjetja vse pogosteje svoja rutinska dela kar se da avtomatizirajo, saj s tem 
prihranijo čas, ki ga lahko namesto za ročno testiranje porabijo za drugo delo. S tem se tudi 
motivira delavce, saj rutinska dela pogosto postanejo dolgočasna, s časom pa se lahko 
zniža tudi kakovost testiranja. To privede do slabše kakovosti izdelkov in storitev, izgube 
strank in posledično do znižanja prodaje. 
Z avtomatizacijo testiranja se izboljša kakovost izdelka, skrajšajo se tudi verifikacijski 
časi. Za podjetje to v daljšem časovnem obdobju pomeni finančni prihranek, izdelke ali 
storitve pa lahko hitreje ponudi trgu. 
 
1.2 Ročno testiranje 
Čeprav se sliši avtomatsko testiranje preprosto in lepo, pa vseh postopkov in testov ni 
smiselno avtomatizirati. Še vedno morajo biti pri določenih testiranjih prisotni ljudje, saj si 
lahko vsak sestavi svoj testni scenarij za isti test. To pomeni, da lahko nekdo na primer 
neki test potrdi za uspešnega, nekdo pa ga zavrne kot negativnega. Čeprav sta oba 
verifikatorja testirala isto funkcionalnost, sta dobila različne rezultate, saj sta testirala vsak 
po svojem testnem scenariju. 
Za en test bi sicer lahko sestavili več različnih testnih scenarijev, ampak tu se pojavi 
vprašanje o smiselnosti. Do neke mere je smiselno, vendar je pisati več različnih testnih 
scenarijev za en sam test skorajda nesmiselno, saj lahko teste pišemo v nedogled. 
Težava avtomatiziranega postopka testiranja je tudi občutljivost sistema za izpade testnega 
okolja, kar lahko privede do napačnih rezultatov ali celo do prekinitve procesa testiranja. 
Dokler programa ne navadimo na vse te izpade, je lahko avtomatizirano testiranje celo 
dolgotrajnejše od ročnega. Testnega programa nikoli ne bomo mogli naučiti vseh mogočih 
napak in izpadov sistema, saj se lahko pojavljajo vsakodnevno. Iz tega sledi, da je človeški 
um še vedno nenadomestljiv. 
  




1.3 Avtomatizirano testiranje 
Ali smo želeli v prejšnjem podpoglavju trditi, da se avtomatizacija testov ne splača? 
Seveda se splača, vendar je treba dobro premisliti, katere teste bomo zaupali računalniku. 
Po navadi se odločimo avtomatizirati preprostejše in krajše testne scenarije, saj imamo 
manj možnosti za izpade testov. Morda se bo kdo vprašal, ali je potem sploh smiselno 
avtomatizirati teste, če so ti kratki in preprosti. Je smiselno, saj se ravno najkrajši testi 
največkrat izpuščajo. Kdo bi preverjal osnovno aplikacijo »ping«, ki mora vedno delovati? 
Pa vendar, na razvojni stopnji se ravno najmanjše napake največkrat pojavljajo. Ker pa jih 
velikokrat nihče ne preveri, se lahko odkrijejo prepozno, kar lahko postane resna težava. 
Ravno takšne vrste testov se splača avtomatizirati, saj se opravijo hitro in so ravno toliko 
pomembni kot kakšni zahtevnejši testi. Kaj nam pomaga najboljši avtomobil, če ima 
prazen akumulator in ga ni mogoče zagnati? 
 
1.4 Prednosti in slabosti ročnega ter avtomatskega testiranja 
Vsaka vrsta testiranja produktov in storitev ima svoje prednosti in slabosti. Ne moremo 
trditi, da so ročni testi boljši od avtomatiziranih ali obratno. Ker ima vsaka vrsta testiranja 
svoj namen, moramo dobro preučiti, kdaj bomo uporabljali katero vrsto testiranja. 
Glede hitrosti izvajanja testov je v veliki prednosti avtomatizirano testiranje, saj se ukazi in 
preverjanja izvajajo mnogo hitreje kot ročno. Pri ročnem testiranju moramo ukaze pisati v 
ukazno vrstico (CLI), kar vzame nekaj časa, avtomatski testi pa ukaze »lepijo« v CLI, kar 
se izvaja zelo hitro. 
Če primerjamo odpornost sistema za napake, se tehtnica prevesi v korist ročnemu 
testiranju. Za primer lahko podamo naslednje; programerji dodajo nov ukaz za 
konfiguriranje dostopovne plošče, ki ga program za testiranje še ne pozna. Nato zaženemo 
avtomatsko testiranje za ploščo z nameščenim novim popravkom. Ker program za 
testiranje še ne pozna novega ukaza, bo test to napako najbrž prepoznal, vendar se ne bo 
znal pravilno odzvati. To pomeni, da bo program čakal na uporabnika, da vnese nov ukaz. 
Seveda uporabnik te napake vedno ne opazi takoj, testi pa tako lahko dolgo čakajo na 
izvajanje. V nasprotju s tem pa pri ročnem testiranju uporabnik takoj opazi, da se je v 
novem popravku nekaj spremenilo, na kar se lahko odzove nemudoma. 




Kar se tiče uporabnikov oziroma verifikatorjev, jih je pri avtomatiziranem testiranju lahko 
bistveno več, saj jim ni treba poznati konkretnega testnega scenarija in vseh pravil, ki se 
uporabljajo za konfiguracijo dostopovne plošče (znati morajo samo zagnati program za 
testiraje), saj jih zanima le končni rezultat. To ne pomeni, da se končna verifikacija izdelka 
ali storitve prenese tudi na druge delavce in se jih tako še dodatno obremeni. 
Avtomatizirano testiranje lahko uporabijo razvijalci programske opreme, ki ne poznajo 
celotnega delovanja sistema, ampak poznajo del, ki ga razvijajo. To se lahko bistveno 
pozna pri tem, da večino napak odkrijejo že razvijalci sami in lahko jih odpravijo takoj. 
Brez avtomatiziranega testiranja testiranje po navadi poteka tako: 
 
 programerji napišejo svoje dele kode, 
 več delov kode se združi v paket, 
 paket se preda verifikatorjem, 
 verifikatorji preverijo delovanje, 
 ob odkritju napake v paketu se opozorijo programerji razvijalci, 
 programerji odpravijo napako, 
 popravki se združijo v paket, ta pa se preda verifikatorjem. 
 
Z avtomatizacijo testiranja pa do verifikatorjev še vedno prihajajo napake, vendar je teh 
bistveno manj, kar se opazi pri hitrosti izdajanja popravkov naročniku.  
Z vidika zanesljivosti testiranja je težko reči, ali je zanesljiveje testirati s programom za 
avtomatizirano testiranje ali ročno. Če je program dobro napisan, je zanesljivost lahko 
velika, če pa je program nepopoln in robusten, bo zanesljivost majhna. Enako je pri 
ročnem testiranju. Če je verifikator natančen, bodo tudi testi uspešni, v nasprotnem 
primeru bodo rezultati slabi. Ker je danes konkurenca agresivna, moramo imeti zanesljive 
programe za testiranje, prav tako tudi ljudi, ki testirajo. Zaključimo lahko, da sta oba 
načina testiranja zelo zanesljiva. 
Poglejmo, kako je s končnim rezultatom in odčitkom raznih števcev. Tu lahko brez 
zadržkov damo prednost avtomatiziranemu sistemu za testiranje, saj nam poda končni 
rezultat s konkretnimi številkami, poleg tega pa nam lahko rezultate prikaže v obliki 
grafov, iz katerih z lahkoto razberemo odzivanje testirane opreme. Če testiramo ročno, 
lahko rezultate tudi razberemo natančno. Ker pa je raznih števcev po navadi zelo veliko, ne 




moremo spremljati vseh in si od vseh zapomniti rezultatov. Slabost ročnega branja 
rezultatov je tudi v tem, da ne moremo spremljati več števcev hkrati. 
Izkoristek testne opreme ima v podjetju velik pomen, saj mora biti le-ta čim bolj 
izkoriščena, sicer prinaša izgube. Z avtomatizacijo testiranja lahko zelo izboljšamo 
izkoristek, saj teste lahko zaganjamo dan in noč ter izvajamo iteracije brez prisotnosti 
strokovnjaka. Pri ročnem testiranju mora biti za izvajanje in spremljanje testov prisoten 
človek. 
 
2 PISANJE TESTOV 
 
Preden se lotim predstavitve svoje naloge, bom na kratko opisal, kako se lotiti pisanja 
testov, na kaj je treba paziti in kaj je smiselno testirati. 
 
2.1 Kako se lotiti pisanja testov 
Zelo pomembna dela avtomatizacije sta dobro zastavljen testni scenarij in grobo 
sestavljanje programa. Smiselno je, da si idejno delovanje programa narišemo na papir v 
obliki diagrama poteka. To nam bo še posebej prišlo prav, če nimamo veliko prakse s 
programiranjem, ali pa če pišemo kakšen obširen program z zelo kompleksnim 
delovanjem. Če nimamo dobro zastavljene osnove, med pisanjem kode lahko večkrat 
naletimo na težave in tako izgubljamo čas. Zato je zelo pomembno, da si jasno zastavimo 
cilje pred pisanjem programa. Nič ni narobe, če si vzamemo kak dan več za razmišljanje, 
kakor da se brezglavo zapodimo v pisanje programa, saj se nam bo to pozneje obrestovalo 
in prihranilo nekaj živcev. 
Po tem, ko imamo dobro oblikovano osnovo, se lotimo fizičnega sestavljanja testnega 
okolja, pisanja konfiguracije testnih naprav in konfiguracije raznih generatorjev prometa, 
kar bomo uvozili v program za avtomatizacijo. Za fizično postavljeno okolje je 
priporočljivo, da je čim bolj statično, sicer lahko med izvajanjem testiranja prihaja do 
težav. 
 




2.2 Kaj testirati 
Kot smo že večkrat omenili, ni smiselno avtomatizirati celotnega testnega scenarija. Pri 
avtomatiziranem testiranju programskih rešitev se pojavi cel kup omejitev – vsakodnevno 
spreminjanje programske kode, nestabilnost programov med razvojem itd. Kaj je sploh 
smiselno početi z avtomatizacijo? Avtomatizacija je zelo preprosta za konfiguriranje ter 
pripravo celotnega testnega okolja na prihajajoči test. Ker se konfiguracijske datoteke 
redko spreminjajo, je zelo preprosto napisati program za samodejno konfiguriranje 
naprave, ki je povrhu še zanesljiv in preprost.  
Avtomatizirano testiranje je zelo učinkovito pri prebiranju raznih števcev prenesenih 
paketov, odzivnega časa, različic paketa itd. Uporabno je tudi, kadar moramo prebrati 
razne števce na različnih koncih hkrati. Tudi avtomatizacija dejansko težko prebira hkrati 
na različnih koncih, vseeno pa se branje izvaja zelo hitro. Tako so lahko rezultati na koncu 
veliko bolj natančni. Avtomatizacija je dobra tudi za spremljanje obnašanja testne naprave 
(DUT). Lahko merimo porabo CPE-ja in RAM-a ter iz tega rišemo graf. Iz grafov lahko 
razberemo, ob katerih dogodkih se poveča obremenitev. Grafi so zelo učinkovito sredstvo 
za odkrivanje napak, saj lahko opazimo spremembe, ki jih sicer ne bi. 
Z avtomatizacijo je dobro in preprosto tudi testiranje določenih procesov, ki jih moramo 
ponavljati. Ročno je to težje izvesti, program pa lahko izvaja iteracije v nedogled. S tem 
tudi lahko odkrivamo napake, ki se pojavijo šele po določenih ponovitvah. Če na primer 
programer pozabi brisati pomnilnik, se ta s časom zapolni, naprava pa se lahko zaradi te 
napake ponovno zažene ali celo ugasne. 
 
3 PREDSTAVITEV TESTIRANJA FUNKCIONALNOSTI 
TROJČKA S PROGRAMSKIM ORODJEM iTEST 
 
3.1 Uvod v testiranje funkcionalnosti trojčka 
Moja zadolžitev v podjetju je bila avtomatizirati ročne teste. Predvsem sem se osredotočil 
na pisanje podlage za nadaljnje pisanje testov in ne toliko na konkretne teste 
funkcionalnosti. Namen je bil sestaviti univerzalne teste. Dostopovnih plošč je namreč več 
– ADSL, VDSL in optične. Vsak tip plošče ima drugačno konfiguracijo. Na primer, pri 




plošči ADSL moramo zakrmiliti VPI in VCI, pri ploščah VDSL to ni potrebno, pri optičnih 
pa naročnikov modem lahko zakrmilimo kar prek dostopovne plošče. 
Do zdaj so bili testi spisani samo za en tip plošče, kar je pomenilo, da si moral imeti za 
vsak tip plošče poseben test za testiranje iste funkcionalnosti. Posebnost teh testov je tudi, 
da imamo globalno konfiguracijo, s katere si lahko prilagajamo okolje; določimo število 
priključenih modemov na dostopovno ploščo, tip modema, nastavljamo vrata na 
generatorju prometa in določimo, pod kakšnim imenom se bo shranilo končno testno 
poročilo. Lahko tudi izberemo, katera poročila se pošljejo po elektronski pošti, če to 
želimo. 
Vsak test funkcionalnosti ima tudi lokalno konfiguracijsko datoteko. V tej datoteki lahko 
prilagajajmo vsak test. Tako lahko v testu preprosto spremenimo vrednost profilov QOS, 
hitrost prenosa z generatorja prometa, nastavimo drugačne vrednosti VPI/VCI, pripenjamo 
različne profile na vrata plošče itd. 
 
3.2 Opis uporabljenih programov in naprav 
Pri delu sem uporabil različna programska orodja in opremo, kar sem uporabil za 
diplomsko nalogo, to bom opisal v naslednjih podpoglavjih. 
 
3.2.1 iTest 
iTest je izdelek ameriškega podjetja Fanfare (leta 2011 ga je kupil Spirent), ki razvija 
programsko opremo za avtomatizacijo testov. Ponudnikom storitev in proizvajalcem 
omrežne opreme ponuja samodejno testiranje izdelkov in storitev, s čimer povečajo 
storilnost in kakovost. 
Zagotavlja kakovost organizacije z enotnim pristopom razvijanja, avtomatizacije in 
vzdrževanja. iTest povečuje storilnost in zmanjšuje stroške testiranja. 
Omogoča pisanje testov z načinom »zajem-odgovor« ali gradnje »po korakih«. Vgrajene 
aplikacije omogočajo kompleksno testiranje orodij in sistemov prek vmesnika ukazne 
vrstice (CLI), Java Swing, SNMP, VNC, serijskih vmesnikov itd. Ko aplikacijo zaženemo, 
iTest zajame vsak ukaz, premik in odziv. Mehanizem iTesta vsak ukaz, ne glede na jezik 
naprave, shrani pod svoj korak, zato lahko test razume vsak. 




Primer testiranja naprave se izvaja tako; najprej se povežemo s testno napravo, se 
prijavimo z geslom, izvedemo nekaj ukazov in pogledamo statistiko ter različne tabele, 
odjavimo se iz naprave. iTest zajame vsak korak in izpis ter omogoča, da to program 
naslednjič izvede sam v enakem zaporedju. 
Seveda program omogoča grajenje testov vrstico po vrstico z ukazi v programskem orodju 
iTest, uporabljamo pa lahko tudi različne ukaze skriptnega jezika, ki omogočajo še hitrejše 
pisanje testov in hitro popravljanje testnega scenarija. Na koncu testa program vrne 
poročilo izvedenega testa. [1] 
 
3.2.2 IXIA 
IXIA je globalno javno podjetje, ki deluje v 30 državah po svetu, sedež pa ima v 
Kaliforniji. Ponuja sistem za testiranje različnih platform tako za žična kot brezžična 
omrežja. S tem sistemom lahko preverjamo zanesljivost delovanja konvergenčnih IP-
omrežij pod obremenitvijo, hkrati pa lahko testiramo tudi varnosti sistemov. Naprava IXIA 
je sestavljena iz ohišja in različnih kartic, ki jih po potrebi dodajamo ali odstranjujemo. Za 
testiranje obstajata še dva modula – IxiaNetwork in IxiaTraffic, ki ju dokupimo glede na 
zahteve testiranja. V našem okolju se bo uporabljala za ustvarjanje prometa za storitve 
trojčka. 
 
Slika 1: Generator prometa IXIA [2] 





IxExplorer je grafični uporabniški vmesnik za upravljanje testov na generatorju prometa. 
Omogočen je popoln nadzor nad ustvarjanjem in analizo prometa od 2. do 4. plasti OSI. 
Vmesniki so lahko nastavljeni tako, da so med seboj neodvisni ne glede na promet. 
Obsežna statistika in grafični prikaz omogočata poglobljeno analizo učinkovitosti in 
funkcionalnosti naprav med testom. Z vmesnikom IxExplorer lahko nastavljamo vsebino 
paketa, kot so na primer velikost, vsebina, tip paketa, izvorni ter ponorni naslov. Na voljo 
imamo različne tipe pošiljanja paketov in tokov – konstantno pošiljanje, sekvenčno, 
naključno itd. [3] 
Na eno kartico je lahko priključenih več uporabnikov, ki lahko zavzamejo vmesnik med 
testiranjem, po koncu pa ga sprostijo, da ga lahko uporabljajo drugi uporabniki. IxExplorer 
omogoča tudi uvažanje tokov iz drugih programov, kot je na primer Wireshark, s katerim 
lahko zajamemo pakete, jih uvozimo v IxExplorer in tako simuliramo kompleksnejši 
promet, kot so IGMP, PPPoE, VoIP itd. 
 
 
Slika 2: Grafični vmesnik IxExplorerja 
 




3.2.3 SI3000 Lumnia 
SI3000 Lumnia je nova generacija zelo zmogljivih dostopovnih in agregacijskih vozlišč. Z 
modularno obliko in več vrstami ohišij se lahko prilagodi vsakemu mrežnemu scenariju. 
Podpira tehnologije POTS, ISDN, ADSL2+, VDSL2 in optične povezave točka-točka s 
hitrostjo 100 Mb/s in 1 Gb/s. Vse to pa veliko prispeva k omrežni infrastrukturi. Velika 
novost izdelka je tudi »single mode IP«, ki omogoča upravljanje celotnega ohišja z 
enotnim IP-naslovom. 
Iskratelova zamisel ISA je, da poenostavi operaterjevo omrežje, saj decentralizira 
inteligenco med dostopovni vozlišči, kar pomeni nižje začetne stroške in boljšo omrežno 
razširljivost. Večja je tudi ozaveščenost o omrežju in diagnostika je preprostejša. 
ISA zagotavlja podlago za odprt dostop, ki naročnikom omogoča svobodno izbiro storitev, 
ponudnikom pa možnost, da tekmujejo pod enakimi pogoji. 
Na področju storitev Lumnia kaže prednost s funkcijo ozaveščanja pretoka. Izdelek je v 
celoti sposoben dobave storitev OTT, kar zahteva QoS na zahtevo, in je hitro postal 
zanimiv nov vir prihodkov. [4] 
 
 
Slika 3: Lumnia SI3000 – dostopovno in agregacijsko vozlišče [5] 
 
Lumnia SI3000 nudi veliko možnosti načina konfiguracije, kot so Element Manager, 
Managment System ter profilni in neprofilni način prek CLI-ja. Uporabnik uporabi tistega, 
ki mu bolj odgovarja. 




3.3 Shema okolja 
 
Slika 4: Shema postavitve okolja iTest  
 




V testnem okolju iTest sem uporabil dve različni ohišji za dostopovne plošče, in sicer 
MEA, ohišje s petimi režami, ki podpira starejše različice plošč, kot so SGR, SGT, SFH ter 
SFD, ter ohišje s petimi režami MEC, ki pa podpira novejše različice dostopovnih plošč in 
ki imajo enake oznake, večinoma pa se razlikujejo v količini spomina. V nova ohišja se 
prilegajo tudi čisto nove plošče z oznakama SFI in SGV – dostopovna plošča 
ADSL/VDSL z vektoringom. 
Uporabil sem tudi Ciscovo stikalo z 48 vrati (na sliki 4 sta dve stikali s 24 vrati, vendar 
zaradi omejenih virov še ni v uporabi). To stikalo je bilo uporabljeno zato, da smo 
prihranili dodatna vrata na generatorju prometa, in zato, ker podpira funkcionalnost QnQ – 
dvojno označevanje prometa. To sem potreboval zaradi usmerjanja prometa na prave 
modeme. Spodnja slika prikazuje idejo uporabnosti QnQ v mojem okolju. 
Slika 5: Uporaba funkcionalnosti QnQ za dvojno označevanje paketov 




Za primer navedimo, da generator prometa pošlje tak paket, kot ga prikazuje slika 6, z 





Ko stikalo prejme paket, ga razpošlje na vse vmesnike, na katerih je zunanji VLAN ID 
nastavljen na 101. V našem primeru je to na vse modeme ADSL. To pojasni, zakaj smo 
uporabili funkcionalnosti QnQ, saj z njo krmilimo promet po izbranih modemih. Če bi 
hoteli poslati promet na modeme VDSL, bi uporabili zunanji VLAN ID 201 in tako naprej. 
Uporabil sem tudi ES, ki je sestavni del vsakega ohišja, njegov namen pa je razpošiljanje 
prometa na ostale plošče v ohišju. 
Mišljena je bila tudi uporaba generatorja Shenick, ki deluje malo drugače kakor IXIA, 
vendar pa ga zaradi slabe podpore v različici iTesta 4.2 nisem uporabil. 
V testnem okolju sem uporabil še tri različne različice modemov, in sicer V50, ki je bil 
zakrmiljen kot modem ADSL ali VDSL, nato pa še dva optična modema F20 in F28. 
Razlika med njima je, da ima F20 štiri vrata, F28 pa osem. Posebnost teh modemov je, da 
jih lahko krmilimo kar prek dostopovne plošče, saj uporabnik nima dostopa do njihove 
konfiguracije. 
V testno okolje spadajo tudi trije različni strežniki. ISA-RADIUS je bil namenjen 
upravljanju dostopovne plošče prek spletnega grafičnega vmesnika. Licenčni strežnik iTest 
je potreben za delovanje programa iTest. Strežnik VideoQR je bil namenjen posebnemu 
testu za večvrstno oddajanje (multicast), testiral je kakovost videa in slike na zaslonu z 
branjem QR-kod.  
Slika 6: Sestava paketa z označevanjem QnQ [6] 




3.4 Arhitektura testov 
 
 
Slika 7: Arhitektura testov 
 
Arhitektura testov je videti tako: na vrhu imamo »test case« RUN_TEST, s katerega 
zaganjamo druge teste. Ta test ni glavni, ampak služi kot vmesnik, namenjen zaganjanju 
več testov hkrati. Na žalost iTest ne podpira izvedbo več testov hkrati, zato sem moral 
poiskati drugo rešitev. iTest sicer lahko zaganja teste enega za drugim, ampak samo ob 
določenih urah (urnik), ne omogoča pa ročnega zagona več izbranih testov s klikom. V tem 
delu na neki način »obkljukamo« teste, ki jih želimo izvesti. 
 




Sledijo mu konkretni testi (na sliki označeno kot »Test Cases«). Tukaj se izvaja vsa logika 
načina izvajanja testov od nalaganja konfiguracije na generator prometa do konfiguriranja 
izbrane testne plošče, preverjanja, izpisov itd. 
 
Test dobi podatke za povezavo s testno napravo prek »Session profiles«. Ti podatki so 
način povezave (SSH, Telnet, IxTraffic itd.), IP naprave, s katero se povezujemo, ter 
vstopna gesla. 
 
Sejni profili in konkretni testi dobijo večino potrebnih parametrov iz datoteke »Global 
parameters«, specifične parametre za določen test pa dobijo iz parametrov, ki jih vsebuje 
vsak posamezni test posebej. V globalnih parametrih izbiramo testne plošče, nastavimo 
generator prometa in število priklopljenih modemov na izbrano testno ploščo. Na koncu 
lahko še izberemo, katera poročila naj nam ustvari iTest ter jih pošlje na izbrani elektronski 
naslov. 
 
Sejnih profilov je več. Za generator prometa IXIA potrebujemo dva – enega za vrata, ki 
smo jih določili za odjemalčevo stran, ter drugega, ki predstavlja strežniško stran. Profil 
Telnet je namenjen povezavi s testno dostopovno ploščo. 
 
Sejni profil »CMD Mouse« je v uporabi, kadar testiramo Managment System – test 
pripenjanja profilov na testno ploščo prek grafičnega vmesnika s pomočjo posnetega 
gibanja miškinega kazalca. Ta test se nikoli ni prav dobro obnesel, ker sem moral za 
snemanje gibanja kazalca uporabiti brezplačne programe, ki pa največkrat niso bili 
najboljši, poleg vsega pa so morali imeti lastnost nadzora programa prek ukazne vrstice, da 
sem ga lahko povezal s programom iTest. iTest podpira vtičnik Java Swing, vendar je 
plačljiv, zato si nismo mogli privoščiti in sem moral poiskati drugo možnost. Ti testi so po 
navadi »obviseli«, ker je kazalec občasno zašel, posledično pa test ni vrnil želenega 
rezultata. Težava se je pojavila tudi, kadar se je grafični vmesnik spremenil, saj je bilo 
treba posneti nove gibe kazalnika. 
 
»Report Library« vsebuje razne izpise stanja na testni plošči in jih shranjuje v tekstno 
datoteko poročila. 




Po končanem izvajanju testov nam iTest ustvari privzeto poročilo, ki nam z znaki v obliki 
kljukice in križca označi, kateri koraki so bili uspešno izvedeni in kateri ne. To nam 
omogoča hiter in pregleden pregled testa. V svojem primeru testiranja sem se odločil, da 
bom poročila razdelil v dve kategoriji; prva je že privzeto poročilo programa, ki nam samo 
obkljuka uspešne teste, druga pa je poročilo, ki ga program napiše med testa in ga shrani v 
tekstovno datoteko. To poročilo oblikujemo sami – sprogramiramo ga v programu, izpisuje 
pa nam točno število prenesenih paketov, uspešno vzpostavljenih zvez PPPoE in VoIP, 
paketov večvrstnega oddajanja itd. To sem naredil zato, ker naj bi iTest uporabljali tako 
poznavalci programa kot tudi nepoznavalci – eni bodo hoteli grobo oceno delovanja 
funkcionalnosti, drugi pa bodo morda hoteli imeti podan natančen postopek izvajanja s 
konkretnimi rezultati. S tem pridobimo preglednost, hkrati pa lahko hitro pogledamo samo 
tiste rezultate, ki nas zanimajo. S tem se znebimo izločanja nepotrebnih rezultatov v 
množici. 
 
4 TEST TROJČKA 
 
Na naslednjih straneh bom podrobneje opisal obširnejši test, ki testira osnovne 
funkcionalnosti trojčka za dostopovne plošče. 
 
4.1 Priprava in sestava globalnih parametrov 
Najbolje je, da si že na začetku dobro zastavimo, kako bodo potekale povezave med 
različnimi sestavnimi deli testa, saj bomo tako imeli manj težav z morebitnimi popravki. 
Za sestavljanje globalnih parametrov sem veliko razmišljal in porabil kar veliko časa, da 
sva nato z mentorjem prišla do končnega praktičnega, smiselnega in kar se da preprostega 
videza. Težava je bila, da smo imeli preveč različnih parametrov z enakim pomenom, ker 
je pisanje kode tu nekoliko drugačno, kot ga je običajni programer vajen, da torej že na 
začetku postavi globalni parameter in potem ga kliče iz posameznih funkcij. Pri iTestu je 
to drugače, saj tudi definiranje parametrov poteka v našem primeru drugače – globalni 
parametri so v ločenem delu, videti je kakor Excelov dokument. Če hočemo na primer 
poklicati parameter »ip_addr«, ki je pod MEA_BOARDS/GTE_SFH/ip_addr, ta pa je 









Klic tega parametra je zelo nepregleden in dolg, ampak tako mora biti za pravilno klicanje 
parametrov med seboj. Gre za nekakšen klic parametra s parametrom. Glede na to, katero 
ploščo imamo izbrano, program ve, kam mora iti po druge potrebne podatke o testni plošči. 
Že res, da je klic parametra zelo zapleten, ampak se s tem načinom klica parametra 
izognemo neprestanemu vnašanju parametrov, ki imajo večino časa statično vrednost (IP 
testne plošče se redkokdaj spremeni, prav tako število priklopljenih modemov in sam 
položaj plošče v omari, vendar bo prihajalo do tega z razvojem novih plošč, modemov in 
ohišij). To bi lahko zakodirali v sam program in tega sploh ne bi potrebovali, vendar je 
ideja te naloge kar se da povečati preprostost naknadnega spreminjanja za nevešče 
uporabnike. Tudi nam je lažje spreminjati parametre, ki so zbrani na enem urejenem mestu 
in nam tako ni treba iskati določenega dela programa med stotinami vrstic kode. 
 
Na začetku, pod »MAIN PARAMS«, nastavljamo osnovne parametre, potrebne za 
testiranje izbrane testne plošče. Tako določimo ime omare, v kateri je testna plošča (shelf). 
Nato izberemo model plošče, ki se v parametrih vedno začne z »GTE_«, da se ve, da gre za 
testiranje v okolju iTest, nato pa sledi model plošče. 
S parametrom »package« poimenujemo testno poročilo, ki ga sami sprogramiramo, da nam 
vrne točne želene rezultate. 
Z nastavitvijo parametra »client_QinQ_switch« določamo, ali se bo k ustvarjenim paketom 
dodajala dodatna VLAN-značka ali ne. To je namenjeno kakšnemu posebnemu testu, 
vendar pa je ta možnost po navadi vedno vklopljena, saj promet vedno razpošiljamo na vse 
možne modeme ali vsaj na več kot enega. 
V »video_QR_server« vpišemo IP-naslov video strežnika, ki je namenjen testiranju 
kakovosti slike. iTest na zahtevo zažene video strežnik in pretaka video, ki vsebuje QR-
kode. Odjemalec se poveže s tem strežnikom in preverja berljivost QR-kod. Če video 
»kocka« in je slika nejasna, odjemalec QR-kod ne bo sposoben prebrati in bo javil napako. 




V kategoriji »CONFIG_METHOD« nastavljamo, na kakšen način naj se testna plošča 
zakrmili. Imamo možnost izbire CLI-ja, ISA-ja ali EM-ja. V večini primerov se uporablja 
kar CLI, saj sta preostala načina nestabilna, ker testi potekajo prek posnetih makrov 
premika miške, a kot sem že omenil, je ta način nezanesljiv. Testi so prilagojeni za 
morebitno prihodnje razvijanje tudi te funkcionalnosti. 
 
Če konfiguriramo ploščo prek CLI-ja, lahko tudi izberemo, ali se plošča zakrmili v 
profilnem ali neprofilnem načinu ali pa test preizkusi kar oba načina, če nastavimo 
parameter na »all«. Če izberemo test prek ISA-ja, je možnost konfiguracije plošče samo v 
profilnem načinu. 
 
Naslednja možnost v nastavitvah je izbira, na kakšen način bo test manipuliral s testno 
ploščo. Dogaja se, da se na primer po ponovnem zagonu plošče konfiguracija pobriše, 
čeprav smo jo shranili, ali pa se sploh noče pobrisati, ali pa shranjene konfiguracije v 
skripto noče naložiti na ploščo. Tako sem dodal parameter »manipulation«, s katerim 
določamo, kako bo test manipuliral s ploščo. Imamo možnost nastavitve parametra na 
vrednost »no«, s čimer ukažemo, naj ne uporablja manipulacije, ampak naj samo izvede 
izbrani test. Naslednja možnost je »sv-re«, ki shrani naloženo konfiguracijo, nato pa ploščo 
ponastavi in pregleda, ali se je konfiguracija pravilo shranila. Imamo tudi možnost izbire 
»re-de«, ki ponastavi ploščo, nato pa preveri, ali se je konfiguracija izbrisala v celoti. 
Izberemo lahko tudi možnost »ss-re-as«, kar pomeni »save script  reboot  apply 
script« – shrani konfiguracijo v skripto, ponovno zažene ploščo in naloži konfiguracijo iz 
skripte. Pri tem se konfiguracija sama pobriše po ponastavitvi plošče, ker napisane 
konfiguracije ne shranimo s posebnim ukazom (napisana konfiguracija je najprej v RAM-
u, šele nato jo s posebnim ukazom shranimo v bliskovni pomnilnik. 
 
Naslednja skupina nastavitev so nastavitve za pošiljanje poročil na izbrani elektronski 
naslov. Najprej se moramo odločiti, ali hočemo poročila dobivati na elektronski naslov; to 
nastavimo s parametrom »send_report«. Če mu pripišemo vrednost »yes«, nam bo iTest 
poslal poročilo, ki smo ga ustvarili sami – podrobnejše poročilo. Poročila, ki ga ustvari 
iTest sam, ne moremo poslati po elektronski pošti, saj se pojavi šele, ko si vsi testi končani, 
in sicer skupaj s »testom« pošiljanja poročila na elektronski naslov.  




Z naslednjo izbiro, »send_telnet_log«, si lahko na elektronski naslov pošljemo tudi 
zgodovino dogajanja na testni plošči. Tako lahko vidimo vse ukaze in izpise na testni 
plošči, ki se prikazujejo med testiranjem. To nam lahko pride prav, kadar opazimo 
nesmiselne rezultate in tako lahko pogledamo, kaj se je dogajalo s testno ploščo med 
testiranjem. Zelo prav pa pride tudi razvijalcem testov, ker lahko pogledajo, kdaj in v 
kakšnem primeru je bil test neuspešen zaradi napake ali nepopolnosti programa. 
 
Parametri v globalnih nastavitvah nudijo tudi možnost, da nam iTest naloži najnovejše 
popravke na izbrano ploščo, nato pa izvede teste. Nalaganje novega paketa omogočimo z 
nastavitvijo parametra »upgrade« na vrednost »yes«. Nato nastavimo pot za FTP do 
popravka. Določiti moramo še, na katero ploščo naj naloži popravek. Popravki oziroma 
paketi so različni za različne vrste plošč. Tako nimamo enega paketa, ki bi bil primeren 
tako za VDSL/ADSL kot optične plošče. Funkcionalnost testa »NEW_PACKAGE« še ni 
dobro razvita, saj jo je treba optimizirati za boljše delovanje, razviti pa je treba še logiko, 
da bo ta funkcionalnost prepoznala, kateri paket sodi na katero ploščo in tako izvedla 
nalaganje popravkov na več ploščah hkrati. Trenutno deluje samo za nalaganje popravkov 
na eni testni plošči. 
 
Naslednji sklop nastavitev so nastavitve za pravilno delovanje generatorja prometa IXIA. 
Generator prometa je sestavljen iz ohišja in iz mrežnih kartic, ki jih lahko po potrebi 
dokupimo. Razlikujejo se v številu možnih vhodov – vrat, hitrosti in tudi obliki – lahko so 
to vhodi za navaden priključek ethernet RJ45 ali pa so to optični vhodi. Za povezavo na 
generator prometa moramo vpisati IP-naslov ohišja pod parameter »chassis_ip«, da iTest 
ve, na kateri IXIA-generator se mora povezati. Ker pa je v enem ohišju lahko več kartic, 
moramo podati še zaporedno številko kartice in številko vrat, s katerimi je povezano testno 
okolje. Vse to se nastavlja s parametri »ixia_server_card, ixia_server_port, 
ixia_client_card, ixia_client_port«. 
 
Pod kategorijo ISA nastavljamo parametre za povezovanje testne plošče s strežnikom 
RADIUS, s katerega prenese potrebno konfiguracijo. Če parameter 
»tal_automatic_request« nastavimo na potrdilno vrednost, potem dostopovna plošča ve, da 
mora pobrati konfiguracijo za vsa možna vrata, za katera obstaja nastavljena konfiguracija. 




Če je vrednost nastavljena na »no«, moramo vsaka vrata posebej nastaviti in jim določiti, 
naj se povežejo z RADIUS-om in prenesejo konfiguracijo samo za določena vrata. 
Z vrednostjo parametrov »radius_secret« in »das_secret« vpišemo gesla za povezavo s 
strežnikom RADIUS. 
Imamo tudi možnost nastavljanja ravni beleženja zgodovine z vrednostmi od 1 do 7. S tem 
parametrom povemo, kaj vse se naj beleži v zgodovino dogajanja med strežnikom 
RADIUS in dostopovno ploščo. Vrednost 1 beleži vse podrobnosti in napake, vrednost 7 
pa le osnovne dialoge. 
 
Zadnji kategoriji v globalnih parametrih sta še »MEA_BOARDS« in »MEC_BOARDS«. 
Sestavljeni sta iz podkategorij, ki vsebujejo vse še potrebne informacije o vključenih 
testnih ploščah. Tako na primer podkategorija »GTE_SFH« vsebuje podatke o optični 
plošči SFH, in sicer IP-naslov omenjene plošče, kateri tip modema je priklopljen na ploščo 
in na katerih vratih so priklopljeni modemi. To pride prav potem, ko iTest ploščo 
konfigurira, da ve, za kateri tip modema mora dostopovno ploščo zakrmiliti ter katera vrata 
mora vključiti v test, na koncu pa program iz tega dobi informacijo, za katera vrata mora 
izpisati statistiko. 
 
Okolje je v osnovi statično. Če želimo dodati svojo ploščo v ohišje za test, lahko potrebne 
parametre preprosto dodamo v pravilno kategorijo parametrov (v kategorijo 
»MEA_BOARDS« če gre za ploščo, ki spada v ohišje MEA, ali »MEC_BOARDS«, če gre 
za novejšo ploščo, ki spada v ohišje MEC) v podkategorijo »my_board«. Test lahko 
zaženemo na dodatni plošči tako, da parametru »board«, ki je v kategoriji 
»MAIN_PARAMS«, pripišemo vrednost »my_board«. 





Slika 8: Nastavitev globalnih parametrov 
 
4.2 Ustvarjanje sejnih profilov 
Pred začetkom pisanja testov moramo najprej ustvariti sejni profil. S sejnim profilom 
iTestu povemo, kako in na kakšen način se bomo povezovali s testnim okoljem ali 
napravo. Na razpolago imamo več vrst sej, kot so Telnet, SSH, CMD, Mail, Java Swing, 
IxiaTraffic, IxiaNetwork. Najpogostejši seji v našem testnem okolju bosta Telnet in 
IxiaTraffic, uporabljene bodo pa tudi SSH, CMD in Mail. 
 
 
Slika 9: Ustvarjanje nove seje 




Ko ustvarimo novo sejo, seveda najprej izberemo tip seje in jo po svoji želji poimenujemo. 
Najbolje je, da sejo poimenujemo smiselno, saj nam bo to koristilo predvsem takrat, ko bo 
število sej narastlo. Za tem sledi najpomembnejši podatek, in to je IP-naslov naprave, s 
katero bomo vzpostavili dialog. Lahko bi imeli za vsako ploščo, s katero bi hoteli 
vzpostaviti povezavo, svojo sejo, vendar bi bilo sej lahko zelo veliko, zato bomo IP 
naprave brali kar iz nastavljenih globalnih prametrov. 
Pred prvim zagonom ustvarjene seje moramo v sejni profil vpisati pozive, na katere se bo 
iTest odzival in izvajal ukaze. Poziv je simbol v ukaznem oknu in označuje čakanje na 
vhodni podatek.[7] To najlažje naredimo tako, da napišemo preprost test in ga zaženemo. 
Tako nas bo iTest vsakič, ko naleti na nov poziv, vprašal, kaj naj naredi – ali naj počaka ali 
ga shrani. Vse nove pozive je najbolje shraniti, pozneje pa jih lahko po potrebi še dodatno 
obdelamo v nastavitvah same seje. 
Sejni profili imajo možnost beleženja zgodovine. Beleženje zgodovine sem uporabil za 
telnet sejo (beleži celotno dogajanje na povezani plošči) in jo uporabil kot dodatek k 
testnemu poročilu v primeru, da poročila pošiljamo po elektronskem naslovu. Odprte seje 
je priporočeno ob koncu uporabe zapirati, da nam po nepotrebnem ne porabljajo 
procesorske moči in delovnega pomnilnika testne naprave. 
 
4.3 Knjižnice 
Knjižnica je zbirka rutin, ki jih program uporablja za delovanje. Rutine so včasih 
imenovane tudi moduli. Knjižnice so zelo uporabne, saj nam ni treba vedno znova 
ponavljati in povezovati različnih delov kode. [8] 
 
Pisanja knjižnic sem se lotil šele na koncu, ko sem opazil, za koliko bi lahko skrajšal testne 
programe. Knjižnice bi lahko napisal še pred pisanjem testov, vendar bi moral v tem 
primeru zelo dobro poznati potek konfiguracije in način kodiranja, sicer knjižnice niso več 
uporabne in so lahko celo moteče za uporabo. Napisane morajo biti smiselno in preprosto, 















Prva se je uporabljala na začetku kot neka testna knjižnica. Ko sem razumel, kako moram 
sestavljati uporabne knjižnice, sem napisal novo različico. Starejša se še vedno uporablja 
na starejših testih, ampak s pisanjem novih se priporoča uporabno novejše zbirke. 
iTest_board_configuration_new se uporablja za konfiguriranje dostopovnih plošč. Tako se 
lahko s klicem določene funkcije hitro in preprosto prijavimo na ploščo, počistimo 
konfiguracijo, ustvarimo razne profile itd. S tem prihranimo čas programiranja in 
omogočimo preglednost programa. Predvsem nam delo zelo olajša takrat, kadar moramo 
narediti morebitne spremembe v konfiguraciji. Tako lahko nekaj spremenimo na enem 
mestu, hkrati pa se popravi na vseh drugih. Brez uporabe knjižnic bi morali popravljati ali 
dodajati popravke v vseh že spisanih programih. 
 





Slika 10: Primer knjižnice iTest_board_configuration_new 
 
Knjižnica »IXIA_Library« je zelo uporabna in močna in je namenjena lažjemu upravljanju 
generatorja prometa prek iTesta. Vsebuje navodila za vzpostavljanje in prekinjanje 
povezav s strežniškimi in odjemalčevimi vrati, vsebuje konfiguracijo za osnovno 
ustvarjanje skupin večvrstnega oddajanja, prometa HTTP ter proceduro za dodajanje 
paketom značk QnQ (dvojno označevanje). Vsebuje tudi nekaj drugih manjših in 
ponavljajočih se ukazov. 
  
Naslednja knjižnica se imenuje »iTest_Library_MN«. Je zelo majhna in vsebuje le nekaj 
osnovnih zbirk ukazov za prijavo v Iskratelov Managment System. Knjižnica je povezana 
z »mouse clickerjem«, kot pa sem že omenil, se ta način konfiguracije ne uporablja zaradi 
nestabilnosti in prezapletenosti. 
 
»iTest_library_report« je obširnejša zbirka, njena uporaba pa je primerna za ustvarjanje 
končnih natančnih poročil. Je zelo priročna in hitra, saj lahko z enim klicem funkcije 
izvede mnogo ukazov. Tako lahko na primer s klicanjem funkcije 




»transmitted_packet_on_0_x« izpišemo vse možne prenesene pakete na vmesnikih, na 
katerih so priklopljeni modemi, z vstavljenimi parametri pa določimo meje minimalnega 
prenosa paketov na vmesnikih – pozneje nam glede ne te meje iTest oceni, ali je test 
uspešen ali ne. 
 
4.4 Primer testa trojčka 
Po pripravi okolja, sejnih profilov in knjižnic se lahko posvetimo pisanju testa. Najprej 
moramo imeti idejo, kaj testirati in kako. Najbolje se je testa lotiti tako, da se postavimo v 
vlogo naročnika, ki naroči, v našem primeru paket trojček, in pričakuje, da mu bodo ob 
polni obremenitvi internetne povezave, gledanju televizije in pogovoru prek VoIP vse 
storitve delovale brezhibno. 
 
 
Slika 11: Pogled na test trojčka v programskem orodju iTest 
 
V proceduri »main« najprej odpremo seje in opravimo osnovno konfiguracijo naprav, ki 
jih bomo vključili v test. iTest se najprej poveže z generatorjem prometa in inicializira 




odjemalčeva vrata – poveže se na pravo šasijo, določi kartico in zavzame vmesnik. Enako 
stori s strežniškimi vrati. Sledi povezovanje s testno dostopovno ploščo. Kot smo že 
omenili, vse osnovne parametre za povezavo z generatorjem prometa in dostopovno ploščo 
prebere iz globalne konfiguracijske datoteke. Ko se uspešno poveže s ploščo, najprej 
izvede prijavo s prednastavljenim uporabniškim imenom »admin« in geslom »admin«.  
Sledi zapisovanje informacij v poročilo o testu in testni plošči. Te informacije so: čas 
začetka izvajanja testa, tip plošče, IP-naslov plošče, različica paketa in tip modema, 
priklopljenega na ploščo. 
 
iTest nato pobriše vso prednastavljeno konfiguracijo s testne plošče. Ta korak lahko 
pokličemo kar iz knjižnice. Prek odločitvenih »if« stavkov iTest izve, na kakšen način bo 
konfiguriral ploščo, ali prek CLI-ja ali prek ISA-ja, kako bo zakrmilil ploščo prek 
profilnega ali neprofilnega načina, kakšno vrsto konfiguracije mora naložiti na ploščo 
(ADSL, VDSL ali konfiguracijo za optične plošče). 
 
Če smo v globalnih parametrih nastavili parameter »profiles« na vrednost »all«, program 
najprej opravi profilno konfiguracijo. Prek profilnega načina najprej zakrmili ploščo za 
PPPoE. V naslednjem koraku program preveri, ali morda testiramo optično ploščo. Ker gre 
za modela F20 in F28, je način krmiljenja modema tak, da konfiguracijo pripravimo na 
sami dostopovni plošči, potem pa jo pošljemo na naročnikov modem. Če je odgovor 
pritrdilen, preveri, kateri modemi so priklopljeni na ploščo, potem pa pripravi posebno 
konfiguracijo za modeme. V pripravi konfiguracije za modeme se nastavi samo značka 
VLAN na vratih. Spomnimo se lahko, da ni vseeno, v katera vrata na modemu priključimo 
kabel. Tako na primer za povezavo z internetom uporabimo vrata ena in dve, vrata tri in 
štiri pa so rezervirana za IPTV. Ker nisem imel na razpolago toliko naprav, sem čez prva 
vrata na modemu pošiljal kar ves promet. 
 
Najprej pripravimo prometni profil za modem »cpe_traffic«. S tem povemo, da bomo prek 
njega pošiljali promet, nato pa začnemo pripravo servisnih profilov za posamezni VLAN. 
Pripravil sem tri servisne profile, v vsakem pa povemo, katera vrata naj pričakuje promet 
in ali je ta promet označen z značkami VLAN. To nastavljamo z ukazoma »customer vlan 
številka_vlan_značke« in »participation tagged port 1«, če je promet označen, v 




nasprotnem primeru vnesemo ukaz »untagged«. Prvi se imenuje »Service_388«. To 
pomeni, da je ta profil pripravljen za prejemanje vseh paketov, ki vsebujejo VLAN značk 
388, podamo mu še vrata 1 in povemo, da bo prihajajoči promet označen. VLAN 388 je 
namenjen navadnemu HTTP-prometu in simulaciji VoIP-klicev. Naslednji servisni profil 
je »Service_3900«, ki je namenjen simulaciji povezave PPPoE. Temu ravno tako 
pripišemo vrata 1, le da tukaj ne bomo prejemali označenega prometa. Zadnji servisni 
profil, ki sem ga pripravil, je »Service_3920«, pripravljen pa je za simulacijo prometa 
večvrstnega oddajanja. 
 
Ko končamo pripravo servisnih profilov za modem, se lotimo priprave profilov za 
dostopovno ploščo. V profilnem načinu pripravimo za vsako vrsto prometa svoj profil. 
Vsakemu od teh profilov se nastavijo označevanje VLAN in drugi specifični parametri, kot 
so maksimalna hitrost prenosa določenih informacij (QoS), statične grupe za promet 
večvrstnega oddajanja, garantirana hitrost prenosa VoIP-klicev in prioriteta, ki jo ima 
določen promet. Ko končamo pripravo profilov, vse pripravljene profile za dostopovno 
ploščo združimo v servisni profil, ki mu dodamo še profil omejitve internetne hitrosti (če si 
na primer uporabnik želi imeti hitrosti interneta 10 Mb/s, mu dodamo profil, ki omeji 
hitrost na 10 Mb/s). Tako imamo v servisnem profilu VoIP, multicast, PPPoE, data, flow-
profile ter profil za omejitev hitrosti internetne povezave (na primer 
»Default_ADSL2+_23/3_POTS«). Pripravljen servisni profil samo pripnemo na izbrana 
vrata (vrata »access«) naročniške plošče in plošča je pripravljena. 
 
Sledi priprava streamov – tokov na generatorju prometa IXIA prek iTesta. Najprej si prek 
grafičnega vmesnika pripravimo vse potrebne tokove – lahko jih uvozimo iz analizatorja 
internetnega prometa Wireshark ali pa jih pripravimo ročno. Ko so tokovi pripravljeni, jih 
moramo uvoziti v iTest. To naredimo tako, da se s sejo IXIA povežemo na vrata, kjer smo 
konfigurirali tokove, in izvedemo ukaz »configuration get«. Ta nam vrne konfiguracijo, ki 
jo uvozimo v iTest. Sliši se zelo preprosto, a ker mora biti test prilagodljiv in preprost za 
uporabnika, moramo uvoženo konfiguracijo obdelati. Pripraviti jo moramo na 
spreminjajoče značke VLAN, inkrementiranje naslovov MAC in IP, na različne hitrosti 
prenosa in na morebitno spreminjanje okolja. Prilagajanje konfiguracije IXIA je veliko bolj 
zapleteno kot pripravljanje konfiguracije za dostopovno ploščo, saj ni neke dobre možnosti 




za generično pripravljanje tokov prek iTesta. Zato sem pripravil nekaj osnovnih zbirk 
ukazov in jih prenesel v knjižnico za hitrejše in preprostejše ustvarjanje tokov. Ko so 
tokovi obdelani, jih iTest sam pravilno ustvarja glede na nastavljene lokalne in globalne 
parametre. Po končanem ustvarjanju tokov se le-ti zaženejo in iTest začne preverjanje in 
analizo prometa. 
 
iTest najprej pregleda testirano dostopovno ploščo. Prva funkcionalnost v vrsti za pregled 




Slika 12: Potek seje VoIP [9] 
 
Odjemalec in strežnik si pošiljata sporočila; invite, trying, ringing, OK, ACK, govor 
(podatki, seja), bye, OK. Na koncu vrata odjemalca na generatorju prometa preštejejo 
pakete in glede na nastavljeno vrednost vrnejo podatek, ali so vsi paketi prišli na cilj. 
Ravno tako to storijo strežnikova vrata. Paketi se štejejo tudi na sami dostopovni plošči. 
Naslednji test je, da si odjemalec in strežnik 15 sekund pošiljata promet UDP, potem pa se 
spet pregledajo prejeti in poslani paketi na odjemalčevih in strežniških vratih. Ravno tako 
se pregledajo števci na dostopovni plošči in iTest pregleda, koliko paketov je plošča prejela 
in koliko jih je oddala. 
 




Ko zaključi ta test, sledi test večvrstnega oddajanja IGMP. IPTV se izvaja tako, da 
distributer stalno pretaka video kanale. Naročnik izbere ponujeni televizijski paket, 
ponudnik storitve na dostopovni plošči izbere, katere kanale lahko naročnik gleda. Ko 
naročnik z daljinskim upravljalnikom preklaplja med kanali, s tem prek set-top boxa (STB) 
pošilja pakete JOIN in LEAVE, s katerimi se prijavlja in odjavlja v kanale. Tako iTest 
zakrmili dva kanala, med katerima preklaplja prek paketov JOIN in LEAVE, test pa na 
dostopovni plošči preverja, koliko teh paketov je bilo poslanih s strani uporabnika oziroma 
odjemalčevih vrat. Prav tako se preverja, ali tok na strežniku zares deluje in ali slika (v 
našem testu paketi) prihaja do naročnika. S tem se preverja funkcionalnost IGMP – ali 
paketi JOIN in LEAVE dejansko delujejo. 
 
Zadnji test, ki ga iTest opravi, je test povezave PPPoE. Podobno kot pri testu VoIP si 
odjemalec in strežnik izmenjujeta pakete za vzpostavitev povezave. Za simulacijo paketov 
PPPoE z generatorjem prometa IXIA, smo najprej vzpostavili povezavo PPPoE in vse 
skupaj zajeli z internetnim analizatorjem Wireshark. Zajete pakete smo uvozili v prometni 
generator, nato pa konfiguracijo uvozili v iTest. 
 
 
Slika 13: Potek seje PPPoE [10] 




Paketi, ki si jih izmenjujeta odjemalec in strežnik: 
 
 PADI (PPPoE Active Discovery Initiation) 
 PADO (PPPoE Active Discovery Offer) 
 PADR (PPPoE Active Discovery Request) 
 PPPData (prenos podatkov) 
 PADT (PPPoE Active Discovery Terminate) 
 
Tako iTest preverja na samem generatorju prometa, ali se paketi pošiljajo in prejemajo, na 
dostopovni plošči pa po dveh vzpostavljenih sejah preveri, koliko paketov se je uspešno 
ujelo v števec omenjenih paketov. 
 
4.5 Poročila 
Kot sem že omenil, iTest pripravi dve vrsti končnih poročil opravljenega testa. Prva vrsta 
poročila je poročilo, ki ga pripravi program sam, izpisuje pa rezultate in opozorila, kot mu 
to ukažemo v kodi. Ta vrsta poročila se vedno prikaže ob koncu testiranja in nam da zelo 
hiter ter jasen pregled dogajanja med testom.  
 
 
Slika 14: Končno poročilo, ki ga ustvari iTest 




Ker so testi lahko zelo obširni in nisem želel, da se privzeto poročilo preveč »napihne«, saj 
bi s tem privzeto poročilo izgubilo preglednost, vseeno pa sem hotel, da poročila prikažejo 
vse želene rezultate, sem pripravil drugo vrsto poročila – podrobnejše poročilo. To vsebuje 
vse podatke o testnem okolju, izpisuje pa tudi vse podrobnejše izpise, kot so natančno 
število prenesenih paketov in druge testne informacije. 
 
 
Slika 15: Primer podrobnejšega poročila 
 
 




iTest lahko po koncu testiranja na izbrani elektronski naslov pošlje tudi podrobnejše 
poročilo ter dnevnike izvajanja testa. Primer elektronskega sporočila, ki ga ustvari iTest, 














Potreba po avtomatizaciji je vedno večja, saj se sistemi razvijajo zelo hitro. Ročno 
testiranje nam vzame preveč časa, zato z razvojem ne moremo slediti konkurenci. Zaradi 
tega smo se v podjetju odločili, da preizkusimo programsko orodje iTest in spišemo take 
teste, ki bodo preprosti za uporabo, hkrati pa zajamejo čim večji del testiranj. Poleg iTesta 
obstajajo tudi druga orodja za samodejno testiranje, vendar je imel omenjeni program 
najboljšo podporo glede na naše potrebe. Če se odločimo za avtomatizacijo, moramo dobro 
premisliti, kako se bomo lotili testiranja in kaj bomo testirali. Slabo sestavljeni testi delo 
otežijo namesto olajšajo, zato se je najprej dobro lotiti manjšega projekta, da dobimo 
občutek za avtomatizacijo, šele po določenih dobljenih rezultatih gremo na obširnejše 
teste. 
 
Za kompletno grobo testiranje trojčka se porabi okoli deset minut, kar je v primerjavi z 
ročnim testiranjem vsaj trikrat hitreje, če imamo konfiguracijo že vnaprej pripravljeno. 
 
Za pisanje testov sem porabil okoli sedem mesecev. Največ časa sem porabil za samo 
preizkušanje testov in razne izboljšave, ki so se pojavile med pisanjem testov. Lahko 
potrdimo tezo, da mora biti testni scenarij že na začetku dobro zasnovan in da mora biti 
test na začetku preprost, preden se lotimo večjega projekta, sicer izgubimo preveč časa s 
popravki. Med pisanjem testov sem s pomočjo mentorja in sodelavcev dobil veliko 
praktičnih idej, kako teste čim bolj približati uporabniku, hkrati jih ohraniti – kar se tiče 
programskega dela – ne preveč zapletene. 
 
Diplomsko delo je zaključeno, lahko pa rečemo, da je to tako obširno področje, da nikoli 
ne more biti zaključeno, saj se pojavljajo nove ideje in rešitve za izvedbo testov. Nekaj 
obstranskih testov je še nedokončanih, kot sta na primer testiranje kakovosti videa in slike 
na TV-zaslonu z branjem QR-kod ter zapis podrobnejših poročil v HTML-dokument 
zaradi preglednosti. 
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