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Program dela
Pred sabo imamo zacˇetno pozicijo na sˇahovnici, figure pa se premikajo po
enakih pravilih kot pri obicˇajnem igranju sˇaha. Z eno pomembno razliko:
beli najprej odigra eno potezo, cˇrni odgovori z dvema potezama, beli nato
izvede tri poteze... in tako dalje, vse do matiranja nasprotnika (ali pa do
remija). Ta razlicˇica sˇaha se v anglesˇcˇini imenuje Progressive chess, mi pa ga
imenujmo kar “1-2-3 sˇah”. Za to igro je znacˇilna kombinatoricˇna eksplozija
mozˇnosti, kjer sodobne metode in algoritmi s podrocˇja igranja iger brez do-
datnih izboljˇsav in namenskih hevristik najverjetneje ne bodo obrodili sadov.
Z vidika umetne inteligence predstavlja zanimiv izziv: kako implementirati
program, ki bo za cˇloveka tako rekocˇ nepremagljiv v tej igri?
Kandidatova naloga je razviti program za igranje omenjene igre. Pro-
gram naj sledi splosˇno priporocˇeni strategiji za to igro: (1) poiˇscˇimo mat, cˇe
je le-ta izvedljiv v danem sˇtevilu potez, (2) v primeru, da mata ni, poiˇscˇimo
zaporedje cˇim bolj koristnih potez, (3) preverimo, ali nacˇrtovano zaporedje
potez preprecˇuje nasprotnikov mat (sicer poiˇscˇemo drugo). Program naj te-
melji na hevristicˇnem preiskovanju. Naloga vkljucˇuje oblikovanje ustreznih
hevristik in prilagoditev obstojecˇih algoritmov zahtevam te igre. Kakovost
razvitih hevristik in algoritmov eksperimentalno ovrednotite. Implementi-
rajte tudi graficˇni vmesnik, ki bo cˇlovesˇkim igralcem omogocˇil igranje “1-2-3
sˇaha”in jim pomagal pri analizi odigranih partij.
V Ljubljani, 31. avgusta 2015 Podpis mentorja:
i

Povzetek
V tem delu predstavimo program za igranje igre 1-2-3 sˇah (ang. Progressive
chess). Pri tej sˇahovski razlicˇici beli zacˇne z eno potezo, cˇrni nadaljuje z
dvema, beli nato odigra tri in tako naprej. Zaporedne poteze lahko igralec
odigra na ogromno nacˇinov in ta kombinatoricˇna eksplozija mozˇnosti pred-
stavlja velik izziv za klasicˇne metode, namenjene igranju tovrstnih iger. Nasˇ
program sledi splosˇno priporocˇeni strategiji za to igro: (1) poiˇscˇe mat, cˇe
je le-ta izvedljiv v danem sˇtevilu potez, (2) v primeru, da mata ni, poiˇscˇe
potencialno dobra zaporedja potez, (3) odigra najbolje ocenjeno zaporedje
potez, ki hkrati preprecˇuje nasprotnikov mat.
Za iskanje matov (in sorodno, preprecˇevanje le-teh) smo osnovali pet
razlicˇnih hevristik in preiskusili dva preiskovalna algoritma, nato pa vse sku-
paj preiskusili na avtomatsko pridobljeni mnozˇici testnih sˇahovskih pozicij.
Za iskanje dobrih zaporedij potez smo razvili in predstavili drug nabor he-
vristik in empiricˇno pokazali njihovo koristnost. Uporabili smo kombina-
cijo algoritmov A* in Min-Max, kar nam je omogocˇilo spopad z ogromno
kombinatoricˇno zahtevnostjo domene. Pripravili smo otvoritveno knjizˇico in
osnovali namenske hevristike za koncˇnice. Razvili smo program z graficˇnim
vmesnikom, ki med drugim omogocˇa igranje proti racˇunalniˇskemu naspro-
tniku ter iskanje matov iz poljubne vnesˇene pozicije.
Kljucˇne besede
sˇah, 1-2-3 sˇah, hevristicˇno preiskovanje, hevristike, algoritem A*, algoritem
Min-Max, iskanje matov, kombinatoricˇna zahtevnost
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Abstract
We present the design of a computer program for playing Progressive chess.
In this game, rather than just making one move per turn, players play pro-
gressively longer series of moves. Combinatorical complexity generated by
many sequential moves presents a difficult challenge for classic search algo-
ritms. Our program follows the generally recommended strategy for this
game, which consists of three phases: (1) looking for possibilities to check-
mate the opponent, (2) playing generally good moves when no checkmate
can be found, and (3) preventing checkmates from the opponent.
For the task of finding (and preventing) checkmates we considered two
versions of the A* algorithm, and developed five different heuristics for guid-
ing the search. An automatically generated set of chess positions was used
to evaluate the efficiency of checkmate search. For the second phase of the
game we developed another set of heuristics, and combined the A* algorithm
with Min-Max search, in order to fight the combinatorical complexity. We
constructed an opening book, and designed specialised heuristics for playing
Progressive chess endgames.
We developed an application with a graphical user interface that enables
human players to play Progressive chess against the computer, and is able to
search for checkmates in any arbitrarily given chess position.
Keywords
chess, Progressive chess, heuristic search, heuristics, A* algorithm, Min-Max
search, checkmate search, combinatorial complexity.
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Poglavje 1
Uvod
Sˇahovske razlicˇice so druzˇina stratesˇkih namiznih iger, ki so povezane z, nav-
dahnjene po ali podobne klasicˇni igri sˇaha. 1-2-3 sˇah (angl. Progressive
chess) je razlicˇica sˇaha, kjer beli zacˇne z eno potezo, nato cˇrni odigra dve,
beli nadaljuje s tremi in tako naprej. V svojem krogu imata igralca tako na
voljo vedno daljˇso sekvenco potez.
Gre za eno bolj popularnih sˇahovskih razlicˇic [1]; zanjo je bilo v zadnjih
petdesetih letih organiziranih na stotine turnirjev [2]. O sami igri je bilo
napisanih tudi nekaj knjig [3, 4, 5, 6].
Cilj tega magistrskega dela je bil razviti in predstaviti program z graficˇnim
vmesnikom, ki bi to razlicˇico znal dostojno igrati in v njej konkurirati cˇlovesˇkemu
igralcu. Programa za igranje 1-2-3 sˇaha doslej ni razvil sˇe nihcˇe. Med ra-
zvojem programa smo preiskusili vecˇ algoritmov in hevristik za preiskovanje
ter jih primerjali med seboj. Glede na testiranja smo najuspesˇnejesˇo kom-
binacijo implementirali v zadnji razlicˇici programa, ki je prosto dostopna na
spletu [7].
Vecˇ zaporednih potez v tej igri omogocˇa igralcu ogromno mozˇnosti kako
odigrati svoj krog (vse zaporedne poteze enega igralca tvorijo njegov krog).
Ta razvejanost privede do ogromne kombinatoricˇne eksplozije vseh mozˇnosti
in predstavlja najvecˇji izziv pri razvoju tega programa. Prevelika razvejanost
je onemogocˇila uporabo klasicˇnih pristopov za igranje tovrstnih iger ter nas
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spodbudila, da jih nekoliko preoblikujemo in prilagodimo tej domeni.
Druga ovira je splosˇno pomanjkanje znanja o tej igri, saj je ta v primerjavi
s klasicˇnim sˇahom sˇe relativno neraziskana. To dejstvo otezˇi izbiranje dobrih
hevristik za preiskovanje, zato bo njihovo iskanje imelo velik poudarek v tem
delu.
Upamo, da bo nasˇe delo na tej temi ponovno ozˇivelo zanimanje za to
igro ter predstavilo tezˇavno novo domeno, v kateri bodo lahko tudi drugi
raziskovalci testirali svoje algoritme, pristope in ideje.
1.1 Pregled magistrskega dela
Najprej si bomo igro podrobneje ogledali. V poglavju 2.1 bomo navedli vsa
pravila te razlicˇice in predstavili nekaj njenih lastnosti. Predstavili bomo
tudi nekaj primerov iz poteka same igre, v upanju da bodo bralcu ilustrirali
izzive, ki se pri njej pojavljajo.
Nato bomo v poglavju 3 predstavili nasˇ program in njegove funkcional-
nosti ter okvirno zacˇrtali delovanje racˇunalniˇskega igralca. V splosˇnem je
njegovo igranje sestavljeno iz dveh podproblemov; iskanja matov in iskanja
sicer najboljˇsih potez. Oba podproblema si bomo natancˇneje ogledali v ka-
snejˇsih poglavjih.
Vecˇ zaporednih potez omogocˇa veliko razlicˇnih matnih vzorcev in obstoj
matov v presenetljivo veliko sˇahovskih pozicijah. Ucˇinkovito iskanje matov
zato postane kljucˇnega pomena za igranje te razlicˇice in ta podproblem lahko
vzamemo za samosvoj raziskovalni problem. Ogledali si ga bomo v poglavju
4, kjer bomo predstavili predlagane resˇitve, jih testirali in primerjali med
sabo. Razlicˇne resˇitve bomo preiskusili tudi v sami igri in opazovali, kako
kakovost iskalca matov vpliva na kakovost igre.
Za spopad z razvejanostjo posameznih krogov smo v poglavju 5 predlagali
vecˇ algoritmov za preiskovanje. Predlagali smo tudi vecˇ hevristik ter njihovo
medsebojno kombinacijo. Razlicˇne mozˇnosti smo nato s pomocˇjo iger, kjer
je program igral sam s sabo (ang. self-play), primerjali med seboj.
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V poglavju 6 predstavimo sˇe otvoritve in koncˇnice te igre. Podobno kot
pri navadnem sˇahu lahko v teh delih igre uporabimo zanje specificˇna zna-
nja in z njimi izboljˇsamo kvaliteto igre. Pri otvoritvah uporabimo vnaprej
pripravljeno otvoritveno knjizˇico, pri koncˇnicah pa namenske hevristike.
V dodatku podamo sˇe nekaj zanimivih implementacijskih podrobnosti,
kot je implementacija sˇahovnice z bitnimi polji (ang. Bitboards) ter za sˇah
specificˇne zgosˇcˇevalne funkcije.
1.2 Predhodna objava
Del tega magistrskega dela je bil objavljen v naslednjem znanstvenem cˇlanku:
Janko Vito, Guid Matej. Development of a Program for Playing Progres-
sive Chess. The 14th International Conference on Advances in Computer
Games (ACG 2015). Julij, 2015.
Rezultati v tem delu so nadgradnja in razsˇiritev omenjene sˇtudije.
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Poglavje 2
Predstavitev igre 1-2-3 sˇah
V tem poglavju predstavimo igro 1-2-3 sˇah, njena pravila, lastnosti in primere
iz same igre. Upamo, da bo podrobnejˇse razumevanje igre bralcu omogocˇilo
boljˇse razumevanje preostanka tega dela.
2.1 Pravila igre
V tej igri, namesto da oba igralca odigrata eno potezo v svojem krogu, se
sekvenca zaporednih potez povecˇuje. Beli zacˇne z eno potezo, nato cˇrni
odigra dve, nato spet beli odigra tri in tako naprej. Pravila te razlicˇice sˇaha
so sicer enaka obicˇajnim, vendar vkljucˇujejo naslednje izjeme:
• sˇah je mogocˇe dati le v zadnji potezi v svojem krogu,
• igralec v nobeni svoji potezi ne sme premakniti svojega kralja v sˇah,
• kralj se mora sˇahu umakniti v prvi potezi svojega kroga; cˇe tega ne
more narediti, je matiran (izgubi igro),
• cˇe igralec kadarkoli v svojem krogu nima legalne poteze, potem se igra
zakljucˇi z remijem (neodlocˇen rezultat),
• En passant pravilo lahko igralec izkoristi le v prvi potezi svojega kroga.
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Obstajata dve glavni razlicˇici 1-2-3 sˇaha: italijanska in sˇkotska. Prva je bila
bolj raziskana in zanjo je bila narejena tudi vecˇja baza odigranih iger (imeno-
vana ”PRBASE”). V italjanski verziji (za katero smo se v tem delu odlocˇili)
je sˇah lahko narejen samo v zadnji potezi svojega kroga. Poudarimo, da cˇe se
lahko v neki poziciji izognemo sˇahu le tako, da sˇah damo nasprotniku, potem
je tak nacˇin neveljaven in je igra izgubljena (primer na sliki 4.4). V sˇkotski
verziji lahko sˇah damo v poljubni potezi, vendar s to potezo zakljucˇimo svoj
krog. Pokazano je bilo, da razlika v razlicˇicah redko naredi razliko v rezultatu
igre, saj predcˇasen sˇah navadno pripelje do poraza za igralca, ki sˇahira [8].
2.2 Lastnosti igre
1-2-3 sˇah si deli veliko lastnosti z obicˇajnim sˇahom. Je igra za dva igralca, ki
je koncˇna (finite), zaporedna (sequential), deterministicˇna (deterministic),
s popolno informacijo (perfect information) in nicˇelnim izidom (zero-sum).
Cˇasovno-prostorska kompleksnost igre (definirana kot sˇtevilo stanj igre, ki jih
lahko dosezˇemo z legalno igro) je podobna navadnemu sˇahu, kjer je ocenjena
na okoli 1046 [9].
Glavna razlika lezˇi v ekstremno velikem faktorju razvejanosti. Na primer,
v sedmem krogu lahko igralec odigra poljubnih sedem zaporednih potez, kar
mu da priblizˇno 207 mozˇnih nacˇinov kako odigrati svoj krog.
V drugi razlicˇici sˇaha, imenovani ”Arimaa”, ima igralec ”le”4 poteze na
krog in ocenjeno povprecˇno razvejanost okoli 16.000 [10]. V tej igri so ljudje
do sedaj sˇe vedno prevladali v letnemu ”Arimaa challenge”tekmovanju in
prav razvejanost (in posledicˇna kombinatoricˇna zahtevnost preiskovanja) naj
bi bila glavna ovira pri razvoju uspesˇnega programa za igranje te razlicˇice
[11].
1-2-3 sˇah s sˇe bistveno vecˇjo razvejanostjo predstavlja novo, tezˇavno do-
meno, kjer standardni algoritmi za igranje sˇaha in podobnih iger ne delujejo.
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2.3 Potek igre
V tem poglavju podamo nekaj primerov pozicij iz igre in nekaj razmislekov
o odlocˇitvah narejenih v njih.
Strategija igre za oba igralca je lahko povzeta na naslednji nacˇin. Najprej
poiˇscˇi potencialni mat; cˇe ga ne najdesˇ, poskusˇaj preprecˇiti nasprotnikov mat
v naslednjem krogu. Nato poskusˇaj vzeti nasprotnikove najmocˇnejˇse figure
in kar se da obvarovati svoje.
Iskanje matov je najpomembnejˇsa naloga igralca v tej igri, saj se zaradi
velikega sˇtevila zaporednih potez potencialni mati pojavljajo v mnogih po-
zicijah. V poglavju 4.4 bomo pokazali, da lahko samo s povecˇanjem sposob-
nosti iskalca matov drasticˇno povecˇamo pricˇakovano sˇtevilo zmaganih iger.
Primeri, kako hitro lahko pridemo do matne pozicije, so ilustrirani na slikah
2.1, 2.2, 2.3, 2.4 in 2.5.
Slika 2.1: Beli je otvoril igro s potezo 1.e2-e4. V naslednjem krogu belega bo
ta imel 3 poteze in matno grozˇnjo 3.Lf1-c4 Dd1-h5, Dh5-f7#, prikazano na levi.
Cˇrni ta mat ustavi z igranjem 2.d2-d4, Sg8-f6. Cˇrni kmet na polju d4 blokira
diagonalo lovca in prej opisan mat onemogocˇi. Opomba: nasprotnikovega
kralja se nikoli ne da vzeti, saj bi to povzrocˇilo nelegalen sˇah sredi sekvence
(beli ne more igrati 3.Dd1-h5 Dh5-f7+ Df7-e8).
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Slika 2.2: Beli nadaljuje igro iz slike 2.1 in odigra sekvenco 3.Sg1-f3 e4xd5
Lf1-b5+. Z njo razvije dve figuri, vzame cˇrnega kmeta in v zadnji potezi
da sˇah. Tak sˇah je koristen, saj mora sedaj cˇrni prvo potezo svojega kroga
porabiti za blokiranje diagonale med nasprotnim lovcem in svojim kraljem.
Slika 2.3: Cˇrni nadaljuje igro iz slike 2.2 in odigra slabo sekvenco 4.Lc8-d7
Ld7-b5 Lb5-e2 Le2-d1, ki sicer izgleda obetavna: vzame tako lovca kot kraljico
(prikazano na levi), vendar lahko beli nanjo odgovori z matom 5.Sf3-e5 g2-g4
g4-g5 g5-g6 g6xf7# (prikazano na desni).
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Slika 2.4: Cˇrni je v poziciji iz slike 2.2 (prikazana na levi) imel boljˇso
alternativo. Igra lahko kar zmagovalno sekvenco: 4.c7-c6 Sf6-g4 Dd8-b6 Db6-
f2# (prikazano na desni). Opomnimo, da je cˇrni sekvenco moral zacˇeti s c6,
saj se je sˇahu treba izogniti s prvo potezo sekvence.
Slika 2.5: Cˇrni na potezi, mat v 8. Resˇitev na voljo na sliki 3.2.
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Prikazane pozicije so ponazorile nujnost dobrih zmozˇnosti iskanja matov
zˇe od otvoritve dalje. Vsak krog je potrebno preracˇunati, ali lahko matiramo,
ter kako preprecˇiti nasprotnikov mat.
Kadar se igra ne koncˇa z nenadnim matom, se navadno prelevi v cˇim
hitrejˇse jemanje materiala. Zaporedne poteze omogocˇajo jemanje vecˇ figur
na krog, tudi cˇe so nekatere izmed njih branjene. Zˇe na sliki 2.5 je opaziti,
da je sˇahovnica relativno prazna, kljub temu da je minilo le sedem krogov.
Dodatno omenimo, da kmetje lahko promovirajo v petih potezah (cˇe njihova
pot ni blokirana) in lahko igralec enostavno pride do nove kraljice (primer
na sliki 2.7).
Igra se navadno koncˇa, ko eni strani zmanjka materiala (primer na sliki
2.8), nakar druga stran na primer promovira v kraljico ter z njo v nekaj
krogih matira. Vzorec matiranja s kraljico ali kaksˇno drugo kombinacijo
figur je opisan v poglavju 6.2.
Slika 2.6: Beli je na vrsti s petimi potezami. Mata se v tej poziciji ne
da narediti. Beli odigra 5.d2-d4 d4-d5 d5xc6... S tem vzame cˇrnega skakacˇa,
in svojega kmeta spremeni v vecˇjo grozˇnjo. Nadaljuje s potezo h2-h4, kar
preprecˇi promocijo cˇrnega kmeta na polju h5. Krog koncˇa s potezo Lf1-e2, s
tem zasˇcˇiti svojega kralja pred nasprotnikovim matom.
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Slika 2.7: Slika prikazuje pogost vzorec, kjer lahko igralec v svojem krogu
pripelje kmeta cˇez celotno sˇahovnico in ga tako promovira v kraljico. Pri
tem vzame sˇe nekaj nasprotnikovih figur.
Slika 2.8: Cˇrni v poziciji na levi lahko igra sekvenco osmih potez. Na prvi
pogled izgleda, da se je znasˇel v tezˇavah, saj je v sˇahu, beli pa ima sˇe dodatno
kraljico, vendar sta oba problema enostavno resˇljiva. Odigra 8.Ke7-Kd6 f7-f6
Sh6-f7 Sf7-h8 c7-c6 c6xd5 d5xe4 h7-h6 (prikazano na desni). Beli je sedaj izgu-
bljen; nima nobene figure in promovirati ne more nobenega kmeta. Potezi
h7-h6 in Ke7-Kd6 sta bili kljucˇni pri ustavljanju mozˇnih promocij belega.
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Tabela 2.1: Zapis celotne igre
Poteze
1.d2-d4
2.d7-d5 c7-c6
3.Lc1-g5 Lg5xe7 Le7xd8
4.Lc8-f5 Lf5xc2 Lc2xd1 Ke8xd8
5.Ke1xd1 e2-e4 e4xd5 Kd1-c2 b2-b4
6.c6xd5 Sb8-c6 Kd8-d7 h7-h5 Ta8-c8 Sc6xb4+
7.Kc2-b2 Sb1-d2 Ta1-c1 Tc1xc8 Tc8xf8 Tf8xg8 Tg8xh8
8.h5-h4 h4-h3 h3xg2 g2xh1=D Dh1xh2 Dh2xh8 f7-f6 Sb4xa2
9.Sg1-h3 Sh3-f4 Sf4-g6 Lf1-a6 La6xb7 Lb7xd5 Ld5xa2 Sg6xh8 Sh8-g6
Tabela 2.1 prikazuje sˇe primer igre iz poskusnega dvoboja s FIDE moj-
strom sˇaha, sicer pa tudi izkusˇenim igralcem igre 1-2-3 sˇah. Program je
zmagal vseh sˇest iger v dvoboju, kjer je program imel na voljo 60 sekund na
potezo, igralec pa 10 minut za celotno partijo. Koncˇna pozicija, kjer se je
cˇrni (igralec) predal, je sˇe posebej zanimiva in je prikazana na sliki 2.9.
Slika 2.9: Beli je v poziciji na levi lahko igral sekvenco devetih potez. V
svoji sekvenci je uspel ustaviti vse promocije in bistveno omejil cˇrnega kralja.
Rdecˇe pobarvana polja so napadena s strani figur belega igralca. Vidimo, da
ti napadi preprecˇujejo kralju, da bi se priblizˇal katerikoli beli figuri.
Poglavje 3
Opis programa
Osrednji cilj te magistrske naloge je bil razvoj programa za igranja 1-2-3 sˇaha.
V tem poglavju nasˇ program predstavimo, nasˇtejemo njegove funkcionalno-
sti in opiˇsemo njegovo delovanje. Njegova zadnja razlicˇica, ki implementira
najuspesˇnejˇse v tem magistrskem delu predstavljene pristope, je na voljo na
spletu[7].
3.1 Graficˇni vmesnik
Program uporablja italijansko verzijo pravil (za podrobnosti glej poglavje
2.1) in ima naslednje funkcionalnosti:
• igranje proti racˇunalniku ali drugemu cˇlovesˇkemu nasprotniku,
• gledanje igre racˇunalnika proti samemu sebi,
• iskanje matov v dani poziciji,
• vnos poljubne pozicije na sˇahovnico,
• shranjevanje igre,
• nalaganje in gledanje shranjenih pozicij.
Graficˇni vmesnik je prikazan na sliki 3.1 in sliki 3.2.
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Slika 3.1: Graficˇni vmesnik nasˇega programa za igranje 1-2-3 sˇaha. Na levi
je trenutna pozicija, z rdecˇo so oznacˇene poteze zadnjega kroga. Na desni so
prikazani status in zgodovina igre ter gumbi za spreminjanje njenega poteka:
nova igra, shranjevanje in nalaganje shranjene igre, razveljavitev poteze ter
sprememba barve figur, ki jih nadzoruje cˇlovesˇki igralec.
3.2 Shema delovanja racˇunalniˇskega igralca
Pri odlocˇanju o svoji potezi mora racˇunalniˇski igralec preiskovati prostor
svojih mozˇnosti: katere vse sekvence potez ima na voljo, mozˇne odgovore
nasprotnika itd... Visoka stopnja razvejanosti posameznega kroga predstavlja
veliko oviro za klasicˇne pristope preiskovanja (vecˇ o tem v poglavju 5.2), zato
smo preiskovanje morali prilagoditi specifikam te domene. Izracˇunavanje
potez v njegovem krogu poteka v treh fazah:
1. Iskanje mata v dani poziciji.
2. Iskanje nekaj najboljˇsih sekvenc potez, cˇe mata nismo nasˇli.
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Slika 3.2: Graficˇni vmesnik nasˇega programa za igranje 1-2-3 sˇaha.
Omogocˇena sta vnos pozicije v FEN [12] notaciji in iskanje mata na njej.
Najden mat (8.Lb4-d6 b6-b5 b5-b4 b4-b3 b3xa2 a2xb1=S Sb1-c3 Ld6-f4#) je prika-
zan na sˇahovnici. Ta mat je resˇitev za pozicijo iz slike 2.5.
3. Preprecˇevanja mata nasprotniku.
Taka locˇitev preiskovanja se precej ujema s cˇlovesˇkim igranjem te igre. V tej
igri so namrecˇ napadalne poteze tipicˇno nekoristne, razen seveda cˇe vodijo do
mata. Iskanje najboljˇsih potez je zato zelo odvisno od obstoja mata v dani
poziciji ter je v fazi iskanja matov realizirano z drugacˇnim algoritmom in z
drugimi hevristikami, kot v fazi iskanja najboljˇsih sekvenc potez v primeru,
ko mata ni oziroma ga nismo nasˇli.
3.2.1 Prva faza: iskanje matov
V prvi fazi poskusˇamo najti mat v trenutni poziciji, kar za razliko od klasicˇnega
sˇaha ni enostaven problem. Pri tej igri (z izjemo prvih nekaj krogov, kjer so
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sekvence krajˇse) ni izvedljivo, da bi v realnih cˇasovnih omejitvah generirali
vse sekvence, ki jih imamo v svojem krogu na voljo. Mata torej ne mo-
remo najti kar z izcˇrpnim preiskovanjem vseh mozˇnosti in se moramo zato
zatecˇi k njihovemu hevristicˇnemu preiskovanju. Z resˇevanjem tega problema
se ukvarja poglavje 4. V primeru, da mat uspesˇno najdemo, najdene poteze
odigramo in zakljucˇimo preiskovanje. Sicer nadaljujemo z drugo fazo.
3.2.2 Druga faza: iskanje najboljˇse sekvence
V drugi fazi poskusimo najti dolocˇeno sˇtevilo kar se da dobrih sekvenc potez,
pri cˇemer mata eksplicitno ne iˇscˇemo (morebitni mati bi morali biti najdeni
zˇe v prvi fazi). S tem, kaj dolocˇa dobro sekvenco potez ter kako jih poiˇscˇemo,
se ukvarja poglavje 5. Najdene dobre sekvence razvrstimo glede na njihovo
hevristicˇno oceno in jih uporabimo v tretji fazi.
3.2.3 Tretja faza: preprecˇevanje matov
V tretji fazi vzamemo najboljˇso izmed najdenih sekvenc in preostali dani
cˇas za krog porabimo za preverjanje, ali nasprotnik lahko odgovori z ma-
tom. Uporablja se isti iskalnik matov, kakor v prvi fazi. V primeru, da je
mat najden, vzamemo drugo najboljˇso sekvenco in jo preverimo. Cˇe tudi
ta dovoli nasprotnikov mat, vzamemo naslednjo in tako naprej. Nasˇ iskal-
nik mata lahko mat potrdi, ne more pa ga ovrecˇi, razen z izcˇrpnim prei-
skovanjem vseh mozˇnosti (kar je v vecˇini prakticˇnih primerov neizvedljivo).
Ta problem prepusˇcˇamo nadaljnjemu delu. Program ob izteku cˇasa odigra
najboljˇse ocenjeno sekvenco v kateri ni nasˇel mata. Ta nacˇin omogocˇa, da
potencialno dolgotrajno preprecˇevanje matov opravimo s preiskovanjem naj-
manjˇsega mozˇnega sˇtevila pozicij.
Poglavje 4
Iskanje matov
To poglavje se ukvarja s problemom iskanja matov, najverjetneje najpo-
membnejˇsim delom te igre. Nanj lahko gledamo kot problem preiskovanja
z enim igralcem (ang. single-agent search), saj v tem delu nimamo interak-
cije z nasprotnikom. Testirali bomo sposobnost algoritma, da v dani poziciji
najde mat. Alternativno bi si lahko zadali nalogo najti vse mate v poziciji,
ali definitivno dolocˇiti, da mat ne obstaja brez izcˇrpnega preiskovanja vseh
mozˇnosti, vendar nasˇa izbira bolje opiˇse potrebe igre. Poskusili bomo dve
razlicˇici A* algoritma in pet razlicˇnih hevristik za usmerjenje iskanja.
4.1 Matne hevristike
Potreben (ampak ne zadosten) pogoj za mat je pokritost vseh polj okoli
kralja, vkljucˇno s kraljem samim. V nadaljevanju bomo ta polja imenovali
matni kvadrat. Pokritost pomeni, da na tem polju zˇe stoji kaka nasprotnikova
figura, ali pa da to polje napada nasˇa figura (polje mora napadati, ne le stati
na njemu). Primer je prikazan na sliki 4.1. Zaradi tega opazˇanja se vse
nasˇe hevristike ubadajo s tem, kako ta kvadrat najhitreje pokriti. Drugi
pogoj za mat je, da figura, ki napada kralja, ne more biti vzeta ali blokirana.
Ugotavljanje tega je racˇunsko zahtevno za hevristiko, ki naj bo cˇim hitrejˇsa,
in zato ta pogoj v hevristikah ni uposˇtevan.
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Opomba: nekatere spodaj nasˇtete hevristike je treba minimizirati, de-
nimo Manhattansko, nekatere pa maksimizirati, denimo Pokritost ; za samo
implementacijo to ni pomembno, saj lahko eno pomnozˇimo z (-1) in bosta
obe delovali v isti smeri.
Slika 4.1: Z rdecˇo je oznacˇen matni kvadrat. V njem so z lovcem pokrita
polja e7 in f6 ter s cˇrnimi figurami polja f8, g8, g7.
4.1.1 Manhattanska razdalja
Prva hevristika, poimenovana Manhattan, sˇteje vsoto vseh Manhattanskih
razdalj med svojimi figurami do nasprotnikovega matnega kvadrata.
h(x) =
∑
f∈figure
Manhattanska razdalja(f,matni kvadrat)
Pod figure, tukaj in povsod v nadaljevanju, sˇtejemo nasˇe figure brez kmetov.
Na primeru 4.1 bi ta razdalja bila:
h(x) = 0 (za skakacˇa) + 1 (za lovca) + razdalje ostalih figur izven slike
Gre za hevristiko, ki je relativno enostavno izracˇunljiva, in vodi iskanje v
pozicije, kjer so nasˇe figure cˇim blizˇje nasprotnikovemu kralju. Seveda hevri-
stika ignorira dejansko premikanje figur - te se ne obnasˇajo Manhattansko.
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4.1.2 Pokritost matnega kvadrata
Naslednja hevristika Pokritost sˇteje, koliko polj v matnem kvadratu je zˇe
pokritih. Na primeru 4.1 je to sˇtevilo 5. Je relativno hitra za izracˇun in daje
zelo dobre ocene, koliko blizu matu smo. Vprasˇanje je, ali je smiselno sˇteti
pokritost dvojno, cˇe je polje napadeno dvakrat (in vecˇkrat za vsak napad)
ter ali sˇteti nasprotnikove figure v kvadratu kot pokrivajocˇe ali ne. Izkazalo
se je, da se vecˇkratno pokritje in ignoriranje nasprotnikovih figur pri sˇtetju
pokritosti izplacˇa, saj omogocˇa lazˇje najti pogoste mate oblike vidne na sliki
4.2.
h(x) =
∑
p∈matni kvadrat
sˇtevilo nasˇih figur, ki pokriva polje p
V praksi se je ta hevristika izkazala za dalecˇ najboljˇso in je bila uporabljena
v koncˇni verziji nasˇega sˇahovskega programa.
Slika 4.2: Cˇrni je med preiskovanjem naletel na to pozicijo, kjer bo imel
prilozˇnost matiranja v naslednji potezi na polju f2. Zˇeleli bi, da hevristika to
pozicijo opiˇse kot zelo obetavno. V ta namen naj hevristka prepozna napada
tako lovca kot kraljice za koristna, kljub temu da pokrivata isto polje, in
kljub temu, da je to polje zˇe zasedeno z belim kmetom.
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4.1.3 Figure in Polja
Ideja naslednjih dveh hevristik je posodobiti prejˇsnji hevristiki z dejanskim
vzorcem premikanja figur. Definirajmo razdaljo d:
d(figura, polje) = pot + ovire
kjer je pot sˇtevilo legalnih potez, ki bi jih ta figura potrebovala do napada
polja pri prazni sˇahovnici in ovire sˇtevilo figur na trenutni sˇahovnici na tej
poti.
Intuitivno, za vsako figuro na poti potrebujemo eno potezo, da jo uma-
knemo (cˇe je nasˇa) ali vzamemo (cˇe je nasprotnikova), zato dodaten cˇlen
ovire. Ta razdalja je sˇe vedno relativno hitra za izracˇun (cˇeprav precej
pocˇasnejˇsa od Manhattnove), vendar daje bolj realno oceno o tem, koliko
cˇasa neka figura potrebuje za pot do nekega polja v matnem kvadratu.
Figure
Hevristika Figure vzame vsoto vseh razdalj vseh figur do nasprotnikovega ma-
tnega kvadrata. Podobno kotManhattan poskusˇa kralja preplaviti z mnozˇico
figur.
h(x) =
∑
f∈figure
d(f,matni kvadrat)
Polja
Hevristika Polja za vsako polje v matnem kvadratu vzame minimalno razda-
ljo med njim in vsemi nasˇimi figurami. Nato se minimalne razdalje vseh polj
sesˇtejejo. Podobno kot Pokritost hevristika spodbuja, da je vsakemu polju
blizu vsaj ena nasˇa figura.
h(x) =
∑
p∈matni kvadrat
min
f∈figure
d(f, p)
Primer izracˇuna obeh hevristik je na sliki 4.3.
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Slika 4.3: Matni kvadrat je oznacˇen z rdecˇo. Vrednost hevristike Figure je 0
(lovec zˇe napada kvadrat) + 0 (kmet zˇe napada kvadrat) +1 (trdnjava napada
kvadrat na prazni sˇahovnici, vendar je vmes lovec) + 2 (skakacˇ potrebuje en
premik do napada, ena figura je vmes) = 3. Vrednost hevristike Polja je 0
(a7 je zˇe napadeno) + 0 (b8 je zˇe napadeno) + 1 + 1 (trdnjava ima razdaljo
1 do b7 in do a8) = 2.
4.1.4 Izhodiˇscˇe
Pri testiranju smo uporabili tudi hevristiko Izhodiˇscˇe, ki poziciji vedno predpiˇse
vrednost, ki je enaka sˇtevilu do sedaj uporabljenih potez. To sprevrzˇe upo-
rabljen algoritem A* v preiskovanje v globino (ang. Depth-first search), saj
bo vedno prioritiziral razvoj najglobljega vozliˇscˇa. Ta hevristika sluzˇi kot
merilo, ki ga morajo ostale presecˇi.
4.1.5 Dodatne izboljˇsave
V tem podpoglavju navedemo dve mozˇni izboljˇsavi za hevristike. Ti izboljˇsavi
lahko uporabimo na katerikoli izmed nasˇtetih hevristik. Obe sta se izkazali
za zelo uporabni in enostavni za izracˇun, zato sta bili uporabljeni skupaj s
hevristiko Pokritost v koncˇni verziji programa.
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Promoviranje kmetov
Prva izmed njih, Promocija, temelji na opazˇanju, da se veliko kasnejˇsih ma-
tov zacˇne s promocijo enega izmed kmetov, najvecˇkrat v kraljico, in potem
uporabo te figure pri samem matu. Ta izboljˇsava nagrajuje dodaten material
in oddaljenost kmetov do promocijskega polja. Izmed vseh kmetov vzame
oddaljenost najblizˇjega, ki lahko legalno promovira (ni blokiran s figuro, pot
ne povzrocˇi sˇaha nasprotnemu kralju, in v preostanku kroga je na voljo sˇe
dovolj potez za pot do promocije).
Vezava na kralja
Omenili smo zˇe, da je nelegalno dati sˇah v prvi potezi (dovoljen je sˇele v
zadnji potezi v danem krogu), kar nam omogocˇa nastaviti pozicije, kjer bi
se sˇahu dalo izogniti le s tako nelegalno potezo - posledicˇno tako matiramo.
Primer tega je viden na sliki 4.4. Na sliki opazimo, da je cˇrni kralj vezan na
svojega lovca in beli to izkoristi tako, da svojega kralja premakne na ustrezno
diagonalo. Program prepozna polja, kjer se da tako vezavo izkoristiti, in
nagradi kralja, ko ta stoji na teh poljih.
4.2 Iskalni algoritem
A* je algoritem za iskanje najkrajˇse poti od izhodiˇscˇa do ciljnega vozliˇscˇa (v
nasˇem primeru matne pozicije) in je privzeta resˇitev pri resˇevanju tovrstnih
problemov. Algoritem v vsakem koraku razvije vozliˇscˇe n z najmanjˇso oceno
f(n).
f(n) = g(n) + h(n)
h(n) hevristicˇna ocena vozliˇscˇa, g(n) pa cena poti do vozliˇscˇa.
Domena iskanja matov ima posebno lastnost, da vse resˇitve lezˇijo na isti
globini (sˇah - in posledicˇno tudi mat - se lahko zgodi le v zadnji potezi
sekvence). To spoznanje je nekoliko v nasprotju z idejo algoritma A*, ki
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Slika 4.4: Na sliki je prikazano, kako lahko beli matira cˇrnega s pomocˇjo
tako imenovanega italijanskega mata. Tako je poimenovan, ker ni mogocˇ v
sˇkotski verziji. Bela trdnjava napada cˇrnega kralja, vendar cˇe bi jo kralj vzel,
bi s tem njegov lovec zˇe v prvi potezi napadel belega kralja, kar ni dovoljeno.
poskusˇa najti najkrajˇso resˇitev in zato porabi veliko cˇasa pri vozliˇscˇih blizu
korena, kjub temu da tam resˇitev v nasˇem primeru gotovo ni.
Prvi pristop pri resˇevanju tega problema je bil ignorirati ceno poti g(n).
To sprevrzˇe algoritem A* v algoritem, ki v vsakem koraku razvije vozliˇscˇe
z najboljˇso hevristicˇno vrednostjo (ang. Best-first search). Ta algoritem
navadno prioritizira vozliˇscˇa, ki so globoko v preiskovalnem drevesu, in se
kljub navidezni naivnosti dobro obnese. Sˇe posebej dobro deluje, kadar je na
voljo veliko potez in mati niso “tesni“; pri tem mislimo na mate, ki se jih da
dosecˇi v recimo 8 potezah, kjub temu, da jih imamo na voljo 10.
Drugi pristop je bil ceno poti g(n) dolocˇiti glede na to, koliko potez imamo
na voljo. Denimo, da neka hevristika v povprecˇju izboljˇsa svojo vrednost od
zacˇetne do koncˇne pozicije za x, ter da imamo pri tem matnem problemu
na voljo y potez. Potem lahko pricˇakujemo, da bomo v vsaki svoji potezi
hevristicˇno evalvacijo pozicije izboljˇsali za priblizˇno x/y. Primer: cˇe moramo
pokriti 9 polj v 9-ih potezah, si lahko privosˇcˇimo pokrivanje enega na potezo,
cˇe pa imamo 3 poteze, moramo v povprecˇju pokriti 3 polja na potezo. Iz tega
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opazˇanja lahko definiramo ceno poti kot
g(n) = Sˇtevilo porabljenih potez ∗ x
y
Vrednost x lahko pridobimo empiricˇno za vsako hevristiko posebej. Ta
pristop se je v splosˇnem boljˇse obnesel od zgornjega, cˇeprav je z njim veliko
hevristik imelo tezˇave pri matih, ki so imeli na voljo veliko potez.
Pri iskanju vecˇkrat zaidemo v pozicijo, v kateri smo zˇe bili, le da smo do
nje priˇsli po drugi poti. Ker so poti do mata dostikrat (ampak ne vedno)
izmenljive, je takih transpozicij ogromno. V ta namen smo si shranili vre-
dnost vsake razvite pozicije v ustrezno strukturo (ang. transposition tables)
in nato ignorirali vse pozicije do katerih smo priˇsli, vendar njihovo vrednost
zˇe imamo. To je pohitrilo iskanje za vsaj en red velikosti. O uporabljeni
zgosˇcˇevalni funkciji bomo govorili v dodatku B.
Shema algoritma je podana v pseudokodi 1.
Algorithm 1 A* (zacˇetnoVozliˇscˇe, cˇas)
1: preiskana ← ∅ //Mnozˇica zˇe preiskanih vozliˇscˇ
2: Izracˇunaj f oceno za zacˇetno vozliˇscˇe
3: prioritetnaVrsta ← vrsta z zacˇetnim vozliˇscˇem
4: while prioritietnaVrsta ni prazna in cˇas ni potekel do
5: vozliˇscˇe ← prvo vozliˇscˇe iz prioritetne vrste
6: premakni vozliˇscˇe iz prioritne vrste v preiskana
7: if vozlicˇe je ciljno then
8: return pot do vozliˇscˇa
9: else
10: for Za vse otroke vozliˇscˇa do
11: if otrok ni v preiskana then
12: Generiraj f oceno otroka ter ga dodaj v prioritetno vrsto
13: end if
14: end for
15: end if
16: end while
17: return NULL
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4.3 Ocena pristopov
V tem podpoglavju bomo predstavili rezultate testiranj nasˇtetih hevristik
in algoritmov. Na testni mnozˇici pozicij, ki vsebujejo mate, bomo te mate
poskusˇali poiskati. Zanimalo nas bo, kako hitro bodo to nalogo opravile
razlicˇne kombinacije hevristik in algoritmov. Merili smo tako povprecˇni cˇas
kot sˇtevilo primerov, resˇenih v manj kot n sekundah (za razlicˇne vrednosti n).
V drugi fazi eksperimentov nas je zanimalo, kako sposobnost iskanja matov
vpliva na sposobnost igranja celotne igre.
4.3.1 Testna mnozˇica
Matne pozicije smo vzeli iz pravih iger, odigranih med igranjem nasˇega pro-
grama proti samemu sebi. Pri izvajanju teh eksperimentov je iskalnik matov
imel na voljo ogromno cˇasa (nekaj minut), tako da je obstojecˇ mat zagotovo
nasˇel. Za vsak krog dolzˇine od 4 do 12 potez smo nakljucˇno izbrali 100 po-
zicij, v katerih je prisoten mat. Na tak nacˇin smo naredili testno mnozˇico, v
kateri je bilo prisotnih 900 matov. Mati v tretjem krogu so zelo redki in tudi
zelo enostavni, zato so bili izpusˇcˇeni. Po 12. krogu je glede na material na
sˇahovnici mat navadno trivialen ali pa nemogocˇ. Velikokrat je v tej fazi igre
figur tako malo, da so potrebni posebni vzorci matiranja tekom vecˇ krogov
(kakor pri obicˇajnem sˇahu); te si bomo locˇeno ogledali v poglavju 6.2. Dis-
tribucija matov v razlicˇnih krogih nam omogocˇa vpogled v to, kako dolzˇina
resˇitve vpliva na uspesˇnost algoritma.
4.3.2 Povprecˇni cˇasi
Testirali smo povprecˇni cˇas, v katerem program najde mate v posameznem
krogu. Cˇasovna omejitev za iskanje posameznega mata je bila 60 sekund. Cˇe
program mata ni nasˇel, se mu je za ta primer sˇtel maksimalni cˇas.
Najprej podajmo opazˇanje, da izboljˇsavi Promocija in Vezava vedno ko-
ristno vplivata na katerokoli od uporabljenih hevristik. Obe sta enostavni za
izracˇun in vodita iskanje do posebnih vrst matov, ki jih osnovne hevristike
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pogosto ne najdejo same. Primer taksˇnega napredka je viden na sliki 4.5.
Meritev je bila narejena s hevristiko Pokritost ter A* algoritmom. Vidimo,
da dodatek Promocije vidno izboljˇsa delovanje, sˇe posebej v pozicijah s 7 ali
vecˇ potezami na voljo (tu so seveda promocije mozˇne in smiselne). Najvecˇ
takih matov se glede na to meritev zgodi okoli osmega kroga, kar ustreza
nasˇim izkusˇnjam z igro. Izboljˇsanje z dodatkom Vezave ni tako izrazito, saj
tovrstni mati niso pogosti, vendar sˇe vedno obstaja. Isti vzorec lahko opa-
zimo tudi pri drugih kombinacijah hevristik in algoritmov. V nadaljevanju
zato ti dve hevristiki avtomaticˇno vkljucˇimo v vse preostale meritve, brez
eksplicitnega poudarka o tem.
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Slika 4.5: Graf prikazuje uspesˇnost hevristike Pokritost s potencialnim do-
datkom Promocije in Vezave. X os prikazuje krog, v katerem se je mat zgodil,
Y os pa povprecˇen cˇas (v milisekundah) za najden mat v tem krogu.
Najprej si poglejmo rezultate algoritma Best-first, z vsemi petimi hevri-
stikami (slika 4.6). Vse hevristike delujejo bolje od Izhodiˇscˇa, kar pricˇa o
njihovi koristnosti. Pokritost je najboljˇsa izmed njih. Opazimo nekoliko ne-
navadno obliko domene; s povecˇevanjem kroga se tezˇavnost problema najprej
pricˇakovano povecˇa nato pa spet pade. Padec se zgodi zaradi manjˇse kolicˇine
materiala na sˇahovnici, kar tudi pomeni, da imajo preostale figure vecˇ pro-
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stora za gibanje in posledicˇno lazˇje manevrirajo h kralju. Navadno so poteze
kasneje v krogih tudi bolj med sabo izmenljive in obstaja vecˇ poti do mata.
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Slika 4.6: Graf prikazuje uspesˇnost petih hevristik z algoritmom Best-First
search. X os prikazuje krog, v katerem se je mat zgodil, Y os pa povprecˇen
cˇas (v milisekundah) za najden mat v tem krogu.
Poglejmo si sˇe rezultate A* algoritma, z vsemi petimi hevristikami (slika
4.7). Hevristika Pokritost s tem algoritmom deluje izjemno dobro in ta kom-
binacija je bila na koncu tudi izbrana za nasˇ program. Ostale hevristike
delujejo boljˇse do vkljucˇno osmega kroga, nato njihova ucˇinkovitost zacˇne
padati; v nekaterih primerih je celo slabsˇa od Izhodiˇscˇa. Glavni razlog za to
je preiskovanje plitvih vozliˇscˇ namesto vozliˇscˇ z globino resˇitve. Ceno poti
pri teh hevristikah bi lahko ustrezno spremenili tako, da bi bila sˇe manjˇsa pri
viˇsjih krogih, vendar tudi v tem primeru te hevristike ne bi presegle uspeha
Pokritosti.
4.3.3 Sˇtevilo matov v cˇasovni omejitvi
Poleg povprecˇnih cˇasov smo preverili tudi dejanske cˇase. Isto povprecˇje je
mogocˇe dosecˇi s konstantnim cˇasom ali pa z izmenjevanjem zelo visokih in
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Slika 4.7: Graf prikazuje uspesˇnost petih hevristik z algoritmom A*. X
os prikazuje krog, v katerem se je mat zgodil, Y os pa povprecˇen cˇas (v
milisekundah) za najden mat v tem krogu.
zelo nizkih - prva mozˇnost je bolj zazˇelena. Rezultat je viden na sliki 4.8.
Hevristika Pokritost se odlicˇno obnese, v prvi sekundi najde vecˇ kot 98%
matov, v desetih najde vse, ter je boljˇsa od alternativ v vsaki tocˇki tega
grafa.
4.4 Vpliv na igro
V tem poglavju smo testirali, kako kvaliteta iskalnika matov vpliva na kvali-
teto igre. V ta namen smo naredili 5 razlicˇic programa, vsaka izmed njih je
uporabljala eno izmed petih matnih hevristik z algoritmom A*. Ostali deli
programa so pri vseh razlicˇicah delovali enako.
Te razlicˇice programov so igrale vrsto iger druga proti drugi pri razlicˇnih
cˇasovnih omejitvah na krog; sˇtevilo iger v vsaki omejitvi je podano v tabeli
4.1.
Za preprecˇitev ponavljanja istega zaporedja potez v vsaki igri, smo v
igranje druge faze (glej poglavje 5) dodali manjˇsi nakljucˇni faktor. V tej fazi
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Slika 4.8: Graf prikazuje uspesˇnost petih hevristik z algoritmom A*. Y os
prikazuje sˇtevilo matov najdenih v manj kot X sekundah, kjer je X vrednost
na X osi.
Tabela 4.1: Sˇtevilo iger za vsako cˇasovno omejitev
5 sek 15 sek 30 sek
600 400 200
preiskovanja ena izmed hevristik belezˇi zˇe odigrane pozicije in jih evalvira
glede na to, ali so vodile v zmago ali poraz; to usmerja igro k dodatni razno-
likosti. Prav tako je bila izbira otvoritve nakljucˇna (glej poglavje 6.1). Enak
pristop smo uporabili tudi pri kasnejˇsih tovrstnih eksperimentih.
Rezultati so vidni na sliki 4.9. Ne glede na cˇasovno omejitev na krog
je relativen vrstni red matnih hevristik ostal enak. Hevristika Pokritost se
je nepresenetljivo najboljˇse uvrstila, hevristika Izhodiˇscˇe pa najslabsˇe. Pri
cˇasovni omejitvi 30 sekund je Pokritost zmagala skoraj 3x vecˇ iger od Iz-
hodiˇscˇa. Ostale hevrstike so se uvrstile nekje med tema dvema; nekoliko
presenetljiva je bila le hevristika Polja, za katero smo glede na rezultate v
prejˇsnjem poglavju pricˇakovali boljˇsi izid v nekaterih cˇasovnih omejitvah.
Razlike so bile najvecˇje pri viˇsjih cˇasovnih omejitvah, kar je morda neko-
liko neintuitivno (razlika v hitrosti bi se morala bolj poznati, ko je cˇasa malo).
Razlog je najverjetneje v tretji fazi preiskovanja (preprecˇevanja matov), kjer
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je treba vcˇasih ovrecˇi veliko matov, preden najdemo varno potezo. Daljˇse
preiskovanje omogocˇa dobrim hevristikam uspesˇno opravljanje te naloge, pri
kratkih omejitvah pa v tezˇkih pozicijah vse spodletijo.
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Slika 4.9: Graf prikazuje uspesˇnost petih hevristik z algoritmom A*. Za
vsako hevristiko, pri razlicˇnih cˇasovnih omejitvah, je zabelezˇen odstotek do-
bljenih iger.
Poglavje 5
Iskanje dobrih sekvenc potez
V poglavju 3 smo delovanje programa razdelili v tri faze: iskanje mata, iska-
nje dobrih potez in preprecˇevanja mata. V tem poglavju se bomo posvetili
drugi fazi tega postopka. Cilj bo najti nekaj dobrih zaporedij potez, od ka-
terih upamo, da je vsaj ena odporna na nasprotnikov mat. Najprej si bomo
pogledali hevristike, ki bodo vodile algoritem, nato pa sˇe razlicˇne iskalne al-
goritme. V poglavju 5.3 bomo te algoritme primerjali med seboj, nato bomo
v poglavju 5.4 testirali vpliv posamezne hevristike.
5.1 Hevristike
V nadaljevanju bomo nasˇteli hevristike, ki smo jih spoznali za koristne pri
igranju te igre. Za razliko od matnih hevristik, tukaj ne bomo izbrali ene
hevristike, ampak bomo koncˇno hevristiko definirali kot linearno kombinacijo
vseh nasˇtetih.
h(x) =
∑
hi ∗ wi
Utezˇi wi smo nastavili rocˇno in jih navedli v tabeli 5.1. Katere hevristike in
katere utezˇi so optimalne, je sˇe relativno neraziskan problem. Veliko lastnosti
pozicije, ki bi bile zelo koristne pri klasicˇnem sˇahu, tukaj nimajo nobene
vrednosti, ter obratno. Primer tega je branjenje figur; kljucˇnega pomena pri
klasicˇnem sˇahu in precej nekoristno pri 1-2-3 sˇahu, saj lahko v tej razlicˇici
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nasprotnikovo figuro vzamemo in nato napadalca umaknemo. Avtomaticˇno
ucˇenje utezˇi na hevristikah bomo prepustili nadaljnjemu delu.
Material
Po matiranju je material najpomembnejˇsi vidik igre. Prvemu igralcu, ki mu
zmanjka koristnega materiala (blokirani kmetje so primer nekoristnega mate-
riala), navadno preti poraz. Vrednosti figur za to igro sˇe niso znane, vendar
je njihov vrstni red podoben kakor pri klasicˇnem sˇahu. Kraljica je seveda
najvecˇ vredna in njena prisotnost predstavlja veliko grozˇnjo za nasprotnika,
zato se vecˇina iger zacˇne z eliminacijo obeh kraljic. Sledi top in nato sˇe obe
lahki figuri. Lovec je zaradi svoje mobilnosti boljˇsi v zacˇetni fazi igre, vendar
mu vrednost proti koncˇnici mocˇno pade, saj ne more dosecˇi polovice polj. Za
skakacˇa velja ravno obratno, dlje kot traja igra, vecˇjo prednost ima nad lov-
cem. Vrednost kmeta je povsem odvisna od njegove mozˇnosti promoviranja.
Kmet blizu promocije je vreden skoraj toliko kakor kraljica, blokiran kmet
pa nima skoraj nobene vrednosti.
Za hevristiko smo uporabili klasicˇne vrednosti figur (D=9, T=5, L=3....)
ter dodatno vrednost kmeta uposˇtevali v naslednji hevristiki.
Promocije
Promocije so v tej igri zelo pogoste, saj lahko v petih potezah pripeljemo
kmeta iz zacˇetne pozicije na polje promocije. Vsak promovirani kmet lahko
prinese veliko vrednosti svojemu igralcu, zato je pomembno, da zna program
te promocije ustaviti. Tukaj pride do izraza koncept blokiranja kmetov; na
pot proti promociji postavimo figuro. Alternativno lahko postavimo kralja
tako, da bi na poti kmet dal sˇah in tako zakljucˇil svoj krog. Primer blokiranih
kmetov je prikazan na sliki 5.1. Navadno se vseh promocij okoli sedmega in
osmega kroga ne da ustaviti, moramo pa poskrbeti, da je kasnejˇsih cˇim manj.
Za ugotavljanje mozˇnosti svojh promocij in preprecˇevanja nasprotniko-
vih smo naredili dve metriki. Prva za obe strani ugotavlja, koliko kmetov
lahko promovira, druga za obe strani ugotavlja za koliko potez je od promo-
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cije oddaljen najblizˇji kmet. Obe vrednosti utezˇeno priˇstejemo k evalvaciji
pozicije. V primeru, da nasprotnik nima nobenega kmeta s sposobnostjo
promocije, evalvaciji priˇstejemo sˇe vecˇjo nagrado. Prva metrika spodbuja
blokiranje/eliminiranje kmetov, druga pa napredovanje svojih kmetov ozi-
roma onemogocˇanje nasprotnikovih naprednih kmetov.
Slika 5.1: Noben izmed cˇrnih kmetov ne more promovirati. Cˇrnega kmeta v
liniji a, blokira beli kmet v isti liniji. Kmeta v liniji d blokirata najprej kmet,
nato sˇe trdnjava. Kralj lahko blokira vse tri kmete na linijah f, g in h, saj ne
morejo legalno priti mimo njega. Beli kmet na polju c4 lahko promovira.
Kraljeva varnost
V nasprotju s klasicˇnim sˇahom je kralj varnejˇsi na odprtem, kakor stisnjen
med svoje figure in obdan s kmeti. Kmetje navadno ne predstavljajo nobene
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zasˇcˇite pred kombiniranim napadom (glej sliko 2.1) in samo omejujejo kraljev
prostor umika. Izkazˇe se, da je najvarnejˇse biti na drugi vrsti (sedmi za
cˇrnega), saj tam rob sˇahovnice ne omejuje kralja. Hevristika nagradi ta
polozˇaj kralja, poleg tega nagrado povecˇa za vsako prazno polje okoli njega.
V nekaterih pozicijah je kralj koristen na prvi (zadnji za cˇrnega) vrsti,
saj na tak nacˇin lahko prisili, da nasprotnikova promocija povzrocˇi sˇah, in
se mora zgoditi na koncu kroga. To preprecˇi promovirani figuri, da bi vzela
veliko nasˇih figur, oziroma se postavila v boljˇso pozicijo za dajanje mata.
Pozicije, v katerih je to koristno, je tezˇko prepoznati, zato kralja v zadnji
vrsti nagradimo samo, cˇe ima pred seboj lovca (glej sliko 5.2). Ta kombinacija
kralja in lovca se izkazˇe za dobro obrambno idejo.
Slika 5.2: Cˇrni lahko promovira samo s sˇahom (rezen, cˇe se odlocˇi za pod-
promocijo). Tak sˇah je enostavno blokirati z lovcem. Sledi, da kralj ne more
biti matiran s strani promovirane figure, kar nasprotniku lahko iznicˇi veliko
matnih idej.
Sˇah
Kadar koncˇamo krog s sˇahom, mora nasprotnik prvo potezo porabiti za umik
iz njega. S tem mu lahko preprecˇimo njegov nacˇrt za ta krog, cˇe je za izvrsˇitev
tega nacˇrta potreboval vse poteze kroga. Taki sˇahi so zato koristni in so
nagrajeni v vrednosti enega kmeta.
Cˇe krog koncˇamo z matom, dobi seveda pozicija najvecˇjo vrednost. To
se redko zgodi, saj mate navadno najde zˇe iskalnik matov.
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Poteze, ki ne povzrocˇijo mata in ne vzamejo nasprotnikovega materi-
ala, ampak samo priblizˇajo figure nasprotnikovemu kralju, se navadno ne
splacˇajo. S tem pocˇetjem se samo nepotrebno izpostavijo in so navadno
vzete sˇe preden lahko v svojem naslednjem krogu uresnicˇijo svojo matno
grozˇnjo. Hevristika izkljucˇno napadalnih potez (z izjemo zgoraj omenjenega
sˇaha) ne promovira.
Razvoj figur
Vrednost razvoja figur je v tej razlicˇici sˇaha vprasˇljiva. Figure na zacˇetni
poziciji so sicer nemobilne, vendar tudi tezˇko dosegljive in imajo zato vecˇjo
mozˇnost prezˇivetja. Razvoja/mobilnosti figur zato eksplicitno ne nagraju-
jemo. Dodamo jim samo nekoliko vecˇjo vrednost, cˇe se nahajajo na zadnjih
dveh vrstah sˇahovnice. Tam so odlicˇno postavljene za matiranje ali pobiranje
figur.
Shranjene pozicije
Za vsako dosezˇeno pozicijo v nekem sklopu iger si program zabelezˇi, koliko
krat je priˇsel do nje, in koliko zmag je dosegel iz nje z vsako barvo. To
znanje lahko uporabi pri evalvaciji te pozicije kot dodaten cˇlen v hevristiki.
Utezˇ tega cˇlena je odvisna od sˇtevila iger, v katerih je do te poziciji priˇsel
(vecˇkrat ko jo je dosegel, bolj zanesljiva je njena ocena), ter nakljucˇnega
cˇlena. Nakljucˇni cˇlen promovira k raziskovanju in preprecˇi, da bi vse igre
programa s samim sabo tekle po istih potezah.
Izogibanje lovcu
V primeru, da ima nasprotnik samo enega lovca, hevristika nagradi figure,
ki stojijo na poljih nasprotne barve. Teh figur lovec ne more dosecˇi, njegova
vrednost se tako zmanjˇsa.
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Tabela utezˇi
Zaradi celovitosti na tem mestu pokazˇemo tabelo z izracˇunom vrednosti za
vsako nasˇteto hevristiko. Utezˇevanje hevristik je bilo opravljeno rocˇno in
narejeno glede na nasˇe razumevanje te igre. Vrednosti hevristike so bile nor-
malizirane glede na vrednost kmeta; ta ima vrednost 1. Vse hevristike so
bile izracˇunane simetricˇno za oba igralca. Koncˇna ocena pozicije je hevri-
sticˇna vrednost za aktivnega igralca, kateri odsˇtejemo hevristicˇno vrednost
za nasprotnika.
Tabela 5.1: Tabela hevristik in njihovih utezˇi
Hevristika Vrednost / Izracˇun
Kraljica 9
Trdnjava 5
Skakacˇ 3
Lovec 3
Kmet 1
n kmetov z mozˇnostjo promocije n ∗ 0.4
n kmetov z mozˇnostjo promocije if(n == 0)− 6
n polj do najblizˇje promocije -n ∗ 0.4
Kralj stoji na drugi vrsti 0.8
n praznih polj okoli kralja n ∗ 0.25
Obrambna formacija kralja in lovca 1.5
Obstoj figur na zadnjih dveh vrstah 2
n figur, dosegljivih nasprotnikovemu lovcu n ∗ 0.2
Sˇah 1
Mat ∞
5.2 Iskalni algoritem
Pri iskanju matov se je iskanje zakljucˇilo na koncu kroga; nasprotnikovi od-
govori nas niso zanimali. Za igranje celotne igre je seveda smiselno in naj-
verjetneje potrebno bolj poglobljeno iskanje. Treba je na primer pricˇakovati
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nasprotnikov odgovor in minimizirati njegovo mocˇ. Klasicˇni iskalni algori-
tem za to nalogo se imenuje Min-Max, vendar ga na nasˇi domeni zaradi
njene prevelike razvejanosti ne moremo enostavno uporabiti. Opis algoritma
in njegove tezˇave bomo predstavili v poglavju 5.2.1, nato bomo v poglavjih
5.2.2 in 5.2.3 predstavili predlagane resˇitve. V poglavju 5.3 bomo razlicˇne
tako dobljene algoritme primerjali med seboj.
5.2.1 Min-Max
Min-Max je algoritem za igranje iger z nicˇelnim izidom, za dva igralca. Raz-
vije vse poteze aktivnega igralca, za vsako potezo razvije vse nasprotnikove
poteze, za vsako njegovo vse poteze aktivnega igralca in tako naprej do neke
globine. Hevristicˇno oceni liste, nato te ocene propagira navzgor. Pri pro-
pagiranju na lihih globinah vzame maksimum izmed vseh otrok vozliˇscˇa, pri
sodih pa minimum. To odseva, da vsaka stran izbira zase najboljˇso potezo
na vsaki globini, kjer je na vrsti. Shema propagiranja na sliki 5.3.
Opomba: V prejˇsnjem odstavku smo besedo poteza uporabili kot: ena
mozˇnost za igranje svojega kroga. V primeru 1-2-3 sˇaha, kjer naredimo se-
kvenco premikov, lahko za namene tega algoritma celotno sekvenco premikov
obravnavamo kot eno potezo.
Struktura algoritma je podana v pseudokodi 2. Ta specificˇna implemen-
tacija uporablja dejstvo, da je max(a, b) = −min(−a,−b), kar poenoti pro-
pagiranje v sodih in lihih globinah. Algoritem s to manjˇso modifikacijo ime-
nujemo Negamax.
Tezˇava aplikacije tega algoritma na nasˇo domeno je v tem, da v kasnejˇsih
krogih ne moremo generirati niti vseh svojih sekvenc potez v doglednem cˇasu.
Generacija vseh mozˇnih odgovorov na vsako nasˇo sekvenco potez sˇe hitreje
postane nemogocˇa. Za primer vzemimo sedmi krog, kjer imamo na voljo
priblizno 207 mozˇnih sekvenc potez (v dani poziciji lahko igramo priblizˇno
20 razlicˇnih potez, igramo jih sedemkrat zapored). Odgovorov na vsako
sekvenco potez je 208, skupaj bi morali generirati 2015 sekvenc potez zˇe pri
globini preiskovanja 1. Tudi z uposˇtevanjem mnogih transpozicij je faktor
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Slika 5.3: Slika prikazuje vracˇanje ocen listov navzgor po drevesu. Igra-
lec na potezi bo izbral desno potezo, saj v najslabsˇem primeru (nasprotnik
vedno optimalno odigra) vodi do boljˇsega lista kakor leva. Slika je vzeta iz
spleta[13].
Algorithm 2 Negamax (vozliˇscˇe, globina, barva)
1: if globina= 0 then
2: return barva∗hevristicˇna ocena vozliˇscˇa
3: end if
4: najboljsaVrednost ← −∞
5: for otroci vozliˇscˇa do
6: vrednost ← -negamax(otrok,globina-1,-barva)
7: najboljsaVrednost ← max(najboljsaVrednost, vrednost)
8: end for
9: return najboljsaVrednost
razvejanosti prevelik za uporabo Min-Max algoritma v kaksˇerni koli realni
cˇasovni omejitvi.
5.2.2 Iskanje z algoritmom A*
Prvi predlagani algoritem deluje na isti nacˇin kakor iskalnik matov, z uporabo
algoritma A*, z enako definiranim cˇlenom g(x). Namesto matnih hevristik
uporabimo hevristike definirane v poglavju 5.1. Preiskujemo torej samo svoj
krog, brez uposˇtevanja nasprotnika. Enako kot pri iskanju matov, je zˇe pre-
iskovanje samo svojega kroga lahko velik izziv, in tudi, cˇe ves cˇas posvetimo
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samo tej nalogi, algoritem najverjetneje ne bo uspel razviti vseh potez, ki jih
imamo na voljo.
Nasprotnik je uposˇtevan implicitno, saj kar nekaj hevristik uposˇteva na-
sprotnikove zmozˇnosti. Za primer vzemimo pozicijo, kjer lahko nasprotnik
promovira: oznacˇimo jo lahko za slabo brez dejanskega izracˇuna njegovih
potez. Preprecˇevalnik mata v naslednji fazi iskanja dodatno uposˇteva na-
sprotnikove zmozˇnosti dajanja mata.
A* moramo nekoliko prilagoditi spremenjenim potrebam. Namesto, da
iskanje ustavimo pri razvoju ciljnega vozliˇscˇa, preiskujemo do poteka cˇasa in
si shranimo vsa koncˇna vozliˇscˇa (pozicije na koncu kroga), razvrsˇcˇena glede
na oceno. Seznam tako pridobljenih vozliˇscˇ (in sekvenc potez, ki vodijo do
njih) posredujemo preprecˇevalniku mata.
Opomba: V primeru, da nameravamo igro igrati na daljˇsih cˇasovnih ome-
jitvah (nekaj minut na krog ali vecˇ), je A* smiselno nadomestiti s kaksˇnim
podobnim algoritmom, recimo IDA*. Ta deluje na podoben nacˇin kakor A*,
vendar nima tezˇav s pomanjkanjem pomnilnika pri daljˇsem preiskovanju.
5.2.3 Kombiniranje algoritmov A* in Min-Max
Predvidevamo seveda, da v prejˇsnjem poglavju opisano kratkogledno iskanje
ni dovolj za uspesˇno igranje te igre. Iskanje smo poskusˇali razsˇiriti s kombi-
niranjem algoritma A* in algoritma Min-Max. Najprej si oglejmo naslednjo
shemo:
1. Najdemo neko vnaprej dolocˇeno sˇtevilo najboljˇsih zaporedij potez v
svojem krogu. Pri tem preiskovanju uporabimo A* na nacˇin opisan v
poglavju 5.2.2.
2. Za vsako izmed teh zaporedij poskusˇamo najti nasprotnikov najboljˇsi
odgovor. Znotraj nasprotnikovega kroga ponovno preiskujemo z A*.
3. Najboljˇse zaporedje potez je tisto, pri katerem je nasprotnikov najboljˇsi
odgovor kar se da slab (glede na oceno hevristike).
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Ilustracija je na sliki 5.4.
Opazimo lahko podobnost med tem postopkom in Min-Max algoritmom,
ki razvija do globine 1. Razlika je v tem, da ne razvijemo vseh svojih mozˇnih
zaporedij potez, ampak le tista, do katerih prispemo z A* algoritmom. Iz-
med razvitih zaporedij samo za najboljˇse racˇunamo nasprotnikove odgovore
(ponovno ne vseh).
Enako idejo lahko uporabimo za preiskovanje v poljubno globino. Koncˇni
algoritem dobimo, cˇe shemo Min-Maxa spremenimo tako, da sledecˇo vrstico:
5: for otroci vozliˇscˇa do
6: ...
8: end for
Zamenjamo s to:
5: for samo nekateri najboljˇsi otroci vozliˇscˇa najdeni z A* do
6: ...
8: end for
Razvejanost smo umetno omejili tako, da pozˇresˇno preiskujemo samo
najboljˇse kandidate na vsaki globini. V testiranju v poglavju 5.3 smo ta
algoritem uporabili na globini 0,1 in 2. (Globina 0 je enaka preiskovanju
samo svojega kroga, opisanega v poglavju 5.2.2).
Z razvijanjem le nekaterih vozliˇscˇ izgbubimo nekatere dobre lastnosti Min-
Max algoritma, ki zagotavljajo da, nasprotnikov odgovor ne more biti boljˇsi
od napovedanega. Z vsako dodatno globino zgubljamo dodatne linije igre
in s tem potencialno delamo vedno vecˇjo napako. Prav tako se z vecˇanjem
globine zviˇsuje sˇtevilo razlicˇnih pozicij, ki jih mora A* preiskati, in ima zato
za vsakega manj cˇasa in posledicˇno daje manj zanesljive ocene. Na podlagi
tega sklepamo, da se bo algoritem najboljˇse obnesel pri globini 1.
Odlocˇiti se je potrebno tudi koliko izmed svojih najboljˇsih zaporedij potez
bomo razvijali naprej, ter kolko cˇasa bomo za to porabili. Smiselno je vecˇ
cˇasa porabiti za analizo krogov blizˇje korenu, saj na tej analizi sloni vse
preiskovanje njihovih otrok. Pri globini 1 smo se odlocˇili naprej razviti 50
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Slika 5.4: Zunanji trikotnik predstavlja iskalno drevo dveh krogov. Zeleno
pobarvan del drevesa je preiskan del kroga igralca na potezi; rdecˇe so poteze
v nasprotnikovem krogu. Prazen del trikotnika so poteze, ki niso bile razvite.
Razmerje med razvitimi in nerazvitimi potezami je samo skicirano in odvisno
od cˇasa na razpolago. Nerazvitih je lahko vecˇ od razvitih za nekaj redov
velikosti. V krogu aktivnega igralca so imele tri koncˇne pozicije, a, b in
c, najvecˇjo hevristicˇno vrednost in so bile zato nadaljnje razvite. Najboljˇsi
nasprotnikov odgovor na pozicijo a ima vrednost -8. Najboljˇsi odgovor na
pozicijo b je -3 in na pozicijo c je -9. Pozicija b je torej najbolj obetavna in
aktivni igralec bo za svoj krog izbral poteze, ki vodijo do nje.
zaporedij potez in na globni 0 porabiti enako cˇasa kakor za celotno globino 1.
Za izbiro najboljˇsih potez za vozliˇscˇe na globini 1 imamo tako 50-krat manj
cˇasa, kakor za korensko vozliˇscˇe.
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5.3 Testiranje algoritmov
V tem poglavju testiramo razlicˇice algoritma predstavljenega v poglavju
5.2.3. Razlicˇice so se razlikovale v globini preiskovanja. Testirali smo glo-
bine 0,1 in 2. Preiskovanje z globino 0 je enako preiskovanju opisanemu v
poglavju 5.2.2. Testiranje smo izvedli na enak nacˇin kot v poglavju 4.4 - z
medsebojnim igranjem razlicˇic.
Test smo ponovili s tremi razlicˇnimi cˇasovnimi omejitvami in pri tem
preiskusili, ali se globlje iskanje bolje obnese pri daljˇsih cˇasovnih omejitvah.
Sˇtevilo iger v vsakem preiskusu je podano v tabeli 5.2.
Tabela 5.2: Sˇtevilo iger za vsako cˇasovno omejitev
15 sek 30 sek 60 sek
300 250 200
Rezultati so podani na sliki 5.5. Vidimo, da se je preiskovanje v globino 1
(torej preiskovanje svojega kroga in nasprotnikovih mozˇnih odgovorov) naj-
bolje obneslo. Razmerje zmag je bilo presenetljivo enako v vseh cˇasovnih
omejitvah. Iskanje v globino 2 je imelo primerljive rezultate iskanju v glo-
bino 0. Napaka, ki jo algoritem naredi zaradi svoje pozˇresˇnosti, je na vsaki
globini vecˇja in najverjeteje je na globini 2 zˇe prevelika in poslabsˇa kakovost
igre.
Algoritem s preiskovanjem v globino 1 je bil uporabljen v koncˇni razlicˇici
nasˇega programa in v ostalih testiranjih.
5.4 Testiranje hevristik
V tem podpoglavju navajamo rezultate testiranja vpliva dveh hevristik, Pro-
mocije in Varnost kralja, na kakovost igre. Koristnost hevristike Material je
samoumevna (cˇeprav specificˇna vrednost figur sˇe ni znana, in je prepusˇcˇena
nadaljnjemu delu). Naredili smo 4 razlicˇice programa, kjer prva uporablja
vse v prejˇsnjem poglavju nasˇtete hevristike, druga nima Promocije, tretja
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15 sek/krog 30 sek/krog 60 sek/krog
0
0,1
0,2
0,3
0,4
0,5
0,6
0,7
0,8
Globina 0
Globina 1
Globina 2
Slika 5.5: Graf prikazuje uspesˇnost razlicˇnih razlicˇic algoritma iz poglavja
5.2.3. Algoritmi se razlikujejo glede na globino preiskovanja. Za vsako
razlicˇico algoritma, pri razlicˇnih cˇasovnih omejitvah, je zabelezˇen odstotek
zmag. Uposˇtevane so samo igre z odlocˇenim izidom (zmaga ali poraz).
nima Varnosti kralja in cˇetrta nobene izmed njih. Preiskus je bil ponovljen
z algoritmom preiskovanja v globino 0 ter algoritmom z globino 1. Sˇtevilo
iger v vsakem preiskusu je vidno v tabeli 5.3. Rezultati so prikazani na sliki
5.6.
Rezultati kazˇejo na to, da sta obe preiskusˇeni hevristiki koristni, saj se z
izlocˇitvijo poljubne izmed njiju odstotek zmag zmanjˇsa. Varnost kralja se je
izkazala za nekoliko pomembnejˇso od preprecˇevanja promocij. Opazimo, da
je pri preiskovanju v globino 0 razlika bolj ocˇitna, kar je bilo tudi pricˇakovano
(tako preiskovanje se mocˇneje zanasˇa na dobro hevristicˇno oceno pozicije).
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Tabela 5.3: Sˇtevilo iger za vsako cˇasovno omejitev
Globina 0 Globina 1
300 300
Globina 0 Globina 1
0
0,1
0,2
0,3
0,4
0,5
0,6
0,7
0,8
0,9
Promocija+Kralj
Kralj
Promocija
/
Slika 5.6: Graf prikazuje uspesˇnost razlicˇic programa z razlicˇnimi upora-
bljenimi hevristikami. Za vsako razlicˇico programa, pri razlicˇnih algoritmih,
je zabelezˇen odstotek zmag. Uposˇtevane so samo igre z odlocˇenim izidom
(zmaga ali poraz).
Poglavje 6
Igranje otvoritev in koncˇnic
Pri igranju otvoritev in koncˇnic lahko programu pomagamo s specializira-
nim znanjem, specificˇnim za ta del igre. Spremembe osnovnega delovanja
racˇunalniˇskega igralca in razlogi zanje so navedeni v naslednjih dveh podpo-
glavjih.
6.1 Otvoritve
Sˇahovski programi pri igranju klasicˇnega sˇaha uporabljajo otvoritveno knjizˇnico.
To je drevo zacˇetnih potez, za katere se je skozi izkusˇnje mnogih iger izka-
zalo, da so dobre. To privarcˇuje racˇunanje teh potez v vsaki igri posebej
ter na splosˇno izboljˇsa kvaliteto igre. V nasˇem programu smo uporabili isti
pristop: iz tecˇaja na spletu[14] smo privzeli dobre zacˇetne poteze za belega
in cˇrnega v prvih dveh krogih. Drevo bi lahko na isti nacˇin razvejali globlje
do globine tri oziroma v nekaterih variacijah sˇe globlje, vendar smo zˇeleli vecˇ
samostojne igre.
V prvih dveh krogih program nakljucˇno izbere izmed danih otvoritvenih
potez na voljo. Z vkljucˇno tretjim krogom se igra nadaljuje po smernicah, opi-
sanih v prejˇsnjih poglavjih. Alternativa nakljucˇnosti bi bila izbira otvoritvene
poteze z najboljˇsim odstotkom zmag, vendar bi to zmanjˇsalo raznolikost iger.
Predlagane otvoritve smo preiskusili z igranjem najboljˇse verzije pro-
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grama proti samemu sebi. Odigranih je bilo 300 iger s cˇasovno omejitvijo
30 sekund na krog. Igre so bile razvrsˇcˇene glede na to, s katero otvoritvijo
so bile zacˇete. Za vsako otvoritev smo izracˇunali odstotek dobljenih iger za
belega. Pri tem smo sˇteli samo igre z odlocˇenim izidom (remijev je bilo 8%).
Poleg priporocˇenih otvoritev smo pri tem preiskusu v otvoritveno knjizˇnico
dodali sˇe nekaj drugih zacˇetnih potez belega igralca, za katere vir [14] pravi,
da so vprasˇljive. Priporocˇene otvoritve se zacˇnejo s potezo 1.e2-e4 ali 1.d2-d4,
alternativne pa z 1.d2-d3, 1.e2-e3, 1.f2-f3 ali 1.h2-h4. Rezultati so v tabeli 6.1.
Tabela 6.1: Delezˇ zmag belega pri vsaki otvoritvi
Prvi krog Drugi krog Delezˇ zmag belega igralca
1.e2-e4 2.d7-d5 f7-f6 50%
1.e2-e4 2.d7-d5 Sb8-c6 43%
1.e2-e4 2.d7-d5 d5xe4 50%
1.e2-e4 2.d7-d5 Sg8-h6 83%
1.d2-d4 2.d7-d5 c7-c6 50%
1.d2-d4 2.d7-d5 h7-h5 44%
1.d2-d4 2.d7-d5 Sb8-c6 39%
1.d2-d4 2.c7-c5 c5xd4 64%
1.d2-d3 2.d7-d5 Sg8-f6 27%
1.e2-e3 2.e7-e5 Sg8-h6 20%
1.f2-f3 2.d7-d5 c7-c5 25%
1.h2-h4 2.e7-e5 e5-e4 29%
Iz rezultatov najprej opazimo, da imajo vse alternativne zacˇetne poteze
belega dober odgovor cˇrnega, ki vodi do slabih rezultatov za belega igralca.
Vse kazˇe na to, da sta 1.e2-e4 in 1.d2-d4 edini pravi mozˇnosti za prvo potezo
belega. V primeru, da beli igralec zacˇne eno izmed teh dveh potez, ima glede
na to testiranje 55% verjetnost zmage. Odgovor cˇrnega 2.d7-d5 Sg8-h6 je bil
sicer priporocˇen, vendar nam je v praksi dal slabe rezultate (beli navadno
nadaljuje z 3.Dd1-g4 Dg4-c8 Dc8-d8+). Cˇe cˇrni tega odgovora nikoli ne odigra,
ima beli 49% verjetnost zmage. Ta rezultat pricˇa o tem, da je igra s pravilno
izbiro otvoritve uravnotezˇena za oba igralca.
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6.2 Koncˇnice
V tem poglavju bomo predstavili nekatere osnovne koncˇnice. Za zmago v
nekaterih izmed teh pozicij je potrebno znanje posebnih vzorcev matiranja.
Poznavanje tovrstnih vzorcev je pomembno za razvoj posebnih hevristik,
ki bodo znale voditi algoritem k zmagi. Pri vseh opisanih pozicijah ima
nasprotnik samo kralja in morda nekaj kmetov; v primeru da bi imel zraven
sˇe kaj drugega materiala, je tega navadno enostavno vzeti, in nato nadaljevati
z enostavnejˇso koncˇnico.
Zanimiva lastnost te sˇahovske razlicˇice je, da lahko v nekaterih pozicijah
matira samo cˇrni, beli pa se mora v zrcalni poziciji zadovoljiti z remijem.
Razlog za ta pojav je v tem, da ima beli vedno liho sˇtevilo potez in zato
v pozicijah, kjer ima kralj le dve mozˇni polji, ne more koncˇati kroga na
zacˇetnem polju. Enako pa po drugi strani ne velja za cˇrnega, saj ima ta
vedno sodo sˇtevilo potez. Cˇrni lahko torej v nekaterih koncˇnicah prisili belega
kralja k premiku na drugo polje, medtem ko beli v enaki oz. zrcalni poziciji
nima te mozˇnosti. V nadaljevanju bomo pokazali tudi nekaj takih vzorcev.
6.2.1 Osnovne koncˇnice
Mat s kraljico
Ta mat je najenostavnejˇsi in ga lahko dosezˇeta oba igralca. Ima enostaven
vzorec matiranja: vsakicˇ se s svojo kraljico postavimo diagonalno ob naspro-
tnikovega kralja (glej sliko 6.1) in kraljico zasˇcˇitimo z nasˇim kraljem. Na
tak nacˇin kralja v vsakem koraku spravimo nekoliko bolj proti robu. Ko je
enkrat na robu, matiranje postane trivialno. Pripomnimo, da to ni edini
vzorec; alternativno lahko uporabimo enak vzorec kakor s trdnjavo, opisan v
nadaljevanju.
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Slika 6.1: Kraljica se postavi tako, da sili kralja proti trdnjavi. Na drugi sliki
se je kralj umaknil napadu, vendar ga v naslednjem krogu kraljica ponovno
na isti nacˇin napade. S tem postopkom lahko kralja spravimo na rob in ga
nato matiramo, kot lahko vidimo na tretji sliki.
Mat s trdnjavo in figuro
V nasprotju s klasicˇnim sˇahom, mat samo s trdnjavo ni mozˇen, saj ni mogocˇe
hkrati braniti trdnjave in prisiliti nasprotnega kralja k robu. Lahko pa to
naredimo, cˇe imamo sˇe eno dodatno poljubno figuro. Vzorec matiranja je
enak kakor pri klasicˇnem sˇahu, s to razliko, da z dodatno figuro branimo
trdnjavo. Svojega kralja postavimo nasprotno njegovemu, dve vrstici stran,
svojo trdnjavo pa na isto vrstico s kraljem (glej sliko 6.2).
Koncˇnica s kmetom
Koncˇnice z enim kmetom se navadno koncˇajo z remijem, saj lahko nasprotnik
blokira kmeta in nato vsak svoj krog ponovno koncˇa na istem polju. Izpo-
stavimo samo eno izjemo, ki ilustrira zakaj, nekatere koncˇnice lahko zmaga
samo cˇrni. Na sliki 6.3 ima beli kralj na voljo le polja b1 in a2. Ne glede na
to koliko potez ima beli, bo moral koncˇati svoj krog na polju a2. Cˇrni lahko
nato promovira in zmaga. Zrcalna pozicija bi se koncˇala z remijem.
6.2. KONCˇNICE 49
Slika 6.2: Kombinacija kralja in trdnjave prisili kralja na zgornji sliki blizˇje
robu. Postopek ponovimo, dokler ne pridemo do mata na spodnji sliki.
Slika 6.3: Pozicija na levi je dobljena za cˇrnega, ne glede na to kdo je
trenutno na potezi. Beli bo moral svoj krog koncˇati na polju a2 (na desni)
in tako cˇrnemu prepustiti promocijo.
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Mat z dvema lahkima figurama
V nasprotju s klasicˇnim sˇahom je v 1-2-3 sˇahu mogocˇe matirati z dvema
lahkima figurama (dva skakacˇa, dva lovca, skakacˇ in lovec), vendar lahko le
matiranje s kombinacijo dveh lovcev uspesˇno izvedeta oba igralca. Ostala dva
vzorca matiranja lahko izvede le cˇrni. Vsi trije vzorci so relativno zapleteni in
so bolj obsˇirno opisani na spletu[15]. Za primer podamo kombinacijo na sliki
6.4. Samostojno najti te vzorce matiranja je zanimiv problem za hevristiko
v koncˇnici.
Slika 6.4: Rdecˇe pobarvana polja so pokrita s strani cˇrnih figur. V poziciji
na levi beli kralj lahko izbira le med dvema poljema in zaradi lihega sˇtevila
potez koncˇa na robu, kjer je nato matiran (na desni). Ti dve poziciji sta le
del matnega vzorca, ki pripelje kralja iz sredine do roba.
Koncˇnica z dvema povezanima kmetoma
Koncˇnice z nepovezanimi kmeti se navadno koncˇajo z remijem. Nasprotnikov
kralj ima navadno dovolj potez, da vzame vse nebranjene kmete, ter nato
blokira branjenega kmeta. Dva povezana kmeta sta lahko branjena hkrati,
ter lahko v kombinaciji s kraljem matirata nasprotnika. Primer je ponazorjen
na sliki 6.5. Cˇrni kralj ima na izbiro biti matiran s strani kmetov ali pa jih
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spustiti do promocije in nato izgubiti proti kraljici. Enaka izjema sta dva
kmetaeno polje narazen, ki prav tako (cˇe sta branjena in cˇe nasprotnikov
kralj ni v patu) vodita do zmage.
Slika 6.5: Kralj lahko prostovoljno vkoraka v mat, ali pusti promocijo.
6.2.2 Hevristike za koncˇnice
V tem podpoglavju bomo predstavili hevristike za igranje koncˇnic. Za koncˇnico
bomo vzeli vsako pozicijo, kjer ima vsaj eden izmed igralcev eno ali manj fi-
gur (brez sˇtetja kmetov). Ta odlocˇitev je nekoliko arbitrarna, vendar poenoti
vse v prejˇsnji sekciji nasˇtete pozicije. V teh pozicijah algoritem uporabi tukaj
definirane hevristike, namesto klasicˇnih iz poglavja 5.1. Njegova igra v treh
fazah sicer ostane enaka. Izkazˇe se, da s pomocˇjo teh namenskih hevristik
lahko zmaga vse nasˇtete osnovne koncˇnice, brez dodatnega znanja o vzorcih
matiranja.
Navadne hevristike
Nekatere hevristike iz poglavja 5.1 so uporabne tudi v koncˇnici in se v isti
obliki uporabijo tudi tukaj. To so Material, Promocija in Izogibanje lovcu.
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Obramba
Svoje figure je navadno nacˇeloma nesmiselno braniti pred nasprotnikovimi
figurami, lahko jih pa branimo pred nasprotnikovim kraljem. Kakor pri
obicˇajnem sˇahu, kralj v koncˇnici postane pomembna figura, zato se pojavi
pomembnost zasˇcˇite lastnih figur pred njim. Hevristika najde vsa polja, ki
jih nasprotnikov kralj lahko legalno dosezˇe tekom naslednje poteze. Najde
tudi vsa polja, ki so nezasˇcˇitena, nato kaznuje evalvacijo pozicije za vsako
nezasˇcˇiteno dosegljivo polje. Dosegljivost igra pomembno vlogo, saj lahko
vecˇkrat implicitno zasˇcˇitimo figure tako, da jih naredimo nedosegljive. Pri-
mer je na sliki 6.4, kjer sta skakacˇ in lovec nezasˇcˇitena, a nedosegljiva.
Pokritost
Pokritost je ena izmed matnih hevristik, ki pomaga tudi najti vzorce mati-
ranja. Poleg tega promovira napad na kralja, kar je koristno tudi, ko naspro-
tnikov kralj poskusˇa blokirati kmeta.
Blizˇina roba
Hevristika najde vsa polja, na katerih lahko nasprotnikov kralj legalno koncˇa
krog. Opozorimo na distinkcijo s polji iz Obrambe: tukaj sˇtejemo samo
koncˇna polja in zato lihost ali sodost sˇtevila potez pride do izraza. Nato
izmed vseh polj najde tisto, ki je najblizˇje srediˇscˇu sˇahovnice. Oceno pozicije
kaznuje glede na oddaljenost tega polja do roba. Hevristika torej ugotavlja,
koliko blizu centra bo v najslabsˇem primeru kralj v naslednjem krogu. Pri
vecˇini matnih vzorcev se razdalja do roba zmanjˇsa za ena vsak krog. Izkazˇe
se, da je ta hevristika dovolj, da algoritem najde vse osnovne matne vzorce.
Ponovno vzemimo primer na sliki 6.4. Kralj ima samo dve mozˇni polji, samo
eno izmed njiju je lahko koncˇno. Tudi v najslabsˇem primeru bo imel razdaljo
do roba 0.
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Blizˇina srediˇscˇu
Kralj je nagrajen, cˇim blizˇje srediˇscˇu se nahaja. Nagrada je majhna, ampak
v primeru, da kralj nima druge dolzˇnosti, denimo preprecˇevanja promocij, je
polozˇaj stran od roba tipicˇno bolj oddaljen od mata.
Pat
Hevristika preveri, ali ima nasprotnik kaksˇno legalno potezo, in cˇe je nima,
ustrezno oceni pozicijo.
54 POGLAVJE 6. IGRANJE OTVORITEV IN KONCˇNIC
Poglavje 7
Zakljucˇek in nadaljnje delo
Cilj magistrske naloge je bil izdelati dober program za igranje 1-2-3 sˇaha. Ta
ima, zaradi kombinatoricˇne eksplozije mozˇnosti, ki jo povzrocˇi vrsta zapo-
rednih potez, ekstremno velik faktor razvejanosti. To naredi igro unikatno
in zanimivo ter ustvari zelo zahtevno domeno, v kateri lahko raziskovalci
testirajo nove algoritme in ideje.
Nasˇ program sledi splosˇno priporocˇeni stategiji za to igro: (1) poiˇscˇe
mat, cˇe je le ta izvedljiiv v danem sˇtevilu potez, (2) v primeru, da mata
ni, generira potencialno dobre sekvence potez, (3) odigra najboljˇso izmed
omenjenih sekvenc, ki hkrati preprecˇuje nasprotnikov mat. Prvo in drugo
tocˇko smo obravnavali kot dva locˇena podproblema. Tretja je po vsebini
sorodna prvi in uporablja isti algoritem za iskanje matov.
Pri iskanju matov smo osnovali in testirali vecˇ hevristik in algoritmov.
Najboljˇsa hevristika Pokritost je sˇtela kolikokrat so napadena (in tako po-
krita) polja okoli kralja. Z uporabo Pokritosti in algoritma A* je bil program
sposoben zelo ucˇinkovito najti mate v nasˇi testni mnozˇici velikosti 900 ma-
tnih pozicij. Vecˇ kot 98% izmed testiranih matov je bilo najdeno v manj
kot sekundi, vsi pa so bili najdeni v manj kot desetih. Pokazali smo tudi,
da s povecˇevanjem ucˇinkovitosti iskalca matov mocˇno naraste delezˇ zmag
programa.
Za igranje druge faze smo razvili nekaj raznovrstnih hevristik; ocenjevale
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so kolicˇino materiala v poziciji, varnost kralja, mozˇnost promocij kmetov,
razvoj figur in izogibanje figur pred nasprotnikovim lovcem. Uporabili smo
utezˇeno vsoto teh hevristik in za dve izmed njih (Promocija in Varnost kralja)
tudi testirali njihov vpliv na kvaliteto igre. Razvili in preiskusili smo sˇe
nekaj algoritmov, primernih za iskanje v prostoru z ogromno razvejanostjo.
Za najboljˇso se je izkazala kombinacija algoritma A* in algoritma Min-Max,
ki preiskuje svoje poteze in sˇe potencialne odgovore nasprotnika, nato pa
preiskovanje zakljucˇi.
Razvili smo tudi primeren nabor hevristik, specializiranih za igranje koncˇnic,
ki jih v igranju druge faze v koncˇnicah uporabimo namesto zgoraj nasˇtetih.
Te hevristike so sposobne zmagati vse v tem delu obravnavane osnovne
koncˇnice in se dobro obnesejo tudi v bolj zapletenih koncˇnicah.
Pogledali smo si v literaturi predlagane otvoritve, jih uposˇtevali pri osno-
vanju otvoritvene knjizˇice in s pomocˇjo iger programa samega proti sebi po-
kazali njihovo ucˇinkovitost. Skoraj vse predlagane otvoritve so se empiricˇno
izkazale nad alternativami. S temi ekperimenti smo ugotovili tudi, da je
igra precej verjetno uravnovesˇena za oba igralca - v eksperimentu (odigrano
je bilo 300 partij) je s pravo izbiro otvoritve beli zmagal priblizˇno polovico
(49%) vseh odlocˇenih iger.
Implementirali smo program z graficˇnim vmesnikom, ki igro z uporabo
zgoraj nasˇtetih metod uspesˇno igra. Z njim lahko cˇlovek igra proti drugemu
cˇloveku ali proti racˇunalniˇskemu nasprotniku. Omogocˇa vnos poljubne po-
zicije na sˇahovnico in nato nadaljevanje igre iz nje, oziroma iskanje mata iz
dane sˇahovske pozicije v podanem sˇtevilu potez. Omogocˇa tudi shranjevanje
igre in nalaganje shranjenih iger. Program je prosto dostopen na spletu[7].
V prihodnosti bi si zˇeleli najti nacˇin, kako ta program vkljucˇiti v prave
turnirje, kjer bi se lahko pomeril z najboljˇsimi igralci v 1-2-3 sˇahu.
V nadaljnem delu bomo poskusˇali avtomatsko ugotoviti dejanske vredno-
sti figur (v tem delu smo uporabili vrednosti iz klasicˇnega sˇaha). Zanimiva
resˇitev za ta izziv je opisana v delu[16], kjer se vrednosti v variacijah sˇaha
ucˇimo s spodbujevalnim ucˇenjem. Dodatno imamo namen preiskusiti Monte-
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Carlo metode preiskovanja, ki se navadno dobro izkazˇejo v igrah z visoko
razvejanostjo. Le-te smo zˇe poskusili implementirati, zaenkrat sicer z neobe-
tajocˇimi rezultati, vendar je potrebno dodatno delo za potrditev ali ovrzˇbo
njihove ucˇinkovitosti. Bolj konkretno, za iskanje matov bi lahko poskusili
uporabiti Nested Monte-Carlo Search [17] in za iskanje potencialno dobrih
sekvenc potez, kjer mata ni, Monte-Carlo Tree Search [18].
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Dodatek A
Implementacija bitnih sˇahovnic
V tem poglavju se bomo ukvarjali s predstavitvijo sˇahovnice v programu. Ta
predstavitev vpliva na cˇasovno ucˇinkovitost skoraj vseh ostalih delov pro-
grama, zato je njena izbira kljucˇnega pomena. Najbolj intuitivna mozˇnost je
sˇahovnico narediti kot seznam dolzˇine 64; njegovi elementi utrezajo ustrezni
figuri na sˇahovnici. Primer zacˇetne pozicije s tako predstavitvijo lahko vidite
v tabeli A.1. Slabost tega pristopa je v tem, da je potrebno za vsako ana-
lizo sˇahovnice (generacija potez, preverjanje matov, izracˇunavanje razlicˇnih
hevristik) iterirati skozi vsa polja, vcˇasih celo vecˇkrat. Alternativa, ki se je
pojavila zelo hitro v svetu sˇaha in jo sedaj uporabljajo vsi vodilni sˇahovski
programi, je bitna sˇahovnica (Bitboard). V primeru nasˇega programa je
tranzicija na implementacijo z bitnimi sˇahovnicami program pospesˇila za
priblizˇno faktor 5.
A.1 Definicija
Vzemimo neko 64-bitno sˇtevilo; taka sˇtevila so v programskih jezikih obicˇajna
(navadno oznacˇena long), saj se lepo skladajo s 64- (ali 32-) bitno procesorsko
arhitekturo. Po drugi strani so za sˇah prirocˇna, saj imajo enako bitov, kakor
sˇahovnica polj. Vsak bit takega sˇtevila si lahko predstavljamo kot binarno
informacijo o nekem polju (recimo prisotnost ali odsotnost figure). Tako
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-4 -2 -3 -5 -6 -3 -2 -4
-1 -1 -1 -1 -1 -1 -1 -1
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
1 1 1 1 1 1 1 1
4 2 3 5 6 3 2 4
Tabela A.1: Sˇahovnica je predstavljena kot eno- ali dvo dimenzionalni se-
znam dolzˇine 64. Prikazana je zacˇetna pozicija. Vrednost 1 tukaj predstavlja
kmeta, 2 skakacˇa, 3 lovca itd... Negativne vrednosti so nasprotnikove figure.
interpretirano 64-bitno sˇtevilo imenujemo bitna sˇahovnica.
Za primer si poglejmo sˇtevilo 129, ki ga v binarnem lahko zapiˇsemo kot:
129 = 0000000000000000000000000000000000000000000000000000000010000001
Cˇe to sˇtevilo ustrezno prelomimo, ter za lazˇjo vizualizacijo nicˇle nadomestimo
s piko, (tabela A.2) vidimo, da enice ustrezajo pozicijam trdnjave belega
igralca v zacˇetni poziciji.
V enem samem sˇtevilu smo shranili vso informacijo o tem, kje stojijo
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
1 . . . . . . 1
Tabela A.2: Vizualizacija sˇtevila 129 v binarnem zapisu.
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(in sorodno, kje ne stojijo) vse bele trdnjave. Trenutno pozicijo v igri lahko
tako opiˇsemo z dvanajstimi sˇtevili; za vsako kombinacijo tipa in barve figure
enega. Navadno si shranimo tudi sˇtevila, ki predstavljajo vsa prazna polja,
vsa polna polja, vsa polja z belimi figurami in vsa polja s cˇrnimi figurami. Pri
izracˇunavi funkcij o dani poziciji si lahko izracˇunamo sˇe raznovrstne druge
bitne sˇahovnice, recimo vsa napadena polja, vsa branjena polja, vsa polja
okoli kralja itd...
Na videz s tem pristopom nismo nicˇ pridobili, razen nekoliko prostorskega
prihranka, vendar bomo videli, da se operacije na teh sˇtevilih izvajajo na
vseh bitih hkrati, kar pomeni, da z eno samo procesorsko operacijo obdelamo
celotno sˇahovnico.
A.2 Operacije
Tukaj predstavimo nekatere osnovne operacije nad bitnimi sˇahovnicami; za
celoten pregled ostalih operacij in njihove uporabe lahko bralec pogleda na
[19].
Kadar na sˇtevilo gledamo kot na niz logicˇnih vrednosti (izrazˇenih kot 0
ali 1), lahko na njem izvajamo logicˇne operacije, kot so IN, ALI, NEGA-
CIJA itd... Logicˇne operacije se v procesorju izvedejo nad vsemi istolezˇnimi
elementi hkrati. Za primer si poglejmo logicˇni ALI (v programskih jezikih
navadno oznacˇen z | ).
1 0 0 | 0 1 0 = 1 1 0
Vzemimo sˇe vecˇji primer, kjer operacijo ALI izvedemo nad dvemi bitnimi
sˇahovnicami - belimi figurami in cˇrnimi figurami. Rezultat te operacije (lahko
jo obravnavamo kot unijo) je bitna sˇahovnica, ki predstavlja vsa zasedena
polja (slika A.1).
Naslednji primer (slika A.2) pokazˇe operacijo IN (v programskih jezikih
navadno oznacˇeno z &) med dvemi bitnimi sˇahovnicami - napadi bele kraljice
in cˇrnimi figurami. Razultat te operacije (lahko jo obravnavamo kot presek)
je bitna sˇahovnica z oznacˇenimi vsemi napadenimi cˇrnimi figurami. Vidimo,
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Slika A.1: Polja z belimi figurami ALI polja s cˇrnimi figurami = zasedena
polja. Slika vzeta iz speta[20].
da lahko mnozˇico tako napadenih figur hitro in enostavno najdemo.
Slika A.2: Napadi kraljice IN polja s cˇrnimi figurami = napadena polja.
Slika vzeta iz spleta[20].
Operacija negiranja zamenja vrednosti logicˇnih spremenljivk.
¬010 = 101
.
Nazadnje si poglejmo sˇe logicˇni premik (v programskih jezikih navadno
oznacˇen z << ali >>). Ta operacija premakne vse bite v levo ali desno za
dolocˇeno sˇtevilo mest. Primer:
00000110 << 4 = 01100000
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Specificˇno premik za 8 v eno ali drugo smer pomeni prestavitev vseh bitov na
sˇahovnici eno vrstico viˇsje ali nizˇje. To operacijo bomo uporabili v naslednjem
sklopu, tako da definirajmo funkcijo:
sever(x) = x << 8
Sorodno lahko definiramo funkcije severoVzhod, severoZahod in ostale smeri
neba.
A.3 Primer promocije
Iz prej definiranih elementarnih operacij bomo sedaj sestavili funkcijo za
ugotavljanje, ali beli kmeti lahko promovirajo v tocˇno n potezah. Z ’nava-
dno’ sˇahovnico moramo preveriti vse mozˇne poti, za vsakega kmeta posebej.
Kmet ima lahko vecˇ razlicˇnih poti do cilja, saj lahko na poti jemlje figure na
levi ali na desni strani. Uposˇtevati moramo tudi to, da je dajanje sˇaha po
poti nelegalno in take poti zavrecˇi. Izkazˇe se, da se z bitnimi sˇahovnicami
lahko izognemo kombinatoricˇni preiskavi in problem resˇimo v nekaj enostav-
nih korakih. Algoritem je podan v psevdokodi 4. Algoritem je enostavno
spremeniti tako, da gleda promocije kmetov v n ali manj potezah, oziroma
da vrne najmanjˇsi n, v katerem lahko pride do promocije.
Algorithm 3 Algoritem za prepoznavanje mozˇnih promocij v n potezah
1: kmetje← beliKmetje
2: napadNaKralja← jugoVzhod(cˇrniKralj) | jugoZahod(cˇrniKralj)
3: for n korakov do
4: Premiki← sever(kmetje) & praznaPolja
5: Napadi← (severoVzhod(kmetje) | severoZahod(kmetje)) & cˇrneFigure
6: kmetje← (premiki | napadi) &(¬napadNaKralja)
7: end for
8: return (kmetje & vrsta8)! = 0
Vse spremenljivke, razen sˇtevca n, so bitne sˇahovnice. Spremenljivka
kmetje predstavlja tista polja, ki jih kmetje lahko dosezˇejo po i-iteracijah
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zanke (kjer je i med 0 in n). Pred prvo iteracijo (i = 0) je spremenljivka
postavljena na trenutno pozicijo belih kmetov. Spremenljivka napadNaKralja
predstavlja prepovedana polja, na katera kmetje ne smejo iti, sicer bi dali sˇah.
V vsaki iteraciji se izracˇunajo premiki kmetov naprej; to so prazna polja,
ki so hkrati za polje bolj severno od trenutnih kmetov. Izracˇunajo se napadi
kmetov; to so polja po diagonali naprej levo ali desno, ki so hkrati zasedena
s cˇrnimi figurami. Na koncu se izracˇuna pozicija kmetov v novi iteraciji, kot
unija premikov in napadov, ki hkrati niso del spremenljivke napadiNaKralja.
Spremenljivka vrsta8 je vnaprej izracˇunana vrednost, ki je pozitivna samo
na poljih osme vrste. Presek te spremenljivke s pozicijo kmetov v n-ti iteraciji
nam da pozicije kmetov, ki v n-ti iteraciji promovirajo.
Za primer si vzeimo pozicijo na sliki A.3. Tabele A.3, A.4, A.5, A.6
predstavljajo vrednost spremenljivke kmetje.
Slika A.3: Pozicija na kateri bomo simulirali algoritem. Ali lahko beli
promovira v treh potezah? Na katerih poljih?
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. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . 1 . . . 1
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
Tabela A.3: Originalne pozicije kmetov.
. . . . . . . .
. . . . . . . .
. . 1 1 . . . 1
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
Tabela A.4: Mozˇne pozicije kmetov po enem premiku. Desni kmet neo-
virano nadaljuje proti promociji, levi kmet ima izbiro dveh razlicˇnih polj;
navaden premik in rusˇenje figure.
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. . . . . . . .
. . 1 . 1 . . 1
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
Tabela A.5: Mozˇne pozicije kmetov po dveh premikih. Levi kmet ima po-
novno dve mozˇnosti, vsaka izmed prejˇsnjih dveh je porodila eno novo legalno
mozˇnost.
. 1 1 1 . . . 1
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
. . . . . . . .
Tabela A.6: Polja na katerih lahko beli promovira. Hkrati so to mozˇne
pozicije kmetov po treh premikih.
Dodatek B
Shranjevanje transpozicij
Pri vseh uporabljenih preiskovalnih algoritmih se poskusˇamo izogniti tran-
spozicijam; t.j. pozicijam, ki smo jih dosegli po drugi poti, in zˇe preiskali. V
ta namen zˇelimo najti nacˇin, kako shraniti vse preiskane pozicije. Intuitivna
mozˇnost bi bila shraniti FEN notacijo vsake preiskane pozicije, vendar se
izkazˇe, da je racˇun le-teh prepocˇasen in velikost tega niza prevelika.
Nasˇ program smo pospesˇili z uporabo druge, zˇe obstojecˇe zgosˇcˇevalne
funkcije: zgosˇcˇevanjem Zobrist (Zobrist hashing). Ta funkcija vsaki poziciji
predpiˇse 64-bitno sˇtevilo na naslednji nacˇin:
Pri inicializaciji generira nakljucˇno 64-bitno vrednost za vsako kombina-
cijo polja in figure (torej 64*12 vrednosti).
Algorithm 4 inicializiraj zobrist
1: tabela← 2-D tabela velikosti 64x12
2: for i od 1 do 64 do
3: for j od 1 do 12 do
4: tabela[i][j]← nakljucˇna 64-bitna vrednost
5: end for
6: end for
Vrednost pozicije je definirana z algoritmom 5. Vrednost je torej XOR
med vsemi med inicializacijo shranjenimi sˇtevili, ki se pojavijo v dejanski
poziciji.
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Algorithm 5 vrednost zobrist
1: h← 0
2: for i od 1 do 64 do
3: if polje i ni prazno then
4: j ← index figure na polju i
5: h← h XOR tabela[i][j]
6: end if
7: end for
8: return h
Racˇunanje te funkcije lahko pospesˇimo tako, da si vrednost shranimo,
nato pa jo posodobimo vsakicˇ, ko se pozicija spremeni (primer algoritma pri
premiku figure na prazno polje 6). Pri tem izkoristimo dejstvo, da je x XOR
y XOR y = x za vsak x in y.
Algorithm 6 posodobitev zobrist(vrednost h, premik iz polja i na polje j
1: z ← index figure na polju i
2: h← XOR tabela[i][z]
3: h← XOR tabela[j][z]
4: return h
Na isti nacˇin lahko v vrednost funkcije dodamo druge informacije o pozi-
ciji, npr... koliko potez sˇe imamo, tako da za vsako mozˇno stanje te informa-
cije generiramo nakljucˇno sˇtevilo, ter nato vrednosti dodamo ustrezen XOR
cˇlen.
