// Case studies of 17 organizations that have used agile methods for more than three years uncovered many serious "people" challenges including recruitment, training, motivation, and performance evaluation. //
ALTHOUGH DEVELOPERS HAVE been using agile methods for quite a while, it's important to examine the related "people" challenges. First, these methods' growing popularity means they "are fast becoming the adopted development methodology commercially." 1 Second, agile methods are no longer restricted to small, collocated teams and are increasingly applied in environments outside their comfort zone, thus presenting new personnel and human-resource-management challenges. 2, 3 Finally, adopting agile methods is no longer an insular, bottom-up, voluntary decision, in which the project team can choose to embrace or rebuke the transition on its own terms. Increasingly, suppliers, consultants, partners, customers, and even public-sector bodies are coercing the use of agile methods, through formal requirements and as a way to ensure interorganizational process alignment. 4, 5 Agile methods' increasing prevalence, the lowering of traditional agile boundaries, and growing pressure to adopt agile methods all contribute to the need for human resources departments and project managers to address associated skill and people challenges. Sridhar Nerur and his colleagues 6 and Peter Schuh 7 have shown that agile environments differ signifi cantly in context compared to traditional environments (see Table 1 ), although the distinction often isn't so black and white.
So, it's important to identify the problems that the transition to agile methods can cause. Here, on the basis of case studies of 17 organizations, we describe the most important challenges and offer recommendations on how to address them.
The Research Process
We used a two-phased approach. First, we conducted focus group discussions from June to September 2008 with software development executives, senior project managers, and agility experts. We identified an initial set of challenges and evaluated the case study protocols for the second phase.
In the second phase, we conducted 17 case studies from October 2008 to January 2009, using in-depth interviews with senior personnel (see Table  2 ). Some of these organizations had effectively embraced agile methods, harvesting benefits such as reduced costs, higher-quality systems, and more satisfied software development staff and customers. Others had experienced significant problems and even project failures directly attributable to the transition to agile methods. Selecting cases with such opposing experiences let us compare and contrast, thus identifying the distinguishing skills and challenges related to adoption of agile methods.
Key "People" Challenges
We identified nine key people challenges and practices to address them. Where possible, we show each challenge's prevalence among the cases.
Developer Fear of Skill-Deficiency Exposure
In all 17 companies, developers feared that the agile process could bring their own deficiencies to light. Interviewees outlined how procedures such as stand-up meetings, onsite customers, and the use of storyboards and whiteboards made developer shortcomings visible to the rest of the team because these practices require direct and constant communication and collaboration. For example, storyboards track the status of user stories and make a developer's lack of progress obvious. Whiteboards, which agile teams use to communicate design issues, can highlight developers' technical and communication challenges because they must regularly present their ideas in front of At the other end of the spectrum, in four companies, full transparency created unhealthy environments involving "exhibitionists" (according to a consultant in company P), "show-offs" (manager, company L), and "bullies" (consultant, company P). Repercussions included developers experiencing discomfort (16 cases) and hostility (7 cases), changing teams (14 cases), and leaving the organization (5 cases). Attributing these cases to "weak" developers is too simplistic. We found that "weakness is relative" (manager, company L) and that some highly respected and high-performing developers felt inadequate when compared to those performing at an even higher level.
To address this challenge, developers need an environment where they feel safe to expose their weaknesses. In company C, all developers completed short forms every two weeks in which they could document any fears, issues, or concerns they didn't feel comfortable discussing in an open forum. In company D, listing problems at stand-up meetings was voluntary for junior developers.
In companies B, D, and M, junior or new staff had separate, lengthier stand-up meetings with dedicated mentors. Developers should also know that they can get help to improve their skills. In at least nine cases, pair programming teamed weaker developers with more experienced developers; thus, joint responsibility dissolved the public exposure of any potential weaknesses.
Broader Skill Sets for Developers
In all 17 companies, agile environments seem to blur the boundaries among developers' roles and require competence in a broad range of skills, as opposed to specialization in one.
To be a successful agile [developer] you need to be a coder, a tester, an architect, a customer, a quality assurance expert, and a multitude of other things software-related. (manager, company M)
As a manager in company D described, rather than being a "jack of all trades, master of none," a developer in an agile team must be a "master of all trades." This multifaceted skill set caused numerous problems. First, almost all project managers had difficulty finding developers with all the necessary agile skills, either externally or in their organization.
Training was also more difficult. In four cases, management sent its entire team to all available training courses, incurring high expense. In those cases, before the company adopted agile To address this challenge, organizations must strike a balance between team members becoming "masters of all" and "masters of none." Developers must have broad knowledge on all aspects of software development but should also specialize and hone their skills in certain areas. As a manager in company G suggested, "An agile developer requires multiple skills but still needs to maintain some degree of specialism." Developers in companies F, L, and M, however, maintained distinct roles (such as tester, Java developer, and database developer) because of large team sizes and the potential for developer conflict.
Increased Social Interaction
Agile practices such as collocation, onsite customers, stand-up meetings, retrospectives, and pair programming increase social interaction and heighten the need for social, communication, and presentation skills. All respondents generally viewed the development of social skills as positive but raised some interesting problems and concerns. Social-skills training is an obvious solution to this challenge. company K, however, took a more holistic approach and incorporated social-skills development into a larger training program. The company made videos of all new students' stand-up meeting presentations, which they brought to a required course called "Communication and Presentation in Business." Instructors viewed each recording and integrated it into the course material, letting the students see how their skills improved over time.
Although agile methods emphasize minimal documentation, another mediating solution involved using appropriate documentation to facilitate communication. In company E, a manager found it harder to converse with less experienced developers without supporting documentation. An investment in documentation might have merit in projects with many inexperienced developers. Many managers spoke of this problem's potential "cancerous effect" (manager, company L), citing examples of customer indifference and disengagement because of the resulting perception that "the team knows nothing about our business, so they won't deliver anything of value to our business" (manager, company M). Twelve companies regarded this as a problem; seven found it particularly problematic in situations involving internationally distributed teams. For example, one manager with company K recalled her experiences with a distributed project involving the offshore location:
Lack of Business Knowledge

They had the technical skills in abundance but no business acumen whatsoever. … Getting the business angle across to the people (in the offshore location) was really tough. If we can break it down into 1s and 0s they are fine, but anything qualitative is very hard for them to work with. The transition to agile really caused problems with this.
Training in the business domain is one possible solution. Six companies held training sessions on basic business topics including accounting standards, basic management accounting and finance, and marketing principles. Typically, such training addressed some issues but failed to consider the client-specific knowledge required. In two cases, getting the customer organization to run the training solved this problem. In one case, running small modules on a frequent, phased basis seemed more beneficial than delivering training up front in the project's first week before the team became actively engaged. In another case, making the sessions interactive allowed developers to hone in on the niche areas they found particularly troublesome.
Almost all the companies tried to resolve the problem's root cause by recruiting staff and graduates who had both IT and business knowledge. Three companies actually recruited domain experts, which required significant additional investment. However, all three managers believed the cost was justified.
Understanding Agile Values and Principles
Whereas at least 10 projects implemented agile methods "on paper," they didn't achieve agility's ultimate goals. For example, at company O, two teams implemented agile methods at the same time, participating in the same three-day agile training session. Although both teams implemented stand-up meetings and on-site customer practices, they didn't achieve the same goals (see Table 3 ). According to a manager at the company, no single issue caused the differencerather, "some intangible combination of staff personality, management style, cultural issues, and other factors."
Although formal training is a typical solution to teach agile practices, it's insufficient for development teams to adequately embrace agile values and principles. Some companies included a provision for training and attendance at agile conferences focusing on values and principles. Continuous hands-on training was preferable to one-off training in helping developers absorb and retain agile values and principles.
The real value came from continuous training. (manager, company L)
In addition, coaching can complement training to assist a team during the transition to agile methods. In 10 cases, senior team members acted as coaches to drive the effort of retaining agile values and principles in the team. Alternatively, company D found that swapping developers among agile 
Lack of Motivation
Five companies encountered developers who lacked motivation to use agile methods. This was more prominent in companies that adopted agile methods top-down. A manager in company G observed, "sometimes they have the competence but are not convinced it [agile development] will work." Many respondents perceived process innovations such as adopting agile methods as overly onerous, complex, and time-consuming.
In some organizations, mechanisms such as strong personnel involvement in the adoption process (two cases), training (eight cases), and sharing agile development experiences (two cases) already existed to convince and motivate developers to adopt agile methods. A manager in company G indicated how the organization continually collected experience reports on successful agile projects and shared them with project teams. Five companies collected experiences from different teams and customers to gain valuable insights. Various respondents said that sharing agile success stories provided encouragement and inculcated belief in the methods.
Devolved Decision-Making
Some respondents reported significant problems with devolved decision-making, a commonly cited aspect of agile methods:
People were picking tasks they shouldn't have. It was self-organizing gone mad. (manager, company L)
Devolved decision-making can also mean problems for project managers:
Project managers do not know what their role is. (manager, company N)
In company L, the manager cited anxiety over losing power as a "problem among some managers."
Several agile practices contributed to devolved decision-making, including pair programming, stand-up meetings, regular retrospectives, and frequent informal communication.
Sometimes, however, team and peer pressure can be too much. Two companies held weekly 15-minute meetings with individual developers and product managers to ensure that all developers had ample opportunity to communicate anything they found difficult to express in an open forum.
Effective team decision-making practices across all 17 cases included a democratic voting system to ensure that everyone had input on every decision. In three cases, project managers acted as agile-team facilitators who made the final decisions. Such role switching lets project managers act as peers of the rest of the team while retaining the final say.
Implementing Agile-Compliant Performance Evaluation
In all 17 cases, we found that although agile methods advocate interaction, collaboration, mentorship, teamwork, and communication, the performance evaluation of these activities has many issues. Implementing team collaboration isn't easy if the performance evaluation and appraisal mechanisms are based on individual performance. A manager in company L said, In five cases, the performance evaluation criteria (particularly at junior levels) focused on technical skills and the ability to follow directions, while neglecting distinguishing factors in agile development such as social skills, creative thinking, and self-organization. In other instances, agile teams were evaluated largely according to traditional criteria, so the results often didn't reflect the team members' true abilities. Meanwhile, performance evaluation of the onsite customer seemed particularly problematic and highly contentious. In at least four instances, the customer felt aggrieved that he or she wasn't being rewarded properly: 
Recruiting Challenges
A lack of agile-specific recruitment policies makes it difficult for most companies to find the right people for agile development. A manager in company G described this challenge succinctly:
The policies that we use in recruiting people do not really take into account Three companies developed agilecompliant recruiting practices. At company L, job applicants must refactor a piece of code and develop a set of user stories and acceptance tests based on an interview with a fictional customer. Company A monitors applicants during a two-hour "iteration" documenting user stories, estimating, prioritiz-
RELATED WORK ON "PEOPLE" CHALLENGES
Previous research has addressed some of the challenges we identified in the main article. However, that article is the first to bring them all together in one place.
Michael J. Gallivan and his colleagues considered the need for developers to be masters of all trades in a traditional development environment. 1 Mike Cohn and Doris Ford looked at this challenge during the introduction of an agile process to an organization. 2 Andrew Begel and Nachiappan Nagappan 3 and Dirk S. Hovorka and Kai R. Larsen 4 researched the increased reliance on social skills in an agile environment.
Numerous researchers have considered the repercussions of developers' lack of business knowledge. [5] [6] [7] [8] [9] [10] [11] [12] Pekka Abrahamsson 13 and Ritu Agarwal and J. Prasad 14 addressed the need for developers to understand and learn agile values and principles, not just the practices.
Cohn and Ford, 2 Lucas Layman and his colleagues, 15 and Kai Petersen and Claes Wohlin 16 all reported on the lack of developer motivation to use agile methods.
Cohn and Ford 2 and Subhas Chandra Misra and his colleagues 17 studied the implications of devolved decision-making in agile environments.
Ronald L. Thompson and his colleagues 18 and Asif Qumer and Brian Henderson Sellers 19 addressed the need for agile-compliant performance evaluation.
Finally, Gallivan and his colleagues 1 and Juhani Iivari and Magda Huisman 20 discussed the lack of specific recruitment policies and suitably trained IT graduates in traditional software development environments.
ing, developing, and refactoring. The company tests them with a stand-up meeting after one hour and a retrospective after two. This mode of recruiting quickly exposes an applicant's lack of technical and social skills. Company I actually drops an applicant into a live team of developers, who then evaluate the applicant's performance.
O
rganizations can use our fi ndings for a variety of purposes (see Table 4 ). For example, companies considering whether to implement agile methods can assess challenges they might experience. Companies that already use agile methods can determine what problems they might be encountering. Such an exercise can be insightful, given that many of the problems we identifi ed exist under the radar or act as silent killers. The best practices for overcoming these challenges could provide a starting point for developing a recruiting or training strategy. This is particularly appropriate for organizations transitioning to agile methods. Such practices can reduce or at least expose people challenges, but they're unlikely to remove them altogether.
Managing people challenges is more of an art than a science; the problems' source could be the organization, the project, the team, or an individual. No technique can solve all the problems.
Also, some organizations might not be in a position to implement all our recommendations, owing to cost, cultural issues, organizational-structure limitations, or a variety of other reasons. Some challenges might be largely outside their control, a key example being the lack of university graduates.
Our case studies were limited because the respondents typically held managerial positions; conducting similar studies with developers might prove interesting. Identifying contrasts and confl icting opinions between developers and managers and the reasons for such opinions could prove insightful.
Not all the challenges we raised are new; they're just exacerbated in an agile environment. Many have plagued project managers, human resources staff, and trainers for many years. See the sidebar for previous research on these challenges.
