ABSTRACT This paper explores and describes the state of the art for what concerns the model-driven approaches proposed in the literature to support reverse engineering. We conducted a systematic literature review on this topic with the aim to answer three research questions. We focus on various solutions developed for model-driven reverse engineering, outlining in particular the models they use and the transformations applied to the models. We also consider the tools used for model definition, extraction, and transformation and the level of automation reached by the available tools. The model-driven reverse engineering approaches are also analyzed based on various features such as genericity, extensibility, automation of the reverse engineering process, and coverage of the full or partial source artifacts. We describe in detail and compare fifteen approaches applying model-driven reverse engineering. Based on this analysis, we identify and indicate some hints on choosing a model-driven reverse engineering approach from the available ones, and we outline open issues concerning the model-driven reverse engineering approaches.
I. INTRODUCTION
Recent researches reveal a paradigm shift in the software engineering field: from the object-oriented where everything is an object, to the models-oriented where everything is a model [1] . In this context, models are representations at high abstraction level of the whole system or of a part of it. The Object Management Group (OMG) [2] defines models as: ''a model of a system is a description or specification of that system and its environment for some certain purpose'' [3] .
The use of models in software engineering is the foundation of model-driven engineering (MDE), i.e., the unification of initiatives that aim to improve software development by employing high-level, domain-specific models in the implementation, integration, maintenance, and testing of software systems [4] , [5] .
In the literature, MDE is the general term for all modelbased principles and techniques that can be applied to both forward engineering and reverse engineering. More and more works appear, not always related to software engineering, focused on the use of models to alleviate the inherent complexity of given tasks. MDE approaches have been proposed in the context of forward engineering, where appropriate tools can translate high level models into source code. One of the key ideas in MDE is that transformation of models from a high abstraction level to a lower level can be described and automated by using transformation languages. So, source code can be generated with a small amount of hand written code, less effort, and possibly less errors [6] . The use of models allows developers to focus on the important aspects of the system, neglecting technical details specific to the target platform [7] .
Nowadays, systems are not developed from scratch and a reverse engineering phase is often required. Reverse engineering can be defined as the process of comprehending software and producing a model of it at a higher abstraction level than source code, suitable for documentation, comprehension, maintenance, or reengineering [8] . Reverse engineering can be applied in many contexts. The most common scenario is the comprehension of code, e.g., maintenance, software evolution, integration or interface with legacy systems. Another scenario is the re-documentation of a system, when old documentation has to be updated after changes of the source code. Further scenarios in which reverse engineering can be exploited are the migrations of legacy systems to new platforms or to new development paradigms, e.g., the use of MDE for an existing system. Moreover, reverse engineering can be used for software quality assessment and for extracting from source code metrics or other hints on the quality of the code. Scalise et al. [9] describe how MDE can be applied to develop software comprehension tools, useful during reverse engineering activities.
The application of MDE to solve reverse engineering issues is called Model-Driven Reverse Engineering (MDRE). Favre [10] defines MDRE as ''producing descriptive models from existing systems that were previously produced somehow.'' Generally, the MDRE process is made by the following steps:
1) get a view (i.e., a model) of the analyzed legacy system from source artifacts; 2) exploit the model to achieve a specific goal, e.g., redocumenting or reengineering a system. Often, in MDRE the only available source of knowledge is the source code, so MDRE solutions start from a system model with a low abstraction level (the source code) and try to build views at higher abstraction levels. Many different views of the system are needed, each corresponding to a different model. The models generation from source code and models transformations can be automated. After the generation, the obtained models can be analyzed by domain experts or by appropriate tools, otherwise they can be used to start a modeldriven development phase.
Reverse engineering approaches and tools use models to abstract the underlying system. This is natural, considering that to represent the analyzed project in a more abstract way some kind of model is needed. What is different in MDRE is that the whole process is based on the systematic use of models to represent information, and the use of metamodels to describe these models. Moreover, the model-to-model transformation is carried out explicitly, in addition to the discovery process, e.g., with text-to-model transformation. Existing reverse engineering approaches are often very flexible w.r.t. the metamodels (e.g., using graphs [11] - [13] ), or in the contemporary use of source code and model analysis/transformation (e.g., Moose [14] or MARPLE-DPD [15] ). From this point of view, we can consider MDRE a subset of the possible approaches for reverse engineering, where the discovery process and model manipulation are disciplined by means of MDE.
In this paper, we report a systematic literature review (SLR) [16] - [18] of the approaches that have been proposed in the context of MDRE.
In our past research activities, we applied modeling in reverse engineering, in the context of software architecture reconstruction [19] and design pattern detection [20] - [22] , taking in particular into account the role of design pattern decomposition in elemental structures [23] , [24] . We have been also interested in collecting the different metamodels applied to reverse engineering in the literature [25] . Given our interest in this area, we would like to understand the current state of model-driven engineering applied in the context of reverse engineering, with the aim of choosing available approaches for new problems or having hints about the choices to make when developing a new approach.
Therefore, in this survey we emphasize the principal features of these identified approaches, by focusing our attention on the following aspects:
• the definition and reuse of metamodels;
• the implementation or reuse of tools for model definition, extraction, and transformation;
• the level of automation reached by the proposed tools;
• the type of source artifacts analysis applied to build models.
The paper is organized as follows. Section II reports the systematic literature review (SLR) design and execution, and defines the research questions. Section III describes the approaches selected during the review, highlighting their main features. Section IV compares the MDRE approaches according to various aspects and criteria. Section V answers the research questions using the results of the review. Section VI discusses the threats to the validity of this work. Section VII summarizes some criteria to choose a MDRE approach and outlines some limitations of the available MDRE approaches. Finally, conclusions are dealt in Section VIII.
II. SYSTEMATIC LITERATURE REVIEW: RESEARCH METHOD
This survey aims to capture the state of the art concerning the approaches for MDRE. It is a systematic literature survey that follows the general guidelines proposed by Kitchenham et al . [16] , [18] . We considered also the indications outlined by Brereton et al. [17] . The review process is composed of three main phases: planning, conducting, and reporting. The details of each of these phases are described in the remaining of this section.
A. PLANNING THE REVIEW
We are interested in identifying the available reverse engineering approaches based on the main concepts of the model-driven paradigm. More explicitly, we are looking for approaches which discover models from legacy source artifacts, describe transformations on the models to obtain further more abstracted models, and use metamodels to drive the discovery and transformation of models.
We formulated the following research questions (RQ) to guide our survey: RQ1 Which metamodels are used by the model-driven reverse engineering approaches? Are they defined to solve specific problems or are they reused for more than one purpose? RQ2 Which tools are used by the approaches for their implementation? Do the approaches provide new tools or do they re-use existing tools? RQ3 What is the level of automation of the transformations defined in the MDRE approaches?
During the planning phase, we established the review protocol that includes the following tasks: selection of the search keywords, selection of the inclusion and exclusion criteria for the candidate papers, and selection of the search engines.
We considered the following main keywords to be searched: model-driven, reverse engineering, model discovery, transformation, language, and legacy.
We selected the following search engines for our survey: IEEE Explore, ACM Digital Library, Web of Science, Scopus, and Elsevier Science Direct. We think that this set of search engines includes all the high quality software engineering journals, conferences, and workshops. Table 1 reports the queries applied to each search engine.
B. CONDUCTING THE REVIEW
On September 5th, 2016 we executed the queries described in Table 1 . The queries went under several modifications before the version reported in the table, because of the differences among the various search engines. Initially, we formulated all the queries to search for: (1) model-driven reverse engineering (including variants) keywords in the title, abstract and keywords sections of papers, and (2) legacy, discovery, transformation, language and metamodel in the entire paper. The query for the Scopus database is the closest one to the initial query (see Table 1 ). We had to adapt the query to each searched database because the results were very few or even zero. Therefore, we report in Table 1 the exact query for each searched database. To summarize, our effort to define the queries has produced comparable results from all the searched databases, except Web of Science which produced a number which represents twice the results obtained by the other four databases. We preferred to spent effort to investigate all the 80 results of Web of Science generated by a more general query instead of having fewer results which might miss some significant papers for our research. No constraints on the time period or type of research publication have been applied. The review has involved 3 team members: an Associate Professor, an Assistant Professor, and a Post-Doc.
As already anticipated, the exact search query has been personalized for each search engine due to their specific search interface (e.g., basic or advance search mechanisms). For IEEE Explore and ACM Digital Library we had to relax the queries because the search of all the keywords provided zero results. In Web of Science, we refined the queries using categories and research areas. We included results in the category ''COMPUTER SCIENCE: SOFT • COMPUTER SCIENCE HARDWARE ARCHITECTURE,
• COMPUTER SCIENCE CYBERNETICS. Figure 1 summarizes the review process and its quantitative results: the source search engine, the number of the identified papers, the number of false positives (FP) (i.e., papers which contain the keywords but do not describe a modeldriven reverse engineering approach), the number of true positives (TP) (i.e., papers which describe a model-driven reverse engineering approach). The process of excluding FPs was done by reading first (for all the 205 results) the title, abstract, keywords, and conclusions, and in case of any doubt, the entire paper. All the results have been read by two of the team members (the Assistant Professor and the Post-Doc). In case of disagreements, the papers were read also by the Associate Professor, who evaluate the paper without knowing the evaluation of the other two team members. Finally, all the members met and discuss the evaluation of each paper. The FPs we excluded were mainly papers addressing modeldriven engineering issues, which cite also the reverse engineering keywords without focusing on them. Furthermore, we have decided to divide the TPs into two groups: a first group containing all the approaches which are completely described by their authors by providing all the details concerning the model-driven reverse engineering process, and a second group containing the approaches which are partially described by their authors in the published papers (e.g., models and metamodels and/or transformations not completely described). The first group of approaches is presented in Section III, while the second in Appendix. Papers not written in English have been excluded (we found some results written in Spanish).
All the papers describing a model-driven reverse engineering approach and presented in Section III have been entirely read by the team members. We have also verified that the references cited into the papers we read did not point to any other MDRE approach.
As it can be observed from Figure 1 , the results obtained from the search queries are relatively low, even if we relaxed the queries for four of the five search engines. For three of the search engines, the number of the results is quite the same (i.e., ACM, Scopus, Science Direct). Also the results for IEEE are close. Instead, Web of Science provided more than double results with respect to the other search engines. However, the TPs of Web of Science are comparable to those of Scopus. The TPs identified are quite few. This may be due to the fact that the model-driven reverse engineering field is complex and it requires a significant effort for the development of approaches. In the same time, the field is young (see Figure 2) . 
C. REPORTING THE REVIEW
To answer (in Section V) the research queries previously formulated in this paper, we provide, in Section III, a brief description of each of the identified model-driven reverse engineering approaches. The brief description consists in: an overview of the approach indicating its objectives and its application, if any (e.g., case study), a description of the models and metamodels defined or used by the approach, the reverse engineering steps implemented by the approach, and further considerations, indicating particularities of each approach not captured in the previous sections of the description. Furthermore, in Section IV we relate our findings with different features of MDRE approaches defined in the literature, while in Section VII we provide hints on choosing a VOLUME 5, 2017 MDRE approach from the available ones and outline some open issues of the existing approaches. Table 2 reports the list of all the MDRE approaches produced by the selection process and from which sources they have been found. We also provide the full list of retrieved papers and their classification at http://essere. disco.unimib.it/wiki/research/mdre_slr_tr.
We report in Figure 2 the distribution of the found papers over the years. From the figure, we can observe that, after an initial phase in years [2003] [2004] [2005] [2006] , this research topic had a constant number of publications, with no gaps in between, and reaching a peak in popularity in 2013. From all the true positives papers, we introduce in Section III only the approaches that are completely described by their authors (see Table 2 -Described column), i.e., the authors provide information about legacy source code, models extracted, transformation of models, metamodels.
In Appendix, we briefly present the MDRE approaches which are not completely described by their authors (i.e., metamodel missing information, transformations not completely described), and hence not considered in Section III. These approaches are indicated as Cited in Table 2 . 
III. MDRE APPROACHES
In this section, we analyze the model-driven reverse engineering (MDRE) approaches we have identified as primary studies during the literature review. The approaches we consider can be mapped on the main concepts described in Figure 3 . They implement discovering mechanisms through which models are obtained automatically from the analyzed legacy systems. These models have a direct correspondence with the source artifacts. The OMG standard calls these models as Platform Specific Models (PSM) [3] . Bruneliere et al. defines these models as initial models [36] . Further, these models are modified and abstracted through model transformations with the objective to obtain the target representation of the analyzed systems. Model transformations include model navigation, querying, computation, and building further models [36] . The OMG standard calls these models as Platform Independent Models (PIM) [3] . Bruneliere et al. introduces the term derived models [36] , to characterize the models obtained through model-to-model transformations. All these main steps are metamodel driven. Figure 3 can be considered an abstraction of the diagrams proposed by Bruneliere et al. [36] . As Favre observes in [10] , the MDRE is a complex task because ''various steps are required, with one or more models being produced at each step.'' Bruneliere et al. indicates the four main steps of a MDRE process:
• the exploration of the legacy system via its initial models;
• the identification of the required information via the initial models;
• the computation of views using the identified information as source;
• the representation retrieval into derived models. To summarize, in this section, we present the MDRE approaches which describe explicitly at least one PSM or initial model and one PIM or derived model, as well as at least one text-to-model and one model-to-model transformation.
With the aim to provide a preliminary common comparison framework of the described MDRE approaches, we consider the following features:
• the Models used;
• the Scope of the approach, general purpose or specific; • Tool/s used to implement the approach;
• the availability of Case Studies, where the approach has been applied;
• Automation level, if the approach is automatic or semiautomatic;
• Type of Analysis (static, dynamic). The comparison of the approaches according to this framework is discussed in the next section, after the description of each approach.
Furthermore, in the literature, Bruneliere et al. [36] proposed five general characteristics a MDRE approach should have, that we partially covered through the above features of the framework:
• Genericity: A MDRE approach should be based on technology-independent standards (i.e., metamodels) and customizable model-based components; this characteristic is captured in the Models and Scope features;
• Extensibility: A MDRE approach should rely on a decoupling of the represented information (models) and the next steps of the process, i.e., belonging to MDE; in the description of the approaches we have indicated which approaches are part of a round-trip engineering solution;
• Automation: if the reverse engineering process can be totally or partially automated, the Automation level feature we considered in our framework;
• Full/Partial Coverage: this characteristic regards the source artifacts including interrelated views at different abstraction levels; it is captured by the Scope features;
• Direct (re)use and integration: The various elements of a MDRE approach and the obtained results (i.e., models) should be designed for reuse. We discuss the reuse level from the Models, Tools, and Case Studies features. We discuss these characteristics in Section V, according also to the features considered for our comparison framework.
In the following, we first provide an overview of the standardized metamodels that are used in MDRE, and then we describe the selected MDRE approaches. For each of the described approaches, we provide a short overview, the models they use, the main steps of the model-driven reverse engineering process by focusing on the transformations on models, the tools used and the level of automation of the approach, and further considerations in particular related to the features we have considered for the comparison framework. The approaches are ordered alphabetically based on the name of the first author.
A. STANDARDIZED MODELS FOR MDRE
The Object Management Group (OMG), through the Architecture-Driven Modernization (ADM) [76] , [77] VOLUME 5, 2017 initiative, defined different models with the goal of supporting reverse engineering activities. The first metamodel they introduced is the Knowledge Discovery Metamodel (KDM) [57] , [78] . The goal of KDM is to define a shared and complete representation, able to guarantee the interoperability of different tools, and to efficiently support maintenance, evolution, assessment, and modernization activities. The model is defined at a level of detail able to represent the structural concepts of object-oriented and imperative languages, e.g., classes, methods, functions, modules. It also contains an optional package (MicroKDM) able to specify finer details about the intra-function behaviour of software, to support data and control flow analysis. KDM is structured in packages organized in different layers, where only the core layers are mandatory, and the higher are optional. The higher layers provide support to model different aspects of software, like design constructs, deployment environment, or user interface.
To better support source code analysis activities, ADM also defined the Abstract Syntax Tree Metamodel (ASTM) [79] metamodel, to represent the Abstract Syntax Tree (AST) of virtually any programming language, allowing analysis tools to target the metamodel instead of the specific language's AST. The model defines what is called GASTM (Generic ASTM), i.e., definitions that recurrently apply to ASTs of most programming languages, and allow extensions, called SASTM (Specialized ASTM), to handle features specific of a single programming language.
More recently, other metamodels have been introduced to support the representation of software metrics (or any kind of metric) applied to existing models (SMM [80] ), or the representation of software patterns (SPMS [81] ). Finally, the Consortium for IT Software Quality (CISQ) 1 contributed to the definition of metamodels integrated with the ADM standards, adding the representation of different quality measures, e.g., maintainability (ASCMM [82] ).
All the models defined by ADM use the OMG metamodeling stack, which includes the MOF [83] meta-meta-model, and the XMI serialization format. Since Eclipse EMF 2 is compatible with MOF (ECore is compatible with EMOF), these models can be imported and applied using EMF technologies. Anyway, the specifications are available, so any other kind of implementation can be provided in theory for the metamodels. Barbier [29] and Bruneliere et al. [36] propose MoDisco (Model Discovery), an Eclipse open source project for modeldriven reverse engineering of IT systems. Its main objective is to provide support for activities dealing with legacy systems and ranging from understanding and documentation to evolution, modernization, and quality assurance.
MoDisco has a modular architecture based on three layers: infrastructure, technologies, and use cases.
The infrastructure layer offers the generic reusable components used in the MDRE process (e.g., generic metamodels, model transformation, model navigation, model customization, model orchestration). The technology layer provides coverage for legacy technologies (e.g., technology-dedicated components independent from any reverse engineering scenario). The use case scenarios introduce reuse and integration examples.
It is worth noting that MoDisco is cited by the ADM Task Force of OMG as an implementation example of its standards KDM, Structured Metrics Metamodel (SMM), and ASTM.
1) MDRE MODELS
MoDisco is a generic and extensible metamodel-driven approach to model discovery, understanding, and transformation. It provides a core metamodel approach based on the OMG KDM specification. Furthermore, it enables the extension of the metamodel for different domains in various fields. A metamodel can be generic or technology specific, depending on the current reverse engineering needs. For example, MoDisco provides a complete metamodel for Java, JSP, and XML.
Models are obtained through software components called discoverers. Transformations or chains of transformations may be applied to the extracted models to obtain the desired view of the investigated system.
2) MDRE STEPS
The MoDisco approach consists in two main steps:
• model discovery;
• model understanding. The model discovery step depends on the source technology of the analyzed software system. It is performed through model discoverers, which can be fully hard-coded or partially generated. Model discoverers may imply two types of operations: injection and transformation. Through injection the legacy system data is extracted and represented as initial models. Transformations concern additional syntactic or structural mapping to complete the initial models.
The understanding step analyzes the initial model(s) and generate the derived models. Transformations may be applied either to obtain the desired view on the system or the desired goal of the reverse engineering process. Transformations can be partially or entirely automatized. The following substeps are executed in an iterative process: model navigation (e.g., exploration of the initial models), model querying (e.g., identification of required information), model computation (e.g., view computation of the query results), and model building (e.g., representation retrieval into derived models).
3) TOOL SUPPORT
MoDisco provides a generic framework and several generic tools able to automatically extract models from legacy systems, models which can be further manipulated through transformations. MoDisco also offers ready-to-use support for three different legacy technologies: Java, JEE (including JSP), and XML.
4) FURTHER CONSIDERATIONS
MoDisco may be considered the MDRE approach which is:
• well-motivated through several various examples;
• standardized because it is the MDRE solution which implements most of the OMG standards specification for reverse engineering and because it is an Eclipse framework (Eclipse being a de facto standard for software development);
• applied in some industrial case studies;
• generic and extensible because it defines the core components which can be applied in various domains and application scenarios.
The approach proposed by Cosentino et al. [84] aims to extract business rules out of Java source code by isolating the code segments concerning the business processes. To achieve this goal, the approach exploits model-driven reverse engineering concepts implementing the following main steps: model discovery from Java code, variable classification and domain variables model creation, and business rules model extraction. The model discovery step is implemented with MoDisco, while the following steps represent a model-tomodel transformation chain implemented using the Atlas Transformation Language (ATL). The approach has been validated through an application which simulates the behavior of animals and humans in a meadow, where actors (animals and humans) can act and move according to their nature.
1) MDRE MODELS
From the Java source code the first Java model is created. The Java model has a one-to-one correspondence with the source code and it represents the PSM model. For each domain, a domain variable model is created by identifying a domain variable and its containing classes starting from the PSM.
From the PSM and the set of the domain variable models, two further models are generated: (1) a business rule model containing the internal representation of the business rules belonging to each domain variable, and (2) a global domain model joining all the classes, method signatures, and class attributes relevant for the union of domain variable models. Finally, the business rule representation takes in input the business rule model for a domain variable and, optionally, the domain model and provides human-understandable artifacts describing the extracted business rules for a given variable.
The results can be provided in a textual form or as a generic or specific graph (conforming to the Portolan metamodel which addresses the gap between the domain data and its graph visualization).
The approach defines a variable classification metamodel and a business rule metamodel. Furthermore, the approach provides traceability support indicating also a traceability metamodel. Through traceability, the approach maintains the link between the extracted business rules and the part of the source code that justifies their extraction.
2) MDRE STEPS
This approach implements the following steps:
• model discovery, exploiting the MoDisco tool, through which the PSM is created;
• variable classification, identifying only those variables concerning the application domain;
• business rule identification, composed of three substeps: domain model extraction, slicing operation, and business rule model extraction;
• business rule representation, providing humanunderstandable artifacts describing the extracted business rules.
3) TOOL SUPPORT
Cosentino et al. use existing tools to implement their automatic approach: MoDisco for the discovery phase and ATL based tools for model-to-model transformations.
4) FURTHER CONSIDERATIONS
Cosentino et al. propose a fully automatic approach. However, it allows user intervention at the end of each step to refine and improve the results of the extraction heuristics.
From the reusability point of view, a domain model can be reused by other software in the same application domain. The business rules extracted for a software may be exploited as auxiliary information for another software in the same domain.
Currently, the approach considers Java software, while the authors plan to extend it to other programming languages (e.g., COBOL [37] ).
D. Djamel et al.
Semantic Web aims to provide support for the automation of the discovery, invocation, composition, and integration of Web services. The approach proposed by Djamel et al. [39] allows to build semantic description in OWL-S terms of Web services originally described in WSDL (Web Services Description Language). This approach aims to facilitate the degree of automation in the semantic association process for Web services through a model-driven reverse engineering solution which proposes a UML profile as an intermediary level between WSDL and OWL-S descriptions of Web services.
The OWL-S description of Web services is obtained through a forward engineering process using XSLT transformations which takes in input the UML models. In this way, a semantic description of the Web service, that can be processed by a reasoning tool, is obtained.
The approach has been validated through the CongoBuy example, while the correctness of the proposed transformation through the Protege ontology specification tool.
1) MDRE MODELS
Djamel et al. propose a UML profile for semantic Web Services as an extension of the UML 2.0 activity models. Another extension of the UML 2.0 activity model concerns the semantic aspect, which comes from the UML ontology profile [85] , [86] . Stereotypes, tagged values, and data types of the UML profile are used to mark-up the PIM (obtained through a reverse engineering process and expressed in UML terms) to enable the transformation of the UML models into OWL-S terms (a forward engineering step out of the scope of this paper). Two UML diagrams are created for each Web service: a class diagram, to describe the interface of a service together with its operations, and an activity diagram, to model the internal behavior of the Web service operations and the order in which they are performed.
2) MDRE STEPS
The reverse engineering process proposed in this approach is composed of the following two steps:
• discovery of the UML profile entities from the WSDL description of a Web service and generation of the class and activity diagrams;
• annotation of the obtained diagrams with further information such as category, pre-conditions, postconditions, and effects.
3) TOOL SUPPORT
Djamel et al. use existing tools to implement their approach: a UML tool to generate the class and activity diagrams, a OWL tool to manage OWL-S ontologies and to map UML to OWL-S, and Protege ontology specification tool to validate the correctness of the transformations.
4) FURTHER CONSIDERATIONS
Djamel et al. propose a semi-automatic approach for reverse engineering Web services. It is part of a round-trip solution.
From the reusability point of view, it can be applied to various semantic languages (e.g., WSML, WSDL-S extending WSDL with semantic description). An example is also OWL-S used currently by the approach. An interesting aspect of this approach is that the consistency proof between WSDL description and OWL-S description of the Web service can be performed by a reasoning engine. A similar approach to the one presented in [39] , is introduced by Sun et al. in [69] . The latter aims to add semantic to the Web services described through WSDL with the objective to enable their composition. As in [39] , also this solution reverse engineers Web services specified in WSDL and models them in UML. Services are then composed in UML terms. Further, the UML specification of the composed Web services is transformed in OWL. Here, a UML profile definition is part of the future work. No application of this approach to a case study is mentioned by the authors. El Beggar et al. [40] propose an approach for reverse engineering of COBOL legacy systems. The objective of this MDRE solution is to identify objects from records descriptions in three steps: extraction of data description to create the PSM models which conform to the COBOL file description metamodel, merge of the extracted PSM models and generation of a common model, and transformation of the common model into a PIM represented as a domain class diagram and refinement of the class diagram by applying heuristics that extract further information from the legacy data embedded in storage files.
The authors have validated their approach on a set of arbitrary programs written in COBOL. Furthermore, they have compared the MDRE approach with a clustering approach through three metrics: recall, precision, and F-measure. The results show that the MDRE approach performs better than the clustering one.
1) MDRE MODELS
A first PSM model is obtained from COBOL programs from which is extracted the data description available in the section File Description. The PSM model conforms to the COBOL file description metamodel. It is generated a PSM model for each COBOL file. The PSM models are further merged in a common model called Merge Model of File Descriptors (MMFD), which regroups the file descriptors programs. This common model represents the source model for the transformation to the target PIM model. The PIM model is represented by a domain class diagram in UML. The metamodel of the PIM conforms to the MOF (MetaObject Facility) specification. The domain class diagram is refined with a set of heuristics which extracts information such as associations, multiplicities, objects identifiers from source files.
2) MDRE STEPS
El Beggar et al. implement their approach in three steps:
• extraction of data from COBOL programs;
• merge of the data extracted from various COBOL programs into a single model;
• transformation of the single model in a domain class diagram and refinement of the last with further information extracted from storage files.
3) TOOL SUPPORT
The authors mention that they exploited ATL based tools for model transformation, without providing any further details on the tools used.
4) FURTHER CONSIDERATIONS
El Beggar et al. propose an automatic approach for reverse engineering COBOL programs. A particularity of this approach consists in the fact that it extracts significant data embedded in flat files to refine the obtained class model (see step 3 of this MDRE approach).
From the reusability point of view, the approach can be used only for COBOL legacy systems.
F. Favre et al.
The approach proposed by Favre et al. [41] - [44] and Martínez Perez [51] is placed within the context of the reverse engineering of object-oriented software, according to the MDA standard. The authors focus their attention on the extraction of UML diagrams from Java source code: class and state diagrams [41] , [42] , use case diagrams [55] , activity diagrams [87] , and sequence diagrams [49] . Besides the models reconstruction, this approach proposes a formal proof of the transformations between models. With the formal proof, it is possible to maintain the consistency in the reverse engineering process.
Essentially, Favre's et al. approach exploits static and dynamic analysis to generate PSMs and PIMs from code and to analyze the consistence of the performed transformations from code to models and between models. Furthermore, the authors propose a framework in the context of which the previously mentioned transformations are performed. The framework is able to address three different abstraction levels concerning models, metamodels, and formal specifications. The authors describe their approach by exploiting simple case studies mentioned in other papers such as [88] .
1) MDRE MODELS
In this approach, the PSM models are expressed in terms of UML (e.g., class and state diagrams) and OCL (Object Constraint Language). Metamodels describe families of implementation specific models, PSMs, and PIMs expressed in terms of MOF-metamodels. Every model conforms to a MOF-metamodel. Furthermore, the approach proposes the specification of MOF-metamodels and metamodel transformations in the NEREUS metamodeling language for consistency issues. Two types of consistency are implemented: horizontal, between models at the same abstraction level, and vertical, between different levels of refinements.
2) MDRE STEPS
This approach is characterized by the following steps:
• extraction of an AST (Abstract Syntax Tree) from source code through static analysis;
• extraction of a PSM by enriching the AST with dynamically extracted information;
• abstraction of the PSM into a PIM, expressed in terms of UML diagrams.
3) TOOL SUPPORT
The authors mention limited details on the techniques used for the model transformations such as classical compiler construction techniques [41] , [42] , [51] . Furthermore, the authors mention the use of ATL based tools for model transformation.
In [49] the authors mention the use of MoDisco as a tool support.
4) FURTHER CONSIDERATIONS
There are at least three advantages of this semi-automatic approach. First, it uses well known formalisms to specify models and metamodels, such as UML diagrams, OCL, and MOF. Second, it exploits both static and dynamic analysis, hence it may capture different aspects of the analyzed software. Last, it supports the consistency of the reverse engineering processes. It focuses on the formal proof of models produced through reverse engineering. The authors mention that the approach is presented for the Java programming language, but it can be reused for any object-oriented language.
Being generic, it also may be applied in any application domain.
G. Fleurey et al.
Fleurey et al. [45] propose a semi-automatic round-trip model-driven engineering approach for the migration of large industrial software. The motivation behind this approach raises from the need of a full re-development of the legacy software whenever a migration of software is done. The authors sustain that a model-driven approach may increase at least partially the automation of software migration and reuse of existing design from the legacy code. This migration solution includes the automatic analysis of the source code, the generation of abstract models into target platform models, and generation of code for the target system. The approach has been validated on an actual case study, written in COBOL, which implied the migration of a large scale banking system from mainframe to J2EE.
1) MDRE MODELS
This approach builds the AST from the source code. Further, from the AST the code model is obtained. The code model representing the PSM conforms to the metamodel of the legacy programming language. A PIM is obtained through model-to-model transformations. The PIM model conforms to the ANT metamodel [45] . ANT may represent static data structures, actions and algorithms, graphical user interfaces and widgets, and application navigation.
2) MDRE STEPS
The migration process proposed by this approach consists in the following steps:
• extraction of the meaningful information from source code to build a PSM model;
• transformation of the code PSM model into a PIM conforming to the ANT metamodel;
• transformation of the ANT model into a PSM for the target application;
• generation of the code for the new application from the PSM model.
3) TOOL SUPPORT
The authors provide a tool suite called Model-InAction (MIA) for this approach. The tool suite is VOLUME 5, 2017 implemented for the round-trip engineering being composed of a MIA-Transformation module for model-to-model transformations, and a MIA-Generation module for code generation.
4) FURTHER CONSIDERATIONS
Fleurey et al. propose a generic round-trip engineering model-based approach. For the case study, the authors have validated the migrated application through a strict nonregression testing process, which has represented 45% of the total project costs. The reason behind this validation is the semi-automatic aspect (i.e., the manual executed tasks may introduce errors).
H. Garcia-Rodriguez de Guzman et al.
Garcia-Rodriguez de Guzman et al. [47] and Pérez-Castillo [89] propose an ADM based approach, called PRECISO, for recovering Web services from legacy databases because the last represent a valuable asset for any organization. The objective is to expose data stored in legacy databases through Web services. For this approach, the authors have exploited their experience in database reengineering [34] , [59] , [90] .
The authors have validated their approach through a case study concerning a joint project between the University of Castilla-La Mancha and Indra Software Labs [89] . The case study is a corporate portal for the management of the information produced from the collaboration between industry and university (e.g., conferences, lectures, courses, grants, events, awards, publications).
1) MDRE MODELS
The first model extracted from the source artifacts is the database model. The authors consider relational databases, hence the obtained database model conforms to the SQL-92 metamodel. Based on the relations between the database tables expressed through primary and foreign keys, the authors extract a first list of candidate services.
The second model generates an object model according to UML metamodel from the relational database schema.
Finally, the WSDL-based model of the Web services is obtained from the object model. The WSDL model is part of the forward engineering phase, hence out of the scope of this paper.
2) MDRE STEPS
Essentially, the approach can be summarized in three main steps:
• the extraction of the database model from the legacy system, which generates a platform dependent model of the database and identifies an initial list of potential candidates as services.
• the generation of a UML object model from the database model;
• the generation of Web services to manage the legacy database, part of the forward engineering phase.
The first step has two sub-steps: the extraction of the PSM model and the discovery of the potential service candidates. The PSM model concerning the relational database schema is obtained through a set of homogeneous queries on the information schema of the legacy database. Further, the PSM is made persistent by using XMI. The list of the service candidates is obtained through model-driven pattern matching which capture the relationships between business entities and are expressed through foreign keys.
3) TOOL SUPPORT
The authors provide the PRECISO tool support as a standalone semi-automatic desktop application. The tool supports the creation of Web Services from legacy relational databases.
4) FURTHER CONSIDERATIONS
The advantage of this approach results from its objective: the extraction of services from the legacy databases. It is based on the database persistent information rather than on the business application.
I. Lenk et al.
Lenk et al. [48] and Jung [91] propose a round-trip engineering approach for the development of 3D Web applications based on X3D and JavaScript. In the forward phase, an abstract model expressed in the SSIML (Scene Structure and Integration Modeling Language), a domain-specific language, may be automatically transformed into X3D, JavaScript, or C++ code. In the reverse engineering phase, the manual modifications performed by the developers to the previously generated code are identified and merged into the abstract SSIML-based model.
The approach has been applied to various applications on different platforms such as Web, immersive virtual reality, and augmented reality on mobile devices.
1) MDRE MODELS
This approach uses the following models: a SSIML abstract model, intermediate models, and ASTs. SSIML is a domain specific language for the definition of 3D applications. An intermediate model represents a central data structure in this approach. It describes the SSIML, JavaScript, and X3D contents of a Web application in a generic way. An intermediate model is not intended to be viewed or edited by developers. The approach uses two ASTs: one for the JavaScript code and one for the X3D code.
2) MDRE STEPS
The reverse engineering phase of this round-trip approach consists in the following steps:
• extraction of the JavaScript and X3D ASTs from source code using Xtext;
• generation of the intermediate model from the ASTs through ETL (Epsilon Transformation Language), a hybrid transformation language with declarative rules and imperative constructors;
• merge of the modifications manually performed in the source code into the initial intermediate model (generated in the forward phase);
• extraction of the SSIML abstract model through Java with reflective API provided by the Eclipse Modeling Framework.
3) TOOL SUPPORT
The authors exploit a SSIML-based tool which supports the creation of SSIML models and integrates round-trip capabilities.
4) FURTHER CONSIDERATIONS
One of the advantages of this approach concerns the fact that it considers source code written in different languages: JavaScript and X3D. Further, by introducing the intermediate models, the approach can be extended to other programming languages (i.e., authors mention C++). From the reusability point of view, the mapping between the intermediate model and SSIML can be reused, being independent of any programming language.
J. NORMANTAS AND VASILECAS
Normantas and Vasilecas [52] propose an approach for business rules and business scenarios extraction from existing software systems with the objective to automate the systems comprehension and reduce maintenance costs. In [53] , the authors address issues concerning the extraction of knowledge from software artifacts and the representation of the extracted knowledge into the KDM metamodel with the objective to abstract the business logic implemented in a system. The approach has been applied on a commercial-off-theshelf enterprise content management system used in several governmental organizations.
1) MDRE MODELS
Normantas and Vasilecas exploit various KDM models at different abstraction levels to represent information extracted from enterprise systems.
The Inventory model, at the Infrastructure layer, captures physical artifacts (source files, folders, containers, resource definitions) and represents them at a higher abstraction level. This model is created in an early stage through file system scanning or version control system querying.
The Code model, at the Program Elements layer, captures structural and behavioral information about the analyzed system. The structural information is extracted directly from AST, while behavioral information need numerous AST traversals to discover the data and flow controls.
At the Runtime Resource layer, four models are used: UI, Data, Platform and Events. The approach captures runtime objects and establishes the dependencies between them and source code objects through the Code models.
The authors create also a database of software documentation from digital documents (e.g., libraries, word documents).
As Cosentino et al. [84] , this approach enables the traceability of the implementation of the business rules and business scenarios in the software under analysis.
2) MDRE STEPS
This approach is implemented through three main steps:
• a preliminary study, which gathers the initial information about the enterprise system and defines a strategy to extract the necessary knowledge from the system;
• knowledge extraction, which discovers the knowledge and creates the KDM-based models;
• business logic abstraction, which aims to separate KDM model parts representing business logic implementation from the infrastructure parts.
3) TOOL SUPPORT
As tool support for their approach, the authors exploit the Eclipse platform and the available tools implementing the KDM framework in Eclipse.
4) FURTHER CONSIDERATIONS
This approach is a semi-automatic one based on static analysis. It is a generic approach that can be applied to various enterprise software systems. As future work, the authors plan to express the KDM models also as UML models to facilitate the understanding and application of their solution.
K. Perez-Castillo et al.
Perez-Castillo et al. [92] proposes a semi-automatic approach to extract the business processes from legacy information systems. The approach is based on the MARBLE (Modernization Approach for Recovering Business processes from LEgacy Systems) [56] , [93] generic and general-purpose framework which discovers the business process from legacy systems using ADM and KDM. This solution includes the extraction of knowledge from legacy systems through a static and dynamic analysis, the generation of the KDM model from the extracted knowledge through QVT, and the discovery of the business processes from the KDM model through the application of business patterns and QVT model transformations.
The authors have applied their solution on various industrial case studies in various application domains [56] : healthcare, e-government, and enterprise systems. In [92] , the authors present in detail the VillasanteLaboratory case study, a legacy system which manages the operation of a Spanish company acting in the water and waste industry.
1) MDRE MODELS
The first models generated from the legacy system are obtained through a static and dynamic analysis of the source artifacts. The static analysis leads to the building of the ASTs. A PSM model is generated for each of the software artifact (i.e., code, interface). This approach analyzes Java-based systems, and therefore the PSMs conform to the Java metamodel.
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The dynamic analysis of the legacy systems enriches the PSMs with log files obtained during the execution of the legacy system.
The approach generates a PIM as an integrated view of all the PSM models. The PIM is a KDM-based model. This model works as a KDM repository. It uses the packages Code and Action from the KDM Program Element Layer.
The higher level abstraction model is a business process model extracted from the KDM based representation. It is obtained by following business patterns and experts indications. It conforms to the BPMN metamodel, which represents flow object, connecting object, artifact, and swim lane elements.
2) MDRE STEPS
The reverse engineering process proposed in this approach is composed of the following main steps:
• extraction of the PSMs from each legacy software artifact;
• transformation of the PSMs into a KDM-based PIM implemented by means of QVT relations;
• transformation of the KDM model into a business process model.
3) TOOL SUPPORT
The authors use MARBLE, an extensible framework based on ADM. It is implemented as an Eclipse plug-in. It enables the interaction with experts during the extraction of business processes, hence being a partially automated model-driven reverse engineering approach.
4) FURTHER CONSIDERATIONS
Perez-Castillo et al. sustain that their approach, known as the Business Process Archeology method, has the following three advantages:
• being an ADM-based approach, its reusability, formalization, repeatability, and automation are enabled;
• exploiting KDM, the business knowledge management is performed in an integrated and standardized manner;
• maintenance and traceability issues are enabled, because MARBLE identifies what elements of the business process are obtained from specific pieces of legacy code.
L. Ristic et al.
Ristic et al. [62] propose a model-driven database reengineering approach, which comes to complement the code reengineering in data-oriented software systems. Generally, a relational database reengineering has two main phases: data structure extraction and data structure conceptualization. The authors sustain that the data structure extraction is hardly achievable through a fully model-driven approach because of often user interaction needs, hence their model-driven solution is focused mainly on the data structure conceptualization. The approach has been validated through a toy example considering a university database [62] , [63] . The database is implemented under the Oracle management system.
1) MDRE MODELS
The PSM model generated during the data extraction phase is expressed through a vendor-specific physical database schema. It captures information about data types, tables, columns, check constraints, primary key, and unique key constraints accompagned with foreign key constraints. This model is semantically enriched with further information extracted (i.e., inverse referential constraints and homonym inconsistencies) from the legacy database and through interaction with designers. The PSM model is an XML document.
The PIM model represents the desired conceptual database model and belongs to the data structure conceptualization phase. The approach allows the creation of different PIMs which may conform to the following metamodels: Enhanced Entity-Relationship (EER), Class, or Form Types (FT). The discussion in [62] concerns a PIM conforming to FT. Also PIM is an XML document.
2) MDRE STEPS
• metadata extraction from a relational database and its storage in IIS*REE repository (i.e., a tool for reverse engineering, part of the IIS*Case tool [62] );
• semantic enrichment of the extracted metadata, implemented in OracleJ Developer environment;
• XML generation of the PSM model;
• XML2RDBMS, transformation of the PSM model conforming to XML metamodel into a model conformant with an SQL standard metamodel;
• RDBMS2RM, transformation of the model conformant with a SQL standard metamodel into a model conformant with the generic relational database metamodel;
• RM2IISCase, transformation of the model conformant with the generic relational database metamodel into a model conformant with the FT metamodel;
• IISCase2XML, transformation of the model conformant with the FT metamodel in an XML document.
3) TOOL SUPPORT
This approach uses as tool support the IIS*Studio development environment. IIS*Studio has a IIS*Case tool for forward engineering, and a IIS*REE tool for reverse engineering, which has been exploited for the implementation of this MDRE approach.
4) FURTHER CONSIDERATIONS
This approach is part of a round-trip model-driven database engineering solution. Hence, the obtained database model may be used further to generate a database schema of an information system. The authors mention that the extracted FT specifications can be enriched with the specifications of transactions and business applications and further used to generate code and appropriate GUI for the management of information available into a database.
M. Rodriguez-Echeverria et al.
The MIGRARIA project [64] , [94] aims to define a semi-automatic process to modernize legacy non-modelbased data-driven Web applications into Rich Internet Applications (RIA) following the OMG ADM guidelines. RIA emerged as a promising platform for Web 2.0 development. The reverse engineering approach extracts conceptual models from legacy Web applications developed using Web development frameworks based on the Model-ViewController (MVC) pattern. The main steps of this approach are: extraction of technology-dependent models from source code through static analysis, generation of the conceptual MVC-based models, and transformation of MVC models into Model-Driven Web Engineering (MDWE) models. Generally, MDWE approaches provide models for presentation, navigation, and data concerns from a conceptual point of view.
In [95] and [96] , the authors describe how navigational models are extracted from legacy Web applications through their approach. In [97] , the authors explain how to generate a REST API from legacy Web applications, starting from the conceptual model of the legacy application obtained through their reverse engineering approach. In [68] , the authors indicate how their approach can be used to evolve legacy Web applications based on the MVC pattern towards a service oriented architecture.
This approach has been validated through the Agenda system, an example of a data-driven Web application for the management of the students' agenda in a university [96] , and through a Conference Review System [97] .
1) MDRE MODELS
Rodriguez-Echeverria et al. define the MIGRARIA MVC metamodel, which specifies the main concepts of the development of Web applications based on the three main components of the MVC pattern. The Model component represents data objects, their attributes, their relationships, and the operations defined over them. The View component represents pages as main containers, and presentation objects and requests as main contents. The Controller component represents request handlers, the mappings between presentation and data objects, their response defining a relationship with the target page element, and the sequence of operation calls performed to execute an action or to fetch data. Finally, the MVC based model is transformed in a target MDWE model to obtain a conceptual representation of the legacy Web application in a concrete MDWE approach. In [98] , the authors mention among the technology-dependent models those specific for the JSP, XML, and Java languages. The MVC conforms to Struts metamodel. The target MDWE language is WebML.
2) MDRE STEPS
The approach proposed by Rodriguez-Echeverria et al. implements three main steps:
• extraction of technology-dependent models from source code;
• generation of a conceptual MVC model;
• transformation of the MVC model into a MDWE model.
3) TOOL SUPPORT
The authors use MoDisco discoverers to generate the PSM model from source code. They also extended MoDisco for Struts MVC models [95] . The PIM model is implemented through ATL based support [95] , [96] .
4) FURTHER CONSIDERATIONS
The authors outline that they use common model-driven methods, techniques, and tools to make their approach a systematic, replicable, and reusable process.
N. Sanchez Ramon et al.
Sánchez Ramón et al. [65] - [67] describe a model-driven reverse engineering approach of Graphical User Interfaces (GUIs) of systems developed with Rapid Application Development (RAD) tools. This approach is intended to modify (e.g., migrate applications to advanced platforms) or adapt (e.g., to mobile devices) GUIs. In the RAD systems, a GUI layout is implicit, thus each object, which is part of the interface, has associated spatial coordinates. To enable the evolution of these GUIs, high level representations of them can be generated and a model-driven based approach can be applied. Models are used at a high abstraction level to make explicit the GUIs layout. The approach has been validated through two real applications in two different application domains created by different developers. The objectives of these two case studies were (1) to apply the reverse engineering approach to the available GUIs and (2) to generate Java Swing user interfaces.
1) MDRE MODELS
This approach for legacy GUIs aims to express GUIs in terms of Concrete User Interface models conforming to the specification introduced in [99] . The layout of the GUIs elements in such models is expressed through relative positions of the elements among them, and not through absolute coordinates.
To obtain a Concrete User Interface (CUI) model from a legacy GUI, four intermediary models are created. First, from the legacy GUI a Source Technology model is extracted. This model depends of the RAD specific technology used to develop the GUI. Further, a normalization of the Source Technology model leads to the definition of a RAD model, which is technology independent. The RAD model is annotated with additional layout information in two stages. After a first stage a Region model, which makes explicit the visual containment relationships among widgets, is obtained. During the second stage a Tile model, which refines regions and eliminates elements positions expressed through coordinates, is generated. The Tile model expresses the layout of the GUIs elements through relative positions among them rather than using coordinates. The CUI model with explicit high-level VOLUME 5, 2017 structures, is created from a Tile model. The approach is based on two metamodels: RAD and CUI.
Finally, the CUI representing the original or updated user interface may be moved to a different technology obtaining a Target Technology Model, from which the user interface code may be automatically generated. This last model is part of a forward engineering process, which is out of the scope of this paper.
2) MDRE STEPS
The reverse engineering process proposed in this approach is a waterfall one composed of the following steps:
• extraction of the Source Technology Model from source code;
• transformation of the Source Technology Model into a RAD model;
• annotation of the RAD model and creation of the Region Model;
• annotation of the Region Model and creation of the Tiles Model;
• transformation of Tiles Model into a Concrete User Interface model.
3) TOOL SUPPORT
The authors propose a tool called UsiResourcer [67] , that reverse engineers automatically MS Windows resource files into a CUI model. For the implementation of the models transformation, the approach uses the RubyTL language.
4) FURTHER CONSIDERATIONS
The main advantage of this approach is that it addresses well-defined types of applications, and thus it focuses on specific issues. It allows the reverse engineering of GUI without the need of considering the whole system. A further advantage is the fact that this solution can be adopted and adapted to further issues of RAD-based applications, such as event handling [66] or navigation flows [65] . It is hardly reusable for other types of applications. Also, it uses non standard metamodels. This approach is based on the authors' experience with re-engineering user interfaces as described in [35] , [100] .
O. Trias et al.
The approach proposed by Trias et al. [70] - [73] aims to automate the migration of Web applications to CMS (Content Management System) based Web applications. CMS provides support for multiple users with different permissions levels to manage large amount of digital content. Available Web applications are migrated to CMS-based Web applications by exploiting the ADM concepts to automate the process. The approach has been validated through a case study which migrates a wellness and nutrition Web application called Websana to a CMS-based Web application implemented in Drupal [73] . The Web application is written in PHP.
1) MDRE MODELS
The approach proposed by Trias el al. is starting from PHP code. The first model extracted from PHP is an AST which conforms to the ASTM_PHP metamodel, i.e., a Specific ASTM for the PHP programming language defined by Trias et al.
The authors exploit the KDM models for the PIM level. More precisely, they use the Code package to represent the items extracted from source code and structural relationships among them, and the Action package, to represent the behavior, control and data-flow relationships [73] .
Finally, the approach generates the CMS models for the application migration. These models is out of the scope of this paper.
2) MDRE STEPS
The reverse engineering process of this approach is composed of the following steps:
• knowledge extraction, from PHP code using Xtext and EMF;
• KDM models generation from ASTM_PHP models obtained through model-to-model transformations implemented in ATL;
• CMS model automatic generation for Drupal.
3) TOOL SUPPORT
In [74] , the authors present their toolkit called RE-CMS, which supports their approach.
4) FURTHER CONSIDERATIONS
The solution targets the Web applications written in the PHP programming language. Thus, from the reusability point of view, the approach can be adopted for other PHP Web applications.
P. WARWAS AND KLUSCH
Warwas and Klusch [75] propose a semi-automatic MDRE approach for multi-agent systems. Their objective is to extract from source code the design of Belief, Desire, Intention (BDI) agents in order to make it reusable on a platform independent layer. The approach uses a domain specific modeling language called Domain Specific Modeling Language for Multiagent Systems (DSML4MAS) to represent agents' artifacts, which are stored in a model repository. The approach has been validated on the open source Jadex BDI agent platform and on a real world scenario, i.e., the Mars World Classic (MWC) application example of the Jadex 2.0 RC6 distribution.
1) MDRE MODELS
The approach, as described in [75] , is specific to the Jadex platform. Therefore, metamodels and models are thought for Jadex applications. A Jadex application uses XML to specify agents and their features and Java-based behavior. The approach uses four metamodels: the Jadex metamodel, the Java metamodel, the Jadex Project metamodel, and the PIM4Agents metamodel. The Jadex metamodel is based on the Jadex XML schema files. The Java metamodel is used to extract the Java behavior from the source code and represent it into models. The Jadex Project metamodel aggregates all the resources (e.g., agents, features, behavior) of a Jadex application. The PIM4Agents metamodel is the target metamodel for this reverse engineering approach. PIM4Agents defines the abstract syntax for the DSML4MAS.
The approach uses two main models: the project model, which conforms to the Project metamodel, and the information model, which conforms to the Jadex and Java, respectively, metamodels. The information model(s) capture the description of the agents, their features, and their behavior.
The main objectives of this approach is to represent multiagent systems developed in Jadex through the DSML4MAS. The Jadex-based metamodels cover similar concepts to the PIM4Agents metamodel. The authors define ten model transformation rules from Jadex and Java concepts to PIM4Agents concepts [75] .
2) MDRE STEPS
The reverse engineering process proposed in this approach is composed of the following steps:
• create automatically a Jadex Project model and information model(s), which contain all the resources of a Jadex example project;
• apply ten transformation rules through the Jadex4PIM4-Agents on the models obtained in the previous step using QVT;
• manual refinement of the models to specify the communication among agents.
3) TOOL SUPPORT
The generation of the PSM model is implemented using EMF (Eclipse Modeling Framework) and MoDisco. The model transformations are implemented through QVT based support.
4) FURTHER CONSIDERATIONS
Warwas and Klusch propose a reverse engineering approach for multi-agent systems. It can be reused in multi-agents applications. One of the advantages of this approach concerns the model validation. The semantic of the DSML4MAS has been formally defined in Object-Z and transferred to the OCL-based constraints for validating PIM4Agents models.
The model validation at a platform independent level may prevent many errors in early stages of a project. Furthermore, the approach uses a model repository containing validated artifacts which can be reused during the reverse engineering of various multi-agent systems.
IV. COMPARISON OF THE MDRE APPROACHES
The main features of the considered approaches, i.e., the models exploited, the scope of the approach, the used tools, the case studies analyzed, the automation level of the analysis process, and the type of legacy source analysis, that we introduced, at the beginning of the previous section to provide a comparative framework, are summarized in Table 3 . In the Models column, two types of information co-exist: the models' names used by an approach (e.g., Cosentino et al.) and the paradigm used to define the models (in italic), when the approaches do not indicate a name for each model they create and specify the paradigm used to define the models (e.g., Bruneliere et al.) .
The Scope column indicates if the approach is generic or specific. A generic approach indicates methods or infrastructure to support the definition of new MDRE processes, or defines a process supporting a precise goal, but independent from single technologies or applications domains. A specific approach, conversely, is defined to apply MDRE to solve a problem related to a specific technology, domain, or case study. A MDRE specific approach has often the chance of being generalized, through the use of general metamodels (and associated transformations), and become a generic approach.
The Tools column mentions the tools used to implement the reverse engineering approach.
The Case Study column outlines the available case studies where the approach has been applied.
The Auto column indicates the automation level of the MDRE approaches, i.e., automated (T) or semiautomated (P).
The Type column indicates the type of the analysis performed by each MDRE approach on the source artifacts, i.e., static (S), dynamic (D), or both.
The answers to RQ1, RQ2 and RQ3 in the next section cover all the features related to Models, Tools and Automation level.
From the Type of analysis point of view, we observe that twelve out of fifteen MDRE approaches are based only on a static analysis of the legacy system (Cosentino et Perez-Castillo et al.) . The first exploits execution traces to generate dynamic views of a legacy system (e.g., UML sequence diagrams). The second generates dynamic views of a legacy system by exploiting debuggers, event recorders, and general tracer tools. The third enriches the PSM statically obtained with further information collected in log files during the execution of the legacy system. No approach is based only on dynamic analysis of legacy systems.
The Scope aspect is discussed below according to the Genericity feature proposed by Bruneliere et al.
In the remaining of this section, we briefly discuss the MDRE approaches according to the four features of Bruneliere et al. introduced at the beginning of Section 3. The remaining ten approaches have a specific scope, being designed for well-defined objectives or for specific types of systems. Four out of these ten specific approaches concern various aspects of Web-based legacy software, while five of them concern Java, COBOL, RAD, relational databases, and multi-agents systems. have as main objectives the representation of the legacy systems at a higher abstraction levels through models conforming to metamodels. They do not mention any further usage of the created models. However, the obtained models may be further manipulated and used in MDE steps.
All the MDRE approaches considered in this survey ensure the decoupling between the reverse and the forward parts of a round-trip model-driven solution independently on the fact that they are generic or specific approaches.
C. AUTOMATION
We tried to established a correspondence between the automation level and the scope of a MDRE approach. Actually, we found no rules because there are generic approaches totally automated, i. focus on the information available in legacy databases. Sanchez-Ramon et al. outline that their approach allows the reverse engineering of GUI without the need of considering the entire system; in this last case, the partial coverage of the system is considered as an important advantage, and not a limitation. We observed that these four specific approaches are totally automated.
E. DIRECT (RE)USE AND INTEGRATION
Generally, for the specific MDRE approaches, the range of the reusable and/or integrated elements is more limited than in the generic approaches and those based on standards; on the other hand, they are focused and optimized for a welldefined goal. The generic approaches reuse and integrate available elements starting from standards, metamodels, models (e.g., KDM, UML profiles), or development environments (e.g., Eclipse). At the same time, their processes and results can be further used by various systems in different domains and implemented in different programming languages. 
V. RESULTS AND ANALYSIS
In this section we provide the answers emerged from our survey to the research questions introduced in Section II.
A. RQ1
Which metamodels are used by the model-driven reverse engineering approaches? Are they defined to solve specific problems or are they reused for more than one purpose?
1) RESULTS
From the description of the approaches presented in Section III and summarized in Table 3 , we can observe a significant heterogeneity in the metamodels used by the MDRE solutions. A possible categorization may group the MDRE approaches as:
• standardized models, i.e., KDM, and modeling languages, i.e., UML;
• ad-hoc models ( Three out of fifteen MDRE approaches exploit UML using its default profile (Favre et al.) or adding customized profiles (Djamel et al.) , and define UML based models specific to a particular task or domain (El Beggar et al., Favre et al.) . All these three approaches define new metamodels.
Two of the described MDRE approaches deal with relational databases and generate a SQL model and a generic relational database model (i.e., Garcia-Rodriguez de Guzman et al. and Ristic et al.) .
There are four MDRE approaches which define new ad-hoc metamodels (Cosentino et To summarize, eight MDRE approaches reuse existing metamodels, while seven define new ones.
2) ANALYSIS
Four MDRE approaches use KDM metamodels. It will be interesting to investigate if other approaches and models can be integrated with KDM in order to reach a common and uniform representation of the analyzed systems. For example, Normantas and Vasilecas exploit KDM for various purposes among which to model the user interfaces and business rules. Sanchez Ramon et al. define new models to represent user interfaces and Cosentino et al. to represent business rules. A future issue may investigate the feasibility of integrating these last two specific models with KDM, asking the authors of these MDRE approaches if KDM has limits that do not allow a real integration with models addressing specific purposes, or if there are significant advantages of defining new models for specific purposes.
Given the apparently limited reuse of standardized models (e.g., KDM) for specific case studies, we have identified a possible cause in the specification of metamodels. Standard and organic models as KDM, SMM, and ASTM have very large specification documents, filling hundreds of pages. This factor may discourage their application, while it is simpler in general to incrementally define an ad-hoc metamodel meeting specific requirements. Moreover, the main implementation of KDM, which comes with the MoDisco project, had traditionally problems in handling large models, as reported by MoDisco authors [36] , limiting the application of these tools to enterprise-class software. The underlying EMF framework, in fact, gained the possibility of handling very large models transparently through a dedicated storage solution (CDO), 3 mapping to a relational database (Teneo) 4 or to a graph database [101] some years after its creation, and only recently the implementation and the average computational power available have become sufficient to handle very large models.
B. RQ2
Which tools are used by the approaches for their implementation? Do the approaches provide new tools or do they re-use existing tools?
1) RESULTS
From the description of the approaches presented in Section III and summarized in Table 3 , it results that all the MDRE approaches have associated tool support. A possible categorization of the MDRE approaches may group MDRE approaches in those using:
• new tools created in the context of an MDRE approach;
• existing tools defined in the context of other MDRE approaches or for other purposes. 
2) ANALYSIS
Even if all the MDRE approaches have associated tool support, we observed that most of the authors just mention briefly which tools are used in their solution without providing details on their implementation and exploitation. In the recent years however, we noticed that the authors belonging to research groups which have a continuous interest in MDRE have developed their tools and published more details on tool support: MoDisco by Bruneliere et al. In our opinion, the tool support plays a main role in the spread and reuse of a MDRE approach. For example, it seems that the spread of KDM was eased by MoDisco, as the latter provides a Java/EMF implementation of the models, and provides discoverers for extracting models from source code. We expect a larger adoption of KDM and the other ADM models in the future with the increase of tool support.
C. RQ3
What is the level of automation of the transformations defined in the MDRE approaches?
1) RESULTS
From the description of the approaches presented in Section III and summarized in Table 3 , it results that the reverse engineering process may be:
• partially automated, meaning that human intervention (e.g., software engineering experts) is needed during one or more steps of the approach execution;
• totally automated, meaning that no human intervention is needed during the approach execution. Perez-Castillo et al.) , or to solve differences between extracted and generated models in round-trip approaches (Lenk et al.) .
Six out of fifteen MDRE approaches are totally automated (Bruneliere et al., Cosentino et Table 3 ); however, its only application up to now has been in the banking domain. Bruneliere et al. propose a general purpose approach and the authors have provided several case studies in various application domains.
2) ANALYSIS
One of the objectives of the MDRE approaches is to automate as much as possible the reverse engineering process. There are at least a couple of reasons behind this objective. First, the automation avoids human intervention, which may introduce errors in the generated models. Second, the automation of the MDRE process may lead to its further adoption in other case studies and application domains. The results of our survey show that almost half of the considered MDRE approaches are totally automated. This automation result may be due to the growing maturity of the model-driven approaches both in forward and reverse engineering contexts. Model-driven approaches become available in various application domains with various objectives. Furthermore, there is a trend in all development tools to automate tasks as much as possible to improve productivity and avoid human errors. There are half of the model-driven reverse engineering approaches with semi-automated process, testifying that the automation of tasks requires a significant effort and in the same time it may not be as advanced as not needing a human expert.
VI. THREATS TO VALIDITY
In this section, we discuss the possible threats of our survey according to the types defined by Wohlin et al. [102] : conclusion, internal, construct, and external.
A. CONCLUSION VALIDITY
Conclusion validity concerns the reliability of conclusions of the systematic literature survey. A possible threat may result from the fact that not all the relevant studies that exist may be identified. We have tried to limit this aspect by considering the most used and diffused search engines, and during the construction of the applied queries. In the queries, some trade-offs are necessary in the choice of terms and in their composition. For example, looking for ''model'' and ''driven'' and ''model driven'' in the same context (e.g., title, abstract and keywords) yields very different results: in the first case many more works are returned, since all works using both words in unrelated sentences are retrieved, while in the second case we get only papers containing ''model driven'' but not ''model-driven,'' or ''model<newline>driven.'' In our queries, we tried to build different variants of the considered word sequences, but we may have left out some usages that we are not aware of.
B. INTERNAL VALIDITY
Internal validity threats concern the possible errors in the conclusions due to the causal relationship between the research process and the results. Essentially, internal validity indicates VOLUME 5, 2017 how well the findings represent the true opinion expressed in the literature. In this paper, we have followed the systematic research method to limit as much as possible the internal threats.
One threat specific to this paper is the definition of the evaluation framework and the assignment of papers to the different values in the defined features. Many of the reported papers, in fact, define what we consider a MDRE approach without expressing their concepts using the same terminology we apply, and this makes the categorization of the approaches more error-prone. Moreover, the retrieved papers explain some very complex approaches, often describing them partially or superficially (w.r.t. our need of details). For this reason, when we encountered a paper closely related to the considered topic, but not fully classifiable as an MDRE approach, we briefly described it in Appendix, instead of simply rejecting it. This gives us the chance to discuss it and the reader the knowledge about its relation with the topic.
C. CONSTRUCT VALIDITY
Construct validity concerns the generalization of the result to the concept or theory after the study execution. This threat is related to the potentially subjective analysis. During this survey, we, the authors, have discussed together all the aspects of a systematic literature survey and verified independently all the information extracted from the primary studies to limit as much as possible this threat. As mentioned in Section II-B, two of the team members have read all the papers provided as results from the search engines. Hence, the paper data has been extracted by two team members. In case of disagreements, the third member of the team has read the paper under investigation and provide a decision. Further, all the team members have met and decided how to classify the paper, i.e., a true positive or a false positive. We also used a framework to reduce the decisions to be taken to a finite set of criteria.
D. EXTERNAL VALIDITY
External validity concerns the ability to generalize the result of the experiment to industrial practice. Essentially, this survey deals with MDRE approaches, most of which have been applied to industrial case studies. Hence, they demonstrate a practical application of the approaches within various industries.
VII. DISCUSSION
We outline below some hints on the criteria which may be considered when choosing an available MDRE approach and some limitations present in the available MDRE approaches.
A. HINTS ON CHOOSING A MDRE APPROACH
Reverse engineering is a complex task and the scientific literature proposes several solutions including the model-driven one. In this paper we reported many MDRE approaches. The question which may raise here is: which one to choose when we have to analyze a legacy system in a given application domain with a specific objective? In the following, we propose four possible hints for this choice.
1) APPLICATION DOMAIN
A first hint concerns the application domain of the legacy system. If available approaches for that application domain exist, they may be successfully used because they have advantages over general approaches (e.g., there are available domain models, metamodels, tools supporting the reverse engineering process). Theoretically, specific MDRE approaches are specialized and optimized to address meaningful aspects of a given application domain or objective. Several domain specific approaches have been described in Section III: Usually, these generic approaches provide also examples of concrete applications scenarios, hence metamodels, domain models, transformation chains may be already available.
2) STANDARDS
A second hint concerns the standards used by the approach. The use of standards makes possible the exchange of models which can be modified with tools developed by different developers. Obviously, it should be easier to find experts who understand standard models and tools which support standard models. Three of the generic approaches we described, Bruneliere et al., Normantas 
3) VALIDATION
A third hint regards the possibility to validate the models and how the validation is performed. Most of the approaches do not address this issue. This can be a problem if we do not trust the transformations on models; transformations are usually completely automated, but not error-free. Two of the described approaches deal with model validation. Djamel et al. propose models proof using an ontology reasoner, but the proof is not described by the authors. Favre et al.'s approach to models validation is interesting, because it addresses the consistency proof between models at the different abstraction levels.
4) TOOLING
A fourth hint concerns the development/implementation support of the reverse engineering process. As already outlined, all the described MDRE approaches mention the tool support. However, the most well described and spread tool support is provided by Bruneliere et al. through MoDisco, a framework which may ease significantly the reverse engineering effort. Its usefulness is sustained also by the fact that other four different approaches exploit MoDisco for their implementation. We must outline that more tools will become available as confirmed by the most recent tools as MARBLE by Perez- 
B. OPEN ISSUES FOR MDRE APPROACHES
The described papers identify different issues in their approaches, coming from the experience gained during their application. For example, the referenced papers show limitations on: the manipulation of large-scale models, the use of immature development environments, the lack of metamodels aligned to MDRE that support reverse engineering of different languages and the lack of predefined solutions in the static analysis stage that can be applied to a large number of applications.
We discuss below some of these issues that provide useful hints for future investigations and research developments.
A first issue is related to the scalability of the applied technologies: Bruneliere et al. [36] , for example, report that the EMF framework they rely on has poor scalability properties by default. More recently, with the advent of dedicated storage layers like CDO, the use of EMF to handle large models has become more feasible.
Another interesting issue raised by some authors is about the traceability of the performed transformations [45] , [48] . Lenk et al. [48] addressed the need of tracing equivalent entities in different models by assigning them synthetic IDs. They refer to this solution as ''model pollution,'' since this annotation is part of the model itself. Fleurey et al. [45] instead point to the missing migration of tests, and in particular to the fact that more work should be done to assess what/how to test the newly generated code, and if these new tests cover the use cases defined in the original system. The described problem is mostly related to model transformation traceability, since, e.g., tracing the path of different entities or concepts in different models is useful to fill the target model with missing information, like tests in this case. Traceability in MDE is still an active research area [103] .
Another common issue is the role of UML in reverse engineering, which is not well-defined yet. Normantas and Vasilecas [52] refer to the need to provide UML diagrams (and other more specific formats to report business rules) to better communicate the extracted information to developers. Sun et al. [69] instead plan to create a UML profile because UML cannot represent all the needed information. Given the work of OMG on ADM and its metamodels, UML is not probably the best model to be used to support an MDRE process but, as reported above, there is the need to be able to link UML models to the more technical ones used during a discovery process. This is needed to ease the inspection and comprehension of results by development teams, since this is one of the purposes of UML.
With respect to the approach to be used when performing the modeling phase, and the choice of the metamodel to apply, we observed opposite opinions in different authors. For example, Trias et al. [71] assert that the use of ASTM saved them time and effort, and make the hypothesis that its low use is due to its novelty [70] (the specification dates back in 2011, two years before the publication). Warwas and Klusch [75] instead suggest the use of a bottom-up approach, where the metamodels should be near the way the analyzed project is defined (Java agent systems in their case). This is actually the opposite direction than the ADM's one, since the model defined by ADM tend to be heavily standardized, with the capability of being adapted/extended to support additional features. A bottom-up approach, instead, advocates the use of specific models and their integration through lightweight models (like views) that link together different heterogeneous entities.
Finally, the most recurrent discussion [48] , [55] , [64] , [65] , [67] , [84] about future work in the described papers is related to the extension to different languages or technologies. While this is a natural consideration to be made by authors, it has particular value when dealing with MDE. As we reported in the paper, in fact, the number of case studies reported in the articles are limited, if we consider that the whole MDE is targeted at the reuse of models and processes. In this direction, we argue that more research efforts should be made in this area, allowing to assess the value of each methodology in more than one context.
VIII. CONCLUSIONS
In this paper, we propose a systematic literature review of works having the intent to adopt a model-driven reverse engineering (MDRE) approach. We also mentioned other approaches that fit only partially our inclusion criteria, regarding the steps we have identified as characterizing MDRE. Our SLR provides an overview of the currently available approaches and on their main characteristics. We are not aware of any other SLRs on MDRE approaches, at the best of our knowledge.
From our SLR, we observe that there are some research groups which are interested in this field and which continue to publish their results during the last years. We mention Bruneliere et al., Favre et Bouillon et al) . Actually, all the identified primary studies have been published in the last ten years. The MDRE approaches are heterogeneous, have various objectives, and are applied in different application domains. The research in this field is growing and we expect to assist to its further development in the next future.
APPENDIX APPROACHES PARTIALLY DESCRIBED BY THEIR AUTHORS
Some MDRE approaches are not completely described by their authors (e.g., information about used metamodels or model transformation is missing), and we briefly introduce them in the following (the approaches indicated in the Cited column in Table 2 ).
Arevalo et al. [27] extends the Business Process Model and Notation (BPMN) metamodel to address time-related issues to handle business temporal rules. The paper focuses mainly on the definition of the metamodel. To evaluate their proposal, the authors present a case study concerning the reverse engineering of a legacy database, where the source system is represented by a MS Project Server and the target system is a BPMN. In their description, the authors provide minimal details concerning the model-driven reverse engineering process. No transformation rules are described.
Bellucci et al. [30] implement a tool for reverse engineering of dynamic Web applications. The objective of the tool is to extract the information available in the source artifacts and to describe them in a model-based way at various abstraction levels, in order to further adapt Web applications to various types of interactive devices. The tool uses two abstraction levels: a platform independent and a platform dependent. However, the authors do not provide details on the used metamodels and on the transformation rules between various models.
Barbier et al. [28] provides a model-driven based reverse engineering approach for COBOL legacy applications. The authors have also published a book in 2015 on this topic [104] . Both references are available only through payment.
Bergmayr et al. [32] focus on the dynamic analysis of Java systems. They propose an open framework for reverse engineering of executable software called fREX. Essentially, fREX extracts behavioral aspects as activity diagrams from Java executables and describes them through the OMG's fUML standard language. The approach implements two main steps: the first creates an initial model automatically by using the MoDisco discoverer component for Java, while the second performs a Java-to-UML mapping using an ATL model-to-model transformation language and tooling. The authors does not provide further details on the implementation of the approach. They describe a toy example of a Java class from which it is extracted the class diagram and the activity diagram describing the constructor of the class.
Damasevicius et al. [38] present a framework for the automated derivation of features models from source artifacts. The authors focus on the formal description of the features models, a program-feature relation metamodel, and a method to generate feature models. The reverse engineering process is not entirely metamodel driven, the authors specifying a metamodel only for the target model.
Garzón et al. [46] , [105] propose a reverse engineering solution in which models are merged with the code, hence models are represented directly into code. More specifically, the approach is called umplification, which means that the source code maintains its behavior while it is enhanced with model-level abstractions, i.e., UML modeling notations. In this way, the distinction between code and models is overcome. No code discoverers or transformation rules are described.
Martínez Perez et al. [51] propose a reverse engineering approach to extract security policies implemented in network firewalls with the objective to ease the understanding, analysis, and evolution of network security policies. The aim of this approach is to produce a model that abstracts the information available in low-level firewall configurations and that represents this information in terms of hosts, services, and permissions relevant for the global access control policy of a network. This approach is driven by the network accesscontrol metamodel defined by Salvador Martinez Perez et al. The metamodel captures rules and exceptions concerning network security policies. The authors focus mainly on the definition of the metamodel and provide limited information about the models obtained during the reverse engineering steps.
Ovchinnikova and Asnina propose an approach for software development based on MDE principles called Topological Functional Modeling for Model Driven Architecture (TFM4MDA) [54] . They mention that their approach considers also a reverse engineering part for the migration of a legacy system to a new platform or for the integration of a legacy system with other software systems. Mainly, this approach extracts UML class for capturing the statical aspects and sequence diagrams for dynamical aspects from the source artifacts. Essentially, the authors identify which available tools may be used for implementing the reverse engineering steps for extracting the UML diagrams and describing them in TFM4MDA [106] . The authors focus on the mappings between the UML diagrams and the topological functional modeling and the information about the model-driven reverse engineering process is limited.
Pu et al. [60] propose an approach to reverse engineer Webbased legacy systems with the integration of model-driven engineering and UML. The authors mention how legacy Web applications can be described through UML class, component, and deployment diagrams. Further, the authors provide a tool which implements this approach: SEASAT (Software Evolution for domAin-Specific legAcy sysTems). No details on code discoverers and model-to-model transformation are described. The authors focus on code-to-model mappings.
Qiao et al. [61] introduce their round-trip approach to evolve Web legacy systems towards a model-driven approach. To achieve their objectives, the authors identify the components of a legacy systems through decomposition techniques, components which are further described into the Reengineering Wide Spectrum Language (RWSL) terms. Abstraction rules are then applied on the RWSL code to extract the architectural artifacts and to describe the architecture as components interconnected among them. Finally, the obtained architecture is mapped to an UML profile, which represent the PIM. The authors provide minimum details on the reverse engineering process and on the UML profile.
Rugaber and Stirewalt [8] propose the reverse of the reverse engineering process as a mechanism to evaluate the quality of the reverse engineering results. They illustrate their solution through a numerical application written in the C programming language. They define the application domain and the program model. However, code discoverers and transformation rules are not dealt in this approach.
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