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Das Unternehmen MIK wird vorgestellt und die Entscheidungskriterien für die .NET 
Remoting-Technologie werden erläutert. 
Es wird die Entwicklung des .NET Remoting und die Unterschiede zu anderen Technologien 
für verteilten Anwendungen wie CORBA, DCOM und Java EJB dargestellt. 
Wichtige Grundbegriffe des .NET Remotings, wie Server activated und Client activated 
Objects sowie Konfiguration und Deployment werden erklärt und anhand einfacher Beispiele 
vertieft.  
Die Forderungen aus der Aufgabenstellung werden analysiert und an Hand der gewonnenen 
Informationen Daten modelliert und in UML-Klassendiagrammen festgehalten. 
Auf Client und Server-Seite wurde jeweils eine Software-Komponente entwickelt, welche die 
Kommunikation zwischen Client und Remoting-Server abwickeln. Implementierungsaspekte 
der beteiligten Klassen und deren Zusammenwirken werden ausführlich erläutert. 
Um die XML Strukturen der Konfigurationsdateien zu bearbeiten, werden Basisklassen des 
.NET Frameworks verwendet. Es werden Einblicke in die XPath-Abfragen und in die 
Ereignisbehandlung gegeben. 
Grundsätzlich kann jede .NET-Applikation als Remoting Server arbeiten. Es wird hier 
speziell die Produktivsetzung im IIS und in einem Windows-Dienst beschrieben.  
Es folgt die Überlegung, wie ein Apache Webserver in einer .NET Infrastruktur eingesetzt 
werden kann und was bei einer Kommunikation über eine Firewall zu berücksichtigen ist. 
Die Sicherheitsaspekte befassen sich mit den Authentifizierungsmethoden des IIS und der 
Verschlüsselung des Kommunikationskanals mittels SSL. 
Zur umfangreichen Bearbeitung der Konfigurationsdateien wurde ein Administrations-GUI 
entwickelt. Mit Hilfe von Reflexion können Remote-Objekte aus Assemblies heraus 
betrachtet und registriert werden.  
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1. Einleitung und Motivation 
Lange Zeit hatten Management-Informationssysteme (MIS), die Unternehmen im Bereich der 
dispositiven Aufgaben unterstützen sollten, mit Akzeptanzschwierigkeiten zu kämpfen. Dies 
lässt sich hauptsächlich durch die mangelnde Leistungsfähigkeit früherer DV-Systeme 
begründen [WOMA98]. 
Heute hat sich die Situation jedoch wesentlich verändert. Durch Weiterentwicklungen im 
Hardware- und Softwareumfeld sind die Voraussetzungen für eine neue Generation von 
entscheidungsunterstützenden Systemen geschaffen worden. Auch die einfach zu 
bedienenden grafischen Oberflächen steigern die Akzeptanz dieser Informationssysteme. 
Mit zunehmender Vernetzung in und zwischen den Unternehmen, mit gestiegenen 
Übertragungsleistungen und vor allem mit der Vereinheitlichung der Übertragungsprotokolle 
auf der Basis von TCP/IP und HTTP, ist die Welt der Kommunikation für Unternehmen offen 
geworden. Unternehmensinterne Netze auf Basis der Internet-Technologie bestimmen heute 
die Kommunikation in den Unternehmen. Dieser Standard erlaubt die Kopplung des Intranets 
mit dem Internet und ebenso die Verbindung von Intranets entfernter Unternehmensteile.  
Mit der Internet-Technologie sind allerdings die Ansprüche an MIS-Anwendungen noch 
einmal gewachsen. Diese sollen nicht mehr auf spezifische Betriebsystemumgebungen und 
Protokollwelten beschränkt sein. Zudem sollen sie unternehmensweit und gleichzeitig über 
die Grenzen des Unternehmens hinaus einsetzbar sein. Dies hat natürlich Auswirkungen auf 
die Informationsbereitstellung und die Datenzulieferung dieser Informationssysteme.  
Um den neuen Anforderungen des unternehmensweiten Informationsmanagements gerecht zu 
werden, entwickelt die Firma MIK AG (Management Information Kommunikation) eine neue 
Generation ihres bisherigen Management Informationssystems. Dabei setzt das Unternehmen 
auf die .NET Remoting-Technologie von Microsoft. Es handelt sich hierbei um eine 
Software-Infrastruktur für verteilte Objekte, die es dem Client ermöglicht, mit einem Remote-
Objekt sowohl über das Intranet als auch über das Internet zu kommunizieren. 
MIK möchte diese Technologie nutzen, um ein stark grafisch ausgerichtetes Frontend (Client) 
für die Darstellung der Inhalte einer multidimensionalen Datenbank möglichst flexibel an 
einen Applikationsservice (Server), der die Kommunikation zur OLAP-Datenbank abwickelt, 
anzubinden. Einer der Gründe, warum MIK das Remoting einer anderen Technologie, wie 
z.B. ASP.NET vorgezogen hat, ist der, dass das Remoting für die Kommunikation zwischen 
Client und Server eine beliebige Kombination aus Transportprotokoll (HTTP oder TCP/IP) 
und Nachrichtenformat (SOAP oder Binär) unterstützt. ASP.NET ist dagegen eng mit dem 
Transportprotokoll HTTP verbunden. Ein .NET Client, der sich im selben 
Unternehmensnetzwerk wie der .NET Server befindet, soll anstelle des Simple Object Access 
Protokolls (SOAP) das effizientere binäre Nachrichtenformat verwenden können. Und 
dieselbe .NET Anwendung soll anstelle von TCP/IP das HTTP Transportprotokoll 
verwenden, wenn sie über eine Firewall oder einen HTTP Proxyserver kommunizieren muss.  
In der vorliegenden Arbeit soll untersucht werden, wie es einem Client in möglichst 
komfortabler Weise ermöglicht werden kann, je nach Standort und Infrastruktur, auf den 
Applikationsservice zuzugreifen, d.h. alternativ über das Internet oder das firmeninterne 
Netzwerk (LAN).  
Zu realisieren ist eine Komponente, die einem Client, abhängig von dessen Standort, die 
jeweils leistungsfähigste Nachrichten/Transportprotokoll-Kombination liefert. Außerdem 
werden Installationsmöglichkeiten der Anwendung und Sicherheitskonzepte des .NET 
Remoting Frameworks herausgearbeitet. 
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1.1 Firmenprofil der MIK AG 
Als führender Anbieter von Business Intelligence realisiert MIK (Management Information 
Kommunikation) seit 1986 sehr erfolgreiche Management- und Enterprise- Informations-
Systeme (MIS/EIS) und Controlling-Lösungen in den unterschiedlichsten Branchen. An 15 
Standorten arbeiten über 120 Mitarbeiter in der Entwicklung, der Projektarbeit sowie im 
Kunden-Support. Die eigenen Entwicklungen werden durch strategische Partnerschaften 
ergänzt. Zu diesen Partnern zählen unter anderem Microsoft und SAP. 
 
1.1.1 Software 
MIK ist der einzige deutsche Hersteller von OLAP-Datenbanken (OLAP = Online Analytical 
Processing). Die Von MIK angebotene Lösung MIK-OLAP ist eine speziell betriebs-
wirtschaftlich ausgerichtete, auf MIS/EIS-Anwendungen ausgelegte, multidimensionale 
Datenbank, wobei zahlreiche betriebswirtschaftliche Funktionen wie Währungskonzept, 
Kumulation und Durchschnittsbildung bereits in der Datenbank integriert sind. 
Anwendungsbereiche sind:  
? ? Produkterfolgsrechnung und Vertriebsinformationssysteme  
? ? Markt-/Marketinginformationssysteme  
? ? Personalinformationssysteme  
? ? Einkaufsinformationssysteme  
? ? Konditionencontrolling  
? ? Logistik-Informationssysteme  
? ? Prozesskostenrechnung. 
Im Folgenden möchte ich kurz auf eine von mehreren Frontendlösungen eingehen, die von 
MIK entwickelt wurden und die Schnittstelle zwischen der MIK-OLAP Datenbank und dem 
Anwender bilden. 
 
MIK-ONE ist eine interaktive Controlling-Oberfläche von MIK für die professionelle 
Darstellung zielgerichteter Führungsinformationen. MIK-ONE stellt Graphiken und Tabellen 
mit umfangreicher Analyse-Funktionalität bereit und unterstützt damit die analytischen 
Aufgaben der Controller und Manager. Dabei arbeitet MIK-ONE auf Basis der 
multidimensionalen OLAP Technologie. Diese Technik erlaubt es dem jeweiligen Anwender, 
sich mittels eines interaktiven Zugriffs in eine Vielzahl von Sichten und Darstellungsweisen 
auf Basisdaten einen schnellen Einblick zu verschaffen. Eine Vielzahl von Funktionen 
erleichtert das Navigieren in diesen komplexen Datenbeständen. 
MIK-ONE kann mit geringen Aufwand und ohne Vorbereitung auf jeder unterstützten 
Management-Datenbank eingesetzt werden.  
Ziel von MIK ist es, der Controlling-Oberfläche(Client) zu ermöglichen, über das Internet mit 
dem MIK-ONE-Server zu kommunizieren. Dabei hat sich  das Unternehmen für die Remoting 
– Technologie von Microsoft entschieden. 
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1.1.2 Consulting 
Das Consulting steht bei MIK für Managementberatung. Es umfasst die Ermittlung der 
betriebswirtschaftlichen Kennzahlen, die Modellierung der Datenbanken und die Realisierung 
von kundenspezifischen Anwendungsoberflächen, Excel-Sheets und Planungslösungen. 
 
1.1.3 Support  
Der MIK-Support stellt den laufenden Betrieb, die Pflege der Lösungen mit Hotline-Service 
sowie Unterstützung vor Ort und Schulungen sicher. Dabei arbeitet der MIK-Support sehr eng 
mit der MIK-Entwicklung zusammen. 
 
1.2 Entscheidungskriterien für .NET Remoting 
Wie schon erwähnt hat sich MIK entschlossen die Softwarelösung MIK-ONE, internetfähig 
zu machen, um Wettbewerbsvorteile gegenüber Mitbewerber zu behalten. Das neue Produkt 
trägt den Namen MIK Business Intelligence Suite (MIK-BIS) und besteht aus einer Drei-
Schichten-Architektur. Momentan wird ein Applikationsservice (MikOneServer) auf 
Serverseite entwickelt, der die Kommunikation zur OLAP Datenbank abwickelt. Auf Client-
Seite kommuniziert der MikOneClient mit dem Remoting-Server und liefert die Daten an das 
Frontend.  
Ich möchte nun drei Gründe vorstellen, die für die Entscheidung der MIK AG für die 
Microsoft – Remotingtechnologie sprechen. 
 
1.2.1 Objektorientierung 
Da der Applikationsservice sehr umfangreich ist und dem Client komplexe Datenstrukturen 
zur Verarbeitung anbietet, ist hier eine objektorientierte Realisierung sinnvoll.   
In ASP.NET Web-Services beispielsweise werden die Daten innerhalb einer SOAP-Nachricht 
serialisiert, die auf den Typen der XML-Spezifikation aufbaut. Diese SOAP Web-Services 
haben jedoch wenig mit objektorientierter Programmierung gemeinsam. Stattdessen handelt 
es sich um ein funktionsorientiertes Protokoll, das den Aufruf von Methoden über 
Rechnergrenzen hinweg erlaubt. Der Methodenaufruf und seine Parameter sind im Text der 
Anfragenachricht in Form einer Struktur serialisiert und die Antwortnachricht liefert das 
Ergebnis des Methodenaufrufs zurück. 
Das Remoting Framework dagegen erlaubt es dem Entwickler objektorientiert zu arbeiten. 
Die Übergabe von Objektreferenzen und –kopien, das Erzeugen von entfernten Objekten, die 
Verwendung von Events und Callbacks  sowie die dadurch notwendige verteilte Garbage 
Collection werden von diesem Framework angeboten.  
 
1.2.2 Transport und Kodierung 
Remoting ermöglicht es dem Client, über eine Vielfalt von Transportprotokollen 
einschließlich HTTP und TCP/IP mit einem Remoteobjekt zu kommunizieren. Wenn ein 
bestimmtes Transportprotokoll nicht standardmäßig unterstützt wird, kann der Entwickler das 
Remoting Framework so erweitern, dass das gewünschte Protokoll verwendet werden kann. 
Es gibt zwei Nachrichtenformate für den Datenaustausch zwischen Client und Server: das 
binäre Format und SOAP. Das Binärformat erzeugt ein geringeres Datenvolumen als SOAP 
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und ist daher bei der Serialisierung der Daten schneller [@DONE]. Allerdings ist es 
proprietär und bietet daher keine Plattformunabhängigkeit wie SOAP. In diesem Fall ist auf 
beiden Seiten des Übertragungsweges das .NET Framework erforderlich .  
Die Einstellmöglichkeit, welches Nachrichtenformat und Transportprotokoll eine Anwendung 
nutzt, ist für verteilte .NET-Anwendungen mit Intranet- und Internet-Zugriff ideal. Ein Client 
beispielsweise, der sich im selben LAN befindet wie die Service-Applikation kann an Stelle 
von SOAP und HTTP das effizientere binäre Nachrichtenformat und das TCP/IP Protokoll für 
den Transport verwenden(Abb. 1-1). Muss dieselbe Anwendung allerdings über eine Firewall 
oder einem Proxyserver kommunizieren, ist das Transportprotokoll möglicherweise auf HTTP 
festgelegt und die Konfiguration der Firewall entscheidet ob SOAP oder das binäre 
Nachrichtenformat genutzt werden kann (Abb. 1-2). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Abb. 1-1: Zugriff auf Serverprozess innerhalb eines LAN 
 
 
Abb. 1-2: Zugriff auf Serverprozess über das Internet 
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1.2.3 Hosten der Serverapplikation 
Möchte man den Service in einem anderen Prozess hosten als dem Internet Information 
Server (IIS), dann sollte man ebenfalls Remoting an Stelle der Web Services in Betracht 
ziehen. Dies ist z.B. der Fall, wenn ein anderes Transportprotokoll als HTTP verwendet 
werden soll, da der IIS nur HTTP unterstützt. ASP.NET beispielsweise ist eng mit dem IIS 
verbunden, während Remoting einen Webdienst in jedem beliebigen .NET-Prozess hosten 
kann, z.B. in einer Consolen- oder Windows Forms Applikation. 
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2. Ein Überblick über .NET Remoting 
So gut wie alle modernen Entwicklungsplattformen bieten eine Infrastruktur für verteilte 
Objekte, die es dem Client ermöglicht, mit einem Remoteobjekt zu kommunizieren. Vor 
Microsoft .NET erfüllte DCOM (Distributed Component Object Model) in der Windows-Welt 
diese Aufgabe.  
.NET Remoting bietet eine Reihe von Diensten, wie z.B. die Aktivierung und Steuerung von 
Verbindungen, sowie Kommunikationskanäle (Channels), die für die Übertragung von 
Nachrichten in verteilten Anwendungen verwendet werden. Vor der Übertragung über den 
Channel werden die Nachrichten mit Hilfe von Formatierungsprogrammen codiert und 
decodiert. Wie ich bereits im vorherigen Kapitel erwähnt habe, können Anwendungen 
entweder die binäre Codierung verwenden, wenn die Übertragungsleistung im Vordergrund 
steht oder die XML-Codierung (SOAP), wenn eine Zusammenarbeit mit anderen Remoting-
Systemen von grundlegender Bedeutung ist. 
 
2.1 Entwicklung des Remoting 
In den Anfängen des World Wide Web (WWW) wurde dieses Medium hauptsächlich zur 
Informationsverbreitung verwendet. Für diese Art der Kommunikation von Partnern im 
Internet galt lange Zeit das Client-Server-Modell oder 2 Stufen-Modell. Es kommuniziert also 
eine Client-Anwendung, wie z.B. der WWW-Browser mit einer Server-Anwendung, einem 
HTTP-Server. Diese einfache Kommunikation war völlig ausreichend für das Bereitstellen 
von statischen Informationen wie HTML-Seiten. Es hat sich aber sehr schnell ein Bedarf an  
dynamischen Web-Anwendungen entwickelt. Z.B. gibt es heute zahlreiche E-Commerce-
Anwendungen, die das Abwickeln von  Bestell- und Bezahlvorgängen im Internet 
ermöglichen. Durch die Vielzahl von Plattformen, Betriebssystemen und Applikationen im 
Internet sind die Anforderungen an die zugrunde liegende Technologie höher geworden. So 
muss z.B. die Interoperabilität über Rechner- und Betriebssystemgrenzen hinweg  
gewährleistet sein, da sich bei modernen E-Commerce-Anwendungen  die Anwendungs- und 
die Datenzugriffslogik auf der Server-Seite meist auf physisch unterschiedlichen Rechnern 
befinden (3 Stufen Modell). Mit dem von Microsoft entwickelten Komponentenmodell 
DCOM können gute Intranet-Anwendungen gebaut werden, die diesen Anforderungen 
gerecht werden. Beim Schritt ins Internet hingegen ergeben sich einige Probleme. So lässt 
sich DCOM nur in einer abgeschlossenen Windows-Landschaft einsetzen und die 
Interoperabilität mit anderen Plattformen nur schwer verwirklichen. 
Mit .NET Remoting, versucht nun Microsoft dieses Problem zu lösen. Im Gegensatz zu 
DCOM ermöglicht .NET Remoting eine Interoperabilität mit anderen Plattformen und 
unterstützt mehrere Protokolle und Datenformate. Diese Technologie soll den neuesten 
Anforderungen hinsichtlich verteilter Kommunikation im Internet Rechnung tragen.   
Konzeptionell ist das .NET Framework mit SUN’s Enterprise Java Beans (EJB) oder CORBA 
zu vergleichen. Es gibt aber wichtige Unterschiede, die ich nachfolgend darstellen möchte. 
 
2.2 Abgrenzung zu CORBA 
CORBA (Common Object Request Broker Architecture)[@CORB] ist eine Spezifikation der 
Object Management Group (OMG)[@OMG], welche die Schnittstelle zwischen OMG-
kompatiblen Objekten definiert. 
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Die OMG ist ein Konsortium in dem unter den mehr als 760 Organisationen auch IBM 
Corporation, Apple Computer Inc. und Sun Microsystems Inc. sitzen. 1991 definierten sie den 
ersten CORBA Standard. Die OMG legt nur Spezifikationen fest, so dass die ORBs (CORBA 
Object Request Broker), welche die netzwerkweite Zustellung von CORBA-Diensten regeln, 
mit verschiedenen nicht interoperablen Zusätzen implementiert werden konnten. Das hatte zur 
Folge, dass eine Anwendung, die für einen bestimmten ORB entwickelt wurde, 
möglicherweise nicht mit einem ORB eines anderen Herstellers kompatibel war. Dieses 
Problem wurde aber durch die Neuerungen des CORBA 2.0 Standards (Anfang 1995) 
weitgehend behoben. Dieser beschreibt die Definition eines Protokolls zur Kommunikation 
zwischen den ORBs verschiedener Hersteller (IIOP).  
Ein bedeutender Aspekt bei CORBA ist die Unabhängigkeit von einer Programmiersprache . 
Hierzu stellt CORBA eine Schnittstellenbeschreibungssprache bereit, die IDL (Interface 
Definition Language). Mit ihr werden die Remote-Objekte in einer standardisierten Weise 
und  unabhängig von der verwendeten Programmiersprache beschrieben. Um ein Objekt zu 
implementieren, kann dann auf verschiedene Programmiersprachen zurückgegriffen werden, 
z.B. C++, Smalltalk, aber auch nicht objektorientierte Sprachen wie C und Cobol.  
Im .Net Remoting-Framework muss ebenfalls wie bei CORBA, eine Schnittstellendefinition 
für die Remote-Objekte geschrieben werden, jedoch muss dazu keine zusätzliche IDL erlernt 
werden1. Für die Schnittstellendefinition wird dieselbe Sprache wie für die 
Objektimplementierung benutzt. 
Ein Vorteil von CORBA gegenüber dem .NET Framework ist das ausgereiftere 
Sicherheitsmodell. Es ermöglicht Authentifizierung, Verschlüsselung, Sicherheitsdomänen 
und sogar die Überwachung von Sicherheitsaktivitäten auf dem Netzwerk. 
 
2.3 Abgrenzung zu DCOM 
Microsofts DCOM (Distributed Component Object Model)[@MISO] ist ein Protokoll, das 
Softwarebausteinen ermöglicht, direkt über ein Netzwerk in einer zuverlässigen, sicheren und 
leistungsfähigen Weise zu kommunizieren.  
DCOM  leistet ähnliches wie CORBA, ist aber lediglich auf Windows-Plattformen einsetzbar 
und lässt somit keine Interoperabilität mit anderen Plattformen zu. Außerdem laufen 
Serverobjekte nur unter Windows NT/2000 und sind nur in den Microsoft  
Programmiersprachen (z.B. C, C++, VB) implementierbar. 
Die Nutzung des DEC (Distributed Computing Environment)/RPC (Remote Procedure Calls) 
Protokoll über Port 135 setzt eine direkte TCP Verbindung zwischen Client und Server 
voraus. Die Verwendung des HTTP-Protokolls ist nicht möglich. Daher ist eine 
Kommunikation über Firmen-Firewalls hinweg nur sehr schwierig zu vereinbaren. 
Unter .NET dagegen ist die Remoting-Architektur grundlegend renoviert worden. DCOM ist 
nicht mehr zwingende Voraussetzung für Fernaufrufe über das Netz. Vielmehr gibt es nun 
eine flexible Architektur, die den Einsatz unterschiedlicher Protokolle anhand sogenannter 
Channels ermöglicht. 
 
                                                 
1 Die IDL ist keine zusätzliche Programmiersprache, sondern dient zur Beschreibung der Schnittstellen eines 
Objekts in einer von der Programmiersprache unabhängigen Form. 
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2.4 Abgrenzung zu Java EJB 
Suns Spezifikation für Enterprise Java Beans (EJB) [@SUN] definiert ein Modell für 
serverseitige Software-Bausteine in der Sprache Java, die von Betriebssystemen unabhängig 
und auf Transaktionen bezogen sind.  
Die Architektur der EJB ist übersichtlich. Ein EJB-Server verwaltet EJB-Container, in denen 
die Komponenten (Enterprise Beans) ausgeführt werden. Die Container müssen zum Beispiel 
Dienste für das Management der Softwarebausteine enthalten, für die Verwaltung von 
Sitzungen, die Abwicklung von Transaktionen, den Datenzugriff und die Sicherheit. 
Ähnlich wie beim .NET Remoting Framework ist  die Grundidee der EJB, den 
Anwendungsentwicklern die erforderliche Schnittstellen-Programmierung zu erleichtern, so 
dass sie sich weitgehend darauf konzentrieren können, die geschäftliche Verarbeitungslogik 
zu implementieren. Der Container kapselt die Komponenten gegenüber den Clients und stellt 
Objekte zur Verfügung, mit denen die Komponenten erzeugt bzw. gelöscht werden und die 
Geschäftsmethoden der Enterprise Beans aufgerufen werden können. 
EJB wird weitgehend von der Industrie unterstützt und es gibt zahlreiche Container-
implementierungen, die von Open Source Projekten bis hin zu kommerziellen 
Implementierungen bekannter Middelware-Anbieter reichen. Ein Problem ist, dass einige 
Hersteller von EJB-Containern proprietäre Funktionen hinzufügen. Eine Applikation, die 
genau eine solche zusätzliche Funktion nutzt, wird unter einem EJB-Container eines anderen 
Herstellers nicht ausführbar sein. 
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3. NET Remoting Grundlagen 
3.1 Common Language Runtime(CLR) 
Der Begriff CLR gehört vielmehr in den Bereich allgemeine .NET Grundlagen als zu den 
Remoting Grundlagen. Er wird jedoch häufig verwendet und darum möchte ich den Begriff 
CLR an dieser Stelle klären. 
Die CLR ist die vom .NET Framework bereitgestellte Laufzeitumgebung, welche die 
Ausführung von  Code verwaltet. In der Abb. 3.1 ist zu sehen, dass bei der 
Programmentwicklung unter .NET die CLR eine zentrale Rolle spielt. Sämtliche 
Implementierungen in C#, Visual Basic.NET oder Jscript werden in eine Zwischensprache 
kompiliert, die so genannte Intermediate Language (IL). Diese IL wird in ausführbare und 
versendbare Pakete verpackt, die so genannten Assemblies. Diese Assemblies werden dann 
von der CLR geladen und ausgeführt. Erst unmittelbar  vor dem eigentlichen Ausführen der 
Anwendung wird der IL-Code durch den JIT-Compiler 2 in nativen Maschinencode übersetzt. 
Jeglicher von der CLR verwaltete und ausgeführte Code heißt managed Code ( verwalteter 
Code).  
Mit Visual C++ besteht noch die Möglichkeit originale Win32-Applikationen zu 
programmieren. Diese werden dann nicht in die IL umgesetzt, sondern münden wie gewohnt 
in einer Assembler-Darstellung der Ziel-Prozessorarchitektur (unmanaged code). 
Damit eine auf der .NET-Technologie basierende Applikation überhaupt ausgeführt werden 
kann, muss sich auf jedem Ziel-Computer die CLR befinden. 
 
C# VB.NET JScript C++
Compiler Compiler Compiler Compiler
Assembly
/ IL
Assembly
/ IL
Assembly
/ IL
Assembly
/ IL
Betriebssystem
Prozessorarchitektur
JIT
Compiler
Common Language Runtime
Unmanaged
Code/
Assembler
 
Abb. 3-1: Entwicklungsablauf unter .NET [CHWE02] 
 
Alle .NET Sprachen nutzen ein gemeinsames Typsystem, das so genannte Common Type 
System (CTS). Die CTS erstellt ein Framework, das eine sparchenübergreifende Interaktion 
von Objekt-Typen gewährleistet. Um diese Interaktion zu steuern, existiert die Common 
                                                 
2 JIT (just in time) 
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Language Specification (CLS),  die von allen beteiligten Sprach- und Compiler-Herstellern 
unterstützt werden muss. So kann beispielsweise eine Visual Basic .NET-Klasse von einer 
C#-Klasse erben, weil beide CLS-konform sind. 
 
3.2 Anwendungsdomänen 
Die Isolierung von Daten innerhalb eines Prozesses erfolgt bei .NET durch 
Anwendungsdomänen (Application Domains). Diese Isolierung ist erforderlich, um 
sicherzustellen, dass der in einer Anwendung ausgeführte Code andere, unabhängig davon 
ausgeführte Anwendungen nicht beeinträchtigt. Vereinfacht kann man Application Domains 
als Mini-Prozesse innerhalb eines Prozesses ansehen (Abb. 3-2). Das hat den Vorteil, dass 
Fehler in einer Anwendung keine Auswirkungen auf andere Anwendung haben und es können 
einzelne Anwendungen angehalten werden, ohne gleich den gesamten Prozess zu stoppen.  
 
AppDomain 1
AppDomain 2
AppDomain 3
Speicher
Prozess A Prozess B
AppDomain 1
 
Abb.  3-2 : Application Domains und Prozesse 
 
Der in einer Anwendung ausgeführte Code kann aber nicht direkt auf Code oder Ressourcen 
anderer Anwendungen zugreifen. Die CLR stellt diese Isolierung sicher, indem direkte 
Aufrufe zwischen Objekten unterschiedlicher Anwendungsdomänen verhindert werden. Da 
Application Domains regelrechte Grenzen  einer Anwendung definieren, müssen diese 
Grenzen mit einem Hilfsmittel überschreitbar sein. Dieses Hilfsmittel heißt Marshaling. Das 
Marshaling ist der Vorgang bei dem die zu übermittelnden Daten so verpackt werden, dass sie 
über diese Grenzen verschickt werden können. Auf der Gegenseite werden die Daten dann 
entsprechend ausgepackt. Der Entwickler muss sich um diesen Vorgang nicht selbst 
kümmern. Das .NET Framework hält mit der Remoting-Technologie ein sehr mächtiges 
Werkzeug bereit, welches die Marshaling-Aufgaben automatisch übernimmt. Dabei tritt die 
.NET CLR Remoting in Aktion. Man unterscheidet zwei Formen des Marshalings, die in den 
Abschnitten 3.5 und 3.6 näher beschrieben werden. 
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3.3 .NET Remoting-Architektur 
.NET Remoting bietet dem Entwickler und Administrator eine weitaus größere Auswahl an 
Protokollen und Übertragungsformaten als irgendeine frühere Remoting-Technologie. Abb. 3-
3 gibt einen Überblick über die .NET Remoting Architektur. Proxy-Objekte werden bei der 
Aktivierung eines Remote-Objekts3 durch einen Client erstellt. Der Proxy ist dafür zuständig, 
auf der Client-Seite wie das eigentliche Remote-Objekt zu agieren. Er hat prinzipiell die 
gleiche Ausprägung wie das eigentliche Objekt, besitzt aber keine Implementierung der 
Methoden. Das Proxy-Objekt stellt sicher, dass alle vom Client gesendeten Methodenaufrufe 
an die richtige Remote-Objektinstanz weitergeleitet werden. D.h. sämtliche Methodenaufrufe, 
die an das Remote-Objekt gerichtet sind, werden zunächst an den Proxy geleitet. Jeder 
Methodenaufruf wird in eine Nachricht konvertiert, die mehrere Schichten (layers) durchläuft. 
 
Transport
Channel
Formatter
Proxies
Transport
Channel
Formatter
Dispatcher Server sideObject
Client Server
 
Abb. 3-3: Vereinfachte .NET Remoting Architektur 
 
Die Nachricht wird zuerst an einen Serialization Layer (Formatter) geschickt, welcher die 
Nachricht in ein bestimmtes Nachrichtenformat wie z.B. SOAP oder binär,  transformiert. 
Danach wird die Nachricht zu einem Transport Channel gesendet, der die Nachricht in ein 
Transportprotokoll (HTTP oder TCP) verpackt und an die Serveradresse weiterleitet. Auf der 
Serverseite durchläuft die Nachricht ebenfalls einen Formatter, der die serialisierte Nachricht 
in die Originalnachricht zurückformatiert und an den Dispacher weiterleitet. Der Dispacher 
(ähnlich wie der Proxy auf Client-Seite) ruft die Methode des Zielobjekts auf und veranlasst, 
dass der Rückgabewert an den Client geschickt wird. Dabei müssen wiederum alle Schichten 
durchlaufen werden. 
 
3.3.1 Transport Schicht 
Channels in .NET sind dafür verantwortlich, dass Nachrichten zwischen zwei Endpunkten 
transportiert werden können. Dabei ist ein Channel immer an ein bestimmtes Protokoll 
gebunden. In .NET sind Channels für die Protokolle HTTP und TCP verfügbar. 
                                                 
3Ein Objekt außerhalb der Anwendungsdomäne des Aufrufers wird als Remoteobjekt bezeichnet, auch wenn die 
Ausführung der Objekte auf demselben Computer erfolgt. 
3. .NET Remoting Grundlagen 
 
 
Seite 14  Diplomarbeit: Michael Theisinger 
Im Gegensatz zu andern Remoting-Architekturen, ist die Transportschicht erweiterbar bzw. 
ganz ersetzbar. Das kann nützlich sein, wenn man beispielsweise SMTP (Simple Mail 
Transfer Protocol) als Transportprotokoll verwenden möchte. 
Man kann auf sehr einfache Weise die Transportschicht einer Applikation durch Änderung 
der Konfigurationsdatei austauschen. Notwendigerweise auf Client- und Serverseite.  Dieses 
Verfahren ist jedoch statisch, d.h. der Client muss zur Laufzeit genau wissen, welche 
Formatter- bzw. Transportschicht der Server verwendet. 
Im praktischen Teil dieser Arbeit, soll ja ein dynamisches Verfahren für die Auswahl der 
Transport- und Formatter-Schicht  gefunden werden. 
Ein Channel kann Nachrichten empfangen oder sie versenden. Hierfür müssen die 
Schnittstellen IChannelReceiver und IChannelSender implementiert werden. Die 
im .NET Framework eingebauten Channels TcpChannel und HttpChannel implementieren 
beide Schnittstellen. 
Damit ein Remote-Objekt von einem entfernten Client aus überhaupt angesprochen werden 
kann, muss es einen Prozess geben, der dieses Objekt über ein Transport-Protokoll erreichbar 
macht. Dieser Prozess wird auch als Host bezeichnet. Für Remoting kann man dafür 
beispielsweise eine normale Konsolenanwendung verwenden. 
 
3.3.2 Formatter Schicht 
Damit die Nachrichten in ein Format gebracht werden können, das über einen Transportkanal 
versendbar ist, gibt es in der Remoting–Infrastruktur die Formatter (Formatierer). Diese 
Formatter serialisieren Objekte oder Objektreferenzen in ein Nachrichtenformat. Nach der 
Serialisierung liegt ein Datenstrom (Stream) vor, der zum Kommunikationsendpunkt über den 
ausgewählten Channel geschickt werden kann. Die Wiederherstellung aus dem serialisierten 
Zustand wird als Deserialisierung bezeichnet. 
Wie bereits oben erwähnt, stellt die .NET Framework-Klassenbibliothek zwei Varianten von 
Formattern bereit. Der binäre Formatierer wird in der Klasse BinaryFormatter im 
Namespace System.Runtime.Serilization.Formatters.Binary 
implementiert.  Er serialisiert ein Objekt in einer einfachen, kompakten Binärform. 
Der SOAP-Formatierer wird in der Klasse SoapFormatter im Namespace 
System.Runtime.Serialization.Formatters.Soap implementiert. Dieser 
serialisiert ein Objekt in dem er die Information in XML schreibt und als SOAP-Nachricht 
formatiert.  
 
3.3.3 Auswählen eines Kanals 
Der TCP-Kanal ist der einfachere der beiden Standardkanäle.  Er serialisiert und deserialisiert 
die Parameter eines Aufrufs mit dem eben beschriebenen binären Formatierer. Es kann aber 
auch der SOAP-Formatierer verwendet werden. Nach der Serialisierung werden die Parameter 
direkt in Form von TCP-Paketen übertragen. Der TCP-Kanal bietet keine integrierte 
Unterstützung  für Authentifizierung, Verschlüsselung oder andere Sicherheitsmerkmale. 
Die zweite Option, der HTTP-Kanal, verwendet standardmäßig den SOAP-Formatierer, um 
die Parameter eines Aufrufs zu serialisieren und  zu deserialisieren. Anstatt diese Parameter 
direkt über TCP zu senden, werden sie als SOAP-Anfragen und –Antworten in HTTP 
eingebettet verschickt. Es ist auch möglich, den binären Formatierer für den HTTP-Kanal 
einzusetzen. Er arbeitet  weit effizienter als der SOAP-Formatierer, weshalb diese 
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Möglichkeit sinnvoll ist, wenn auf  beiden Seiten der Kommunikationsverbindung das .NET 
Framework vorliegt. Für Anwendungen, die eine verteilte Sicherheit erfordern, kann der 
HTTP-Kanal die Sicherheitsoptionen des Internet Information Servers (IIS) einsetzen, unter 
Verwendung des Protokolls Secure Socket Layer (SSL). Diese Option wird häufig als HTTPS 
bezeichnet. 
Die Entscheidung, welcher Kanal der richtige ist, hängt davon ab, was man erreichen will. 
Wenn die Kommunikation vollständig innerhalb des Intranets einer Organisation abläuft, 
wenn also keine Firewall überwunden werden muss, dann sollte der schnellere und einfachere 
TCP-Kanal eingesetzt werden.  Verläuft die Kommunikation aber über Firewalls hinweg, wie 
das bei den meisten über das Internet gesendeten Pakete der Fall ist, sollte besser der HTTP-
Kanal verwendet werden. Obwohl er weniger effektiv ist, bedeutet einen Übertragung über 
HTTP die Benutzung von Port 80, dem einzigen Port, den praktisch alle Firewalls geöffnet 
lassen. 
Ich möchte nun an Hand einiger einfachen Beispiele weitere Grundbegriffe des .NET 
Remotings klären. Sofern möglich, bauen die Beispiele auf den Konzepten des vorherigen 
Beispiels auf. Jedes Beispiel besteht mindestens aus zwei ausführbaren Dateien, 
server.exe und client.exe. Beide sind Konsolenanwendungen, die in Visual Studio 
.NET erstellt sind. Als Programmiersprache wird C# verwendet4. 
 
3.4 Schnittstellendefinition 
Um die Funktionen des Server-Objekts aufrufen zu können, benötigt der Client die 
notwendigen Typdefinitionen (Metadaten). Dies kann durch eine Schnittstellendefinition des 
Remote-Objekts geschehen. 
Wie bereits erwähnt, muss der Entwickler bei .NET Remoting die Schnittstellen nicht in einer 
speziellen Sprache ( wie z.B. IDL bei CORBA) definieren, sondern kann in seiner 
ausgewählten .NET Sprache arbeiten. In den folgenden Beispielen ist das C#.  
Die Schnittstellendefinition  befindet sich in einer separaten Assembly (DLL), sowohl auf 
Client- wie auch auf Serverseite (Listing 3-1).  
 
  using System; 
 
  namespace General 
  { 
 public interface IRemoteObject 
 { 
  String GetGreeting(String name); 
   
 } 
  } 
Listing 3-1: Schnittstelle IRemoteObject 
Diese Schnittstelle erlaubt es dem Client vom Server-Objekt einen String anzufordern. Durch 
Kompilieren der Schnittstelle wird im Projektverzeichnis ../General/bin/debug das 
Assembly General.dll erstellt. 
An Stelle der Schnittstellendefinitionen können die Metadaten auch mit dem Tool 
SoapSuds.exe extrahiert werden. Darauf werde ich in Abschnitt 3.10 in diesem Kapitel 
noch detaillierter eingehen. 
                                                 
4 Als Grundlage für die folgenden Beispiele diente das Buch von Ingo Rammer, [INRA02]. 
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3.5 Übergabe eines Objekts als Referenz 
In Kapitel 3.2 habe ich bereits erwähnt, dass Marshaling immer dann zum Einsatz kommt, 
wenn auf Objekte über Anwendungsgrenzen hinweg zugegriffen werden muss. Es gibt zwei 
unterschiedliche Möglichkeiten. Die erste Möglichkeit ist die Übergabe eines Objekts als 
Referenz, die im englischen als Marshal By Reference (MBR) bezeichnet wird. 
Die Implementierung der Schnittstelle befindet sich nur auf dem Server. Die 
Implementierungsklasse des Remote-Objekts muss zusätzlich von MarshalByRefObject 
abgeleitet sein. Das trifft auf alle Objekte zu, mit denen als Referenz gearbeitet werden soll.  
Bei der Übergabe eines MBR-Objekts über die Grenzen einer Anwendungsdomäne hinweg 
wird nur ein Verweis auf dieses Objekt übertragen. Mit Hilfe dieses Verweises wird auf dem 
Client ein Proxy erstellt, der auf das ursprüngliche Objekt zurückzeigt. Entfernte 
Methodenaufrufe, werden über den Proxy an das Remote-Objekt zurückgesendet.   
Um den Server für dieses Beispiel zu erstellen, wird eine neue Konsolenapplikation in Visual 
Studio .NET erzeugt. Zuerst müssen die System.Runtime.Remoting.dll und die 
eben generierte General.dll als Verweise zum Projekt hinzugefügt werden. 
Bei der Deklaration werden die Namensräume aus Listing 3-2 benötigt. 
 
 
  using System; 
  using System.Runtime.Remoting; 
  using System.Runtime.Remoting.Channels; 
  using System.Runtime.Remoting.Channels.Http; 
  using General; 
Listing 3-2: Verwendete Namensräume 
 
Wie bereits oben erwähnt, erfolgt die Implementierung der Schnittstelle in einer Klasse, die 
zusätzlich von MarshalByRefObject abgeleitet sein muss (Listing 3-3). Die Methode 
GetGreeting() gibt lediglich einen zusammengesetzten String zurück.  
 
  namespace server 
 { 
  public class MyRemoteObject:MarshalByRefObject, IMyRemoteObject 
  { 
    public MyRemoteObject() 
    { 
   Console.WriteLine("MyRemoteObjekt erzeugt"); 
    }  
    public String GetGreeting(String name) 
    { 
   return ("Hallo " + name); 
    } 
  } 
Listing 3-3: Implementierung der Schnittstelle 
 
Der Registrierungscode des Servers wird hier in diesem Beispiel in der Main()-Funktion 
hartkodiert (Listing 3-4). Später in diesem Kapitel werde ich auf die Möglichkeit eingehen, 
diesen Registrierungscode in Konfigurationsdateien auszulagern. 
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  class ServerStartup 
  { 
 static void Main(string[] args) 
 { 
    
  IChannel chnl = new HttpChannel(5000); 
  ChannelServices.RegisterChannel(chnl); 
RemotingConfiguration.RegisterWellKnownServiceType(typeof 
(MyRemoteObject), 
   "MyRemoteObject.Soap",WellKnownObjectMode.Singleton); 
 
Console.WriteLine("Server gestartet. Drücken Sie <Return> 
zum Beenden."); 
 
   Console.ReadLine(); 
  } 
 }    
      } 
 } 
Listing 3-4: ServerStartUp Code 
 
Zuerst wird ein neuer HTTP Channel erzeugt und so konfiguriert, dass er auf dem Port 5000 
nach eingehenden Client-Anfragen horcht. 
Der Channel wird dann beim Remoting System registriert und eingehende Anfragen werden 
an das entsprechende Remote-Objekt weitergeleitet. Als Formatierer für HTTP ist 
standardmäßig SOAP eingestellt. 
Die Klasse MyRemoteObject ist registriert als ein WellKnownServiceType, d.h. sie 
wird auf dem Server als bekannter Objekttyp registriert. Die URL des Remote-Objekts ist 
MyRemoteObject.Soap. Diese kann aber auch eine beliebige Zeichenkette sein. die 
Erweiterung .soap oder .rem sollte der Vollständigkeit halber nicht weggelassen werden, 
da sie absolut notwendig ist, wenn der Serverprozess nicht wie hier in einer 
Konsolenanwendung, sondern im IIS gehostet werden soll.  
WellKnownObjectMode definiert, auf welche Weise bekannte Objekte aktiviert werden. 
Das Remoting unterstützt bei bekannten Objekten zwei Konfigurationen: SingleCall und 
Singleton (siehe Abschnitt 3.7.1). 
 
Nun fehlt noch der Blick auf die Client-Implementierung (Listing 3-5). Auch hier müssen 
wieder die System.Runtime.Remoting.dll und die generierte General.dll als 
Verweise dem Projekt hinzugefügt werden. Es werden auch die selben Namensräume wie bei 
der Server-Implementierung benötigt (Listing 3-2). 
 
  namespace Client 
  { 
 class Client 
 { 
  static void Main(string[] args) 
  { 
   HttpChannel channel = new HttpChannel(); 
   ChannelServices.RegisterChannel(channel); 
 IMyRemoteObject myObj =   
       (IMyRemoteObject)Activator.GetObject(typeof( 
    IMyRemoteObject), 
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  "http://localhost:5000/MyRemoteObject.soap"); 
    
   String result = myObj.GetGreeting("Client"); 
 
   Console.WriteLine("Antwort des Servers: "+result); 
 
   Console.ReadLine(); 
  } 
 } 
  } 
Listing 3-5: Client-Implementierung 
 
Mit den ersten beiden Zeilen wird ein neuer HTTP Channel erzeugt und auf Client-Seite 
registriert.  
Die nachfolgende Code-Zeile erzeugt ein lokales Proxy-Objekt der Schnittstelle 
IMyRemoteObject. Anstatt den new-Operator zu benutzen, wird das Proxy-Objekt mit 
dem Activator erzeugt. Diese Klasse  enthält Methoden, die ebenfalls zum Erstellen einer 
Remote-Objektinstanz verwendet werden können. Die Methode getObject() dient zum 
Herstellen einer Verbindung mit einem Objekt an einer angegebenen URL. In diesem Fall 
http://localhost:5000/MyRemoteObject.soap. An dieser Stelle sei erwähnt, 
dass bei diesem einfachen Beispiel Client und Server auf demselben Rechner ausgeführt 
werden. 
Der Methodenaufruf myObj.getGreeting wird an das Proxy-Objekt gesendet und erst 
jetzt wird die Verbindung zum Server aufgebaut und der serialisierte Methodenaufruf   dem 
Server übermittelt. Dort wird die Methode des Zielobjekts aufgerufen und der Rückgabewert 
an den Client geschickt.    
 
 
Abb. 3-4: Client-Ausgabe 
 
 
Abb. 3-5: Server-Ausgabe 
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3.6 Übergabe eines Objekts als Wert 
Die zweite Möglichkeit des Marshalings ist die Übergabe eines Objekts als Wert, diese ist 
auch als Marshal by Value (MBV) bekannt. MBV ist die Standardeinstellung beim 
Marshaling und bedeutet, dass bei der Übergabe eines Parameters an eine Methode eines 
Objekts in einer fremden Application Domain oder beim Erhalt eines solchen Rückgabewerts 
immer eine Kopie der Daten erstellt und verschickt wird. Damit eine Klasse per MBV 
verschickt werden kann, muss sie mit dem Attribut Serializeable versehen werden. Bei der 
Übergabe einer Objektinstanz dieser Klasse wird der Zustand des Objekts automatisch 
serialisiert und an die entfernte Application Domain übergeben. Nach seiner Ankunft wird 
eine neue Instanz dieses Typs erstellt und mit Hilfe des serialisierten Zustands des Originals 
initialisiert. Dabei  ist zu beachten, dass der Code für diesen Typ nicht mit übertragen wird. 
Daher muss eine Assembly mit dem  IL-Code auf jedem Rechner vorhanden sein, zu dem das 
Objekt übertragen wird. 
 
Ich möchte das erste Beispiel erweitern, um dieses Verfahren zu veranschaulichen. 
Es besteht die Möglichkeit, über die Instanz von MyRemoteObject, die von der Client-
Anwendung per Remote angelegt  wurde, ein Objekt des benutzerdefinierten Datentyps 
Mitarbeiter anzufordern.  
Zunächst muss eine Assembly angelegt werden, die den Typ Mitarbeiter definiert (Listing 3-
6). 
 
   using System; 
 
   namespace ByValueObject 
   { 
 [Serializable] 
 public class Mitarbeiter 
 { 
  public string name; 
  public string vorname; 
  public string alter; 
 
  public Mitarbeiter(string name,string vorname,string alter) 
  { 
   this.name=name; 
   this.vorname=vorname; 
   this.alter=alter; 
    
  } 
 } 
   }  
Listing 3-6: Klassendefinition Mitarbeiter 
 
Der einzige Unterschied zur Definition herkömmlicher benutzerdefinierter Datentypen, ist das 
Attribut [Serializable] direkt vor der Klassendefinition. 
Die Schnittstelle IMyRemoteObject wird nun um die Methode GetMitarbeiter 
erweitert, die ein Objekt vom Typ Mitarbeiter zurückliefert.  
Die Schnittstellenimplementierung auf der Server-Seite wird nun um diese Methode erweitert 
(Listing 3-7). 
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   public class MyRemoteObject:MarshalByRefObject, IMyRemoteObject 
   { 
Mitarbeiter tmp; 
 
 public MyRemoteObject() 
 { 
  tmp = new Mitarbeiter("Muster", "Thomas", "25"); 
  Console.WriteLine("MyRemoteObjekt erzeugt"); 
 } 
 public String GetGreeting(String name) 
 { 
  return ("Hallo " + name); 
 } 
 public Mitarbeiter GetMitarbeiter(int persNummer) 
 { 
  return tmp; 
 } 
   } 
Listing 3-7: Implementierung der Schnittstelle 
 
Die Klasse ServerStartup bleibt dagegen unverändert. Auf der Client-Seite, muss die 
Assembly ByValueObject.dll dem Projekt als Verweis hinzugefügt und der Code um 
den  entsprechenden Namespace ergänzt  werden. 
Der Client kann nun  eine Instanz des Typs Mitarbeiter erstellen (Listing 3-8). 
 
 
 
    HttpChannel channel = new HttpChannel(); 
    ChannelServices.RegisterChannel(channel); 
    IMyRemoteObject myObj =  
        (IMyRemoteObject)Activator.GetObject(typeof(IMyRemoteObject), 
         "http://localhost:5000/MyRemoteObject.soap"); 
    
    String result = myObj.GetGreeting("Client"); 
    Mitarbeiter myMitarbeiter = myObj.GetMitarbeiter(123); 
  
Listing 3-8: Client: erzeugt eine Instanz Mitarbeiter 
 
Ein MBV-Objekt sollte so klein wie möglich sein, um den Aufwand für die Serialisierung und 
Übertragung des gesamten Objekts in die entfernte Application Domain gering zu halten. 
Wenn ein benutzerdefinierter Typ weder mit dem Attribut Serializable noch von 
MarshalByRefObject abgeleitet ist, handelt es sich bei ihm weder um ein MBV- noch 
um ein MBR-Objekt. In diesem Fall kann ein Marshaling  von Instanzen dieses Typs über die 
Grenzen einer Application Domain hinweg nicht erfolgen. Eine Instanz eines solchen Typs 
kann nur innerhalb der  ursprünglichen Application Domain eingesetzt werden. 
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3.7 Erstellen  und Zerstören von Remote-Objekten 
In .NET Remoting gibt es zwei grundlegende Modelle, wie Objekte aktiviert werden, wie 
diese dann von Client-Anwendungen aus angesprochen werden und sich zueinander 
verhalten. Diese beiden Modelle möchte ich im folgenden genauer erläutern: 
 
? ? Server Activated Objects (SAO):                                                  
SAOs sind Objekte, die, wie der Name schon sagt, vom Server aktiviert und auch 
wieder zerstört werden. Dabei kann man die SAOs noch einmal in Single-Call- und 
Singleton-Objekte unterteilen. 
? ? Client Activated Objects (CAO):           
Für jeden Client, der ein Remote-Objekt verwenden will, wird eine eigene Instanz 
erstellt. Und erst dann zerstört, wenn der Client seine Arbeit  mit dieser Klasse 
beendet hat. 
 
Unabhängig vom gewählten Modell erstellt der Server jedes neue Objekt in einem eigenen 
Thread. Außerdem muss es sich bei jedem Objekt, auf das ein Zugriff aus einer anderen 
Application Domain erfolgt, ein MBR- oder MBV-Objekt handeln. Die Modelle 
unterscheiden sich grundlegend darin, wer das Objekt erstellt und wie es zerstört wird.  
 
Client
Cleint
Client Object
Objekt
Objekt
Client
Client
Client
Objekt
Client
Client
Client Objekt
Objekt
Objekt
Single Call
Clientaktiviert
Singleton
Application Domain 1 Application Domain 2
 
Abb. 3-6: Single Call, Singleton und Clientaktivierte Objekte 
 
3.7.1 Server Activated Objects 
SAOs sind Objekte, deren Lebensdauer direkt vom Server, d.h. von der Host-Anwendung, 
gesteuert wird. SAOs werden auch Well Known Objects (WKO) genannt. Die Application 
Domain des Servers instanziiert diese Objekte nur dann, wenn eine Clientanwendung auch 
tatsächlich einen Methodenaufruf für das Remote-Objekt durchführt. Wird vom Client nur die 
Erzeugung des Objekts durch einen Aufruf von new() oder Activator.GetObject() 
angefordert (siehe Listing 3-5), so wird das Objekt nicht durch den Server erstellt. Somit muss 
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für die Erstellung der Instanz keine Verbindung zum Server hergestellt werden. Wenn der 
Client eine Instanz  eines SAO-Typs anfordert, wird in der Application Domain des Clients 
nur ein Proxy erstellt. Es sind aber nur Standardkonstruktoren  für SAO-Typen zulässig. Um 
einen Typ zu erzeugen, dessen Instanz durch Konstruktoren mit Argumenten erzeugt werden, 
kann man das CAO-Modell verwenden oder die betreffende Instanz mit Hilfe des Factory-
Entwurfsmusters veröffentlichen. 
Wie bereits erwähnt, gibt es bei den SAOs zwei Aktivierungsmodi: 
 
? ? Singleton, 
? ? SingleCall. 
 
Ein Singleton-Objekt bleibt bis zum Ende seiner Lebensdauer aktiv und weist einen internen 
Zustand auf, da es zwischen den Methodenaufrufen nicht zerstört wird. Alle Client-Anfragen 
werden über diese eine Instanz abgewickelt. Dieses Vorgehen entspricht dem Singleton-
Entwurfsmuster [ERGA96]. Wenn noch keine Instanz vorhanden ist, erstellt der Server eine 
Instanz. Da die Standardlebensdauer des Singleton-Objekts aber begrenzt ist, kann es sein, 
dass der Client nicht immer ein Referenz auf die gleiche Instanz hat. Es ist aber sichergestellt, 
dass nie mehr als eine Instanz auf dem Server existiert. Die Lebensdauer kann im Code auf 
unendlich gesetzt werden. 
In Listing 3-4 des Abschnitts 3.5 habe ich bereits das Aktivierungsmodell Singleton benutzt, 
ohne dass ich darauf näher eingegangen bin. Die interessante Zeile in diesem Listing ist die 
mit dem Aufruf von RegisterWellKnownServiceType. Diese Methode aus der Klasse 
RemotingConfiguration ist für die Registrierung eines SAO-Typs in der Remoting-
Infrastruktur zuständig.  
 
  RemotingConfiguration.RegisterWellKnownServiceType(typeof 
             (MyRemoteObject), 
         "MyRemoteObject.Soap",WellKnownObjectMode.Singleton); 
 
 
Als Parameter  werden der Typ, die URI des Remote-Objekts und eine Konstante übergeben.  
Der Typ des Remote-Objekts wird in C# durch den typeof-Operator geholt. Die URI wird 
auch als Kommunikationsendpunkt bezeichnet unter welchem man das Objekt ansprechen 
kann. Im Beispiel aus Listing 3-5 wäre das: 
 
http://localhost:5000/MyRemoteObject.soap 
 
Am wichtigsten ist jedoch die Konstante aus der WellKnownObjectMode-Aufzählung. 
Hier wird der Wert Singleton verwendet, der dafür sorgt, dass das Objekt 
MyRemoteObject als SAO Singleton behandelt wird. Auf Client-Seite muss bei SAOs 
nicht explizit bekannt gemacht werden, ob es sich um ein Singleton- oder ein SingleCall-
Objekt handelt. 
SingleCall-Typen hingegen haben immer genau eine Instanz pro Client-Anfrage. Bei jedem 
Aufruf wird eine neue Instanz erstellt  und beim Ende des Aufrufs wieder zerstört. Dieses 
Modell ist typisch für die Funktionsweise von Webanwendungen. Es bedeutet, dass das 
Objekt zwischen den Methodenaufrufen, keinen internen Zustand halten kann, da für jeden 
Aufruf eine neue Instanz erstellt wird. Das ist vor allem bei einem Lastausgleich zwischen 
mehreren Servern von Vorteil, wo jede Anfrage von einem anderen Rechner bearbeitet 
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werden kann. Da das Remote-Objekt keinen Zustand im Speicher ablegt, stellt die 
Verwendung unterschiedlicher Computer für eine Folge von Anfragen kein Problem dar. Die 
Schritte, die für die Registrierung durch den Server und den Zugriff durch den Client 
notwendig sind, gleichen denen der Sigleton-Objekte. Der einzige Unterschied besteht darin, 
dass der Server bei seinem Aufruf von 
RemotingConfiguration.RegisterWellKnownServiceType den Modus 
SingleCall statt Singleton angibt.  
 
Um die Auswirkungen dieser beiden Aktivierungsmodelle auf eine Client-Anfrage zu 
verdeutlichen, möchte ich das obige Mitarbeiterbeispiel noch einmal erweitern. 
Die Schnittstelle IMyRemoteObject wird um eine Methode void 
SetMitarbeiterAlter(String alter) ergänzt und in der Klasse MyRemoteObject 
implementiert. Dazu muss wieder die erweiterte Assembly General.dll auf Server- und 
Client-Seite als Verweis dem jeweiligen Projekt hinzugefügt werden. Der Code auf dem 
Client sieht folgendermaßen aus: 
 
 
static void Main(string[] args) 
 { 
   HttpChannel channel = new HttpChannel(); 
   ChannelServices.RegisterChannel(channel); 
        IMyRemoteObject myObj =  
          (IMyRemoteObject)Activator.GetObject(typeof(IMyRemoteObject), 
      "http://localhost:5000/MyRemoteObject.soap"); 
    
   String result = myObj.GetGreeting("Client"); 
   Mitarbeiter myMitarbeiter = myObj.GetMitarbeiter(123); 
   Console.WriteLine("Antwort des Servers: "+result); 
   Console.WriteLine("Name: {0} Vorname: {1} Alter:  
            {2}",myMitarbeiter.name, myMitarbeiter.vorname,  
            myMitarbeiter.alter); 
    
   myObj.SetMitarbeiterAlter("32"); 
         
 
  myMitarbeiter = myObj.GetMitarbeiter(123); 
   Console.WriteLine("Name: {0} Vorname: {1} Alter: 
              {2}",myMitarbeiter.name, myMitarbeiter.vorname,  
              myMitarbeiter.alter); 
 
   Console.ReadLine(); 
 } 
 
Listing 3-9: Erweiterung auf Client-Seite 
 
Es wird wieder ein HTTP Channel registriert und ein lokales Proxy-Objekt vom Typ   
IMyRemoteObject angelegt. Beim Aufruf von GetGreeting, wird auf dem Server eine 
neue Instanz von MyRemoteObject erzeugt und damit auch im Konstruktor ein neuer 
Mitarbeiter angelegt. Das Alter des Mitarbeiters hat bei der Initialisierung den Wert 25. Durch 
den Aufruf der Methode SetMitarbeiterAlter , wird der Wert von alter auf 32 gesetzt. 
Danach wird das veränderte Mitarbeiterobjekt durch GetMitarbeiter erneut geholt.  
Zunächst betrachten wir die Ausgabe für Client und Server für das Aktivierungsmodell 
Singleton: 
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Abb. 3-7: Client- und Server-Ausgabe beim Singleton-Model 
 
 
 
Und nun die Ausgabe für das Aktivierungsmodell SingleCall: 
 
 
 
 
Abb. 3-8: Client- und Server-Ausgabe beim SingleCall-Model 
 
Wie man bei der  Server-Ausgabe (Abb.3-8) erkennen kann, wird für jeden Methodenaufruf 
ein neues MyRemoteObject erzeugt. Die Objekte werden nach dem Methodenaufruf 
wieder zerstört und können so keinen internen Zustand halten. Dadurch hat der Aufruf der 
Methode SetMitarbeiterAlter, keine Auswirkung auf das Mitarbeiter-Objekt, da dies 
nach Beendigung der Methode wieder zerstört wird. 
 
Ein SAO-Typ, der über einen HTTP Channel mit einem SOAP Formatter veröffentlicht wird, 
kann automatisch eine WSDL-Beschreibung 5bereitstellen. Denn bei dieser Kombination aus 
Channel und Formatter handelt es sich technisch gesehen um einen XML Web Service 
[CHWE02]. 
Durch einfaches Anhängen der Zeichenfolge ?wsdl an die URI, erhält man die WSDL-
Beschreibung im Browser. Für obiges Beispiel sieht das wie folgt aus: 
                                                 
5 Web Service Description Language (WSDL) ist ein XML-basierter Dialekt, der einen Web Service beschreibt 
[SCSH02]. 
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http://localhost:5000/MyRemoteObject.soap?wsdl 
 
Natürlich muss der Server vorher gestartet sein. 
 
3.7.2 Client Activated Objects 
In den vorangegangenen Beispielen legt der Server die Instanz eines vom Client 
angeforderten Objekts erst an, wenn der erste Methodenaufruf des Clients bei ihm ankommt. 
Der Server ist also für die Entscheidung verantwortlich , wann eine Aktivierung stattfindet.  
Client Activated Objects auf der anderen Seite werden explizit vom Client erstellt. Direkt 
nach der Erstellung des clientseitigen Objektverweises wird eine Nachricht an den Server 
gesandt, die Instanz erzeugt und ein so genanntes ObjRef-Objekt an den Client zurück 
gegeben. Diese Objektreferenz enthält alle relevanten Informationen, die zur Identifikation 
einer Objektinstanz auf dem Server notwendig sind. CAOs sind Objekttypen, die für den 
jeweiligen Client Daten zwischen den unterschiedlichen Aufrufen halten können6. Dabei 
müssen sich nicht mehrere Clients eine Objektinstanz teilen, wie bei den Singleton-Objekten, 
sondern jeder Client erhält seine eigene Instanz.  
Im folgenden Beispiel werden fast die gleichen Klassen und Methoden benutzt, wie im 
vorangegangenen Beispiel. Um es etwas zu vereinfachen, gibt es jetzt auf Server-Seite (außer 
der ServerStartup-Klasse) nur noch die Klasse Mitarbeiter (Listing 3-10). Diese tritt nun an 
die Stelle des Remote-Objekts. Daher ist sie auch von MarshalByRefObject abgeleitet. 
 
public class Mitarbeiter: MarshalByRefObject 
 { 
  public string name; 
  public string vorname; 
  public string alter; 
 
  public Mitarbeiter(string name, string vorname, string alter) 
  { 
   this.name=name; 
   this.vorname=vorname; 
   this.alter=alter; 
   Console.WriteLine("Mitarbeiter-Objekt erzeugt!"); 
  } 
  public Mitarbeiter GetMitarbeiter() 
  { 
   return this; 
  } 
  public String GetMitarbeiterAlter() 
  { 
   Console.WriteLine("Aktueller Wert: {0}", this.alter); 
   return this.alter; 
  } 
 
 
 
 
 
 
 
 
 
                                                 
6 CAOs werden auch als stateful objects bezeichnet. 
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public void SetMitarbeiterAlter(String age) 
  { 
Console.WriteLine("Alter Wert: {0} neuer Wert: 
   {1}",this.alter, age); 
   this.alter=age; 
  } 
 } 
Listing 3-10: CAO-Beispiel, Klasse Mitarbeiter 
 
CAOs ist es erlaubt, wie normale Objekte den new Operator zu benutzen um eine 
Objektinstanz anzulegen. Das hat jedoch den Nachteil, dass man keine Schnittstellen für die 
Remote-Objekte benutzen kann. Deshalb muss der compillierte Code der Remote-Objekte auf 
dem Client vorhanden sein, damit dieser eine Referenz auf ein CAO erstellen kann. Die 
Assembly Mitarbeiter.dll, muss also dem Client-Projekt im .NET Visual Studio als 
Verweis hinzugefügt werden. Den compillierten Code der Remote-Objekte auf den Client zu 
bringen ist natürlich keine elegante Lösung und entspricht auch nicht den Vorstellungen 
verteilter Anwendungen. Es gibt daher die Möglichkeit, die benötigten Metadaten mit dem 
Tool SoapSuds.exe generieren zu lassen. Das werde ich in diesem Kapitel noch 
demonstrieren. In Kapitel 5.3.1, werde ich auch die Möglichkeit vorstellen, wie man mit Hilfe 
des Factory-Entwurfmusters eine neue Instanz eines CAO erstellt.  
Im ServerStartUp-Code (Listing 3-11) wird der CAO-Typ veröffentlicht. Dazu ist die 
Methode RemotingConfiguration.RegisterActivatedServiceType 
verantwortlich der lediglich der Typ übergeben wird. 
 
     class ServerStartup 
     {  
     static void Main(string[] args) 
     {  
  IChannel chnl = new HttpChannel(5000); 
  ChannelServices.RegisterChannel(chnl); 
 
  RemotingConfiguration.ApplicationName = "MyServer"; 
  RemotingConfiguration.RegisterActivatedServiceType( 
    typeof(Mitarbeiter)); 
 
  Console.WriteLine("Server gestartet. Drücken Sie <Return>  
                               zum Beenden."); 
 
  Console.ReadLine(); 
 
  } 
 } 
Listing 3-11: CAO-Beispiel, Veröffentlichung eines CAO-Objekts 
 
Im Client-Code wird, genau wie auf der Server-Seite, das CAO-Objekt registriert (Listing 3-
12). Es wird dann jeweils eine Referenz auf zwei unterschiedliche Objekte vom Typ 
Mitarbeiter angelegt. Durch den Aufruf der Methode SetMitarbeiterAlter wird dann 
das Alter des entsprechenden Mitarbeiters auf einen anderen Wert gesetzt. 
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  class Client 
  { 
 static void Main(string[] args) 
 { 
  HttpChannel channel = new HttpChannel(); 
  ChannelServices.RegisterChannel(channel); 
  RemotingConfiguration.RegisterActivatedClientType( 
                typeof(Mitarbeiter),"http://localhost:5000/MyServer"); 
    
  Console.WriteLine("Erzeuge 1. Mitarbeiter"); 
  Mitarbeiter obj1 = new Mitarbeiter("Muster","Thomas","25"); 
  Console.WriteLine("Name: {0} Vorname: {1} Alter: 
                              {2}",obj1.name, obj1.vorname, obj1.alter); 
  Console.WriteLine("SetMitarbeiterAlter(32)"); 
   
obj1.SetMitarbeiterAlter("32"); 
  Console.WriteLine("Name: {0} Vorname: {1} Alter:  
                              {2}",obj1.name, obj1.vorname, obj1.alter  
  Console.WriteLine("\nErzeuge 2. Mitarbeiter"); 
  Mitarbeiter obj2 = new Mitarbeiter("Becker","Boris","22"); 
  Console.WriteLine("Name: {0} Vorname: {1} Alter:  
                              {2}",obj2.name, obj2.vorname, obj2.alter); 
  Console.WriteLine("SetMitarbeiterAlter(45)"); 
  obj2.SetMitarbeiterAlter("45"); 
  Console.WriteLine("Name: {0} Vorname: {1} Alter:  
                              {2}",obj2.name, obj2.vorname, obj2.alter); 
 
  Console.WriteLine("\nAlter Objekt1:  
                              {0}",obj1.GetMitarbeiterAlter()); 
  Console.WriteLine("Alter Objekt2:        
                              {0}",obj2.GetMitarbeiterAlter()); 
Listing 3-12: CAO-Beispiel, Client-Zugriff auf  ein CAO –Objekt 
 
Wie man an der Client- und Server-Ausgabe (Abb. 3-9, 3-10) schön erkennen kann, werden 
vom Client zwei unterschiedliche Objekte vom Typ Mitarbeiter angelegt, die über mehrere 
Methodenaufrufe hinweg ihre Daten halten können. Dies ist ja bei SAOs gerade nicht 
möglich. 
 
 
Abb. 3-9: CAO-Beispiel, Client-Ausgabe 
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Abb. 3-10: CAO-Beispiel, Server-Ausgabe 
 
3.7.3 Lease-Management 
MBR-Objekte befinden sich nicht unbegrenzt lange im Speicher. Dabei wird kein Unterschied 
zwischen SAOs und CAOs gemacht. 
Eine wichtige Frage ist: Wann wird nun ein MBR-Objekt zerstört? COM benutzt eine 
Referenzzählung, um  die Lebensdauer der Objekte zu verwalten. Das Problem dabei sind 
sog. zirkuläre Referenzen. Ein Objekt enthält eine Referenz auf ein anderes Objekt, das 
wiederum eine Referenz auf das erste Objekt enthält. Je nach den genauen Umständen, wann 
und wie die Objekte entsorgt werden, die an solch einer zirkulären Referenz beteiligt sind, 
können sich Probleme ergeben. Vergisst man die Freigabe einer oder beider Referenzen, 
ergibt sich ein Speicherleck, das extrem schwer zu lokalisieren ist. Da man sich bei Microsoft 
dessen bewusst war, dass Probleme mit der Referenzzählung in Anwendungen auf 
Komponentenbasis verbreitet sind, wollte man in .NET eine einheitliche Lösung erreichen 
[TOAR01]. 
Zur Lösung des Problems verwendet .NET Remoting einen so genannten Lease-Based 
Lifetime Service. Jedes MarshalByRefObject erhält sofort bei der Instanziierung ein 
Objekt vom Typ ILease zugeordnet. Dieses Lease-Objekt verwaltet die Lebenszeit des 
Objekts. Nach Initialisierung des Objekts erhält die Lease einen Time-To-Life-Wert, der die 
aktuelle Lebenszeit des Objekts angibt. Im Remoting Framework läuft ein Thread im 
Hintergrund, der diesen Wert in Intervallen von 10 Sekunden dekrementiert. Sobald dieser 
Wert 0 erreicht, wird das Objekt aus dem Remoting Framework entfernt und damit für die 
Garbage Collection freigegeben.  Zusätzlich beinhaltet die Lease einen zweiten Wert, die so 
genannte RenewOnCallTime, die standardmäßig zwei Minuten beträgt. Für jeden 
Methodenaufruf, der das Remote-Objekt erreicht, wird die Lebenszeit des Objekts um 2 
Minuten verlängert. Das bedeutet aber nicht, dass 1000 Aufrufe zu einer Lebensdauer von 
2000 Minuten führt. Die Lebensdauer des Objekts beträgt maximal 2 Minuten, wenn 
innerhalb dieser Zeit ein Methodenaufruf erfolgt, dann wird die Lebensdauer erneut auf 2 
Minuten gesetzt.  
Das Remoting Framework bietet zwei Möglichkeiten an, um das Lease-Management zu 
beeinflussen. Die erste und einfachste ist, die Methode InitializeLifetimeService 
zu überschreiben, um eine andere Standardlebenszeit für bestimmte Objekte anzugeben. Um 
für das CAO-Objekt vom Typ Mitarbeiter aus obigen Beispiel eine unendliche Lebensdauer 
festzulegen, ist es nötig, dass diese Methode null zurückliefert (Listing 3-13). 
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public class Mitarbeiter: MarshalByRefObject 
 { 
  ...  
 
  public override object InitializeLifetimeService() 
  { 
   return null; 
} 
 
 } 
Listing 3-13: Überschreiben der Methode InitializeLifetimeService 
 
Für andere Szenarien besteht die Möglichkeit vom Standard abweichende Lebenszeiten 
festzulegen. Um beispielsweise die initiale Lebensdauer auf 100 Minuten und die 
RenewOnCallTime auf 20 Minuten festzulegen, kann die Methode aus Listing 3-14 
verwendet werden. 
 
 
public override object InitializeLifetimeService() 
{ 
ILease lease = (ILease)base.InitializeLifetimeService(); 
  if(lease.CurrentState==LeaseState.Initial) 
  { 
   lease.InitialLeaseTime=TimeSpan.FromMinutes(100); 
   lease.RenewOnCallTime=TimeSpan.FromMinutes(20); 
  } 
  return lease; 
} 
Listing 3-14: Festlegen der RenewOnCallTime und der Standardlebensdauer 
 
Zusätzlich bietet .NET Remoting die Möglichkeit sogenannte Sponsoren zu definieren und 
einen oder mehrere davon pro Lease zu registrieren. Wenn die Lebensdauer eines Objekts 
abläuft, nimmt der Leasemanager in der zugehörigen Anwendungsdomäne Verbindung mit 
den Sponsoren des Objekts auf. Wenn irgendeiner dieser Sponsoren die Lease erneuern 
möchte, wird die Lebensdauer des Objekts verlängert, andernfalls wird es für die Garbage 
Collection freigegeben [DOMA02]. 
 
3.8 Konfiguration 
In den bisher gezeigten Beispielen wurden sämtliche Informationen über Veröffentlichung der 
Channels, Formatter-Typ , Registrierung und Art des Remote-Objekts in den Quellcode 
integriert. .NET Remoting bietet  hierfür aber eine wesentlich elegantere und mächtigere 
Variante. Mit Hilfe von Konfigurationsdateien können diese Einstellungen  aus dem 
eigentlichen Code in ein XML-Dokument  ausgelagert werden. Jede Anwendung in .NET 
kann eine eigene Konfigurationsdatei besitzen, in der anwendungsspezifische Daten 
gespeichert oder die vom System vorgesehenen Werte gesetzt werden können. 
Die Syntax für die XML-basierte Konfiguration ist sehr komplex und umfangreich. Ich 
möchte an dieser Stelle nur die wichtigsten Bestandteile zeigen und setze voraus, dass der 
Leser mit der  XML-Syntax vertraut ist. Weiterführende Beispiele folgen dann im praktischen 
Teil meiner Diplomarbeit.  
3. .NET Remoting Grundlagen 
 
 
Seite 30  Diplomarbeit: Michael Theisinger 
Die Remoting-Konfigurationsdatei beginnt, wie alle anderen .NET Konfigurationsdateien mit 
dem <Configuration> Knoten. Die wichtigsten Bestandteile dieser Datei sind: 
 
 <configuration> 
 <system.runtime.remoting> 
  <application> 
   <lifetime /> 
   <channels /> 
   <service /> 
   <client /> 
  </application> 
 </system.runtime.remoting> 
 </configuration> 
Listing 3-15: Remoting-Konfigurationsdatei 
3.8.1 Lifetime 
Mit dem <lifetime> Knoten, wird die Standardlebensdauer des Remote-Objekts gesetzt. 
Es hält die Attribute leaseTime, sponsorshipTimeout, renewOnCallTime und 
leaseManagerPollTime bereit. Das Setzen der Attribute ist dabei optional.  
Anstatt die Methode InizializeLifetimeService im Code zu überschreiben, könnte 
man in der Konfigurationsdatei des Servers folgendes angeben: 
 
<lifetime 
leaseTime="100M" 
 renewOnCallTime="20M" 
/> 
 
Gültige Zeiteinheiten sind dabei D für Tage, H für Stunden, M für Minuten, S für Sekunden 
und MS für Millisekunden. Kombinationen aus diesen Einheiten wie z.B. 1H5M sind nicht 
erlaubt. 
3.8.2 Channels 
Der <channels> Knoten hat mindestens einen, oder mehrere untergeordnete <channel> 
Knoten. Im folgenden Beispiel wird ein HTTP Channel auf dem Port 5000 registriert. 
 
<channels> 
 <Channel ref="http" port="5000" name="http" /> 
</channels> 
 
Wird als Transportchannel HTTP oder TCP verwendet, kann dieser Knoten auf dem Client 
ignoriert werden, da diese Transportchannels vom .NET Framework auf Client-Seite 
automatisch registriert werden. Soll z.B. mehr als ein HTTP Channel auf dem Server 
registriert werden, muss das Attribut name gesetzt sein. Dieses Attribut muss einen 
eindeutigen Wert haben, damit  die HTTP Channels vom Framework  unterschieden werden 
können. Ansonsten wird eine Exception geworfen, die besagt, dass bereits ein HTTP Channel 
angelegt wurde. Es gibt zu <channel> noch eine ganze Reihe weiterer Attribute auf die ich 
an dieser Stelle nicht weiter eingehen werde, da sie nicht nötig sind um einfache Remoting 
Projekte zu erstellen. Wer jedoch mehr über die hier nicht beschriebenen Attribute erfahren 
möchte, der findet ausreichend Information in der Microsoft Visual Studio .NET 
Dokumentation [MICO01].  
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Ich möchte jedoch noch eine wichtige Eigenschaft von <channel> erwähnen, die benötigt 
wird, wenn ein anderes Übertragungsprotokoll als SOAP verwendet werden soll. Mit Hilfe 
von Konfigurationsdateien, kann auf sehr einfache Weise zwischen dem SOAP und dem 
binary Formatter gewechselt werden. Das zeigt folgendes Beispiel: 
 
  <channels> 
 <channel ref="http" port="5000"/ name="http"> 
  <serverProviders> 
   <formatter ref="binary" /> 
  </serverProviders> 
 </channel> 
  </channels> 
Listing 3-16: Registrierung eines HTTP/binary Channels auf dem Server 
 
Im Konfigurationsfile des Client darf nun der <channels> Knoten diesmal nicht weggelassen 
werden. Es ist dort folgender Eintrag zu machen: 
 
  <channels> 
 <channel ref="http" /> 
  <clientProviders> 
   <formatter ref="binary" /> 
  </clientProviders> 
 </channel> 
  </channels> 
Listing 3-17: Zugehöriger Eintrag auf Client-Seite 
 
Es ist auf der Server-Seite nicht zwingend vorgeschrieben, den <serverProviders> Tag 
zu benutzen, da der Server standardmäßig beide Formatter kennt und automatisch denjenigen 
benutzt, der vom Client gewählt wurde. 
 
3.8.3 Service 
Die <service> Eigenschaft in der Konfigurationsdatei dient dazu, SAOs und CAOs auf 
dem Server zu registrieren. Daher kann <service> die Eigenschaften <wellknown> und 
<activated> enthalten. Wie wir bereits wissen, deutet <wellknown> auf die 
Registrierung eines SingleCall oder Singleton Objekts hin. Die <activated> Eigenschaft 
erlaubt es,  auf dem Server ein CAO-Objekt zu spezifizieren. Für unser Beispiel aus Abschnitt 
3.7.1 würde das für ein Singleton-Objekt wie in Listing 3-18 aussehen: 
 
  <configuration> 
 <system.runtime.remoting> 
  <application> 
   <channels> 
    <channel ref="http" port="5000"/ name="http" > 
     <serverProviders> 
      <formatter ref="soap" /> 
     </serverProviders> 
    </channel> 
   </channels> 
   <service> 
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    <wellknown mode=”Singleton” 
          type=”Server.MyRemoteObject, Server” 
          objectUri=”MyRemoteObject.soap” /> 
   </service> 
  </application> 
 </system.runtime.remoting> 
  </configuration> 
Listing 3-18: Registrierung eines SAO Objekts 
 
Beim type-Attribut der wellknown-Eigenschaft ist die Syntax 
<Namensraum>.<Klassenname>, <Assembly> zwingend vorgeschrieben. 
Bei der <activated> Eigenschaft für CAOs muss lediglich der Typ des Objekts bekannt 
gemacht werden. Für das Beispiel aus Kapitel 3.7.2 sieht der Konfigurationsabschnitt wie in 
Listing 3-19 aus. 
 
 <channels> 
  <channel ref="http" port="5000"/ name="http" > 
   <serverProviders> 
     <formatter ref="soap" /> 
   </serverProviders> 
  </channel> 
 </channels> 
 <service> 
<activated type=”Mitarbeiter,  MitarbeiterAssembly”/> 
 </service> 
Listing 3-19: Registrierung eines CAO Objekts 
 
Das Attribut type gibt den vollständigen Typnamen des Objekts und den Namen der 
Assembly an, welche die Typimplementierung enthält. Der Client kann nun ein CAO vom 
Typ Mitarbeiter unter der URL http://<hostname>:5000/ erstellen.  
3.8.4 Client 
Die <client>-Eigenschaft spielt in der Konfigurationsdatei auf dem Client die gleiche 
Rolle wie die <service>-Eigenschaft auf dem Server.  Auch das <client>-Element 
besitzt die untergeordneten Elemente <wellknown> und <activated>. Wenn ein Client 
ein <wellknown>-Element verwendet, benötigt das übergeordnete <client>-Element 
kein url-Attribut. Der folgende Ausschnitt einer Konfigurationsdatei deklariert ein vom 
Server aktiviertes (bekanntes) Remote-Objekt vom Typ MyRemoteObject. 
 
<client> 
    <wellknown type="Server.MyRemoteObject, Server" 
               url="http://localhost:5000/MyRemoteObject.soap" /> 
</client> 
 
Beim type-Attribut ist wieder darauf zu achten, dass die Syntax 
<Namensraum>.<Klassenname>, <Assembly> unbedingt eingehalten wird. Das 
Attribut url in <wellknown> gibt den vollständigen URL des vom Server aktivierten Typs 
an, einschließlich des Objekt-URIs (MyRemoteObject.soap).  
Das <activated>-Elemet enthält CAOs, die eine Clientanwendung verwendet. Hier muss 
im  <client>-Element ein url-Attribut angegeben werden, andernfalls wird eine 
Exception ausgelöst. 
3. .NET Remoting Grundlagen 
 
 
Diplomarbeit: Michael Theisinger  Seite 33 
<client url="http://localhost:5000"/> 
 <activated type="Mitarbeiter, MitarbeiterAssembly"/> 
</client> 
 
Das Typ-Attribut im <activated>-Element hat dieselbe Syntax wie in der 
Konfigurationsdatei auf dem Server. Es gibt den vollständigen Typnamen des Objekts und 
den Namen der Assembly an, die die Typimplementierung enthält. 
Auf Server- bzw. auf Client-Seite wird die Konfigurationsdatei unter dem Namen 
[ServerAssemblyName].config.exe bzw. [ClientAssemblyName].config.exe 
gespeichert. Geladen wird sie durch folgende Code-Zeile: 
 
RemotingConfiguration.Configure(filename); 
 
Die Remoting-Einstellungen in einer Konfigurationsdatei vorzunehmen hat den großen 
Vorteil, dass sie nicht im Quellcode codiert werden müssen und einfach geändert werden 
können.  
 
3.9 Produktivsetzung 
Eine einfache Art mit einer Server-Anwendung zu arbeiten ist, diese in einer 
Konsolenanwendung zu hosten. So kann die Anwendung ohne großen Aufwand gestartet und 
wieder beendet werden. Dies ist gerade für Übungen von Vorteil, mit denen man sich mit der 
Remoting-Technologie vertraut machen will. Alle bisher gezeigten Beispiele wurden für eine 
Konsolenanwendung implementiert. Ein Nachteil ist natürlich, dass der Service nach dem 
Start des Systems und dem Anmelden an eine Windows-Sitzung nicht automatisch gestartet 
werden kann. Das wäre gerade dann sinnvoll, wenn der Server nach einem Ausfall wieder 
gestartet werden muss. Um das zu erreichen, ist es möglich den Service in einem IIS-Prozess 
oder in einem NT-Dienst zu hosten. Im IIS-Fall, übernimmt der IIS die Registrierung des 
Transportkanals. Es kann jedoch nur der HTTP Channel benutzt werden, da der IIS nur diesen 
unterstützt. Auch können keine Ports angegeben werden, da der IIS standardmäßig den Port 
80 registriert. Die Daten können aber auch weiterhin mit dem SOAP-Protokoll oder binär 
codiert werden. Außerdem kann mit Hilfe von SSL (Secure Sockets Layer) eine sichere 
HTTPS Verbindung hergestellt werden. Dies ermöglicht es dem Client, verschlüsselte 
Informationen über das sichere HTTPS-Protokoll mit dem Server auszutauschen. 
An dieser Stelle muss ich erneut auf Kapitel 7 hinweisen, in welchem ich beide 
angesprochenen Möglichkeiten (hosten der Server-Anwendung in IIS bzw. NT-Dienst) 
betrachten und ausführlich testen werde. 
 
3.10 SoapSuds 
Wie wir bereits wissen, werden die Typinformationen eines Remote-Objekts, wenn eine 
HTTP/SOAP Verbindung benutzt wird, mit Hilfe eines XML-Schemas beschrieben. Mit Hilfe 
des Tools SoapSuds.exe kann man diese, in einer WSDL-Datei enthaltenen 
Typinformationen, in .NET-Typinformationen umwandeln7. Man kann sich so eine dll oder 
ein  C# File generieren lassen und dem Client-Projekt hinzufügen. Dadurch wird eine 
Schnittstellendefinition des Remote-Objektes ersetzt.  
                                                 
7 Umgekehrt kann man mit SoapSuds auch ein WSDL-File generieren in dem die .NET Typinformationen in 
einem XML-Schema beschrieben werden.   
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Ich möchte nun versuchen die Typinformationen aus dem ersten Beispiel aus Abschnitt 3.5 
mit dem Werkzeug SoapSuds zu generieren. In diesem Beispiel wurde eine Schnittstelle 
IMyRemoteObject definiert, die dem Client als Verweis hinzugefügt wurde. Auf diese 
Schnittstellendefinition wollen wir nun verzichten. Es existiert jetzt auf dem Server nur noch 
die Implementierungsklasse MyRemoteObjekt, die von MarshalByRefObject 
abgeleitet ist und natürlich die Klasse ServerStartup mit der Main()-Methode. Damit 
nun SoapSuds die Metadaten aus dem WSDL-File generieren kann, muss die Server-
Anwendung gestartet werden.  
Um SoapSuds zu starten ruft man es in der Visual Studio .NET Eingabeaufforderung auf. Zu 
dieser gelangt man über start ?  programme ?  Visual Studio .NET ?  Visual Studio .NET 
Tools (Abb 3-11).  
 
 
Abb. 3-11: SoapSuds  Kommando zur Generierung der Typinformationen in einer dll. 
 
Die Option –url gibt die URL an, von der das XML-Schema abgerufen wird. Durch –oa (-
outputassemblyfile) wird der generierte Quellcode in der angegebenen Assembly-Datei 
gespeichert. Die so erzeugte Generated_Metadata.dll wird nun an Stelle der 
Schnittstellendefinition dem Clientprojekt als Verweis hinzugefügt. 
 
Eine weitere Möglichkeit die Metadaten automatisch zu erstellen ist, mit Hilfe von SoapSuds 
eine C# Quellcodedatei generieren zu lassen. Diese kann dann dem Client-Projekt als Element 
hinzugefügt werden. Das Kommando für diesen  SoapSuds-Aufruf ist in Abb. 3-12 zu sehen. 
Vorher muss natürlich wieder die Server-Anwendung gestartet werden. 
 
 
Abb. 3-12: SoapSuds Kommando zu Erstellung einer C# Quellcodedatei 
 
SoapSuds wird hier mit –gc (-generatecode) anstatt –oa aufgerufen. Die Option –gc 
bedeutet, dass hier Quellcode erzeugt werden soll. Dadurch wird eine neue Datei Server.cs im 
selben Verzeichnis erstellt, in dem SoapSuds aufgerufen wurde. Der Name der C# Datei 
kommt zustande, da die Klasse MyRemoteObject zum namespace Server gehört. Die 
Option –nowp (-nowrappedproxy) gibt an, dass kein Wrapper-Proxy erstellt wird. Wird 
diese Option nicht angegeben, wird standardmäßig ein Wrapper-Proxy erstellt und es kann zu 
einer Exception kommen, wenn die C# Quellcodedatei zum Client –Projekt hinzugefügt wird.  
 
SoapSuds kann auch aus einer dll oder exe-Datei die benötigten Metadaten generieren. Dazu 
wechselt man in der Eingabeaufforderung in das Verzeichnis in der sich die Remote-Objekt-
Assembly befindet. In diesem Beispiel heißt die Assembly Server.exe, da sich die Klasse 
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MyRemoteObject in der selben Quellcode-Datei befindet wie die Klasse 
ServerStartup. In größeren Projekten wird man diese beiden Klassen natürlich getrennt 
voneinander implementieren. Das Kommando ist in Abb. 3-13 zu sehen. 
 
 
Abb. 3-13: SoapSuds Kommando zur Generierung der Metadaten aus einer Assembly 
 
Die Option –ia (-inputassembly) gibt die Eingabedatei an, diese muss ohne die 
Erweiterung .exe oder .dll angegeben werden. SoapSuds importiert alle Typen aus der 
Assembly. Ersetzt man die Option –oa durch –gc, kann auch hier eine C# Quellcodedatei 
erstellt werden. 
Der Vorteil von SoapSuds ist, dass man sich nicht mehr um eine Interface-Definition der 
Remote-Objekte kümmern muss, da die für den Client erforderlichen Typinformationen mit 
Hilfe dieses Tools generiert werden können. Das funktioniert ohne Einschränkung allerdings 
nur für SAOs bzw. CAOs, die bei ihrer Erzeugung mit new, den Standard-Konstruktor 
verwenden. Bei Verwendung  eines Nondefault-Konstruktors, also bei Übergabe von 
Parametern, können die von SoapSuds generierten Metadaten nicht verwendet werden. Hier 
muss mit einer Fabrikmethode gearbeitet werden. 
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4. Aufgabenstellung der Anwendung 
Ein stark grafisch ausgerichtetes Frontend für die Darstellung der Inhalte einer 
multidimensionalen OLAP-Datenbank soll möglichst flexibel an einen Applikationsservice 
(MikOneServer) angebunden werden, der die Kommunikation zur Datenbank abwickelt.  
Die Gründe für die Entscheidung der Firma MIK für die Remoting-Technologie von 
Microsoft, habe ich im 1. Kapitel bereits beschrieben. Den  wichtigsten Grund möchte ich an 
dieser Stellen noch einmal ansprechen. .NET Remoting bietet die Möglichkeit für eine 
Kommunikation zwischen Client- und Server-Anwendung eine beliebige Kombination aus 
Transport-Protokoll (HTTP oder TCP/IP) und Kodierung der Inhalte (SOAP oder binär) zu 
verwenden. Ein Problem bei der ausschließlichen Nutzung des SOAP-Protokolls, wie das bei 
Web Services der Fall ist, besteht darin, dass diese Art der XML-basierten Serialisierung 
nicht sehr effektiv ist. Um über das Internet eine Firmen-Firewall zu überwinden, führt kein 
Weg an XML und SOAP vorbei. Bei der Kommunikation diesseits einer Firewall, wie im 
Intranet einer Firma, muss nicht auf ein relativ ineffizientes Datenformat auf XML-Grundlage 
ausgewichen werden. Stattdessen kann eine schnellere binäre Kodierung der Daten verwendet 
werden.  
Ziel dieser Arbeit ist eine Architektur zu entwickeln, die es dem Client in komfortabler Weise 
ermöglicht,  je nach Standort und Infrastruktur auf den Applikationsservice zuzugreifen, d.h. 
alternativ über Internet, Intranet oder LAN. Dabei soll jeweils der effizienteste 
Kommunikationskanal verwendet werden. 
Zunächst ist ein Modell für die Implementierung auf Client- und Serverseite zu spezifizieren.  
Darüber hinaus soll eine Administrations-Applikation realisiert werden, mit deren Hilfe sich 
der Applikationsservice verwalten lässt. 
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5. MikConnect 
Auf Client und Server-Seite soll jeweils eine Software-Komponente entwickelt werden, 
welche die Kommunikation zwischen MikOneClient und MikOneServer abwickeln. Die 
server-seitige Komponente  erhält den Namen MikConnect. Die Clientkomponente soll 
ClientChannelProvider heißen.  
Die Grundidee ist die, dass der Client bei einem Verbindungsaufbau nicht sofort mit dem 
MikOneServer kommuniziert sondern zuerst MikConnect kontaktiert und so eine Tabelle mit 
den nötigen  Verbindungsinformationen für den MikOneServer  erhält. Diese Informationen 
setzen sich zusammen aus IP-Adressen, Transport-Channel- und Formatter-Informationen 
sowie Port-Angaben. Der ClientChannelProvider formt aus diesen Informationen eine URL, 
mit der er versucht, den Server zu erreichen. Die Informationen aus der Tabelle werden dann 
sequenziell abgearbeitet, so lange bis eine Verbindung zustande kommt oder alle 
Informationen abgearbeitet sind (Abb. 5-1).  
 
MikOne-
Client
Client-
Channel-
Provider
MikConnect
MikOne-
Server
1. Anforderung URL 2. hole
Verbindungs-
Informationen
3. hole Server-
Informationen
Client-Seite Server-Seite
5. Tabelle mit
Verbindungs-
informationen
4. Server-
Informationen
6. TCP/Binary-Verbindung
7. Verbindung Verweigert
8. TCP/Soap-Verbindung
9. Verbindung verweigert
n. Verbindung akzeptiert
.    . usw.n+1. URL
n+2. hole Session-Objekt
 
Abb. 5-1: Verbindungsaufbau zwischen MikOneClient und MikOneServer 
 
Tab. 5-1 zeigt die Kombinationen aus Transportprotokoll und Datencodierung, die bei einem 
Verbindungsaufbau grundsätzlich möglich sind, bzw. von .NET Remoting standardmäßig 
unterstützt werden. 
 
Transportprotokoll Datencodierung 
TCP/IP Binary 
TCP/IP SOAP 
HTTP  Binary 
HTTP SOAP 
HTTPS Binary 
HTTPS SOAP 
Tab. 5-1: Kombination aus Transportprotokoll und Datencodierung 
 
Welche Kombinationen wann sinnvoll eingesetzt werden sollte, werde ich im nachfolgenden 
Abschnitt beschreiben. Einen ausführlichen Performance-Test von Ingo Rammer, aus dem 
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hervorgeht, dass .NET Remoting mit TCP Channel und Binary Formatter klar die schnellste 
Verbindung darstellt, ist unter [@DONE] zu finden.  
 
5.1 Analyse möglicher Einsatzszenarien 
Um besser einschätzen zu können, welche Anforderungen den einzelnen Komponenten 
zukommen, ist es sinnvoll zu überlegen, in welcher Infrastruktur diese später zum Einsatz 
kommen könnten. Die Client-Komponente spielt bei dieser Betrachtung zunächst keine Rolle 
und wird hier nicht betrachtet. Wichtiger sind die beiden Komponenten MikConnect und 
MikOneServer. Für die Serverapplikation MikOneServer soll die Möglichkeit bestehen, diese 
sowohl im Internet Information Server (IIS), sowie in einem Windows-Dienst hosten zu 
können. Daraus ergeben sich die in Tab. 5-2 dargestellten Einsatzszenarien. 
 
Server-Prozess 
                        gehostet in: 
IIS Windows Dienst 
MikConnect x  
MikOneServer x  
MikConnect  x 
MikOneServer  x 
MikConnect x  
MikOneServer  x 
Tab. 5-2: Mögliche Einsatzszenarien 
 
5.1.1 Hosting im Internet Information Server (IIS) 
Im ersten Fall (siehe Tab. 5-2), werden die MikConnect- und MikOneServer-Komponente im 
IIS gehosted. Das ist dann sinnvoll, wenn Anfragen von Clients hauptsächlich aus dem 
Internet kommen und eine Firewall überwinden müssen, die nur eine HTTP Verbindung 
zulässt. Nachteil beim Hosting im IIS ist, dass kein anderer Channel als der HTTP Channel 
verwendet werden kann. So können Verbindungen im Intranet nur über HTTP/SOAP bzw. 
HTTP/binary hergestellt werden (Abb. 5-2). 
Dafür bietet der IIS integrierte Sicherheitsmechanismen.  Auf Client-Seite kann festgelegt 
werden, dass als Protokoll HTTPS verwendet werden soll. Der IIS muss nun so konfiguriert 
werden, dass für das betreffende virtuelle Verzeichnis SSL (Secure Sockets Layer)-
Authentifizierung verwendet wird. So kann auf einfache Weise eine verschlüsselte 
Verbindung hergestellt werden (siehe Abschnitt 9.2). Außerdem kann man den IIS für die 
Verwendung der integrierten Windows-Authentifizierung konfigurieren. Damit authentifiziert 
der Server den Client an Hand eines Kennworts und des Benutzernamens. 
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IIS
-MikConnect-Prozess
-MikOneServer-Prozess
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Abb. 5-2: Hosten von MikOneServer und MikConnect im IIS 
Die genaue Beschreibung, wie eine Applikation im IIS gehostet werden kann, ist in Kapitel 7 
zu finden. 
 
5.1.2 Hosting in einem Windows Dienst 
Im zweiten Fall werden die MikConnect- und MikOneServer-Komponente in einem Windows 
Dienst installiert. Mit Microsoft Visual Studio .NET oder Microsoft .NET Framework SDK 
können Dienste erstellt werden, indem eine Anwendung erstellt und als Dienst installiert wird. 
Dieser Typ von Anwendung wird Windows-Dienst genannt. Mit Features des Frameworks 
können Dienste erstellt und installiert werden (siehe Kapitel 7). Darüber hinaus ist es 
möglich, diese zu starten, zu beenden und ihr Verhalten anderweitig zu steuern. 
Diese Variante ist sinnvoll, wenn die Client-Anfragen hauptsächlich aus dem firmeninternen 
Intranet kommen. Anfragen aus dem Internet sollten sinnvollerweise durch die Firewall 
abgeblockt werden. Ausnahme wäre die Verwendung des HTTP Transportprotokolls in 
Verbindung mit Port 80, sofern das durch den Netzwerkadministrator zugelassen wird.  
Remote-Anwendungen, die als Windows Dienst installiert sind, können nun über das TCP/IP 
Protokoll und über das leistungsstarke binäre Datenformat angesprochen werden. Alle 
übrigen Channel/Formatter-Kombinationen sind natürlich ebenfalls möglich.  
 
W inNT/2000 Server
N T  D ienst
-MikConnect -Prozess
-MikOneServer -Prozess
Firew a ll
M ikO n e C l ient
Int ranet
T C P /IP
binary
 
Abb. 5-3: Hosten in einem NT Dienst 
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5.1.3 Hosting in IIS und Windows Dienst 
Dieses Szenario ist eine Kombination aus den beiden ersten Fällen. Hier wird MikConnet im 
IIS gehostet und MikOneServer als Windows Dienst installiert. Dies ist dann denkbar, wenn 
Client-Verbindungen im Intranet über TCP/IP hergestellt werden sollen, aber auch ein Zugriff 
über das Internet möglich sein soll (Abb. 5-4). 
 
IIS
-MikConnect-Prozess
Firewall
WinNt/200
Windows Dienst
-MikOneServer
HTTP/SOAP HTTP/SOAP
HTTP/SOAP
Port yz TC
P/IP
 Por
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HTTP/SOAPHTTP/SOAP
 Port yz
 
Abb. 5-4: Hosten in IIS und Windows Dienst 
 
Sowohl der Internet-Client wie auch der Intranet-Client holt sich über einen HTTP/SOAP-
Channel von MikConnect die Verbindungsdaten. Diese enthalten Informationen auf welche 
Weise der MikOneServer erreichbar ist. Dieser hat z.B. einen TCP/Binary-Channel auf Port 
xy für die Kommunikation im Intranet und einen HTTP/SOAP-Channel auf Port yz für die 
Kommunikation mit dem Internet registriert. Diese Informationen werden MikConnect 
bekannt gemacht. Der Intranet-Client kann so den TCP Channel benutzen, während der 
Internet-Client nur die Möglichkeit hat sich über den HTTP Channel zu verbinden. 
Voraussetzung ist natürlich, dass der Port des HTTP Channels an der Firewall geöffnet ist. 
 
5.2 Datenmodellierung  
5.2.1 Server 
Unter Berücksichtigung der oben beschriebenen Szenarien wird auf Server-Seite eine 
Komponente benötigt, die eine Client-Anfrage entgegennimmt, Verbindungsinformationen 
vom MikOneServer anfordert und diese dann an den Client zurückgibt. Die nachfolgenden 
Klassendiagramme sind zum bessern Verständnis gedacht und enthalten nur die wichtigsten 
Methoden und Attribute.  
Auf Client-Seite muss also ein Remote-Objekt erzeugt werden, das Methoden bereitstellt, die 
die benötigten Verbindungsdaten liefern. Um die Funktionen des Remote-Objekts aufrufen zu 
können, benötigt der Client die notwendigen Typdefinitionen. Dies geschieht durch eine 
Schnittstellendefinition des Remote-Objekts. Diese Schnittstellendefinition befindet sich in 
einer separaten Assembly-Datei, die in das Client-Projekt eingebunden wird. 
Es wird somit eine Klasse Connection erstellt, die von der Schnittstelle IConnection und 
von MarschalByRefObject abgeleitet ist (Abb. 5-5). 
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+getPortAndChannel() : Combination[]
«interface»
MetaDaten.IConnection
System.MarshalByRefObject
+getPortAndChannel() : Combination[]
-myCombination : Combination[]
-xdm : XmlManager.XmlDocManager
«implementation class»
MikConnect.ConnectionMetaDaten.Combination[]
XmlManager.XmlDocManager
 
Abb. 5-5: UML-Klassendiagram Server-Seite 
 
Auf dem Client  wird ein Remote-Objekt des Typs Connection erzeugt und dessen 
Methode getPortAndChannel() aufgerufen. Diese Methode liefert ein Array des 
benutzerdefinierten Datentyps Combination zurück. Jedes Element des Arrays hat 
Verbindungsinformationen gespeichert. Siehe Abb. 5-6. Definiert wird dieser Datentyp im 
selben Namespace (MetaDaten) wie die Schnittstellendefinition des Remote-Objekts, da 
Combination sowohl auf dem Server wie auf dem Client bekannt sein muss. Es handelt 
sich hier um eine reine Datenhaltungsklasse ohne Methoden. 
 
+Combination(in serverIP : string, in channel : string, in port : string, in formatter : string, in priority : int)
-serverIP : string
-transportChannel : string
-port : string
-formatter : string
-priority : int
MetaDaten.Combination
 
Abb. 5-6: Datenhaltungsklasse für Verbindungsinformationen 
 
Die einzelnen Verbindungsinformationen werden in einer ArrayList gespeichert. Das 
Navigieren innerhalb dieser Liste übernimmt dann eine Indexer-Klasse. 
 
Zunächst ist die Frage zu klären, wie der MikOneServer die Informationen am einfachsten 
bereitstellen soll und ob es nötig ist, jeder Client-Anfrage Informationen über alle registrierten 
Kanäle zu übermitteln. Ein Client aus dem Intranet benötigt ja eigentlich keine Informationen 
über einen registrierten HTTP/SOAP Channel, wenn er den TCP/binary Channel benutzen 
kann. Es muss dazu eine Möglichkeit geben, herauszubekommen, ob eine  Anfrage aus dem 
Inter- oder Intranet kommt.  
Eine Idee um dieses Problem zu lösen war, in MikConnect einen IP-Filter einzubauen. Dazu 
wird die IP Maske des Subnetzes und die Basis-IP-Adresse angegeben. Damit werden alle IP 
Adressen aus diesem Adressbereich als interne Adressen  erkannt. Wenn die IP-Maske 
beispielsweise 255.255.0.0 ist und die Basis-IP-Adresse 192.168.0.0, dann werden alle 
Adressen der Form 192.168.X.Y als Adressen aus dem selben Subnetz erkannt. 
In einem Unternehmensnetzwerk gibt es aber vermutlich mehrere Subnetze, die über IP-
Router miteinander verknüpft sind. Das bedeutet viele Einträge in ein Konfigurationsfile und 
genaue Kenntnis über die Infrastruktur des Intranets. Das wiederum bedeutet  zusätzlichen 
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Administrationsaufwand für MikConnect. Aus diesem Grund wurde diese Idee wieder 
verworfen und ein flexiblerer Ansatz gewählt. Der Preis für die Flexibilität ist, dass nun doch 
sämtliche Verbindungsdaten des MikOneServers an die anfragenden Clients geschickt werden 
müssen.  
Nun ist zu klären, wie MikConnect an die Informationen des Servers kommt. 
Der MikOneServer nutzt für die Veröffentlichung seiner Verbindungsdaten eine 
Konfigurationsdatei, wie sie in Abschnitt 3.8 beschrieben wurde. Daher liegt die Überlegung 
nahe, ob nicht auch MikConnect diese Datei nutzen kann, um an die benötigten Informationen 
zu gelangen. Dazu wird eine Klasse benötigt, die eine Reihe von Methoden bereitstellt, die es 
ermöglichen die XML-Struktur der Konfigurationsdatei zu lesen und die Verbindungsdaten 
herauszufiltern. Diese Klasse habe ich  XmlDocManager genannt (Abb. 5-7).    
 
+getChannelSettings() : Combination[]
+nodeSelector()
-xmlDoc : XmlDocument
-xnav : XPathNavigator
-combiArrayList : Combination[]
-val : XmlManager.XmlDocValidation
XmlManager.XmlDocManager
+validate()
XmlManager.XmlDocValidation
 
Abb. 5-7: Klasse XmlDocManager 
 
Die Klasse XmlDocManger enthält noch weitere wichtige Funktionen, die für die 
Manipulation der Xml-Struktur verantwortlich sind. Diese werden von einem 
Administrationstool benutzt, das ich in Kapitel 10 vorstellen werde. Da auf die 
Konfigurationsdatei sowohl lesend wie auch schreibend zugegriffen werden kann, ist es sehr 
wichtig, nach jeder Manipulation dieser Datei, die Gültigkeit des Dokuments zu überprüfen. 
Zu diesem Zweck habe ich im Namespace XmlManager eine zweite Klasse 
XmlDocValidation entworfen, die für die Validierung  der XML-Struktur zuständig ist. 
Da die Klasse XmlDocManager im Laufe meiner Arbeit immer bedeutsamer wurde, werde 
ich sie im Kapitel 6 genauer betrachten.  
 
5.2.2 Client 
Der MikOneClient soll am Verbindungsaufbau mit dem MikOneServer möglichst wenig 
beteiligt werden. Der Client soll eine Methode aufrufen können, die ihm einen String 
zurückliefert, der die endgültige URL enthält. Es wird also eine Klasse benötigt, welche die 
Verbindung zu MikConnect übernimmt, die Verbindungsinformationen anfordert und an 
Hand dieser Daten versucht, eine Verbindung zum MikOneServer herzustellen. Diese Klasse 
heißt ClientChannelManager (Abb.5-8). 
 
+getURL() : string
+getBestPerformance() : string
+isConnected() : string
-CombiArrayList : Combination[]
ClientChannelProvider.ClientChannelManager
 
Abb. 5-8: Klasse ClientChannelManager 
 
Der MikOneClient legt ein Objekt vom Typ ClientChannelManager an.  Durch Aufruf 
der Methode getURL() auf dem Client, werden per Remote-Zugriff alle vorhandenen 
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Verbindungsinformationen vom Server geholt und die Verbindungsprozedur gestartet. Die in 
einer ArrayList enthaltenen Informationen werden nun in der Methode 
isConnected() sequenziell abgearbeitet. Um einen erfolgreichen Verbindungsaufbau mit 
dem MikOneServer zu bestätigen, stellt dieser eine Klasse CEcho bereit, die eine Methode 
echo(string aString) implementiert. Diese wird in isConnected() aufgerufen.  
 
+echo(in aString : string) : string
MIK.MikOneServer.Echo.CEcho
 
Abb. 5-9: Klasse CEcho 
 
Die Interaktion zwischen den Objekten und deren Methodenaufrufe sind zum besseren 
Verständnis in nachfolgenden Sequenzdiagram noch einmal zu sehen. Dort wird auch die 
Abgrenzung zwischen Client- und Server-Seite deutlich. 
 
Client ClientChannelProvider.
ClientChannelManager
new ClientChannelManager()
MikConnect.MyRemoteFactory MikConnect.Connection XmlManager.XmlDocManager MIK.MikOneServer.Echo.CEcho
return Connection
new Connection()
return
getWebConfigChannelSettings()
return Combination[]
getPortAndChannel()
return Combination[]
return CCManager
getUrl()
getBestPerformance()
isConnected()
Echo(String)
return String
String Url
Client-Seite Server-Seite
getNewInstance()
 
 
Abb. 5-10: Sequenzdiagram 
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5.3 Implementierung 
Im folgenden Abschnitt möchte ich auf die Implementierungsaspekte der beteiligten Klassen 
und deren Zusammenwirken eingehen und die Rolle der Konfigurationsdatei erläutern. 
 
5.3.1 Der Namespace MetaDaten 
Wie bereits angesprochen, werden die Typdefinitionen der Remote-Objekte in einer eigenen 
Assembly namens MetaDaten.dll vorgenommen. In ihr befindet sich aber auch die 
Definition des benutzerdefinierten Datentyps Combination, da dieser auf Client und 
Serverseite benötigt wird. Da jedes Objekt dieses Typs als Wert übergeben wird (MBV), 
muss diese Klasse mit dem Attribut Serializable versehen werden.  
 
  using System; 
  using System.Net; 
  using System.Data; 
  using System.Collections; 
 
  namespace MetaDaten 
  { 
 public interface IConnection 
 { 
  IPAddress getID(); 
  Combination[] getPortAndChannel(); 
  String getStatus(); 
 
 } 
 public interface IRemoteFactory 
 { 
  IConnection getNewInstance(); 
  Iconnection getNewInstance(string serverName); 
 } 
 [Serializable] 
 public class Combination 
 { 
  public string port; 
  public string transportChannel; 
  public string formatter; 
  public int priority; 
  public string serverName; 
 public Combination(string serverName,string port,string  
transportChannel, string formatter, int priority) 
  { 
   this.port=port; 
   this.transportChannel=transportChannel; 
   this.formatter=formatter; 
   this.priority=priority; 
   this.serverName=serverName; 
  } 
 } 
Listing 5-1: Namespace MetaDaten 
 
Um auf dem Client ein Objekt vom Typ Connection zu erzeugen, muss ein 
RemoteFactory-Objekt instanziiert werden. Durch Aufruf der Methode 
getNewInstance() wird ein (CAO) Objekt Connection zurückgegeben. Die Verwendung 
des Fabrikmusters hat den Vorteil, dass auf dem Client ein CAO Objekt erzeugt werden kann, 
ohne die Implementierungsdetails auf dem Client zu veröffentlichen. Das CAO muss in 
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diesem Fall nicht serverseitig registriert werden, da jedes MarshalByRefObject durch einen 
Methodenaufruf zurückgegeben werden kann. Ein weiterer Vorteil des Fabrikmusters ist, dass 
beim Erzeugen einer neuen Instanz ein anderer Konstruktor als der Standardkonstruktor des 
Remote-Objekts verwendet werden kann, um Parameter zur Initialisieren zu übergeben. 
 
5.3.2 Die Klasse ClientChannelManager 
Die Klasse ClientChannelManager ist in einem eigenen Namespace definiert. Die 
Assembly-Datei ClientChannelProvider.dll wird später zusammen mit der 
MetaDaten.dll in das MikOneClient-Projekt eingebunden. ClientChannelManager 
übernimmt die Verbindung zu MikConnect und bekommt per Remote-Zugriff die relevanten 
Verbindungsinformationen geliefert. In der Methode getUrl(), aufgerufen von 
MikOneClient, wird ein HTTP/SOAP-Channel registriert, der die Verbindung zu MikConnect 
herstellt. Die HTTP/SOAP Verbindung wurde deshalb gewählt, da sie auch eine Verbindung 
über das Internet zulässt. Da hier keine großen Datenmengen übertragen werden, ist diese 
Verbindung durchaus vertretbar. 
 
  SoapClientFormatterSinkProvider httpClnt = new   
                                     SoapClientFormatterSinkProvider(); 
  HttpChannel myHttpChannel = new HttpChannel(null,httpClnt,null); 
  ChannelServices.RegisterChannel(myHttpChannel); 
  IRemoteFactory fact = (IRemoteFactory)Activator.GetObject(typeof( 
     IRemoteFactory),mikConnectServerUrl); 
 
Listing 5-2: Registrierung eines HTTP/SOAP-Channels 
 
Die Variable mikConnectServerUrl enthält als Wert die URL des Remote-Objekts. Da 
sie der Anwender bestimmt, wird die URL nicht im Code festgelegt, sondern  aus der Datei 
MikConnect.ini gelesen und hat die Form: 
 
? ? http://[Server Name]/[virtuelles Verzeichnis]/factory.soap  (IIS) 
? ? http://[Server Name]:[Port Nummer]/factory.soap  (Windows Dienst). 
 
Nun wird  durch Aufruf der Factury-Methode getNewInstance() ein Connection-
Objekt erzeugt und mit getPortAndChannel() die Verbindungsdaten angefordert 
(Listing 5-3). myChannelData enthält nun die Liste der von MikOneServer registrierten 
Channels.  
    
  IConnection myCon = fact.getNewInstance();  
  myChannelData = myCon.getPortAndChannel(); 
   
  ChannelServices.UnregisterChannel(myHttpChannel);  
Listing 5-3: Factury-Methode 
 
Da nun alle benötigten Informationen auf dem Client sind und die weitere Kommunikation 
ausschließlich mit dem MikOneServer stattfindet, kann der HTTP/SOAP Channel wieder 
geschlossen werden (Listing 5-3).  
Im nächsten Schritt werden die Verbindungsdaten an Hand ihrer Priorität sortiert. Das heißt,  
jedes Listenelement in  myChannelData enthält neben den Attributen channel, port, 
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formatter und serverName noch ein weiteres Attribut priotity. So hat 
beispielsweise ein TCP/binary-Channel mit registriertem Port, die Priorität 100, ein 
HTTP/SOAP-Channel dagegen hat die Priorität 70. Dieses Vorgehen ermöglicht, dass immer 
zuerst die Verbindung mit der höchsten Priorität ausprobiert wird. Die Prioritäten werden  
ebenfalls in der Konfigurationsdatei festgelegt (siehe Abschnitt 5.3.4).  Nach dem 
Sortieralgorithmus (Bubblesort) wird die Methode getBestPerformance() aufgerufen. 
Diese Methode findet die geeignetste  Verbindungsvariante, indem sie für jedes Element der 
Liste myChannelData, isConnected() aufruft.  
 
  private String getBestPerformance() 
  { 
 foreach(Combination tmp in myChannelData) 
 { 
  connectStatus=-1; 
  this.setCurrentCombination(tmp); 
  ThreadStart connector = new ThreadStart(isConnected); 
  t1 = new Thread(connector);  
  for(int i=0; i<maxTimeOut;i++) 
  { 
   if(i==0) 
     t1.Start(); 
   if(this.connectStatus!=-1) 
     break; 
   Thread.Sleep(1000); 
  } 
     
if(t1.IsAlive) 
  t1.Abort(); 
  this.unregisterChannels(); 
  if(this.connectStatus==1) 
  { 
   if(tmp.port!=null) 
   { 
            return tmp.transportChannel+" 
://"+tmp.serverName+":"+tmp.port+"/"; 
       
   } 
   else 
   { 
       return tmp.transportChannel+" 
://"+tmp.serverName+"/"+vPath+"/"; 
   } 
  }   
} 
 return null; 
  } 
Listing 5-4: Methode getBestPerformance() 
 
Da jeder Verbindungsversuch nach einer gewissen Zeit abgebrochen werden soll, wenn dieser 
bis dahin erfolglos war, habe ich für jeden Verbindungsaufbau einen Sekundärthread 
angelegt, der in der Methode isConnected() läuft.  
Bei  folgender Zeile, ThreadStart connector = new ThreadStart(isConnected); 
handelt es sich um einen Delegate, der bei der Erstellung eines neuen Threads angegeben 
werden muss. Und er dient zur Spezifikation der Methode, die als Thread-Methode 
aufgerufen werden soll, also auf die erste Methode, die auf dem neuen Thread läuft. 
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Anschließend lege ich ein Thread-Objekt an, wobei der Konstruktor als einziges Argument 
einen ThreadStart-Delegate erwartet: 
 
Thread t1 = new Thread(connector); 
 
Dann wird die Start-Methode des Thread-Objekts aufgerufen, die für den Aufruf der Methode 
isConnected sorgt. 
 
t1.Start(); 
 
Der Thread läuft dann solange, bis eine Verbindung erfolgreich zustande kommt oder bis ein 
maximaler Timeout erreicht wird. Dieser wird wie die URL des Remote-Objekts aus der 
Datei MikConnect.ini geholt. Der connectStatus wird einmal pro 
Schleifendurchlauf abgefragt. Sobald er den Wert 0 oder 1 annimmt, d.h. sobald eine 
Verbindung von MikOneServer abgelehnt oder akzeptiert wurde, wird der Thread 
abgebrochen. Ist der Statuswert 0, wird ein neuer Thread angelegt, um mit den 
Verbindungsdaten des nächsten Listenelements einen Kommunikationsversuch zu starten. Bei 
Statuswert 1 wird die URL an die aufrufende Funktion getUrl() zurückgegeben. 
Um in C# mit Threads zu arbeiten, muss der Namensraum System.Threading 
eingebunden werden.  
Die Thread-Worker-Methode isConnected() holt sich aus dem aktuellen Listenelement von 
myChannelData die Verbindungsdaten und versucht an Hand dieser Informationen eine 
Verbindung zu MikOneServer aufzubauen. Das Listing 5-5 beschreibt den 
Verbindungsaufbau mit einem TCP Channel unter Verwendung des Soap-Formatierers. 
 
  if(currentCombi.transportChannel=="tcp" && currentCombi.port!=null) 
  {  
if(currentCombi.formatter=="soap") 
 { 
   try 
   {  
  SoapClientFormatterSinkProvider tcpSoapClnt = new  
SoapClientFormatterSinkProvider(); 
  TcpChannel tcpSoapChannel = new 
TcpChannel(null,tcpSoapClnt,null); 
  ChannelServices.RegisterChannel(tcpSoapChannel); 
  CEcho serverEcho = (CEcho)Activator.GetObject(typeof(CEcho), 
currentCombi.transportChannel+ 
"://"+currentCombi.serverName+ 
":"+currentCombi.port+"/echo.soap"); 
  String echo = serverEcho.Echo(mikConnectServerUrl);  
  ChannelServices.UnregisterChannel(tcpSoapChannel); 
  if(echo==mikConnectServerUrl) 
  { 
   connectStatus = 1;  
  } 
  else 
   connectStatus = 0; 
   } 
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   catch(Exception e) 
   {                         
   this.writeErrorLog("["+DateTime.Now.ToString("F")+"] 
            "+mikServerStatus+" "+e.Message); 
  this.unregisterChannels(); 
  connectStatus = 0; 
    } 
 } 
Listing 5-5: Methode isConnected() 
 
Nach dem Registrieren des TCP/SOAP-Channels wird  eine Instanz des Remote-Objekts 
CEcho erstellt. Dann wird dessen Methode Echo aufgerufen und dieser einen String 
übergeben. Ist der Rückgabewert gleich dem Wert des übergebenen Strings, dann ist eine 
Verbindung zustande gekommen und der connectStatus wird auf 1 gesetzt. Wird bei 
diesem Vorgang eine Exception ausgelöst, wird die Fehlermeldung in ein Loggfile 
geschrieben und der connectStatus auf den Wert 0 gesetzt.  
 
5.3.3 Der Namespace MikConnect 
Die Klassen, die auf Server-Seite für den Kommunikationsaufbau zuständig sind, sind in der 
Assembly-Datei MikConnect.dll definiert. Diese muss wiederum die Assembly-Dateien 
MetaDaten.dll und XmlManager.dll referenzieren.  
MikConnect  implementiert lediglich die Schnittstellen IConnection und 
IRemoteFactory. Die eigentliche Funktionalität liegt in der Assembly 
XmlManager.dll. Die Klasse Connection ist nur dafür zuständig, die benötigten 
Informationen aus einer Konfigurationsdatei anzufordern und an die Aufrufende Instanz 
weiterzuleiten (Listing 5-6). 
 
  namespace MIKConnect 
  { 
 public class Connection: MarshalByRefObject, IConnection 
 { 
  private Combination[] channelDataList; 
  private IPHostEntry host;  
  public XmlDocManager xdm; 
  private String localPath, status; 
  private String vPath; 
 
  public Connection() 
  { 
   localPath=AppDomain.CurrentDomain.SetupInformation. 
ConfigurationFile.ToString(); 
   xdm = new XmlDocManager(localPath); 
   channelDataList = xdm.getChannelSettings(); 
     
  } 
  public Combination[] getPortAndChannel() 
  { 
   return channelDataList; 
  } 
  ... 
Listing 5-6: Klasse Connection 
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In localPath wird der Pfad der Konfigurationsdatei, aus der gelesen werden soll, 
gespeichert. Dabei wird immer die Konfigurationsdatei der Anwendungsdomäne abgerufen: 
 
localPath=AppDomain.CurrentDomain.SetupInformation. 
    ConfigurationFile.ToString(); 
 
In diesem Fall die Konfigurationsdatei für MikConnect. Sind die MikConnect- und die 
MikOneServer-Applikation im IIS bzw. in einem Windows Dienst registriert, können beide 
Applikationen die gleiche Konfigurationsdatei benutzen (siehe Abschnitt 5.3.4).  
Es wird eine Instanz XmlDocManager erzeugt und zur Initialisierung der Pfad der 
Konfigurationsdatei übergeben. Die Methode getChannelSettings() gibt die Liste mit 
den Verbindungsinformationen zurück. 
Das Listing 5-7 beschreibt die Implementierung der Schnittstelle IRemoteFactory. Die 
Methode getNewInstance() erzeugt ein neues Connection-Objekt  und gibt es an die 
aufrufende Instanz zurück. 
   
  namespace MIKConnect 
  { 
 . 
. 
. 
 public class MyRemoteFactory : MarshalByRefObject, IRemoteFactory 
 { 
  public IConnection getNewInstance() 
  { 
   return new Connection(); 
  } 
 } 
} 
Listing 5-7: Klasse MyRemoteFactory 
 
5.3.4 Die Konfigurationsdatei 
In Abschnitt 3.8 habe ich gezeigt, dass Einstellungen wie Registrierung der Channels und Art 
des Remote-Objekts in Konfigurationsdateien veröffentlicht werden können. Die 
Konfigurationsdatei richtet sich nach der Art der Anwendung. Für webbasierte Anwendungen 
wird die Datei Web.config (IIS) und für Windows-basierte Anwendungen (Windows 
Dienste) eine ähnliche Datei mit dem Namen [Assembly Name].exe.config angelegt. 
Sämtliche Komponenten in einer Anwendung beziehen sich auf eine Konfigurationsdatei. Die 
Konfigurationsdatei kann nicht gewechselt oder mehrere solcher Dateien in einer Anwendung 
eingesetzt werden.  
In den ersten beiden Fällen aus Tabelle 5-2 können MikConnect und MikOneServer die 
gleiche Konfigurationsdatei benutzen, da beide Anwendungsdomänen im gleichen Prozess 
gehostet sind. Im ersten Fall im IIS und im zweiten Fall in einem Windows Dienst. So kommt 
MikConnect automatisch an die Informationen der von MikOneServer registrierten Channels.  
Im Falle des Windows Dienstes würde eine solche Config-Datei wie in Listing 5-8 aussehen. 
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  <configuration> 
   <system.runtime.remoting> 
     <application> 
       <channels> 
         <channel ref="http" port="8000" name="httpsoap"> 
          <serverProviders> 
            <formatter ref="soap" /> 
          </serverProviders> 
         </channel> 
        <channel ref="tcp" port="8001" name="tcpbinary"> 
          <serverProviders> 
            <formatter ref="binary" /> 
          </serverProviders> 
        </channel> 
       </channels>  
<service> 
        <wellknown mode="Singleton" type="MIKConnect.MyRemoteFactory, 
 MIKConnect" objectUri="factory.soap" /> 
      </service> 
      <service> 
        <wellknown mode="Singleton" type="MIK.MikOneServer.Echo.CEcho, 
 MikOneServer" objectUri="echo.soap" /> 
      </service> 
<service> 
        <activated type="InterOpClient.CInterOpClient, InteropClient" /> 
        <activated type="MIK.MikOneServer.Session.CSession,  
   MikOneServer" /> 
      </service> 
    </application> 
   </system.runtime.remoting> 
  </configuration> 
Listing 5-8: Gemeinsam genutzte Konfigurationsdatei für Windows Dienst 
 
Erreichbar sind hier alle registrierten Remote-Objekte über einen HTTP/SOAP Channel auf 
Port 8000 und alternativ über einen TCP/binary Channel auf Port 8001. An den Knoten 
<service> ist zu erkennen, dass in diesem Fall die Remote-Objekte von  MikConnect und 
MikOneServer in derselben Konfigurationsdatei veröffentlicht werden. 
Listing 5-9 zeigt die Datei web.config für den Fall, dass beide Prozesse im IIS gehostet 
werden, das heißt im gleichen virtuellen Verzeichnis liegen.   
 
  <configuration> 
   <system.runtime.remoting> 
     <application> 
       <service> 
         <wellknown mode="Singleton" type="MIKConnect.MyRemoteFactory,  
MIKConnect" objectUri="factory.soap" /> 
       </service> 
       <service> 
         <wellknown mode="Singleton" type="MIK.MikOneServer.Echo.CEcho, 
 MikOneServer" objectUri="echo.soap" /> 
      </service> 
      <service> 
        <activated type="InterOpClient.CInterOpClient, InteropClient" /> 
        <activated type="MIK.MikOneServer.Session.CSession, MikOneServer" 
 /> 
 </service> 
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       </application> 
    </system.runtime.remoting> 
  </configuration> 
Listing 5-9: Gemeinsam genutzte Datei web.config 
 
Im Unterschied zum ersten Fall, müssen hier keine Channels registriert werden, weil der IIS 
automatisch einen HTTP Channel bereitstellt. Es kann wahlweise der SOAP bzw. der binary 
Formatter benutzt werden. Beim Aufruf eines Remote-Objekts wird statt dem Port das 
virtuelle Verzeichnis der Anwendung angegeben.  
Befinden sich die Anwendungsdomänen von MikConnect und MikOneServer nicht im 
gleichen Prozess, also wird beispielsweise MikConnect im IIS gehostet und MikOneServer in 
einem Windows Dienst, dann können beiden Applikationen  nicht mehr die gleiche 
Konfigurationsdatei benutzen (Listing. 5-10 und Listing. 5-11). 
 
   
  <configuration> 
   <system.runtime.remoting> 
     <application> 
      <service> 
        <wellknown mode="Singleton" type="MIKConnect.MyRemoteFactory, 
     MIKConnect" objectUri="factory.soap" /> 
      </service> 
     </application> 
    </system.runtime.remoting> 
   </configuration> 
Listing 5-10: Datei web.config für MikConnect 
 
 
  <configuration> 
   <system.runtime.remoting> 
    <application> 
      <channels> 
        <channel ref="http" port="8000" name="thehttp"> 
          <serverProviders> 
            <formatter ref="soap" /> 
          </serverProviders> 
        </channel> 
        <channel ref="tcp" port="8001" name="tcpbinary"> 
          <serverProviders> 
            <formatter ref="binary" /> 
          </serverProviders> 
        </channel> 
      </channels> 
      <service> 
        <wellknown mode="Singleton" type="MIK.MikOneServer.Echo.CEcho,  
MikOneServer" objectUri="echo.soap" /> 
      </service> 
    </application> 
   </system.runtime.remoting> 
  </configuration> 
Listing 5-11: Datei MikOneServerWinDienst.exe.config für MikOneServer 
 
MikConnect kommt also nicht mehr an die Informationen der von MikOneServer registrierten 
Channels. Gelöst wird dieses Problem durch die Einführung eines benutzerdefinierten 
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Konfigurationsabschnitts in der Konfigurationsdatei von MikConnect (Listing 5-12). Dorthin 
werden die Channel-Informationen von MikOneServer geschrieben. Momentan geschieht das 
noch mit Hilfe eines Texteditors durch den Benutzer. In Kapitel 10 stelle ich ein 
Administrationstool vor, das unter anderem diese Aufgabe übernimmt. 
Die benutzerdefinierten Konfigurationsabschnitte können vom XmlManager zur Laufzeit 
gelesen und bearbeitet werden (siehe Abschnitt 6). Die Informationen des 
Konfigurationsabschnitts werden in zwei Hauptbereiche gruppiert: 
Konfigurationsabschnittsdeklaration und Konfigurationsabschnittseinstellungen. Die 
Konfigurationsabschnittsdeklarationen werden in das <configSections>-Element 
eingefügt. Ein neuer Konfigurationsabschnitt wird erstellt, indem er in einem <section>-
Element innerhalb des <configSections>-Elements deklariert wird (Listing 5-12). 
 
 <configuration> 
   <configSections> 
     <section name="MikConnect" 
 type="XmlManager.XmlDocManager" /> 
   </configSections> 
    <MikConnect> 
      <channelSettings serverip="nbmth01" name="http" formatter="soap" 
 port="8000" priority="70"> 
        <channelInfo /> 
      </channelSettings> 
      <channelSettings serverip="nbmth01" name="tcp" formatter="binary"  
port="8001" priority="100"> 
        <channelInfo /> 
      </channelSettings> 
   </MikConnect> 
  <system.runtime.remoting> 
    <application> 
. 
. 
. 
       
  </configuration> 
Listing 5-12: Benutzerdefinierter Konfigurationsabschnitt 
 
Hier wird ein  Konfigurationsabschnitt mit dem Namen MikConnect deklariert. Das type-
Attribut bezeichnet den Namen der Klasse, die diese Informationen liest. In unserem Fall die 
Klasse XmlDocManager. Innerhalb der Konfigurationseinstellungen werden 
<channelSettings>-Elemente deklariert. Sie enthalten Attribute mit den gleichen 
Informationen wie sie in der Konfigurationsdatei von MikOneServer enthalten sind.  
Um diese Vorgehensweise zu vereinheitlichen, verwende ich in allen drei beschriebenen 
Fällen diesen benutzerdefinierten Konfigurationsabschnitt. Also auch dann, wenn 
MikConnect und MikOneServer sich eine Konfigurationsdatei teilen. Dabei ist aber unbedingt 
darauf zu achten, dass die Daten in den <channel>-Elementen und in den 
benutzerdefinierten <channelSettings>-Elementen konsistent sind. Das wird aber mit 
Hilfe von Ereignisbehandlungen durch den XmlManager gewährleistet. 
Besitzt z.B. das <channel>-Element die Informationen aus Listing 5-13, 
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<channel ref="tcp" port="8001" name="tcpbinary"> 
          <serverProviders> 
            <formatter ref="binary" /> 
          </serverProviders> 
</channel> 
Listing 5-13 
 
dann muss auch das <channelSettings>- Element diese Informationen besitzen. 
 
<channelSettings serverip="nbmth01" name="tcp" formatter="binary"  
port="8001" priority="70"> 
    <channelInfo /> 
</channelSettings> 
Listing 5-14 
 
Wird der MikOneServer im IIS gehostet, dann fehlen die <channel>-Elemente. Der 
benutzerdefinierte Konfigurationsabschnitt enthält in diesem Fall die Daten für die vom IIS 
automatisch registrierten Channels. 
 
<channelSettings serverip="nbmth01" name="http" formatter="binary" 
   port=" MikOneServer " priority="40"> 
      <channelInfo /> 
</channelSettings> 
<channelSettings serverip="nbmth01" name="http" formatter="soap" 
   port=" MikOneServer " priority="30"> 
    <channelInfo /> 
</channelSettings> 
Listing 5-15: Benutzerdefinierter Konfigurationsabschnitt 
Zu beachten ist hier, dass beim Attribut port die Portnummer durch den virtuellen Pfad 
ersetzt wird. 
Das Element <channelSettings> enthält noch zwei weitere Attribute. Die serverip 
gibt den Rechner an, auf dem der MikOneServer gehostet ist. Das Attribut priority  gibt 
die Gewichtung dieser Verbindungsdaten an. Sie wird nicht vom Anwender gesetzt, sondern 
wird an Hand der Tabelle 5-1 berechnet: 
 
Transport-Channel Formatter Deployment Wert 
tcp binary Windows Dienst 100 
http binary Windows Dienst 90 
tcp SOAP Windows Dienst 80 
http SOAP Windows Dienst 70 
https binary IIS 60 
https SOAP IIS 50 
http binary IIS 40 
http SOAP IIS 30 
Tab. 5-3: Gewichtung der Verbindungsdaten 
 
Bei der Festlegung der Werte habe ich mich an den angesprochenen Performancetest aus 
[@DONE] orientiert.  
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5.3.5 Der Test-Client 
Um das Projekt fortlaufend testen zu können, habe ich einen Test-Client programmiert, der 
eine Instanz vom Typ clientChannelManager anlegt und dessen Methode getURL() 
aufruft. Danach wird entweder die erhaltene URL oder eine Fehlermeldung ausgegeben. Dem 
Test-Client-Projekt muss im Visual Studio .NET die ClientChannelProvider.dll als 
Verweis hinzugefügt werden. Um einen Test zu demonstrieren gehe ich von folgendem 
Szenario aus: 
 
? ? Der Client-Aufruf erfolg von einem Rechner 192.168.0.1. 
? ? Die MikConnect-Applikation ist im IIS auf dem Rechner 192.168.0.2 gehostet. 
Das virtuelle Verzeichnis heißt MikConnect. 
? ? Die MikOneServer-Applikation ist in einem Windows Dienst auf dem Rechner 
192.168.0.3 gehostet.  
? ? Der Client- und der Server-Rechner befinden sich im selben Subnetz des Intranets. 
? ? Auf allen beteiligten Rechnern muss das .NET Framework installiert sein. 
 
Windows Dienst
MikOneServer
192.168.0.3
Intranet
Web Server (IIS)
MikConnect
192.168.0.2
TestClient
192.168.0.1
 
Abb. 5-11 Testumgebung 
 
Vor dem Start des Test-Clients müssen in der Datei MikConnect.ini die Einträge aus 
Abb. 5-12 gemacht werden. 
 
 
Abb. 5-12: Datei MikConnect.ini 
 
mikconnectserverurl gibt die URL an, unter der das Remote-Objekt registriert ist, das 
dem ClientChannelProvider die Verbindungsdaten liefert. maxtimeout gibt die 
Sekunden an, nach denen ein Verbindungsversuch abgebrochen werden soll. 
Durch einen Mausklick auf die URL im Menüpunk Datei, wird der Vorgang gestartet (Abb. 
5-13). 
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Abb. 5-13 Verbindungsaufbau starten 
 
Die URL die zu einer erfolgreichen Verbindung geführt hat, erscheint in der Textbox des 
Hauptfensters (Abb. 5-14). 
 
 
Abb. 5-14 Testergebnis 
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6. Umgang mit XML im .NET Framework 
.NET verwendet XML-basierte Formate für Datenbankzugriffe, Web Services, 
Konfigurationsdateien, für Dokumentation von Quellcode und vieles mehr. Die .NET 
Klassenbibliothek enthält einen Namensraum System.Xml mit zahlreichen Klassen und 
Interfaces zur Verarbeitung von XML-Dateien. 
In diesem Kapitel möchte ich die von mir entworfene Komponente XmlManager beschreiben. 
Diese besitzt die Klasse XmlDocManager, die wiederum Basisklassen des .NET-
Frameworks benutzt um die XML-Strukturen der Konfigurationsdateien zu lesen und 
aufzubauen. 
 
6.1 Die Klasse XmlDocManager 
Die Hauptaufgabe der Klasse XmlDocManager ist es, die Elemente des benutzerdefinierten 
Bereichs einer Konfigurationsdatei zu lesen und die darin enthaltenen Informationen 
herauszufiltern. Dies geschieht mit Hilfe des Document Object Model (DOM). In .NET ist die 
Bearbeitung von XML-Dateien über das DOM möglich. Hier wird der komplette 
Dokumentbaum im Speicher aufgebaut [ARHA02/a]. Die dabei speziell verwendeten 
Namensräume sind: 
 
  using System.Xml; 
  using System.Xml.XPath; 
 
Im Konstruktor wird ein bestehendes Dokument geladen. Dies geschieht über eine Instanz der 
Klasse XmlDocument und deren Methode Load.  
  
 public XmlDocManager(string docurl) 
 { 
   XmlDocument thedoc = new XmlDocument(); 
   this.docurl=docurl; 
   thedoc.Load(this.docurl); 
    . 
 . 
 . 
 } 
Listing 6-1: Konstruktor von XmlDocManager 
 
Nach der Erzeugung der Instanz wird also nur die Methode Load benutzt, um dem Dokument 
gleich einen Inhalt zuzuweisen. Die einzelnen Elemente des Dokumentenbaums bestehen aus 
Knoten, die hier den einzelnen XML-Elementen entsprechen. 
 
6.1.1 XPath-Abfragen 
Für die Suche nach einem oder mehreren Knoten in einer DOM-Struktur gibt es die 
Möglichkeit den Xpath-Standard zu benutzen. Xpath ist eine Entwicklung des World Wide 
Web Consortiums (W3C) zur Lokalisierung von Knoten in XML-Strukturen. Seinen Namen 
erhält XPath durch die Verwendung einer auch in URLs genutzten Pfad-Notation (path) mit 
der sich durch die hierarchische Struktur eines XML-Dokuments navigieren lässt. Für eine 
erfolgreiche Arbeit mit XML ist eine eingehende Beschäftigung mit XPath nützlich. Ich 
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möchte hier aber nur auf die von mir benutzten Xpath-Ausdrücke eingehen. Für detailliertere 
Informationen verweise ich auf die  Homepage für XPath unter [@W3C]. 
 
Die Methode getChannelSettings()  holt die Verbindungsinformationen aus dem 
benutzerdefinierten Bereich der Konfigurationsdatei. Dabei entspricht jedes Listenelement des 
Typs Combination einem Element <channelSettings> in der Konfigurationsdatei, 
bzw. einem Knoten in der DOM-Struktur. Um das zu erreichen wird als erstes ein 
XPathNavigator für das bestehende Dokument erstellt. 
 
XPathNavigator xnav = thedoc.CreateNavigator(); 
 
Mit Hilfe der Methode Select lassen sich Xpath-Ausdrücke zur Filterung einer XML-
Struktur benutzen, für deren Treffer die Methode dann einen XpathNodeIterator 
zurückliefert. 
 
XPathNodeIterator iter = xnav.Select("//channelSettings"); 
 
Die Methode Select liefert eine Iterator-Instanz  zurück. Um auf den ersten Knoten des 
ResultSets zu treffen muss zuerst einmal MoveNext aufgerufen werden (siehe Listing 6-2).  
 
  public Combination[] getChannelSettings() 
  { 
 XPathNavigator xnav = thedoc.CreateNavigator(); 
XPathNodeIterator iter = xnav.Select("//channelSettings"); 
 int i =0; 
 while(iter.MoveNext())  
 { 
  iter.Current.MoveToFirstAttribute(); 
  serverName = iter.Current.Value; 
  iter.Current.MoveToNextAttribute(); 
  channel = iter.Current.Value; 
  iter.Current.MoveToNextAttribute(); 
  formatter = iter.Current.Value; 
  iter.Current.MoveToNextAttribute(); 
 
  if(iter.Current.Value=="") 
   port=null; 
  else 
   port=iter.Current.Value; 
 
  iter.Current.MoveToNextAttribute(); 
  priority=Convert.ToInt32(iter.Current.Value); 
  channelDataList.SetValue(new Combination(serverName, 
                              port,channel,formatter,priority),i); 
  i++; 
 } 
 return channelDataList; 
  } 
Listing 6-2: Methode getChannelSettings() 
 
In jedem Schleifendurchlauf (Listing 6-2) wird zu den einzelnen Attributen des aktuellen  
Elements <channelSettings> navigiert und deren Werte ausgelesen. Am Ende der 
Schleife wird ein neues Combination-Objekt erzeugt und der Liste channelDataList 
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hinzugefügt. Dieser Vorgang wiederholt sich so lange, bis sich keine 
<channelSettings>-Elemente mehr im ResultSet befinden.  
 
6.1.2 Ereignisbehandlung  
Da das Administrationstool, das ich in Abschnitt 10 vorstellen werde, es ermöglicht, den 
Inhalt der Konfigurationsdatei zu manipulieren, enthält die Klasse XmlDocManager weitere 
Methoden um einzelne Elemente hinzuzufügen, zu löschen oder zu verändern. Ich möchte 
hier nur auf die Methode deleteChannel eingehen und die mit dieser Methode 
verbundenen Ereignisbehandlung vorstellen.  
Die Methode deleteChannel ist etwas anders aufgebaut als die Methode 
getChannelSettings. Es wird zuerst eine Liste vom Typ XmlNodeList erzeugt. In 
dieser Liste befinden sich nun alle Knoten mit dem Namen channelSettings. 
 
XmlNodeList nl = thedoc.GetElementsByTagName("channelSettings"); 
 
Es werden nun alle Knoten in der Liste nl überprüft. Stimmen alle Attributwerte eines 
Knotens mit den an die Funktion übergebenen Parameterwerte überein, dann wird dieser 
Knoten gelöscht. 
 
  if(node.Attributes["serverip"].Value==serverip &&  
node.Attributes["name"].Value==name && 
node.Attributes["formatter"].Value==formatter && 
node.Attributes["port"].Value==port) 
  { 
 try 
 { 
  node2.ParentNode.RemoveChild(node2);  
 } 
 catch(Exception e) 
 { 
    MessageBox.Show(e.Message,"InfoBox",MessageBoxButtons.OK, 
   MessageBoxIcon.Information); 
 }   
  } 
Listing 6-3: Methode deleteChannel() 
 
Die Klasse System.Xml.XmlDocument beinhaltet eine Reihe von Ereignissen, in die sich 
der Code mit einer eigenen Ereignisbehandlungsroutine einhängen lässt. Auf diese Weise 
kann mitverfolgt werden, ob ein Knoten geändert, hinzugefügt oder gelöscht wurde. Über 
einen zweiten Satz von Ereignissen, der von der eigentlichen Aktion ausgelöst wird, lässt sich 
die Durchführung der Änderung bei Bedarf abbrechen. Für die Methode deleteChannel 
sind die beiden in Tab. 6-1 gezeigten Ereignisse von Bedeutung. 
 
Ereignis Beschreibung 
NodeRemoved Tritt auf, wenn ein Knoten in der DOM-Struktur gelöscht wurde. 
NodeRemoving Tritt auf, bevor ein Knoten in der DOM-Struktur gelöscht wird. Das 
Auslösen einer Exception bricht die Aktion ab. 
Tab. 6-1: Mögliche Ereignisse der XmlDocument-Klasse [ARHA02/a] 
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Um auf eines dieser Ereignisse zu reagieren, muss in der Klasse ein EventHandler 
programmiert und dem Delegate für das Ereignis mitgeteilt werden. 
 
thedoc.NodeRemoved += new XmlNodeChangedEventHandler(this.onDelete); 
 
Die Methode onDelete wird demnach aufgerufen, wenn ein Knoten gelöscht wurde. Sie 
gibt lediglich eine entsprechende Meldung aus (Listing 6-4). 
 
  public void onDelete(Object src, XmlNodeChangedEventArgs args) 
  { 
 Console.WriteLine("Löschereignis: <{0}> {1}", args.Node.Name, 
 args.Action.ToString()); 
 
 if(args.Node.Attributes.Count >0) 
 { 
  foreach(XmlNode a in args.Node.Attributes) 
  { 
   Console.WriteLine(" {0} = {1}", a.Name,a.Value); 
  } 
 } 
  } 
 
Listing 6-4: Abfangen von Löschereignissen 
 
Praktischerweise gibt es aber auch die Möglichkeit, in diesen Prozess einzugreifen und bei 
Bedarf durch das Auslösen einer Exception die Aktion abzubrechen. Bei einem Löschvorgang 
heißt dieses Ereignis NodeRemoving.  Dazu muss ein weiterer EventHandler 
eingetragen werden.  
 
thedoc.NodeRemoving += new XmlNodeChangedEventHandler(this.onDeleteReq); 
 
Bevor nun ein Knoten endgültig gelöscht wird,  wird die Funktion onDeleteReq 
aufgerufen. Dort soll beispielsweise verhindert werden, dass ein <channelSettings>-
Knoten mit den Attributen name=“http“ und formatter=“soap“ gelöscht wird.  
 
  public void onDeleteReq(Object src, XmlNodeChangedEventArgs args) 
  { 
 if(args.Node.Attributes[1].Value=="http" && 
 args.Node.Attributes[2].Value=="soap") 
 { 
   throw new XmlException("Dieser Channel darf nicht gelöscht 
 werden!", null); 
 } 
  } 
Listing 6-5: Abbrechen von Änderungen im DOM 
 
Analog dazu funktioniert die Behandlung der NodeChanged- und NodeInserted-
Ereignisse. 
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7. Deployment 
In Kapitel 3.9 habe ich bereits angesprochen, dass es verschiedene Möglichkeiten gibt, einen 
Remoting–Service anzubieten. Grundsätzlich kann jede .NET-Applikation als Remoting-
Server arbeiten. Das heißt, es können von Windows Forms-Applikationen, 
Konsolenapplikationen, vor allem aber von IIS und von Windows Diensten, Remoting-
Dienste angeboten werden. Da jedoch eine Konsolen- bzw. Windows Forms-Applikation in 
dieser Arbeit nicht dem Installationsszenario entspricht, möchte ich im folgenden nur auf IIS 
und Windows-Dienste eingehen. 
 
7.1 Hosten in einem Internet Information Server (IIS) 
Eine einfache Art der Produktivsetzung ist das Hosten in einem IIS. Dies gestaltet sich relativ 
problemlos, da man nur ein virtuelles Verzeichnis im IIS anlegen und ein Unterverzeichnis 
mit dem Namen bin erstellen muss. Das virtuelle Verzeichnis wird im Internetdienste-
Manager angelegt, zu dem man über Systemsteuerung ?  Verwaltung gelangt (Abb. 7-1). 
Zunächst lege ich ein virtuelles Verzeichnis für MikConnect an. 
 
 
Abb. 7-1 Anlegen eines virtuellen Verzeichnisses im IIS 
Der Benutzer wird aufgefordert, einen Alias anzugeben, der für den Zugriff auf das virtuelle 
Verzeichnis verwendet wird. In diesem Fall habe ich MikConnect gewählt. Danach muss der 
Pfad zu dem physischen Verzeichnis angegeben werden, das die Assembly-Dateien enthält. 
Dieses Verzeichnis haben ich vroot genannt. Es enthält das Unterverzeichnis bin, in dem sich 
die serverseitige Assembly MikConnect.dll, sowie alle davon referenzierten Assemblies,  
MetaDaten.dll, XmlManager.dll und MikOneServer.dll befinden. Als 
Remoting-Assembly genügt hier einfach eine  DLL, also ein Visual Studio .NET Class 
Library-Projekt, da keine eigene Startlogik definiert werden muss. 
7. Deployment 
 
 
Seite 64   Diplomarbeit: Michael Theisinger 
Die Konfigurationsdatei muss direkt im virtuellen Verzeichnis unter dem Namen 
web.config gespeichert werden. Zu beachten ist hier, dass beim Hosten im IIS die 
Verwendung einer server-seitigen Konfigurationsdatei vorgeschrieben ist. Es darf in der 
Konfigurationsdatei keine Portnummer angegeben werden, da diese bereits von IIS bestimmt 
wird. Es kann auch nur der HTTP Channel verwendet werden, allerdings mit beliebigen 
Formatter. 
Für MikOneServer wird ebenfalls, wie oben beschrieben, ein virtuelles Verzeichnis mit dem 
Namen MikOneServer angelegt. Es kann aber dasselbe physische Verzeichnis vroot benutzt 
werden. Dadurch wird nur eine Konfigurationsdatei web.config für MikConnect und 
MikOneServer benötigt. 
Ein Blick in Listing 7-1 zeigt, dass das factory-Objekt, das dem Client die 
Verbindungsdaten liefert und das CEcho-Objekt, das den Verbindungsaufbau bestätigt, in der 
selben Konfigurationsdatei registriert sind. 
 
  <?xml version="1.0"?> 
  <configuration> 
<configSections> 
<section name="MikConnect" 
 type="System.Configuration.SingleTagSectionHandler" /> 
</configSections> 
   <MikConnect> 
      <channelSettings serverip="192.168.12.68" name="http"  
formatter="soap" port="MikOneServer" priority="30"> 
        <channelInfo /> 
      </channelSettings> 
  <channelSettings serverip="192.168.12.68" name="http"  
formatter="binary" port="MikOneServer" priority="40"> 
        <channelInfo /> 
      </channelSettings> 
  </MikConnect> 
    <system.runtime.remoting> 
      <application> 
         <service> 
          <wellknown mode="Singleton"  
type="MIKConnect.MyRemoteFactory, MIKConnect"  
objectUri="factory.soap" /> 
         </service> 
         <service> 
          <wellknown mode="Singleton"  
type="MIK.MikOneServer.Echo.CEcho, MikOneServer"  
objectUri="echo.soap" /> 
         </service> 
  <service> 
          <activated type="InterOpClient.CInterOpClient,  
InteropClient" /> 
          <activated type="MIK.MikOneServer.Session.CSession,  
MikOneServer" /> 
         </service> 
           </application> 
     </system.runtime.remoting> 
   </configuration> 
Listing 7-1 Gemeinsam genutzte Datei web.config 
Das factory-Objekt kann hier vom ClientChannelProvider mit folgender URL aufgerufen 
werden: 
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http://[IIS-Ip-Adresse]/MikConnect/factory.soap 
 
Dem Client werden dann die in <channelSettings> stehenden Informationen 
übermittelt.  
 
7.2 Hosten in einem Windows Dienst 
Die Produktivsetzung eines Remoting-Services in einem Windows-Dienst ist etwas 
umfangreicher als im IIS. Wenn ein Dienst erstellt wird, kann die Projektvorlage von 
Visual Studio .NET mit dem Namen Windows-Dienst verwendet werden. Von dieser Vorlage 
wird ein großer Teil der Arbeit übernommen, nämlich die Zusammenarbeit mit dem Service-
Contol-Manager (SCM), indem auf die entsprechenden Klassen und Namespaces verwiesen 
und die Vererbung von den Basisklassen für Dienste eingerichtet wird.  
Das Erstellen eines funktionierenden Dienstes erfordert mindestens:  
 
? ? Das Festlegen der ServiceName-Eigenschaft.  
? ? Das Erstellen der erforderlichen Installationsprogramme.  
? ? Das Überschreiben der OnStart-Methode und der OnStop-Methode. Das Verhalten 
des Dienstes wird angepasst, indem für beide Methoden entsprechender Code 
angegeben wird [MICO01].  
 
Die Implementierung der Klasse, welche MikConnect in einem Windows-Dienst bereitstellt, 
ist in Listing 7-2 zu sehen. 
 
  using System; 
  using System.Diagnostics; 
  using System.ServiceProcess; 
  using System.Runtime.Remoting; 
 
  namespace MikConnectWindowsService 
  { 
 public class RemotingService : System.ServiceProcess.ServiceBase 
 { 
  private static EventLog evt = new EventLog("Application"); 
  public static String SVC_NAME = "MikConnect Windows Service"; 
   
  public RemotingService() 
  { 
   this.ServiceName = SVC_NAME;  
  } 
 
  static void Main() 
  { 
   evt.Source = SVC_NAME; 
   evt.WriteEntry("Remoting Service initializing"); 
   System.ServiceProcess.ServiceBase.Run(new 
 RemotingService()); 
  } 
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protected override void OnStart(string[] args) 
  { 
   evt.WriteEntry("Remoting Service started"); 
   RemotingConfiguration.Configure( 
AppDomain.CurrentDomain.SetupInformation. 
ConfigurationFile);   
  } 
  
  protected override void OnStop() 
  { 
   evt.WriteEntry("Remoting Service stopped"); 
  } 
   } 
  }  
Listing 7-2 Windows-Dienst für MikConnect 
 
Im Konstruktor wird zunächst die ServiceName-Eigenschaft festgelegt. Im Falle des 
Windows-Dientes kann nicht wie beim IIS auf eine Startlogik verzichtet werden. Die 
Methode Main() ist hier der Haupteinstiegspunkt für den Service. Die statische Variable 
evt vom Typ EventLog, veranlasst einen Eintrag in das Windows Ereignisprotokoll. 
Dieses kann im Server-Explorer von Visual Studio .NET angezeigt werden. Dieser Eintrag ist 
jedoch optional.  
In der Methode onStart() wird der Code hinzugefügt, der beim Starten des Dienstes 
ausgeführt werden soll. Es wird hier die Konfigurationsdatei der Anwendungsdomäne 
abgerufen, in  diesem  Fall  MikConnectWindowsService.exe.config.  Diese 
befindet sich im gleichen Verzeichnis wie die ausführbare Datei 
MikConnectWindowsService.exe. 
In der Methode onStop() wird lediglich ein Eintrag in das Windows Ereignisprotokoll 
gemacht, dass der Dienst beendet wurde. 
Dieser Service wird leider nicht automatisch in den Windows-Dienst Manager installiert. 
Dazu ist eine spezielle Installer-Klasse notwendig, die von dem Hilfsprogramm 
installutil.exe benutzt und ausgeführt wird. Installutil.exe wird von der 
.NET Kommandozeile aus aufgerufen. Listing 7-3 zeigt einen solchen Installer, der den 
MikConnect-Dienst installiert. Dieser startet automatisch nach Beenden des Boot-Vorgangs. 
 
  using System; 
  using System.Collections; 
  using System.Configuration.Install; 
  using System.ServiceProcess; 
  using System.ComponentModel; 
  using WindowsService; 
 
  [RunInstallerAttribute(true)] 
  public class MyProjectInstaller: Installer 
  { 
 private ServiceInstaller serviceInstaller; 
 private ServiceProcessInstaller processInstaller; 
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   public MyProjectInstaller() 
   { 
  processInstaller = new ServiceProcessInstaller(); 
  serviceInstaller = new ServiceInstaller(); 
 
  processInstaller.Account = ServiceAccount.LocalSystem; 
  serviceInstaller.StartType = ServiceStartMode.Automatic; 
  serviceInstaller.ServiceName = RemotingService.SVC_NAME; 
   
  Installers.Add(serviceInstaller); 
  Installers.Add(processInstaller); 
   } 
  }  
Listing 7-3 MikConnect Service Installer 
 
Für die Installer-Klasse kann ebenfalls die Projektvorlage mit dem Namen Windows-Dienst 
des Visual Studio .NET verwendet werden. Sie gehört zum gleichen Projekt, wie die Klasse 
RemotingService. Nach dem Kompilieren der beiden C#-Klassen, kann nun mit Hilfe 
von installutil.exe der Windows-Dienst erzeugt werden. Zunächst wird die .NET 
Eingabeaufforderung aufgerufen und in das Verzeichnis gewechselt, in dem sich die 
ausführbare Datei MikConnectWindowsService.exe befindet . Abb.7-2 zeigt, wie der 
Windows-Dienst erstellt wird. 
 
 
Abb. 7-2 Installieren eines Windows-Dienstes mit installutil.exe 
 
Nach erfolgreicher Installation kann nun der Dienst in der Microsoft Management-Konsole 
gestartet werden (Abb.7-3). Allerdings muss vor dem Start die Konfigurationsdatei 
MikConnectWindowsService.exe.config, die Assembly MikConnect.dll, 
sowie alle davon referenzierten Assemblies in das Ausführungsverzeichnis kopiert werden. 
Hiermit ist die Installation abgeschlossen, der Dienst startet von nun ab automatisch nach 
jedem Systemstart 
Durch Eingabe der Zeile 
 
Installutil /LogToConsole=false /u MikConnectWindowsService.exe 
 
in der .NET Eingabeaufforderung, wird der Dienst wieder deinstalliert. 
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Abb. 7-3 Microsoft Management-Konsole 
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8. Produktivbetrieb der Remoting-Anwendung 
Nach der Produktivsetzung des Remoting-Services, gibt es einige Punkte, die berücksichtigt 
werden müssen. Was ist z.B. zu tun, wenn ein anderer HTTP-Server als der IIS eingesetzt 
werden soll? Auf was ist zu achten, wenn CAOs hinter einer Firewall benutzt werden? 
Speziell auf diese beiden Punkte möchte ich in diesem Kapitel eingehen. 
 
8.1 Verwendung des Apache Webservers 
Der Apache Webserver ist seit 1996 der populärste HTTP-Server im Internet. Im August 2002 
wurde festgestellt, dass 63% der Web-Seiten im Internet von Apache Webservern gehostet 
werden [@NECR]. Angesichts dieser hohen Zahl, ist zu überlegen, wie eine Remoting-
Anwendung in Verbindung mit einem Apache Webserver genutzt werden kann. Das .NET-
Framework ist sehr eng mit dem IIS  verbunden und bietet leider keine 
Plattformunabhängigkeit . Zwar gibt es bereits ein Modul für den Apache-Server, der die 
Integration von ASP.NET Applikationen erlaubt (mod_asp.net), das Remoting 
Farmework wird aber bislang noch nicht unterstützt. Da mod_asp.net intern auf die 
.NET-Infrastruktur angewiesen ist, gibt es das Modul auch nur für die Windows-Version des 
Apache. Eine Portierung auf andere Plattformen ist bisher nicht vorgesehen [@HEISE]. 
Wird ein Apache Webserver eingesetzt, bleibt nur die Möglichkeit Anfragen aus dem Internet 
weiterzuleiten, entweder an einen IIS oder an einen Windows Dienst. Der Apache Webserver 
kann einen Request entgegennehmen und an eine andere URL weiterleiten. Dazu muss das 
Modul mod_rewrite geladen werden, welches in der Standarddistribution des Apache 
Webservers enthalten ist. Im ersten Schritt muss die Konfigurationsdatei httpd.conf 
geöffnet und folgende Zeile aktiviert werden, indem die führende Raute entfernt wird:  
 
#LoadModule rewrite_module modules/mod_rewrite.so 
 
Nach einem Neustart des Apache ist das Modul zwar geladen, arbeiten aber noch nicht. Dazu 
muss der beispielhafte Code aus Listing 8-1 in Section 2: Main server configuration  
hinzugefügt werden: 
  
  RewriteEngine on 
   
  RewriteRule ^/MikConnect/factory.soap$ http://192.168.0.3:8000/factory.soap [P,L] 
  
  RewriteRule ^/MikOneServer/echo.soap$ http://192.168.0.3:8001/echo.soap [P,L] 
 
Listing 8-1 Eintrag in die Konfigurationsdatei des Apache Webservers 
 
Die erste Zeile aktiviert die RewriteEngine. Danach erfolgt die Definition einer ersten 
Regel für das URL-Umschreiben. Die Regeln sind nach dem Schema RewriteRule 
Suchmuster Ersetzung Optionen aufgebaut. Ersetzungen funktionieren nach einem einfachen 
Schema. Es wird versucht, das Muster auf die angeforderte URL anzuwenden. Wenn das 
erfolgreich war, wird die URL zurückgeliefert, die sich durch die Ersetzung ergibt. Das 
Muster ist ein regulärer Ausdruck. Der in Listing 8-1 verwendete reguläre Ausdruck ist sehr 
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einfach. Das ^-Zeichen steht für Anfang der Zeichenkette, das $-Zeichen für Ende der 
Zeichenkette. Die dazwischen stehenden Informationen sind keine Sonderzeichen, werden 
also so verarbeitet, wie sie da stehen. Dieser reguläre Ausdruck erfasst genau die Zeichenkette 
/MikConnect/factory.soap. Jede andere Zeichenkette würde als nicht passend 
zurückgewiesen und die Transformations-Regel nicht angewandt werden. Jeder Regel kann 
eine Liste von Optionen (flags) hinzugefügt werden. In Listing 8-1 ist das [P,L]. P 
behandelt die aktuelle URL als ein Proxy Request und leitet sie durch das Proxy-Modul 
mod_proxy. Dieses Modul sorgt dafür, dass die Antwort von 192.168.0.3:8000 so 
umgeschrieben wird, dass als Absender nicht 192.168.0.3:8000, sondern der 
ursprüngliche Anfragename genannt wird. 
Das folgende Beispiel zeigt, wie der MikOneClient (192.168.12.150), seine Anfrage an 
einen Apache-Webserver (192.168.12.121) schickt. Der Client kennt nur den Webserver 
und schickt deshalb sämtliche Anfragen dorthin. Der Apache leitet die Anfrage weiter an 
einen Rechner (192.168.12.68) auf dem MikConnect und er MikOneServer in einem 
Windows Dienst gehostet sind. Dort ist ein HTTP/SOAP Channel  auf den Port 8000 
registriert.  Der Apache ist wie in Listing 8-1 gezeigt konfiguriert. Der Client startet nun seine 
Anfrage.  
 
 
Abb. 8-1 Starten der Client-Anfrage 
 
Es tritt die erste Regel aus Listing 8-1 in Kraft. Die Anfrage wird nach 
http://192.168.12.68:8000/factory.soap weitergeleitet. Dort ist in der 
Konfigurationsdatei des Windows Dienstes folgender Eintrag zu finden: 
 
    <channelSettings serverip="192.168.12.121" name="http" formatter="soap"  
port="MikOneServer" priority="30"> 
    <channelInfo /> 
  </channelSettings> 
 
Diese Informationen werden vom Client empfangen und in folgende URL umgeformt: 
 
http://192.168.12.121/MikOneServer/echo.soap 
 
Nun tritt Regel zwei aus Listing 8-1 in Kraft und die Verbindungsanfrage wird nach 
http://192.168.12.68:8000/echo.soap umgeleitet. Dass der Kommuni-
kationsendpunkt auf dem Rechner 192.168.12.68 liegt, bleibt dem Anwender verborgen, 
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dieser denkt, dass er ausschließlich mit dem Webserver auf 192.168.12.121 kommuniziert 
(Abb. 8-2). 
 
 
Abb. 8-2 Testergebnis 
  
Die Reihenfolge der Transformations-Regeln ist wichtig. Es kann durchaus vorkommen, dass 
mehr als eine Regel auf eine angeforderte URL passt. In diesem Fall wird die oberste  Regel 
zuerst verwendet, dann erst die weiter unten stehenden. 
 
Dieses Schema funktioniert für SAOs sehr gut. Bei CAOs gibt es aber leider Probleme. Der 
.NET Remoting Server weiß nichts über die Weiterleitung durch den Apache-Webserver. Er 
gibt an den Client eine Endpunkt URL zurück, die mit seiner lokalen IP-Adresse beginnt. 
Dadurch versucht der Client beim nächsten Methodenaufruf sich direkt mit dem Remoting 
Server zu verbinden und geht nicht über den Apache-Webserver.  In obigen Beispiel tritt 
dieses Problem auf, da durch den Aufruf der Factury-Methode getNewInstance() ein 
CAO erzeugt wird. Der Client schickt den Methodenaufruf getPortAndChannel() 
direkt zum  Remoting Server und nicht über den Webserver. Zu sehen ist das im Trace eines 
Programms [@WEAT], das auf dem Client alle Netzwerkverbindungen aufzeichnet (Abb. 8-
3). 
 
 
Abb. 8-3 Aufgezeichnete Verbindungen 
 
Die IP-Adresse des Remoting Servers (192.168.12.68) dürfte in Abb. 8-3 nicht 
auftauchen, da der Client ja ausschließlich mit dem Webserver (192.168.12.121) 
kommunizieren soll. 
Gelöst werden kann dieses Problem durch entsprechende Konfigurierung des Apache 
Webservers und durch einen Eintrag in die Konfigurationsdatei des Remoting Servers. 
Es muss berücksichtigt werden, dass der HTTP-Server auf dem gleichen Port horcht, auf dem 
der Remoting Server seine Remote-Objekte registriert hat. Dies wird durch folgenden Eintrag 
in der httpd.conf erreicht: 
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Listen 192.168.12.121:8000 
 
Die RewriteRule wird ebenfalls geändert. 
 
  RewriteEngine on 
 
  RewriteRule ^/(.*) http://192.168.0.3:8000/$1 [P,L] 
 
Listing 8-2 Geänderte Transformationsregel 
 
Der reguläre Ausdruck (.*) bedeutet, dass auf sämtliche Anfragen, die den Webserver an 
Port 8000 erreichen, die nachfolgende Transformationsregel angewendet wird. Die Klammern 
sind Sonderzeichen und haben eine gruppierende Funktion. Auf Dinge, die in einer Klammer 
stehen, kann später wieder zugegriffen werden. Dies geschieht im Ersetzungs-Teil mit $1. 
Die 1 bedeutet, dass auf die erste Klammer zugegriffen werden soll. $1 bewirkt also, dass der 
in Klammern stehende Ausdruck an die Transformationsregel angehängt wird. Durch diese 
Verallgemeinerung, kann auf die zweite Transformationsregel aus Listing 8-1 verzichtet 
werden. 
Im nächsten Schritt muss in der Konfigurationsdatei des Remoting Servers im Element 
<channel ref=“http“ port =“8000“> das Attribut machineName hinzugefügt 
werden (Listing 8-3).  
 
  <system.runtime.remoting> 
      <application> 
        <channels> 
          <channel ref="http" port="8000"  
machineName="192.168.12.121" name="httpSoap"> 
            <serverProviders> 
              <formatter ref="soap" /> 
            </serverProviders> 
          </channel> 
        </channels>... 
Listing 8-3 Attribut machineName 
 
Diese Einstellung konfiguriert den Remoting-Server so, dass er die Endpunkt URL für das 
CAO folgendermaßen an den Client zurück gibt: 
 
http://192.168.12.121:8000/... 
 
Nun wir das Beispiel von oben noch einmal ausgeführt. Abb. 8-4 zeigt, dass diesmal die 
Kommunikation des Clients mit dem Remoting Server ausschließlich über den HTTP-Server 
erfolgt. 
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Abb. 8-4 Aufgezeichnete Verbindungen 
 
8.2 Erzeugen von CAOs hinter einer Firewall 
Folgendes Beispiel soll zeigen, was beim Erzeugen von CAOs über das Internet zu 
berücksichtigen ist, wenn sich der Remoting Server hinter einer Firewall befindet [@DONE]. 
 
Folgendes Szenario wird angenommen: 
 
? ? Firewall 
o Name: firewall.yourdomain.com 
o Externe IP-Adresse 1.2.3.4 
o Interne  IP-Adresse 192.168.12.254 
 
? ? Remoting Server  
o Interne IP-Adresse 192.168.12.68 
 
Weiter wird angenommen, dass der Remoting Server auf dem Port 8000 auf eingehende 
Remoting-Anfragen horcht. Die Firewall ist so konfiguriert, dass sie alle  Anfragen externer 
Clients, die an Port 8000 eingehen zu Port 8000 des Remoting Servers weiter leitet. 
Erzeugt die Client-Anfrage ein CAO, dann tritt der Fall ein, den ich eben in Abschnitt 8.1 
ausführlich erläutert habe. Der Remoting Server erzeugt eine Endpunkt URL unter der das 
CAO für den Client erreichbar ist. Dabei bekommt jede Instanz des CAOs eine 
unterschiedliche Endpunk URL, die aber immer mit der gleichen IP-Adresse und Port-Angabe 
beginnt. Da der Remoting Server nichts von der Firewall weiß,  benutzt er für die 
Adressierung des CAOs seine private IP-Adresse. In diesem Beispiel: 
 
http://192.168.12.68:8000/... 
 
Diese URL ist für den Client natürlich nicht erreichbar. Dieser  Problemfall wird genau wie in 
Abschnitt 8.1 gelöst. Es wird in der Konfigurationsdatei des Remoting Servers im Element 
<channel ref=“http“ port =“8000“> das Attribut machineName hinzugefügt . 
Die Endpunkt URL für das CAO beginnt nun immer folgendermaßen: 
 
http://firewall.yourdomain.com:8000/... 
 
Diese URL wird vom Client für die weiteren Methodenaufrufe benutzt. Wichtig ist, dass der 
Port auf dem der Remoting Server horcht, auch von der Firewall geöffnet ist. 
Ist der Remoting Server im IIS gehostet, muss das Attribut machineName in der Datei 
Web.config, wie in Listing 8-5, gesetzt werden. 
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    <application> 
      <channels> 
        <channel ref="http" machineName="firewall.yourdomain.com" /> 
      </channels> 
  ... 
Listing 8-4 Setzen des Attributs machineName in Web.config 
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9. Sicherheitskonzepte 
Bei Anwendungen, die auf der Grundlage von .NET Remoting aufbauen, sind wesentlich 
mehr Sicherheitsfragen zu berücksichtigen als bei lokalen Anwendungen. Beim Entwurf 
sicherer verteilter Anwendungen, die die Remoting-Infrastruktur nutzen, kommt es darauf an, 
welche Sicherheitsebene angestrebt werden soll und wo diese Sicherheit greifen soll. In den 
folgenden Abschnitten werden speziell die Sicherheitskonzepte des IIS beleuchtet, die zwar 
nicht alle denkbaren Szenarien abdecken, aber durchaus eine Grundlage für die 
Entscheidungsfindung eines Sicherheitskonzeptes bilden [CHWE02]. 
Es kann entweder der Kommunikationskanal und die Anwendung selbst gesichert, oder die 
Anwendung vor unbefugter Verwendung geschützt werden. Unter Berücksichtigung des 
Sicherheitsaspekts empfiehlt es sich, den HTTP Channel zu verwenden und Remote-Objekte 
im IIS zu hosten. In Abschnitt 3.9 habe ich bereits erwähnt, dass das Hosten im IIS, durch die 
Unterstützung von Secure Socket Layer (SSL) und der integrierten Windows-
Authentifizierung, einen soliden Schutz gegen unbefugten Zugriff  bietet.  
Der TCP Channel bietet standardmäßig keine Unterstützung für Authentifizierungsstandards. 
In einer gesicherten Umgebung, wie z.B. in einem firmeninternen Netz, kann der TCP 
Channel, der sich durch hohe Geschwindigkeit auszeichnet, verwendet werden. Aber über das 
Internet oder über ein nicht gesichertes Intranet ist dies nicht zu empfehlen. Deshalb beziehen 
sich die folgenden Sicherheitsaspekte ausschließlich auf den HTTP Channel. 
 
9.1 IIS Authentifizierungsmethoden 
Authentifizierung ist das Überprüfen der Identität eines Clients. Clients müssen für die 
Authentifizierung im Allgemeinen einen Beweis ihrer Identität erbringen, der als 
Anmeldeinformationen bezeichnet wird. Der IIS bietet dem Administrator verschiedene 
Möglichkeiten, Benutzer am System zu authentifizieren. Über die Anwendung Internet-
Dienste-Manager lassen sich diese Mechanismen konfigurieren (Abb. 9-1).  
 
 
Abb. 9-1 Authentifizierungseinstellungen im IIS 
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Dabei kann man entscheiden, ob sich die Änderungen auf alle virtuellen Verzeichnisse 
auswirken sollen oder nur auf ein Bestimmtes.  
 
9.1.1 Anonymer Zugriff 
Der Benutzer einer IIS-Anwendung benötigt kein eigenes Konto und muss sich nicht 
anmelden. Stattdessen wird der systemeigene Account IUSR_Rechnername verwendet. Unter 
diesem Benutzerkonto wird die Anfrage dann ausgeführt. Dieses Konto ist frei wählbar und 
konfigurierbar. 
9.1.2 Standardauthentifizierung 
Beim authentifizierten Zugriff mittels Standardauthentifizierung wird die Identität des Clients 
anhand von Anmeldeinformationen überprüft. Anmeldeinformationen enthalten immer ein 
Benutzername/Kennwort-Paar. Dazu müssen im Client-Code Änderungen vorgenommen 
werden, um den Benutzernamen und das Passwort an den Server zu schicken (Listing 9-1). 
 
  SoapClientFormatterSinkProvider httpSoapClnt =  
new SoapClientFormatterSinkProvider(); 
    HttpChannel httpSoapChannel = new HttpChannel(null,httpSoapClnt,null); 
    ChannelServices.RegisterChannel(httpSoapChannel); 
 
  CEcho serverEcho = (CEcho)Activator.GetObject(typeof(CEcho),echoUrl); 
  mikServerStatus=echoUrl; 
 
  IDictionary props = ChannelServices.GetChannelSinkProperties(serverEcho); 
  props["Credentials"]= CredentialCache.DefaultCredentials; 
  props["username"]= "RemotingUser"; 
  props["password"]="test"; 
  ... 
Listing 9-1 IIS Standardauthentifizierung 
 
Es wird die statische Methode GetChannelSinkProperties()aufgerufen, der die 
Referenz des zuvor erstellten Remote-Objekts als Parameter übergeben wird. Für das 
übergebene Remote Objekt wird ein Wörterbuch, welches die Eigenschaften des registrierten 
Kanals enthält, zurückgegeben. Nun können die Eigenschaften username und password, 
wie in Listing 9-1, gesetzt werden. 
Kann der angegebene Benutzer vom Server nicht authentifiziert werden, wird folgende 
Exception ausgelöst: 
 
Der Remoteserver hat einen Fehler zurückgegeben: (401) Nicht authorisiert. 
 
Das Verfahren der Standardauthentifizierung, hat aber einen gravierenden Nachteil. Mit 
dieser Authentifizierungsmethode, werden Kennwörter unverschlüsselt über das Netzwerk 
gesendet. Die Systemsicherheit kann somit gefährdet werden, wenn ein anderer Benutzer 
versucht,  ein Protokollanalyseprogramm8 zu verwenden, um Benutzerkennwörter während 
der Authentifizierung zu ermitteln. 
 
                                                 
8 Wird oft auch als TCP/IP Sniffer bezeichnet. 
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9.1.3  Integrierte Windows-Authentifizierung 
Die Login-Informationen des aktuellen Windows-Benutzers, der in einer Windows-Domäne 
bereits authentifiziert wurde, werden bei dieser Variante in Form eines Hashwertes 
verschlüsselt und an den IIS geschickt. Der IIS kann die Anmeldeinformationen des 
Benutzers weitergeben, wenn er Zugriff auf eine Resource anfordert. Diese 
Authentifizierungsmethode ist gegenüber Playback-Angriffen sehr sicher, ist aber nur 
möglich, wenn Client- und Server-Applikation auf Windows XP, 2000 oder NT ausgeführt 
werden. Die Authentifizierung über einen Proxy oder eine Firewall ist dabei nicht möglich. 
Somit steht diese Option  nur in Intranets zur Verfügung. 
 
Wenn ein Benutzer (Client) in derselben Windows-Domäne authentifiziert wurde, in der sich 
auch der Remoting Server befindet, wird die Angabe des Benutzernamens und des Passworts 
nicht mehr benötigt. Der HTTP Channel verfügt über eine Eigenschaft mit dem Namen 
useDefaultCredentials. Wenn diese Eigenschaft in der Konfigurationsdatei des 
Clients (Listing 9-2) auf true gesetzt wurde, müssen die ChannelSink-Eigenschaften 
username und password aus Listing 9-1 nicht mehr gesetzt werden.  
 
   <application> 
      <channels> 
        <channel ref="http" useDefaultCredentials=”true” /> 
      </channels> 
  ... 
Listing 9-2 Konfigurationsdatei des Clients: Integrierte Windows-Authentifizierung 
 
Für den Fall, dass auf Client-Seite keine Konfigurationsdatei verwendet werden soll, muss die 
HTTPChanel-Eigenschaft  im Code des Clients gesetzt werden (Listing 9-3). 
 
  SoapClientFormatterSinkProvider httpSoapClnt =  
new SoapClientFormatterSinkProvider(); 
    HttpChannel httpSoapChannel = new HttpChannel(null,httpSoapClnt,null); 
    ChannelServices.RegisterChannel(httpSoapChannel); 
 
  CEcho serverEcho = (CEcho)Activator.GetObject(typeof(CEcho),echoUrl); 
  mikServerStatus=echoUrl; 
 
  IDictionary channelProperties; 
  channelProperties = ChannelServices.GetChannelSinkProperties(serverEcho); 
  channelProperties ["credentials"] = CredentialCache.DefaultCredentials; 
  ... 
Listing 9-3 Credential-Eigenschaft, im Client Code gesetzt 
 
Die CredentialCache-Klasse speichert eine Auflistung von Anmeldeinformationen für 
verschiedene Anwendungsressourcen. Die DefaultCredentials-Eigenschaft enthält die 
Systemanmeldeinformationen für den aktuellen Sicherheitskontext, in dem die Anwendung 
ausgeführt wird. Bei einer client-seitigen Anwendung sind dies i. d. R. die Windows-
Anmeldeinformationen des Benutzers, der die Anwendung ausführt, d. h. Benutzername, 
Kennwort und Domäne. Diese Anmeldeinformationen werden dann der Eigenschaft 
credentials des registrierten Kanals zugewiesen.  
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9.2 Verschlüsselung des Kommunikationskanals  
Authentifizierung gibt an, wer der Benutzer ist und auf welche Ressourcen er zugreifen darf. 
Allerdings gibt es noch einen weiteren Sicherheitsaspekt. Dieser besteht darin, die 
Informationen der Benutzer zu schützen und ihnen die Sicherheit zu geben, vertrauliche 
Informationen mit dem Server austauschen zu können. Gerade SOAP basierte Web-
Anwendungen bringen ein großes Sicherheitsrisiko mit sich. Denn SOAP ermöglicht die 
Kommunikation über http und erlaubt somit die Durchdringung von Firewalls  über den 
Standardport 80. Da Geschäftsanwendungen meistens vertrauliche Firmendaten bereitstellen, 
muss es eine Möglichkeit geben, diese Informationen sicher zu übermitteln. Die Lösung 
besteht in der Verwendung des SSL (Secure Sockets Layer) von IIS. Dies ermöglicht es 
Benutzern (Clients), verschlüsselte Informationen über das sichere HTTPS-Protokoll mit dem 
Server auszutauschen. SSL bietet auf beiden Seiten Sicherheit. Die Server-Informationen 
werden verschlüsselt an den Client übertragen, und der Client schickt seine Anfragen ebenso 
verschlüsselt an den Server. SSL kann für folgende Zielsetzungen verwendet werden: 
 
? ? Vertraulichkeit: Die Identität des Benutzers soll geschützt oder das Lesen von Daten 
verhindert werden. 
? ? Datenintegrität: Die Daten sollen vor Änderungen geschützt werden. 
? ? Authentifizierung: Es soll sichergestellt werden, dass Daten von einem bestimmten 
Teilnehmer stammen. 
 
Zur Verwendung von SSL und Verschlüsselung muss das Unternehmen, das die Server-
Anwendung bereitstellt ein Serverzertifikat, das die Identität des Unternehmens bestätigt, 
besorgen. Das Zertifikat ist eine digitale Signatur, die die Server-Anwendung so 
kennzeichnet, dass kein Identitätswechsel vorgenommen werden kann. Das Serverzertifikat 
kann von einer anerkannten Zertifizierungsstelle9 bezogen werden. 
SSL verwendet eine Verschlüsselungsmethode, die als public key encryption 
(Verschlüsselung mit öffentlichem Schlüssel) bezeichnet wird. Bei dieser Form der 
Verschlüsselung gibt es zwei Schlüssel. Einen öffentlichen Schlüssel, der zum Verschlüsseln 
der Daten verwendet wird, und einen privaten Schlüssel, der geheim bleibt und zum 
Entschlüsseln der Informationen dient.  
In diesem Abschnitt möchte ich die Installation eines Serverzertifikats im IIS zeigen und 
einen HTTPS Channel für die verschlüsselte Kommunikation zwischen dem TestClient und 
der MikOneServer Anwendung erstellen. Mehr über die Verschlüsselungsmethode von SSL 
und über Kryptografie  kann unter [MICO01] erfahren werden. 
 
9.2.1 Anfordern eines Server-Zertifikats 
Um ein Server-Zertifikat auf dem IIS 5.0 zu installieren muss zuerst eine Anforderungsdatei 
für ein Zertifikat (keyRequest.txt) erstellt werden. Dabei hilft der IIS-Zertifikats-
Assistent. Zu diesem gelangt man über Eigenschaften der Standardwebseite, Register 
Verzeichnissicherheit, Bereich Sichere Kommunikation, Serverzertifikat ( Abb. 9-2). 
 
 
 
                                                 
9 Ein kostenloses Zertifikat zu Testzwecken kann von der Firma Verisign bezogen werden [@VESI] 
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Abb. 9-2 Eigenschaften der Standardwebseite 
 
Der Assistent fordert nun auf, eine von drei Methoden auszuwählen um das Zertifikat dem 
Webserver zuzuweisen. Es muss hier Neues Zertifikat erstellen gewählt werden. Jetzt kann 
die Zertifikatsanforderung oder Certificate Signing Request (CSR) vorbereitet werden. 
Der Benutzer wird zur Eingabe einiger Informationen (Attribute) aufgefordert die zusammen 
den Distinguished Name (DN) des CSR bilden. Die Attribute des DN werden in der 
Zertifizierungsrichtlinie X.509 festgelegt. X.509 ist ein Standard der International 
Telecommunication Union (ITU) [@ITU] für Zertifikate und Authentifizierungsdienste, aus 
dem die Namen und die digitale Signatur des Ausstellers hervorgehen. Der DN wird bei der 
Zertifizierung des CSR durch die Zertifizierungsstelle überprüft und muss zwingend den 
Anforderungen der Zertifizierungsrichtlinie entsprechen. 
Im ersten Schritt wird der Name des Zertifikats eingegeben und die Bitlänge des Schlüssels 
bestimmt. Je nach verwendeter Version des IIS können 512, 768, 1024, 2048 oder 4096 Bit 
gewählt werden. Anzuraten ist die Bitlänge 1024, maximal jedoch 2048. Je größer die 
Bitlänge ist, desto größer ist zwar die Sicherheit, allerdings kann eine größere Bitlänge die 
Leistung, bei Anwendungen mit hohem Datentransfer, verringern. 
Es wurde jetzt ein Schlüsselpaar (öffentlich/privat) erstellt. Der private Schlüssel wird auf 
dem lokalen Rechner gespeichert. Der öffentliche Teil wird später in Form der CSR an die 
Zertifizierungsstelle geschickt. 
Nun wird zur Eingabe weiterer Attribute aufgefordert. Unter anderem Name der Organisation 
(Firma), Organisationseinheit, Land und Ort der Institution. Wenn alle Angaben zur CSR 
gemacht wurden, wird diese in einer Textdatei unter einem frei wählbaren Namen und 
Verzeichnis abgespeichert. Bevor die CSR-Datei erstellt wird, wird zur Kontrolle eine 
Übersicht der angegebenen Informationen angezeigt (Abb. 9-3). 
9. Sicherheitskonzepte 
 
 
Seite 80   Diplomarbeit: Michael Theisinger 
 
Abb. 9-3 Bestätigung der angegebenen Informationen 
Bei der Firma Verisign [@VESI] kann zu Testzwecken ein Zertifikat mit einer Gültigkeit von 
2 Wochen angefordert werden. Dieses Zertifikat ist kostenlos. Im Gegensatz zu 
kostenpflichtigen Zertifikaten, führt Verisign keine Authentifizierungsverfahren für die 
Ausstellung des Test-Zertifikats durch. Dadurch wird das Zertifikate nur wenige Minuten 
nach der Bestellung ausgestellt.  
Um das Testzertifikat zu bestellen, wird die CSR-Datei in einem Texteditor geöffnet. Der 
gesamte Inhalt (öffentlicher Schlüssel) wird  kopiert und in ein Onlineformular auf der 
Verisign Homepage eingefügt. Nach dem Abschicken des Formulars, sendet Verisign eine 
Email an den Antragsteller. Diese Email enthält das Testzertifikat.   
 
9.2.2 Installation des Server-Zertifikats 
Das Testzertifikat wird aus der Email in eine leere Textdatei kopiert und unter einem 
beliebigen Namen [CertName].cer abgespeichert. 
Im ersten Schritt zur Installation wird wieder der IIS-Zertifikats-Assistent geöffnet. Dieser hat 
festgestellt, dass eine ausstehende Zertifikatsanforderung existiert. Es muss nun der Radio-
Button in Abb. 9-4 aktiviert werden. 
 
 
Abb. 9-4 Server-Zertifikat installieren 
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Danach muss in das Verzeichnis gewechselt werden, in dem sich die Datei 
[CertName].cer befindet. In Abb. 9-5 sind alle verschlüsselten Informationen des 
Zertifikats aufgelistet. 
 
 
Abb. 9-5 Verschlüsselter Inhalt des Zertifikats 
 
Ein Click auf den Button Weiter installiert das Zertifikat auf dem IIS. Im Internet Explorer 
kann man sich nun das Zertifikat anzeigen lassen. 
 
 
 
Abb. 9-6 Zertifikatsinformationen 
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9.2.3 Test des Server-Zertifikats 
Um nun zwischen dem Client und dem Remoting Server eine sichere HTTPS-Verbindung 
herzustellen, muss lediglich auf Client-Seite das Channel-Attribut von http in https 
geändert werden. Das folgende Beispiel zeigt den Aufbau einer verschlüsselten Verbindung 
zwischen dem TestClient und dem MikOneServer, unter Verwendung des HTTPS-Protokolls. 
MikOneServer ist natürlich im IIS gehostet auf dem zuvor das Testzertifikat installiert wurde. 
MikConnect ist in diesem Beispiel ebenfalls im IIS gehostet. Es wurde zwar ein anderes 
virtuelles Verzeichnis (MikConnect) angelegt, die benötigten Assemblys liegen aber im 
selben physischen Verzeichnis wie die MikOneServer.dll und somit verwenden beide 
Remoting-Anwendungen die gleiche Konfigurationsdatei web.config. 
Der TestClient befinden sich auf irgendeinem  Rechner im Subnetz.  
 
Zuerst wird auf Client-Seite der Eintrag aus Abb. 9-7 in der MikConnect.ini-Datei 
vorgenommen. 
 
Abb. 9-7 Eintrag in  MikConnect.ini für verschlüsselte Verbindung 
 
Durch diesen Eintrag wird bereits eine verschlüsselte Verbindung zu MikConnect aufgebaut. 
Zur Adressierung des Remoting Servers darf nicht die IP-Adresse eingetragen werde, sondern 
es muss der zugehörige NetBios Name ( nbmth01) für die Adressierung verwendet werden. 
Der Grund liegt darin, dass beim Erstellen der CSR, dem Attribut Gemeinsamer Name 
(Common Name) der NetBIOS Name des Rechners zugewiesen wurde. Für jede Abweichung 
von diesem Namen, meldet das Zertifikat einen Fehler. Befindet sich der Server im Internet, 
sollte daher für Common Name ein gültiger DNS-Name verwendet werden ( 
www.myDomain.de). 
Im benutzerdefinierten Bereich der Konfigurationsdatei web.config des Remoting-Servers 
muss der Eintrag aus Listing 9-4 gemacht werden. 
 
 <MikConnect> 
    <channelSettings serverip="nbmth01" name="https" formatter="soap"  
port="MikOneServer" priority="50"> 
      <channelInfo /> 
    </channelSettings> 
  ... 
Listing 9-4 Benutzerdefinierter Eintrag für HTTPS-Verbindung 
 
Damit bekommt der ClientChannelProvider die Information, dass er eine sichere Verbindung 
über das HTTPS Protokoll aufbauen soll. Aus den erhaltenen Channel-Informationen wird 
folgende URL zusammengesetzt: 
 
9. Sicherheitskonzepte 
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https://nbmth01/MikOneServer/echo.soap 
 
Das Testergebnis liefert Abb. 9-8. 
 
 
Abb. 9-8 Testergebnis, HTTPS-Verbindung 
 
Die in diesem Kapitel beschriebenen Sicherheitskonzepte, bauen alle auf dem IIS auf. Das 
.NET Framework bietet jedoch zusätzlich zwei Sicherheitskonzepte, die von mir in dieser 
Arbeit nicht besprochen werden. Das sind die Code-Zugriffsicherheit und die Rollen-basierte 
Sicherheit. An dieser Stelle möchte ich ebenfalls auf [MICO01] verweisen. 
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10. MikConnectAdmin 
Im Verlauf dieser Arbeit wurde hervorgehoben, dass die Konfigurationsdatei auf Seite des 
Remoting Servers eine zentrale Rolle einnimmt. In ihr werden die Remote-Objekte registriert, 
Kommunikationskanäle festgelegt, Firewall- und Sicherheitseinstellungen vorgenommen.  
Diese Einstellungen werden meist nicht nur einmalig beim Erstellen der Konfigurationsdatei 
festgelegt, sondern können jeder Zeit geändert werden. Z.B. wenn ein neuer 
Kommunikationskanal verwendet werden soll. Der Anwender müsste nun bei jeder Änderung 
die Konfigurationsdatei editieren und die Einträge manuell und unter Berücksichtigung des 
XML-Schemas vornehmen.  
Mit MikConnectAdmin habe ich ein Administrations-GUI entwickelt, das diese Aufgaben 
übernimmt. Es ermöglicht dem Anwender außerdem einen schnellen Überblick über die 
Inhalte der Konfigurationsdatei, ohne sich dafür XML-Kenntnisse aneignen zu müssen. Die 
wichtigsten Aufgaben von MikConnectAdmin sind: 
 
? ? Anlegen einer neuen Konfigurationsdatei. 
? ? Gleichzeitiges Verwalten mehrerer Dateien. 
? ? Registrieren neuer Remote-Objekte aus einer Assembly heraus, mit Hilfe von 
Reflexion. 
? ? Anzeigen, löschen und bearbeiten der registrierten Remote-Objekte. 
? ? Kommunikationskanal anlegen. 
? ? Anzeigen, löschen und bearbeiten der Kommunikationskanäle. 
? ? Anzeige Verbindungsinformationen für MikConnect. 
? ? Hinzufügen, löschen und bearbeiten der Verbindungsinformationen. 
? ? Firewall- und Sicherheitseinstellungen, sowie die Verwaltung von Windows Diensten. 
 
In den folgenden Abschnitten möchte ich die wichtigsten Aufgaben von MikConnectAdmin 
näher beschreiben und die Architektur des Programms skizzieren. 
 
10.1 Programmarchitektur 
Abb. 10-1 zeigt das Hauptfenster von MikConnectAdmin. Im linken Bildschirmbereich 
werden die geöffneten Konfigurationsdateien anhand einer Ordnerstruktur in einem 
TreeView-Element angezeigt. Für jede geöffnete Datei, wird im TreeView ein Wurzelknoten 
erzeugt. Dieser wird in Form eines Ordnersymbols und der vollen Pfadangabe der Datei 
angezeigt. Jeder Wurzelknoten besitzt zwei Blattknoten, Remote Objekte und 
Verbindungsinformationen für MikConnect. Wird der Blattknoten Remote Objekte selektiert, 
werden im rechten Bildschirmbereich die registrierten Remote-Objekte und die dafür 
angelegten Kommunikationskanäle angezeigt (Abb. 10-1). 
Durch Selektion des Blattknotens Verbindungsinformationen für MikConnect werden die 
Verbindungsinformationen, die durch MikConnect an den Client geschickt werden sollen, 
angezeigt. Natürlich nur dann, wenn es sich entweder um die Konfigurationsdatei von 
MikConnect handelt oder wenn diese gemeinsam von MikOneServer und MikConnect benutzt 
wird. 
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Abb. 10-1 MikConnectAdmin - Hauptfenster 
 
Jeder Wurzelknoten enthält sämtliche Daten des XML-Dokuments und ist vom Datentyp 
DatenKnoten. Jeder DatenKnoten ist in einer DatenKnotenListe gespeichert, die 
mit Hilfe eines Indexers10 bequem durchlaufen werden kann. Abb. 10-2 zeigt die 
dreischichtige Architektur des Programms. 
 
Präsentationsschicht
MikConnectAdmin
Klasse DatenKnoten
XmlManager
Klasse XmlDocManager
XML-Dokument
Datenspeicher
Schicht 1
Schicht 2
Schicht 3
Anwendungsschicht
 
Abb. 10-2 Schichtenarchitektur von MikConnectAdmin 
 
Die Präsentationsschicht ist eine Windows Forms-Anwendung, erstellt im Visual Studio 
.NET. Sie zeigt die Daten der Konfigurationsdatei an und nimmt über Dialogfenster Benutzer-
eingaben entgegen. Diese Eingaben werden von der Anwendungsschicht verarbeitet und mit 
Hilfe der Klasse XmlDocManager im XML-Dokument gespeichert. In der 
                                                 
10 Indexer sind ein neues Konzept von C#, mit dessen Hilfe eine Klasse oder eine Struktur wie ein Array 
angesprochen werden kann. 
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entgegengesetzten Richtung holt die Anwendungsschicht die Daten aus der 
Konfigurationsdatei, bereitet diese auf und gibt sie weiter an die Präsentationsschicht. Dort 
werden sie auf dem Bildschirm angezeigt. 
 
10.2 Anlegen und Öffnen einer Konfigurationsdatei 
Das Anlegen einer neuen Konfigurationsdatei erfolgt über die Menüleiste des Programms. 
Über Datei ?  Neu wird die neue Datei angelegt. Der Benutzer hat dabei die 
Wahlmöglichkeit, ob er eine Config-Datei für einen im IIS registrierten (web.config) oder 
in einem Windows Dienst registrierten Remoting Service anlegen möchte (Abb. 10-3).   
 
 
Abb. 10-3 Wahl für den Typ der Konfigurationsdatei 
 
Eine Unterscheidung wird deshalb getroffen, da im IIS-Fall die Standardkanäle HTTP/SOAP 
und HTTP/Binary automatisch durch den IIS registriert werden und somit das <channels>-
Element fehlt. Außerdem können in diesem Fall keine zusätzlichen Kommunikationskanäle 
registriert werden. Beim Anlegen wird eine XML-Datei erzeugt, die das Grundgerüst 
entsprechend dem in Abb. 10-3 ausgewählten Fall enthält. Im TreeView Element des 
Hauptfensters wird ein neuer Wurzelknoten erstellt. Remote-Objekte, Channels und 
Verbindungsinformationen können nun vom Benutzer hinzugefügt werden. Im letzten Schritt 
muss die Datei noch unter einem entsprechenden Namen, web.config oder 
AssemblyName.exe.config, gespeichert werden. Das geschieht ebenfalls über das Menü Datei 
?  speichern unter oder über den Speichern-Button in der Symbolleiste.  
Durch Datei ?  Oeffnen bzw. über das Ordnersymbol in der Symbolleiste wird eine 
vorhandene Konfigurationsdatei geöffnet. Über einen OpenFileDialog kann in das 
gewünschte Verzeichnis gewechselt werden. Auch hier wird wieder ein Wurzelknoten im 
TreeView Element erzeugt. 
 
10.3 Registrieren neuer Remote-Objekte 
Durch Selektieren des Blattknotens Remote Objekte werden  im rechten, oberen 
Bildschirmbereich die registrierten Remote-Objekte angezeigt. Über den Button Hinzufügen, 
können jederzeit neue Objekte durch den Benutzer registriert werden. Es öffnet sich das in 
Abb. 10-4 gezeigte Fenster.  
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Abb. 10-4 Neues Remote-Objekt registrieren 
 
10.3.1 Reflexion 
Um nun ein neues Objekt anzulegen, müsste der Anwender sämtliche Metadaten aller 
Remote-Objekte kennen, um schließlich das richtige Objekt zu registrieren. Bei 
umfangreichen Anwendungen, die eine Vielzahl von Remote-Objekten anbieten, ist das fast 
unmöglich. Glücklicherweise bietet .NET die Möglichkeit, auf die Metadaten einer Assembly, 
also einer DLL oder einer ausführbaren Datei, zuzugreifen. Das geschieht durch einen 
Prozess, der Reflexion genannt wird.  
Die Reflexions-API von .NET setzt sich aus einer ganzen Reihe von Klassen zusammen, von 
denen einige in Abb. 10-5 dargestellt werden. Diese Klassen liegen im Namensraum 
System.Reflection und ermöglichen die Auswertung der Metadaten und 
Typinformationen in einer Assembly. 
 
System.Reflection
Assembly
Module
Methodinfo
FieldInfo
PropertyInfo
EventInfo  
Abb. 10-5 Ausschnitt aus der System.Reflection-Klassenhierarchie von .NET [TOAR01] 
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Im folgenden möchte ich einen Überblick über die Klasse Assembly geben und den Teil der 
Funktionalität vorstellen, den ich in dieser Arbeit verwendet habe. 
Mit der Assembly-Klasse können folgende Arbeiten erledigt werden: 
 
? ? Übersicht über die Typen, die in einer Assembly definiert werden. 
? ? Auflistung der Module, aus denen die Assembly besteht. 
? ? Ermittlung von Identifizierungsdaten, z.B. den Dateinamen und der Lage der 
Assembly. 
? ? Untersuchungen der Versions- und Sicherheitsinformationen. 
? ? Ermittlung des Eintrittspunkts einer Assembly. 
 
Um nun die Remote-Objekte in einer gegebenen Assembly zu identifizieren, muss nur ein 
Assembly-Objekt angelegt und das Type-Array für die Assembly angefordert werden. 
Die Klasse System.Type ist eine abstrakte Klasse, die einen Typ im Common Type System 
(CTS) repräsentiert und es dem Entwickler ermöglicht, den Typnamen und den Namensraum 
abzufragen, zu dem der Typ gehört. Natürlich auch die Art des Typs, also ob es sich um einen 
Werttyp oder Referenztyp handelt. 
 
10.3.2 Untersuchung von Assemblies 
Der einfachste Weg zur Assembly-Instanz führt über den Aufruf der Methode 
Assembly.LoadFrom. Die Methode hat nur einen Parameter, nämlich den Namen der zu 
ladenden Datei als string. Die Klasse DatenKnoten der MikConnectAdmin-Anwendung 
besitzt eine Methode getMetaDataFromAssembly, die das TypeArray für eine 
angegebene Assambly anfordert (Listing 10-1). 
 
  public Type[] getMetaDataFromAssembly(string assemblyPath) 
  { 
 try 
 { 
    Assembly a = Assembly.LoadFrom(assemblyPath); 
  Type[] types = a.GetTypes(); 
 
  return types; 
 } 
 catch(Exception getMetaDataException) 
 { 
  ... 
 } 
  } 
Listing 10-1 Anfordern der Typen aus einer Assembly 
 
Der Aufruf der Methode a.GetTypes() liefert ein Array von Type-Objekten, das an die 
aufrufende Instanz, in diesem Fall an das Form-Objekt aus Abb. 10-4, zurückgegeben wird. 
Dort wird für jedes Element des Type-Arrays überprüft, ob es sich um ein MarshalByRef-
Objekt handelt (Listing 10-2). 
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  Type[] myTypeArray =  
   myDatenKnoten.getMetaDataFromAssembly(openFileDialog1.FileName); 
     
 foreach(Type t in myTypeArray) 
 { 
  if(t.IsMarshalByRef) 
  { 
   //Anzeige in ListView-Element 
  } 
 }... 
Listing 10-2 Filtern der MarshalByRef-Objekte 
       
Danach werden alle gefundenen Remote-Objekte in einem ListView-Element angezeigt 
(Abb. 10-6). Die aufgelisteten Objekte stammen alle aus der Assembly 
MikOneServer.dll. Dies soll zeigen, wie viele Remote-Objekte in einer Assembly 
enthalten sein können. 
 
 
Abb. 10-6Gefundene Remote-Objekte 
   
Nach Selektion einer Zeile im ListView-Element kann durch Drücken des Buttons Auswahl 
das ausgewählte Remote-Objekt zur Registrierung in der Konfigurationsdatei vorbereitet 
werden. Es erscheint zunächst das Dialogfenster aus Abb. 10-7. 
Unter Service Type kann festgelegt werden, ob es sich um ein SAO (wellknown) oder ein 
CAO (activated) handeln soll. Wird activated ausgewählt, müssen keine weiteren 
Angaben gemacht werden. Soll ein SAO registriert werden, muss angegeben werden, ob es 
sich um ein SingleCall oder ein Singelton Objekt handelt. Die Unterschiede dieser 
beiden Objektypen wurden bereits in Abschnitt 3.7 ausführlich erklärt. Des weiteren muss die 
Object-Uri angegeben werden. Diese gibt den Kommunikationsendpunkt des SAOs an, der im 
Client beim Erzeugen des SAOs angegeben werden muss. Der Remote-Typ kann nicht 
geändert werde, er ist ja bereits in der Assembly festgelegt. 
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Abb. 10-7 Remote-Objekt bearbeiten 
 
Die Eingabe wird durch Drücken des OK Buttons bestätigt. Die eben gemachten Angaben 
erscheinen nun im Fenster Ausgewählte Komponenten (Abb. 10-8). 
 
 
Abb. 10-8 Ausgewählte Komponente 
 
In diesem Beispiel wurde ein wellknown-SingleCall-Objekt vom Type 
MIK.MikOneserver.Echo.CEcho unter der Object-Uri echo.soap erstellt. 
Auf diese Weise können beliebig viele Remote-Objekte selektiert und bearbeitet werden. Ist 
die Auswahl abgeschlossen, wird mit dem Button OK bestätigt und das neue Objekt erscheint 
im Hauptfenster unter Remote-Objekte. Das neue Remote-Objekt ist nun schon registriert und 
die zugrundeliegende Konfigurationsdatei aktualisiert worden (Listing 10-3). 
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   <service> 
         <wellknown mode="SingleCall" type="MIK.MikOneServer.Echo.CEcho, 
              MikOneServer" objectUri="echo.soap" /> 
   </service> 
Listing 10-3 Neues Remote-Objekt 
 
Die registrierten Remote-Objekte können natürlich jeder Zeit wieder gelöscht werden. 
Es gibt noch weitere interessante Einsatzbereiche der Reflexion. So lassen sich z.B. Methoden  
dynamisch aufrufen oder Code zur Laufzeit erzeugen und ausführen [TOAR01].  
 
10.4 Kommunikationskanal anlegen 
Bei Konfigurationsdateien für Windows Dienste können beliebig viele Kommunikations-
kanäle hinzugefügt werden. Voraussetzung ist, dass ein eindeutiger Name für den Kanal 
festgelegt und keine Portnummer doppelt vergeben wurde. Nachdem die Konfigurationsdatei 
in MikConnectAdmin geladen wurde, wird wieder der Blattknoten Remote Objekte selektiert. 
Im rechten unteren Bildschirmbereich erscheinen die Informationen über bereits registrierte 
Kanäle (Abb. 10-9). 
 
 
Abb. 10-9 MikConnectAdmin-Hauptfenster 
 
Über den Hinzufügen-Button gelangt man zu einem Dialogfenster (Abb. 10-10). Dort wird der 
Benutzer aufgefordert, die Channel-Eigenschaften des neuen Kommunikationskanals 
festzulegen. Unter der Eigenschaft Channel kann zwischen dem HTTP- und dem TCP-
Transportprotokoll gewählt werden. Danach muss ein eindeutiger Name für den Kanal und 
eine freie Portnummer vergeben werden. Die Formatter-Eigenschaft legt die Codierung der 
Daten auf SOAP oder binary fest. Optional kann bestimmt werden, ob die Kommunikation 
über eine Firewall hinweg erfolgt. Dazu muss die entsprechende IP der Firewall angegeben 
werden (siehe Abschnitt 8.2). 
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Abb. 10-10 Dialogfenster Kommunikationskanal anlegen 
 
Die Eingaben werden durch den OK-Button bestätigt. Der Kanal ist nun angelegt und die 
Änderungen in der Konfigurationsdatei gespeichert (Listing 10-4). 
 
  <channels> 
     <channel ref="http" port="8000" machineName="firewall.domain.com" 
   name="httpSoap"> 
          <serverProviders> 
              <formatter ref="soap" /> 
          </serverProviders> 
     </channel> 
  … 
Listing 10-4 Neuer Channel wurde registriert 
 
Die Eigenschaften eines Channels können jederzeit geändert oder es kann der Channel ganz 
entfernt werden. 
 
10.5 Verbindungsinformationen hinzufügen 
Nachdem eine Konfigurationsdatei geladen wurde, können durch Selektion des Blattknotens 
Verbindungsinformationen für MikConnect die Informationen angezeigt werden, die im 
Benutzerdefinierten Bereich <MikConnect> der Konfigurationsdatei definiert sind. Diese 
Informationen werden von der server-seitigen Komponente MikConnect herausgelesen und an 
den anfragenden Client geschickt. Zur Wiederholung sei gesagt, dass die Channel-
Informationen des benutzerdefinierten Bereichs nur von MikConnect gelesen werden. Dabei 
sucht MikConnect immer in der eigenen Konfigurationsdatei nach diesen Informationen. Abb. 
10-11 zeigt die benutzerdefinierten Channel-Informationen für eine solche 
Konfigurationsdatei. 
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Abb. 10-11 Channel-Informationen des benutzerdefinierten Bereichs 
 
Neue Channel-Informationen können über den Button Hinzufügen definiert werden. Es öffnet 
sich das Dialogfenster aus Abb. 10-10. Es müssen dort auch die selben Eingaben gemacht 
werden. Einziger Unterschied ist, dass bei der Prot-Eigenschaft auch ein virtuelles 
Verzeichnis11 angegeben werden kann, falls der gewünschte Remoting Service im IIS 
gehostet ist. Firewall-Angaben können hier nicht gemacht werden, da der Client nicht wissen 
muss, ob er über eine Firewall mit dem Remoting Server kommuniziert oder nicht. Die 
Verbindungsinformationen können natürlich jeder Zeit verändert werden. Dazu wird die 
entsprechende Zeile auf der rechten Bildschirmhälfte selektiert. Über den Button Ändern 
gelangt der Anwender zum Dialogfenster Channel-Informationen ändern (Abb. 10-12). 
 
 
Abb. 10-12 Dialogfenster Channel-Informationen ändern 
 
                                                 
11 Das virtuelle Verzeichnis wird an Stelle der Portnummer angegeben. 
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10.6 Einstellungen 
Mit MikConnectAdmin hat der Benutzer die Möglichkeit, Firewall-Einstellungen speziell für 
eine web.config-Datei vorzunehmen. Zusätzlich können Windows Dienste, die lokal auf 
dem Rechner laufen, verwaltet werden. 
 
10.6.1 Firewall-Einstellungen  
In Abschnitt 10.4 wurde gezeigt, wie beim Anlegen eines neuen Kommunikationskanals 
Firewall-Einstellungen gemacht werden können. Dies ist aber nur dann möglich, wenn es sich 
um eine Konfigurationsdatei für einen Windows Dienst handelt, da ja nur in diesem Fall 
Kommunikationskanäle bestimmt werden können. Für die Datei web.config gibt es diese 
Möglichkeit nicht, da nur die Standardkanäle des IIS verwendet werden und diese nicht in die 
Konfigurationsdatei eingetragen werden. Trotzdem kann auch hier eine Einstellung für die 
Kommunikation über eine Firewall  getroffen werden. Dies geschieht entweder über 
Bearbeiten ?  Einstellungen oder über die Schaltfläche Einstellungen in der Symbolleiste. Es 
erscheint das Dialogfenster Einstellungen aus Abb. 10-13. 
 
 
Abb. 10-13 Firewall Einstellungen für web.config 
 
Die Checkbox Firewall IP unter dem Karteireiter Firewall ist nur dann aktiv, wenn die 
Einstellung für den IIS also für eine web.config-Datei getroffen wird. Durch Setzen des 
Markers, kann die Adresse der Firewall im nebenstehenden Textfeld eingetragen werden. Der 
Eintrag der daraufhin in der Datei web.config gemacht wird ist in Listing 10-5 zu sehen. 
 
  <system.runtime.remoting> 
    <application> 
  <channels> 
          <channel ref="http" machineName="firewall.YourDomain.com" /> 
       </channels> 
  ... 
Listing 10-5 Eintrag in der Datei  web.config 
 
Durch Herausnehmen des Markers aus der Checkbox wir dieser Eintrag wieder rückgängig 
gemacht. 
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10.6.2  Windows Dienste verwalten 
Werden Änderungen in einer web.config-Datei gemacht, dann wird der betroffene 
Remoting Server vom IIS automatisch neu gestartet, sodass Änderungen in der 
Konfigurationsdatei immer sofort wirksam werden. Werden aber Änderungen in einer 
Konfigurationsdatei für einen Windows Dienst vorgenommen, muss der Dienst anschließend 
über die Systemsteuerung manuell gestoppt und wieder gestartet werden. Erst dann sind die 
Änderungen wirksam. Aus diesem Grund gibt es in MikConnectAdmin unter Einstellungen 
einen Karteireiter Dienste. Dort sind in einem ListView-Element alle lokal auf dem Rechner 
laufenden Dienste aufgeführt (Abb. 10-14). 
 
 
Abb. 10-14 Einstellungen – Dienste 
 
MikConnet Windows Dienst ist ein Windows Dienst, der die Serverkomponente MikConnect 
hostet. Werden nun Änderungen, wie zum Beispiel Hinzufügen neuer Channel-Informationen, 
vorgenommen, dann ist ein Restart  des Dienstes erforderlich. Das kann auf einfache Weise 
über Einstellungen Dienste geschehen. Im ListView-Element muss MikConnect Windows 
Dienst selektiert werden. Anschließend wird der Dienst durch Drücken des Buttons Restart 
neu gestartet. 
Der Quellcode-Ausschnitt aus Listing 10-6 zeigt, wie die Windows Dienste abgerufen und in 
einem ListView-Element ausgegeben werden können. 
 
  ServiceController[] scl = ServiceController.GetServices(); 
 int index = scl.GetLength(0); 
 
 for(int i=0; i<scl.Length; i++) 
 {  
    ListViewItem lvi = new ListViewItem(scl[i].ServiceName); 
    lvi.SubItems.Add(scl[i].Status.ToString()); 
    listView1.Items.Add(lvi); 
  } 
Listing 10-6 Abrufen einer Liste aller lokalen Dienste 
 
Mit der ServiceController-Klasse wird eine Interaktion mit den Windows Diensten für 
den lokalen Rechner oder für jeden Rechner ermöglicht, auf den zugegriffen werden kann. 
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Außerdem wird mit Hilfe dieser Klasse das Durchführen von Verwaltungsaufgaben 
ermöglicht, wie das Starten, Beenden und Anhalten von Diensten. Auf diese Weise können 
Listen von verfügbaren Diensten abgerufen und benutzerdefinierte Befehle für einen 
bestimmten Dienst aufgerufen werden. 
Durch ServiceController[] scl = ServiceController.GetServices() wird eine Liste 
aller Dienste die für den lokalen Rechner vorhanden sind, zurückgegeben. In einer Schleife 
wird durch die Liste iteriert und für jedes Element den Namen und den Status des Dienstes in 
eine Spalte des ListView-Elements geschrieben. Die Funktion GetServices()kann durch 
Übergabe des Parameters machineName als string überladen werden. Wird kein 
Parameter übergeben, wird die Liste der lokalen Dienste abgerufen. 
Listing 10-7 zeigt, wie auf einfache Weise ein bestimmter Dienst gestoppt, bzw. gestartet 
werden kann. 
 
  ServiceController sc = new ServiceController(serviceName); 
 
  if(sc.Status.ToString()=="Running") 
 sc.Stop(); 
  else 
   sc.Start();   
Listing 10-7 Starten/Stoppen eines Windows Dienstes 
 
Es wird ein neuer ServiceController erzeugt. Dem Konstruktor wird der Name des 
Dienstes als Parameter übergeben, der durch den ServiceControler verwaltet werden 
soll. Das Starten und Beenden von Diensten wird durch die Methoden Start() und 
Stop() ermöglicht. Es gibt natürlich noch eine Reihe weiterer Methoden und Eigenschaften, 
die die Verwaltung der Windows Dienste unterstützen. Diese sind ausführlich unter 
[MICO01] beschrieben.  
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11. Zusammenfassung 
 
11.1 Ausblick 
Die Software-Entwickler der MIK AG arbeiten an einer neuen Produktlinie, welche die .NET 
Remoting-Technologie von Microsoft nutzt und das aktuelle Frontend MIK-ONE als 
Management Informationssystem ablösen wird. MIK wird diese MIK Business Intelligence 
Suite (MIK-BIS) im September diesen Jahres auf einer Anwendertagung vorstellen und 
voraussichtlich 2004 freigeben.  
Mit den beiden Software-Komponenten MIKConnect und ClientChannelProvider ist ein 
Prototyp für eine flexible Client-Server-Kommunikation entstanden. Dieser Prototyp konnte 
erfolgreich in das MIK-BIS Projekt eingebunden werden. Die MIKConnect–Komponente 
wurde bei diesem ersten Integrationsprozess in einem IIS gehostet. Die Installation in einem 
Windows Dienst und die zugehörigen Tests werden folgen. 
Diese Ausarbeitung soll dem Unternehmen aber auch als Informationsquelle dienen, um 
beispielsweise aufkommende Fragen im Bereich der Sicherheitsaspekte, des Deployments 
oder  der Kommunikation über Firewalls zu beantworten. 
 
11.2 Fazit 
Das .NET Remoting bietet eine reichhaltige und mächtige Umgebung, um verteilte 
Anwendungen auf Basis des .NET Frameworks zu realisieren. In einer Reihe von Fällen ist 
das Remoting anderen .NET Technologien, wie z.B. den Web Services oder ASP.NET 
vorzuziehen. Es ist dann notwendig, Remoting-Anwendungen  zu erstellen, wenn ein anderes 
Transportprotokoll als HTTP verwendet werden muss oder wenn eine Server-Anwendung in 
einem anderen Prozess als dem IIS gehostet werden soll.  
Die im praktischen Teil meiner Arbeit entwickelten Softwarekomponenten berücksichtigen 
genau diese Fälle, um eine Verbindung mit dem jeweils leistungsfähigsten 
Kommunikationskanal zwischen Client und Remoting Server herzustellen. Dabei hat mir die 
umfangreiche Klassenbibliothek des .NET Frameworks die Arbeit extrem erleichtert. Diese 
ist aus meiner Sicht für das Entwickeln von .NET Framework-Anwendungen von 
entscheidender Bedeutung, da sie eine große Menge nützlicher Komponenten bereit stellt, 
z.B. für die Verwendung neuer Leistungsmerkmale wie die Reflexion oder die Verarbeitung 
von XML-Datenstrukturen. Die Suche nach den für meine Anwendung nützlichen 
Komponenten der .NET Framework Klassenbibliothek hat sehr viel Zeit in Anspruch 
genommen und erforderte bei der Bearbeitung dieser Aufgabenstellung eine intensive 
Einarbeitung. Glücklicherweise ist für jede .NET Anwendung nur ein Teil der umfangreichen 
Klassenbibliothek von Interesse.  Zu kritisieren ist aber der Mangel an beispielhaften 
Quellcode für die Klassenbibliothek. Ohne ihn ist es schwer, in Erfahrung zu bringen, welche 
Aufgaben die Methoden und Eigenschaften einer Klasse letztlich haben. Denn oft können die 
sehr knapp gehaltenen Erklärungen in der Dokumentation zum Microsoft .NET Framework 
nicht weiterhelfen. Dagegen war es keine große Schwierigkeit mit C# als neue 
Programmiersprache zu arbeiten, da sie sich nicht sehr stark von Java unterscheidet. 
Kritisch anzumerken ist aber, dass die viel zitierte Plattformunabhängigkeit meiner Ansicht 
nach bei Verwendung der Remoting-Technologie noch nicht vollständig gegeben ist. Wird ein 
.NET Client als Konsolen- oder Windows-Applikation entwickelt, so ist auf jedem Rechner, 
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auf dem der Client gestartet wird, die CLR und damit das .NET Framework erforderlich. 
Zwar bietet Microsoft mit seinem Shared Source Projekt Rotor eine Implementierung des 
.NET Frameworks für FreeBSD und MacOS an, legt dabei aber nicht alle Framework-Klassen 
offen. Außerdem möchte Microsoft Open Source Projekte wie Mono, das die Portierung des 
.NET Framworks nach Linux ermöglicht, nicht unterstützen [DEBO02]. Des Weiteren  gibt es 
bisher noch keine Möglichkeit, den Remoting Service in einem anderen Webserver als den 
IIS zu hosten.  
Da mit .NET Remoting über den HTTP Channel und den SOAP Formatter auch XML Web 
Services realisierbar sind, könnten allerdings SOAP-fähige Clients von anderen Plattformen 
auf diese Dienste zugreifen. Hier ist jedoch Vorsicht geboten! Remoting ist eng an das CLR-
Typsystem gebunden, während die Webservices an die XML Schema Definition (XSD) 
gebunden sind. Wenn nun in einer Remoting-Anwendung beispielsweise ein Remote-Objekt 
vom Typ ArrayList zurückgegeben wird, dann ist dieser Datentyp in der WSDL-Datei zwar 
zu finden, kann aber möglicherweise von anderen SOAP-Clients nicht verarbeitet werden.  
Im Ganzen gesehen glaube ich jedoch, dass das .NET Remoting und die vom  .NET 
Framework bereitgestellten Basisklassen zu einer wesentlichen Vereinfachung der verteilten 
Programmierung führt. Wie konsequent Microsoft den Gedanken der Plattform-
unabhängigkeit umsetzen wird, bleibt abzuwarten. Fest steht jedoch für mich, dass sich in 
Zukunft jeder Windows-orientierte Softwareentwickler mit dem .NET Framework 
auseinandersetzen muss.   
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