Evolutionary Development of Complex Systems using Rapide: Transaction Processing Case Study, Fundamental Comcepts, a.k.a Tools Introduction
Introduction
There are several tools to assist programmers who want to develop Rapide models of systems. The tools include:
• an architecture-based editor for defining system models, • a compiler for producing executables from the system models, • a constraint checking runtime system that is used by an executable to produce a history of the execution, • a graphical browser for viewing histories, and • an animation facility providing another view of histories.
This series of documents present an evolutionary, example-driven introduction to these tools. By evolutionary we mean the examples begin with very simple models and progress through increasingly complex models.
All of the models are taken from Dr. Kenney's Ph.D. dissertation on transaction processing. The first models present fundamental concepts of transaction processing. Successive models present the properties of atomicity, isolation and durability. The models conclude with advanced features of security, distribution and performance.
Background
Transaction processing (TP) involves multiple application programs sharing several resources where the application programs make requests of the resources and receive results back. This is a specialization of a client server architecture, where clients make requests of servers. However, TP system architectures have additional properties that distinguish them from client server system architectures. For example, client server architectures do not traditionally have "transactions," groups of requests (and there associated processing) that behave atomically. However, it is required for TP systems to have atomic transactions.
A exempliary TP system architecture contains a single application program that communicates with a set of resources. A "boxes and arrows" depiction of such an architecture is given in Figure 1 . We will use the Rapide tools to produce evolutionary prototype models of TP. However, to do so we must first install the tools so that you can use them.
Installing Rapide Tools As discussed in the previous section, the Rapide tools generally assumes the Rapide distribution is installed under the /usr/rapide directory and that /usr/rapide/bin is included in your path. If you installed the installation in another location, you should set the environment variable RAPIDEHOME to that location and include $RAPIDEHOME/bin in your PATH environment variable. Also, you should appropriately set MANPATH and LD_LIBRARY_PATH.
System Architecture
Normally, the first step in building a prototype of a system is to develop an architecture. The Rapide toolsuite provides several ways to do build system architectures, and perhaps the best first step is to use the tool raparch.
Raparch --The Rapide Architecture Editor
Raparch is a tool for editing Rapide architectures graphically. Boxes and lines may be drawn and edited which corresponds to modules and connections in the architecture of a Rapide program. The next step is to decide on an intial system architecture for your model. In this example we use a single application program connected to a single resource. This architecture is depicted in Figure 3 , and we will now use raparch to construct a model of this architecture.
Application Program
Figure 3: Single Application Program and Resource System Architecture.
Create an Application Program Component
To create an application program component, first enter the "create rectangular modules" mode by clicking on the™ icon in the first tool bar group. Then create a box towards the top of the canvas for the application program by positioning the cursor towards the top of the canvas where you want the top left hand corner of the box to be. Then press down, drag and then release left mouse button (or LeftButton) where you want the bottom right hand corner of the box to be. You will see a box labelled "Module 1" appear.
Modify the module properties of application program component by (1) being in ■■ mode, and (2) pressing down in the "Module 1" box on <Alt>-RightButton. An associated module properties window will appear. Modify the "Module Name" to be "APPLICATION_PROGRAM" and modify the "Module Label" to be "ApplicatiomnProgram." (The "\n" in the label means a newline) Then click on the OK button.
Create a Resource Component
Similarly, create another component at the bottom of the canvas for the resource by: (1) being in ™ mode, and (2) press down, drag and release the LeftButton from the top left hand corner to the bottom right hand comer.
Modify the modules properties of the resource component by (1) being in ™ mode, and (2) pressing down in the "Module 2" box on <Alt>-RightButton. Modify the "Module Name" to be "RESOURCE" and modify the "Module Label" to be "Resource." Optionally, you may change the color of the module by typing in a color or using the "Choose..." button to select a color. Finally, click on OK.
Create a Path between the Components
To create a path between the application program and resource components, first enter the "connect modules" mode by clicking on the button in tool bar with the ^ icon. Press and release the <Shift>-LeftButton on the application program component and then again on the resource component. This will produce a double headed arrow between the components.
A double headed arrow creates a "two-way" connection between the components; by two-way we mean that in the animation that you will produce later in the this tutorial, events will traverse in both directions along this pathway. If you desire a "one-way" connection, which limits events to tranverse along the pathway in only the direction of the arrow, then press and release the LeftButton on the source component and <Shift>-LeftButton on the sink component.
Note: A pathway without either arrow heads defaults to one-way in the direction the pathway was created. The direction of the arrow can be changed using a path properties dialogue box.
Modify the connection's path properties by pressing and releasing <Alt>-RightButton anywhere along the path while you are in the^ mode. For example, change the "Path Width" to 3. Finally, click on OK.
Optionally, you can modify the direction of arrow and connection mode by clicking the appropriate radio button for the corresponding field. Like in a component properties window, you may change the color of the path by typing in a color or using the "Choose..." button to select a color. A path name can optinally be specified by typing in a particular name for the path as well.
Resizing and Repositioning
Optionally, you can move a component when you are in the "Selection tool" mode by pressing down on the ' icon, pressing down and dragging the component with LeftButton. Notice that when a component is selected it turns blue.
Optionally, you can resize a component when you are in™ mode by pressing down and dragging an edge of the box with <Shift>-RightButton.
Optionally, you can reposition a path when you are in H mode by pressing down and dragging an end of the path with <Shift>-RightButton.
Saving the Architecture
The architecture picture that we have built can be saved two ways. First, saved to a Rapide source file that can be compiled and executed (saved in a file with ".rpd" extension by default). Second, saved to an architecture file that can be used to animate the results of an execution (saved in a file with ".arch" extension by default).To perform the latter, select the Save option of the File menu. This creates a file named "main.arch" that contains a description of the architecture in a format that is understood by raparch and raptor. You can save the description in file with another name by using the Save As option of the File menu.
Note: If you save the file under a different name, be sure to use that name instead of main.arch throughout the rest of the example! So far we are building a conceptual (initial) model of the system architecture. We save this conceptual architecture in "main_concept.arch" by the Save As option of the File menu. The file name is inherited from the name used in "Arch Name" field at the bottom of the canvas. A default architecture name used is "main".
System Behavior
Rapide (and raparch) allows us to associate prototypical behaviors to our system. We can provide the architecture with sementics, in other words, we are constructing a structural and behavioral model of the system architecture.
Application Program Behavior
To associate a behavior with the application program component, first we create required features for the component: (1) being in ' mode in the first tool bar group, (2) clicking on the ° icon in the second tool bar group. Then create an out action feature over the boundary of application program component by <Control>-MiddleButton (middle mouse button on 3-button mouse or both left and right mouse button pressed simultaneously on 2-button mouse).
Modify the properties of out action feature of application program component by (1) being in ' mode , (2) being in ° mode , and (3) pressing down in the "out action" feature on <Alt>-RightButton. Modify the "Name" to be "Request". Similarity we create the other in action feature for application program component and name it to be "Result". Now, the structural interface of application program component is established and the next step is to specify a behavior for application program component based on its constituting in and out action features.
To describe a behavior for the application program component, you must be in™ mode and press <Control>-RightButton on the application program component. This brings up a window that defines the Rapide interface type associated with the application program component. At this point, raparch should provide the structural interface constituents in "acitons and services" section of the type interface window properly, (note: sometimes pressing <Control>-RightButton over components causes the architecture description window open. This is a minor raparch bug to be fixed in the next release. If that happens, ignore the architecture window by clicking the Cancel Button in the window.) Make sure that actions and serives section contains:
These action declarations mean that the application program can generate "out" Request events and receive "in" Result events. These actions will be "visible" to the resource component as we shall see later.
Click on the "Behavior..." button to describe the component's behavior rules. It will bring up a new window for the component behavior, labelled "APPLICATION_PROGRAM." There are "Behavioral Declarations" and "Behavioral Rules" sections in the new window. Interfaces in Rapide can also include behavioral declarations that we will initially leave alone. We will modify them later to enrich our behavioral specification. Notice the default action declaration that is special. This action's associated events communicate to raptor the "name" of the component that generated the event.
Modify the behavioral rules section to be:
This behavior rule waits until a start event is observed and reacts to it by generating two events: an animationjam event and a Request event. The animationjam event is parameterized with the string " APPLICATION_PROGRAM."
When you are finished making the modifications, click on the DONE button for behavioral rules window and OK button for type interface window. The snapshot of this architecting process is depicted in Figure 4 . 
Resource Behavior
Similarily now we will associate a behavior with the resource component. First, we create required features for the resource component, as explained in the above: (1) being in ' mode , (2) clicking on the ° icon , then create an out action ("Result") and an in action ("Request"). The structural interface of resource component should be properly collected by raparch and be shown in type interface window. Associated behavior can be specified in the same way as we described for the applicaiton program 
Create Pathes between the Features of Components
Modify connections for the system. First, delete a connection made between application program and resource components by selecting the path between two components and using Delete option of the Edit menu. Instead we will make a connection between two components, in terms of components' features, that is, "Request" and "Result" action pair of each component. To create a path between features of components, first enter the "connect modules" mode by clicking on the button in the first tool bar group with * icon. Press and release LeftButton on the out action "Request of Application Program" and then again on the in action "Result of Resource" component.. This will produce a solid line between two features. Modify the connection's path properties by pressing and releasing <Alt>-RightButton anywhere along the path while you are in the ' mode. For example, modify the "Path Width" to 3 and connection mode to be "pipe" for now, then click on the OK button. You will see a change of line pattern for a path, from a solid line to a dotted line. Details about connections will be discussed later in this tutorial. Note: Since features of components already implies the direction of flow (e.g., out or in), arrows may not be required for connections between features. A solid line represents a basic connection and a dotted line for a pipe connection in Rapide. Figure 5 shows two pipe connections between Request and Result action pairs of ApplicationProgram and Resource components in the architecture.
