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Abstract— The overall aim of software testing is to deliver the error-free and high-quality software products to the end users. The 
testing process ensures that a software is aligned with the user specification and requirements.  In software testing process, there are 
many challenging tasks however test case generation process is considered as the most challenging one. The quality of the generated 
test cases has a significant impact on efficiency and effectiveness of the testing process.  In order to improve the quality of a developed 
software, the test cases should be able to achieve maximum adequacy in the testing and requirements' coverage. This paper presents a 
comparative evaluation of the prominent requirement-based test case generation approaches. Five evaluation criteria namely, inputs 
for test case generation, transformation techniques, coverage criteria, time and tool's support are defined to systematically compare 
the approaches. The results of the evaluation are used to identify the gap in the current approaches and research opportunities in 
requirements-based test case's generation.  
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I. INTRODUCTION 
Software testing is performed to assure the quality of a 
software product. Therefore, it is considered as one of the 
important phases of software development. In addition, it 
provides the system stakeholders with the measures on the 
degree of how far the system meets the customer’s 
expectation. 
Software testing takes 40-70% of the development effort, 
time, and cost [1]. In another study [2], software testing 
accounts for 50-75% of total development cost. Although 
software testing is an expensive phase, it has a significant 
impact on achieving a high degree of software quality and 
consumer confidence. 
Nowadays, software testing researchers are concentrating 
on the efficiency of software testing process. Furthermore, 
automation of the software testing process is considered as a 
solution to lower the cost, decrease the effort, and increase 
the time to market of software product [3].  However, 
automation of testing is not a silver bullet which can provide 
a solution to all problems. It is considered that software test 
case automation process is itself an expensive activity and 
requires development effort, cost and time. Despite expenses, 
it has a significant impact on development cost, time to 
market and quality of the product [4]. 
Adequate validation of functional requirements in test 
cases is considered as one of the industrial software 
problems. The foremost effort to cover this difficulty stems 
that how each source requirement is typically mapped onto a 
respective test run result. The suitability of mapping a 
requirement onto a test is typically not formally recognized.  
Industry expert generally fills this gap in some way with test 
reviews or inspections [5].  
Software requirements based testing is considered as an 
important phase of the software development process, as it 
addresses the problem that how to validate the developed 
software against its requirements. Designing of test cases is 
the foremost success factor of the testing process, and 
customers are concerned with test cases successful 
implementation. Furthermore, requirement based test case 
generation helps to obtain the adequate traceability 
information of requirements. It also ensures the complete 
requirements coverage in the designed test case suite [6].  
A perfect set of test cases is one that has a high chance of 
discovering unknown errors. To uncover all potential errors 
in a program, detailed testing is required to examine all 
possible input and logical execution paths, but it is neither 
possible nor economically feasible. Thus, the actual goal of 
software testing is to increase the finding errors' probability 
using a limited number of test cases that perform in less time 
with less effort [7]. 
Many metrics have been proposed to evaluate the quality 
of test case generation, e.g., cost, time, effort and coverage 
criteria. Many researchers have put their efforts on 
minimization of time, effort and cost. However, from last 
decade, researchers put  their efforts on automation of test 
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case generation [8]. The main function of requirement 
coverage metric is to monitor and report the number of 
requirements tested and whether these requirements are 
correctly implemented or not.    
Similarly, a test coverage criterion shows that how 
effective the testing process has been done. As per testing 
approaches, there are two main types of coverage criteria: 
requirement coverage and structural coverage [9]. 
Requirements' coverage which covers all requirements in 
functional testing. Particularly,  it is a measurement of the 
requirements that are covered in the testing and specifies the 
performance of functional testing achievement [10]. 
Likewise, the structural coverage checks how many 
behaviours of the requirements' specification are covered by 
the testing process [11].  
This study presents a comparative evaluation of different 
approaches for automated test case generation from 
requirements, which is a critical part of software testing 
process and types of coverage criteria that are used in these 
methods.  
In this paper, we classify the existing prominent 
approaches in requirements-based test case generation. In 
Section II, we briefly elaborate these approaches, we explain 
the process of test case generation from requirements, and 
we explain the evaluation criteria used to check the quality 
of approaches. Discussion on the evaluation results of 
approaches is presented in Section III. Conclusion and future 
research work are presented in Section IV. 
II. MATERIAL AND METHODS 
Test case generation process is the most important and 
fundamental testing process. If the test cases are generated 
earlier, it will reduce the cost, time and effort when actual 
testing starts.   
A. Classification of Test Case Generation Approaches  
In general, there are two major approaches in 
requirements-based test case generation namely 
specification-based testing and Sketched Diagram-based 
testing.   
1) Specification-based Testing: In specification-based 
testing, requirements are used to develop the application and 
define the test cases.  The defined test cases verify that all 
requirements are applied in the application domain. 
Specification-based methods for testing are the techniques to 
generate a bulk of test cases from the documentation 
regarding the specifications of the system such as a formal 
requirement specification [12], [13].  Specification-based 
testing depends on requirement's models. It can be further 
categorized in two requirements analysis approaches namely 
natural language requirements and formal method's analysis.     
In the early phase of system development, requirements 
are specified in natural language because natural language is 
universal, flexible and comprehensible. In addition, natural 
language can be used to describe any circumstances and 
environment [14].  
According to IEEE-830 standard, the term “natural 
language requirement” is referred as a requirement 
document that is documented using natural languages such 
as English, French, Arabic, Malay, and Urdu. “Shall" 
requirements, use case, user stories, scenarios, and feature 
lists are examples of natural language requirements [15]. 
“Shall” requirements are stated with “The system shall ...”, 
with the possibility to swap “system” with system or actor 
name for example, “The temperature sensor shall send the 
temperature of the ducts to the duct monitoring system” [16]. 
Formal methods are the rigorous mathematical-based 
approaches that are used for the specification, modeling, and 
verification of software and hardware systems [17]. Formal 
methods are associated with three techniques such as formal 
specification, formal verification, and refinements. 
There are some drawbacks of using the formal methods as 
a specification-based technique. First, it is difficult to 
estimate the effort cost in conducting formal analysis due to 
the complexity of the analysis process [18]. Second, the 
great manual effort is required in generating test cases as 
compared to automated test case generation process [19], 
[20]. Third, formal specification methods are not widely 
accepted for several reasons. For example, a formal model is 
difficult to be used for communication purpose, especially 
for non-technical personnel. Furthermore, extensive training 
is required during the implementation of formal models, 
which is a time-consuming and expensive process. 
2) Sketched Diagram-based Testing: The Sketched 
Diagram-based testing technique is the type of model-based 
testing. It is also known as UML-based testing because it 
generates test cases from the UML diagram. The test cases 
can be generated in analysis and design phase from the 
requirement-based model. UML diagrams are a most 
common way to represent the requirement-based model. The 
UML-based testing (UBT) is defined as a testing approach 
that uses UML-based software models or specifications in 
the design, generation, and execution of the test cases. In the 
UML-based testing process, UBT particularly designs and 
generates test cases (with oracles), and evaluates test results 
based on the relevant UML-based software models and 
UML-based specifications for testing the SUT [21]. 
The UML diagrams can be categorized into behavioural 
and structural diagrams [22].  
• Behavioural Diagrams are the type of diagrams that 
represent behavioural features of a business or system 
process. These diagrams show that what should 
happen in a system. Behavioural diagrams include 
activity, sequence, use case, state chart and four 
interaction diagrams (communication, interaction, 
sequence, and timing).  The interaction diagrams are 
used to describe that how objects interact with each 
other to create the functions within the system. 
• Structural diagrams emphasise the elements of the 
specification which is irrespective of time. Diagrams 
included under this category are composite, 
deployment, package, profile, class, object and 
component diagrams.  
B. Requirements based Test Case Generation Process  
This sub-section briefly explains the process of two 
requirements based test case generation approaches namely 
specification-based test case generation process and 
Sketched Diagram-based test case generation process. The 
generation of test value is not covered by this work. 
1568
1) Specification-based Test Case Generation Process: 
Many of the researchers focus on the derivation of test cases 
from natural language requirements. The finite state machine 
and formal modelling languages are used to represent the 
requirement model of the system. The state machine is used 
to derive natural language scenarios. To write test cases 
from requirements, the test engineer must clearly understand 
the requirements' specification.  Fig. 1 shows the generic 
process of test case generation from natural language 
requirements. It is a summarization of approaches [24]-[33], 
and a brief description of steps is mention below: 
• In specification-based testing, documents are written 
in natural language / textual requirements.  
• To increase the quality of natural language 
requirement, the approach [23] has performed 
syntactic and semantic analysis of natural language 
requirements.   
• Different requirement formalization tools are used to 
develop a formal model from textual requirements, 
i.e., consistency checking tool analysed that formal 
model is in the correct state. If the formal model is 
not in the correct state, then requirements are 
inconsistent. In a failure, situation requirements are 
again analysed and corrected.  If errors are not 
corrected, then inconsistency may result in 
subsequent phases of system development.  
 
Natural language 
Requirements
Formalized  
Requirements 
specification
Code for test case 
generation 
Test case generator 
Executable
Behaviour Tree
Test Cases
Test  case generation 
Algorithm
Compile
Execute
Post Processing
Consistency Checking
NL Requirements 
Analysis 
 
Fig. 1  Test case Generation Process from natural language requirements 
 
 
• Test case generation tools derived test cases from the 
consistent formal model. Then test cases are executed 
on system implementation via the executable tool. 
The code for test cases is compiled with the 
generation algorithms. 
• Then simulation of test cases is performed using any 
simulation tool, e.g., MATLAB Simulink Design 
verifier. 
• The approach [24] applied behaviour trees (BTs) as a 
graphical notation to capture formal requirements.  
Using behaviour tree is easy to maintain direct 
traceability between individual functional 
requirements and their representation in the BT 
model.  
• During post-processing test cases are extracted from 
behaviour tree by performing a modified depth-first 
traversal algorithm. 
2) Sketched Diagram-based Test Case Generation 
Process 
In Sketched Diagram-based test case generation, at the 
initial phase of requirements, requirement engineer starts 
describing the requirements as scenarios. These scenarios 
are transformed into a requirement model, e.g., activity or 
use case diagram.    These diagrams are used for generation 
of initial test scenarios using the searching algorithm, e.g., 
graph search, Breadth-First Search (BFS) [34]-[36]. Fig. 2 
shows the sequence of task's implementation for automation 
of test case generation process [36]-[39]. 
• Describe system requirements as scenarios. 
• Transform requirement into any one UML diagram, 
e.g., activity, use case or class diagram.  
• The XML metadata interchange (XMI) file is used to 
store the requirement model.  
• It transforms requirement model into test model using 
meta modelling. 
• When test model and metamodel have loaded a 
searching, the algorithm is adopted to generate 
different test item sequences from the test model.  
C. Evaluation Criteria 
This sub-section briefly explains the criteria used for 
evaluation of test case generation approaches.  
1) The input to Generate Test Case: It refers to a type of 
information that is being used to generate test cases at the 
start of a testing process. It presents the information used for 
test cases generation process. For example, in case 
specification-based testing input may be in the form of 
natural language requirements or formal specification. 
Similarly, in Sketched Diagram-based testing approach input 
may be a use case, activity or class diagram.  
2) Transformation Techniques: It refers to change that 
how from requirements to testing requirements are a process 
and reshaped. This metric is checking which transformation 
technique is more effective. Transformation techniques used 
in selected studies are formal checking, metamodelling, and 
formal methods. 
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Fig. 2  Test case generation process from requirement's modelling 
 
3) Coverage Criteria: Coverage metric is applied to 
quantify the quality of a system specification and is 
commonly applied to assess progress in system validation. 
For example, in the case of white box testing coverage 
metric answer question that “have I written enough tests 
cases?" Similarly, in black box testing, it addresses “Have I 
written enough properties?” Highest coverage to satisfy the 
test adequacy criteria that is given as input to the software 
under test, there are many types of coverage criteria 
depending on the type of testing.  
4) Time: Through the testing process, the time can be 
increased due to unsuitable test cases. These unsuitable tests 
cases caused resources wasted as well as time. For that 
reason, there is a need to reduce time. 
5) Tool Supports: It refers to use of Computer-Aided 
Software Engineering (CASE) tools for automation in the 
process. 
III. RESULTS AND DISCUSSION  
Table 1 shows the result summary of comparison of 
requirements based test case generation approaches.  
The evaluation metric time and CASE tool support 
responses are recorded in “yes” or “No” only. If any 
approach is not considering time factor during generation of 
test cases sign (X) is used, and in case yes sign (✔) is used. 
Similarly, if CASE tools are applied for automation in test 
cases generation process then sign (✔) and in case of no 
automation in test cases generation process sign (X) is used. 
As we can see in Table 1, use case and sequence diagrams 
[35], [40], [42] are used as the input of test case generations. 
The proposed approach in [40] uses XMI parser for 
transformation to test cases. Equivalency class partition 
techniques are applied with the use of an automated tool to 
achieve maximum time to market and to minimize the cost.  
In a similar manner, the approach in [36] has used activity 
diagrams as the input of test case generation whereas model 
transformation approach is used to convert the artefacts of 
activity diagrams into test cases. On the other hand, this 
study has no focus on time and cost. Moreover, no 
automation tool is used during the study.  
Most of the studies [24], [25], [27]-[29], [32], [33] use 
natural language requirements as the input for their test case 
generation. At beginning phase of the system development, 
requirements are documented in natural language while the 
natural language's requirements may be ambiguous, 
incomplete and inconsistent. Meanwhile, manual inspection 
of natural language issues can be hard to minimize. 
The study [28] proclaimed a method to generate test cases 
using natural language. The data-flow reactive system 
(DFRS) is used for transformation formal model. The 
(DFRS) automatically obtained artifacts from natural-
language requirements that describe functional, reactive and 
temporal properties. Despite the generation of test cases 
from natural language, this study does not provide any 
mechanism of test case reduction.  
Similarly, the requirement centred analysis and testing 
framework are used for the formalization of natural language 
requirements. After analysing the requirements' issues, test 
cases are generated from formalised requirements and 
executed on the implementation model [29]. However, this 
study is not addressing the issue of test case reduction. 
Moreover, no cost-effective solution is provided to minimize 
the cost of the testing process.   
Likewise, the approach [27] proposed a method for 
generation of test cases from natural language (NL) 
requirements using an automated tool. This C&L tool 
translates automatically natural language requirement's 
descriptions into behavioural models for automated testing. 
Studies [27], [41] used path coverage, although it is a 
reliable metric though it is not applicable to large systems. 
Like previous studies, this study is not proposing any 
strategy of test case reductions.  
In like manner, the study [25], proposed a method of test 
case's generation from natural language SRS documents. 
Text mining and symbolic execution techniques are used for 
generation of test cases. However, the study does not clearly 
state the transformation strategy and no cost-effective 
solution by focusing on test case reduction.  
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TABLE 1 
 COMPARISON OF TEST CASE GENERATION APPROACHES 
 
 Approach Input  Transformation 
Techniques 
Coverage criteria Time Tools 
Support 
Sp
ecificatio
n
-b
ased
 A
pp
ro
ach
es
 
Lindsay et al. [24] Natural language model checking 
 
Path coverage ✖ ✔ 
Elghondakly et. al. [25] Natural language ✖ Requirement 
coverage 
✖ ✔ 
Venkatesh et al. [26] Formal 
specification 
Formal Model Requirement 
coverage 
✖ ✖ 
Sarmiento et al. [27] Natural language  Model 
transformation 
Path coverage ✖ ✔ 
Carvalho et al [28] Natural language Formal model ✖ ✖ ✔ 
Aichernig et al. [29] Natural language model checking 
 
Requirement 
coverage 
✖ ✔ 
Carrera et al [30] Natural language Metamodeling  Functional 
coverage 
✔ ✔ 
Gao et al. [31] category partition  Formal model Equivalency 
partition  
✖ ✔ 
Yue et al. [32] Natural language  Model 
transformation 
Structural 
coverage 
✖ ✔ 
Carvalho et al. [23] Natural language  Model 
Transformation  
Requirement 
coverage 
✖ ✔ 
Sk
etch
ed
 D
iag
ram
-b
ased
 A
pp
ro
ach
es
 
Chatterjee et al. [33] Use case  Formal model Requirement 
coverage 
✖ ✔ 
Barbosa et al. [34] Sequence & use 
case diagrams  
XMI parser equivalency 
partition 
✖ ✔  
Gutiérrez et al. [35] category-partition 
method 
Metamodeling Path coverage ✖ ✔ 
Zhang et al. [36] Use case diagram Metamodeling Structural 
coverage 
✖ ✔ 
Ibrahim et al. [37] Sequence & use 
case diagrams 
✖ ✖ ✖ ✔ 
Gantait et al. [38] Activity diagram Model 
transformation 
Path coverage ✔ ✖ 
Gutiérrez et al. [39] category-partition 
method 
Metamodeling Functional 
coverage 
✖ ✔ 
Granda et al. [40] Requirement 
model 
Model 
transformation 
Path coverage ✖ ✔ 
Straszak et al. [41] Use case scenarios Metamodeling Requirement 
coverage 
✖ ✔ 
Wang et al. [42] Use case  Metamodeling Requirement 
coverage 
✖ ✔ 
 
In addition to above studies, the following study [30] 
proposed a methodology for test case generation using an 
open source framework Behavioural Agent Simple Testing 
(BEAST). It uses Behaviour Driven Development (BDD) 
techniques and Multi-Agent Systems (MASs) for generation 
of test cases process. Yet, this study can be only applied in 
agile development methodology. Moreover, the study is 
covering only functional requirements no emphasis on non-
functional requirement coverage.  
The study [30] presented a method to generate abstract 
level test suites from requirement's models using model-
driven testing paradigm. Navigational Development 
Techniques are incorporated in functional system test cases. 
Moreover, the metamodeling is applied for verification of 
functional requirements in testing. However, at the same 
time focus on test case reduction. 
Furthermore, the study [35] proposed a systematic 
approach for automated derivation of manually executable 
test cases from use case's model. The use cases and test cases 
are derived from restricted Natural Language with a tool 
support. Moreover, the presented approach helps in 
describing diverse test coverage criteria on requirements. 
However, the approaches are using structural coverage, 
which focuses on structural features, i.e., structural coverage 
and branch features, and it is not addressing requirement 
coverage.  
In the same way, the proposed study [39] generates 
acceptance level test cases from use cases using the model-
driven paradigm. Metamodeling is used for transforming the 
Requirements Specification Language (RSL) into test's cases. 
Same like above studies, this study is not providing any 
solution to minimise the cost and time during the testing 
process.    
Likewise, research [26] proposed a method for test case's 
generation from a formal specification of the system. It 
implements the Expressive Decision Table (EDT) algorithm 
for requirement notation to reduce translation efforts of 
formal specification. After all, it is a fact that formal 
specifications are difficult to use for communication propose 
especially for non-technical personnel. Moreover, extensive 
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training is required for implementation of formal models, 
which is a time-consuming and expensive process.  
Like the formal specification, the study [24] proposed the 
generation of test cases using a symbolic model checker. It 
ensures that test cases are correct and complete. The test 
case generated from the behaviour tree requirements model 
is traced back to the original requirements and with 
correctness and completeness guaranteed by the model 
checker. The approach is validated using case studies of an 
Automated Teller Machine, an air-traffic control system. 
However, the study is using model checking approach, 
which is mainly appropriate to test the control intensive 
application and it is less suitable for the data-intensive 
application. Moreover, it has the capacity to verify system 
model only, and it does not verify the actual system 
(product/prototype).  
Consequently, it is concluded that most of the studies of 
requirements based test case generation [24]-[29], [31]-[35], 
[37], [38], [40]-[43] have no focused on requirement 
coverage. Moreover, there is no cost-effective solution of 
test case generation in the literature.  No evidence found 
which is first focusing on natural language requirement's 
issues, for example, ambiguity, incompleteness, and 
inconsistency and subsequent generation of test cases.  
IV. CONCLUSION  
Software testing aims at assuring that the developed 
system conforms to the stated requirements and reducing 
errors arose during system operation. This paper presented 
our comparative evaluation of requirements based test case 
generation methods. The comparative evaluation was 
performed based on five evaluation criteria namely input of 
test case generation, transformation techniques, coverage 
criteria, time and tools support. The comparative evaluation 
results show that there is no single approach fulfil all 
evaluation criteria. Based on the evaluation, it is found that 
the specification-based approach is the more mature and 
effective approach for the generation of test cases. It has the 
capacity to effectively capture the behaviour within the 
system and maximum requirement coverage. Furthermore, it 
implements a rigorous mathematical model for verification 
and validation of the system. 
However, the UML-based approach is very complex and 
contains a comprehensive set of numerous modelling 
diagrams and notations for general-purpose system 
modelling. UML activity and use case diagrams are often 
used to model and validate system requirements. Sequence 
and state machine diagrams to capture the behavior of the 
system and derive unit tests for the system. The class 
diagram is used to model classes and static structure of the 
system. It can be used for all testing levels. 
UML sequence and state machine diagram are unable to 
capture non-functional requirements. Likewise, these 
techniques are not effective for verification and acceptance 
of the large software system. 
In future, we will present a model of test case generation 
from requirement using Natural Processing Language (NLP) 
techniques. This model will be helpful in the effective 
formalization of requirements and generation of test cases. 
Moreover, this dynamic model will help the practitioner in 
the successful completion of a software project with a 
quality product, minimizing cost and time to market.  
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