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Одной из главных проблем компьютерной графики является отрисов-
ка трехмерных сцен, то есть набора трехмерных объектов, их свойств,
источников света и камеры, с точки зрения которой и производится от-
рисовка сцены. При этом в интерактивных приложениях необходимо
поддерживать высокую частоту смены кадров: чем плавнее анимиро-
ванное изображение, тем легче пользователю его воспринимать.
С начала 90-х годов XX века самым распространённым методом ре-
шения этой проблемы является растеризация — преобразование трех-
мерных объектов, представленных в виде набора треугольников, в пик-
сели на экране (рис. 1). Этот метод наиболее популярен из-за высо-
кой производительности и гибкости. Тем не менее, растеризация име-
ет недостатки: для создания реалистичного освещения необходимо ис-
пользовать большое количество различных техник для каждой отдель-
ной ситуации в трехмерной сцене.
Рис. 1: Основной процесс растеризации – проецирование трехмерных
объектов из специального пространства на пиксельную сетку буфера
кадра.
Графическим конвейером называют последовательность операций
над трехмерными объектами и их свойствами, которые необходимы для
отрисовки трехмерных сцен. Различают два вида графического конвей-
ера для растеризации: фиксированной функциональности и шейдер-
ный. Они отличаются тем, что шейдерный контейнер даёт разработчи-
4
кам возможность переделывать/вставлять отдельные части с помощью
программ, запускаемых на видеокарте — шейдеров. Конвейер фикси-
рованной функциональности позволяет настраивать только определен-
ные параметры, например, вершины треугольников, которые обраба-
тываются только одним заданным способом, а в шейдерном конвейере
для этого необходимо реализовать программу, что позволяет задавать
практически любую логику для обработки вершин на графическом про-
цессоре: скелетная анимация, системы частиц и др.
Рис. 2: При трассировке производится обход пикселей буфера кадра и
запуск лучей в сцену из них.
Наряду с растеризацией, имеется метод трассировки лучей, который
позволяет рассматривать расчёт освещения в трехмерной сцене более
обобщенно, чем при растеризации. Трассировка лучей отличается от
растеризации тем, что вместо последовательной отрисовки каждого от-
дельного объекта, в сцену испускаются лучи от камеры, и в зависимости
от того, в какой объект попал луч, окрашивается пиксель (рис. 2). При
этом разработчики самостоятельно задают логику взаимодействия лу-
чей и объектов — следует ли лучу отразиться, преломиться и т.д. Вза-
имодействуя с разными поверхностями, луч строит некоторый путь, и
если в каждой точке пересечения луча и сцены вычислять уравнение
отрисовки (rendering equation) [9], то такой метод называется трасси-
ровкой путей. Он позволяет создавать реалистичное освещение, тени и
полутени, корректные отражения и др. Однако каждый запуск отдель-
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ного луча сопровождается высокой нагрузкой на видеокарту. Ситуация
усугубляется тем, что на один пиксель необходимо запустить хотя бы
несколько лучей, а на экранах пользователей таких пикселей — милли-
оны.
Из-за низкой производительности метод отрисовки лучей долгое
время использовался только в системах, где нет жестких ограничений
на время отрисовки одного кадра. Но с дальнейшим значительным уве-
личением мощностей пользовательских видеокарт и появлением графи-
ческих процессоров NVIDIA Turing (2018 год) [30] данный метод стал
доступен и для приложений с высокой частотой смены кадров.
Значительное различие между двумя концепциями — растеризаци-
ей и трассировкой путей, — а также высокая нагрузка на видеокарту
во время расчета пересечений лучей, являются главными причинами
сложности портирования приложений с одного метода на другой. По-
этому необходимо решение, которое позволяло бы автоматизировать пе-
ренос приложения с трехмерной графикой с растеризационного метода
на трассировку путей. Главная мотивация такого портирования заклю-
чается в отрисовке более реалистичного и динамичного освещения, так
как большинство целевых приложений используют такую технику, как
карта теней, главным недостатком которой является статичность, то
есть при изменении состояния сцены освещение в ней не меняется, на-
пример, если объект сдвинулся, то его тень всё ещё будет в прежнем
положении.
Создание такого решения для произвольных приложений трудоём-
ко, поэтому данная работа направлена на приложения, использующие
фиксированный графический конвейер. Это связано с тем, что в такого
типа конвейере, разработчикам даётся меньше свободы во взаимодей-
ствии с графическим процессором (в связи с архитектурой графиче-
ских ускорителей в конце 90-х гг.), поэтому и в создаваемой библиотеке
необходимо рассмотреть и реализовать значительно меньшее количе-
ство различных случаев, по сравнению с шейдерным конвейером.
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1. Постановка задачи
Цель данной работы — разработать библиотеку, позволяющую исполь-
зовать трассировку путей в приложениях, использующих растеризацию
с конвейером фиксированной функциональности для отрисовки трех-
мерной графики; а также портировать одно такое приложение, а имен-
но, видеоигру “Serious Sam: The First Encounter” (2001) [25]. Основным
требованием является сохранение высокой частоты смены кадров.
Для достижения этой цели были сформулированы следующие зада-
чи.
• Проектирование интерфейса и архитектуры библиотеки, позволя-
ющие приложениям с конвейером фиксированной функциональ-
ности загружать данные с минимальной нагрузкой.
• Реализация системы обработки данных для отрисовки: трехмер-
ная геометрия, материалы, источники света.
• Реализация отрисовки трехмерных сцен с освещением, рассчитан-
ным с помощью трассировки путей; а также отрисовки с помощью
растеризации для геометрии, не участвующей в освещении.





Концепция метода трассировки лучей достаточно простая в сравнении с
другими способами отрисовки: на трёхмерной сцене расположены объ-
екты, источники света и камера, из которой испускаются лучи, кото-
рые взаимодействуют с объектами, таким образом, окрашивается необ-
ходимый пиксель на экране. Такие техники, как теневые карты (ан-
гл. shadow maps), предрасчитанные карты освещенности (англ. baked
lightmaps) и отражений (англ. baked reflection cubemaps), отражения,
берущие информацию только из экранного пространства (англ. screen-
space reflections), и другие, нацелены на симуляцию движения света в
пространстве, и они были созданы для обхода ограничений, которые
накладывает метод растеризации, но при этом все эти приёмы так или
иначе имеют недостатки и визуальные артефакты. При трассировке
лучей же, такие методы симуляции света неуместны, так как есть воз-
можность симулировать упрощенные физические законы, по которым
распространяется свет (видимое электромагнитное излучение). Напри-
мер, в реальном мире свет распространяется от источников света и в
конце попадает в оптический прибор, но по принципу обратимости хода
лучей света этот процесс может быть устремлен в обратную сторону:
лучи отправляются из оптического прибора.
В данной работе не будут приниматься во внимание гибридные ме-
тоды отрисовки, то есть использующие одновременно и трассировку
лучей, и растеризацию для расчёта освещения, так как целью являет-
ся именно трассировка путей. Вместе с тем, библиотека предназначе-
на для приложений с высокой частотой смены кадров, следовательно,
алгоритмы, библиотеки, фреймворки созданные для автономной отри-
совки кадров (англ. offline rendering), в которых время на отрисовку не
ограничено, также не подлежат рассмотрению.
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2.1.1. Уравнение отрисовки
Радиометрия – это методы для измерения электромагнитного излуче-
ния, в том числе и видимого. Величины, использующиеся в радиомет-
рии:
• Поток излучения Φ (англ. radiant flux) (Вт) – это энергия, пере-
носимая излучением через поверхность за единицу времени;
• Облученность E (англ. irradiance) ( Втм2 ) – поток излучения отно-
сительно площади поверхности;
• Энергетическая яркость L (англ. radiance) ( Втм2ср) – поток излуче-
ния относительно площади и телесного угла, то есть относительно
отдельно взятого луча.
Оптические приборы (к примеру, камеры, глаза) измеряют энергетиче-
скую яркость (англ. radiance). Следовательно, для создания реалистич-
ного освещения следует рассчитать энергетическую яркость на позиции
каждого пересечения луча, выпущенного из камеры, со сценой.
Для оценки энергетической яркости в 1986 году было предложено
уравнение отрисовки [9]:
Lo(p, v) = Le(p, v) +
∫
l∈Ω
f(l, v)Li(p, l)|n · l| dl, (1)
где Lo(p, v) – исходящая энергетическая яркость от поверхности в точке
p и направлением v от точки p до камеры, Le(p, v) – энергетическая
яркость, выпущенная самой поверхностью, n – вектор-нормаль в p, Ω
– полусфера направлений1 над точкой p, |n · l| – модуль скалярного
произведения векторов n и l.
Li(p, l) — входящая2 энергетическая яркость на точку p от направ-
ления −l. Li можно рассчитывать [18] как:
Li(p, l) = Lo(r(p, l),−l), (2)
1вектора l ∈ Ω направлены из точки p
2по соглашению, Li принимает принимает вектор l, направленный из точки p, поэтому слово ”вхо-
дящий” может несколько запутать
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где r(p, l) – функция возвращающая точку пересечения луча, испущен-
ного из точки p в направлении l, с какой-либо поверхностью на сцене.
Таким образом, чтобы рассчитать входящую энергетическую яркость
в одной точке, необходимо найти исходящую в другой, для которой, в
свою очередь, нужна входящая и так далее (рис. 3).
Рис. 3: Для расчёта входящей энергетической яркости Li(p, l) можно
использовать исходящую энергетическую яркость Lo из другой точки,
а именно r(p, l).
Исходящая энергетическая яркость непрозрачных поверхностей ча-
ще всего происходит не от самой поверхности, а извне и всего лишь
отражается от неё. Рассмотрим случай, при котором такое отражение
направлено в камеру, т.е. с направлением v. Тогда функция f(l, v), опи-
сывающая отношение этой отраженной энергетической яркости к облу-
ченности входящего от направления l (т.е. потоку излучения на неко-
торой малой площади поверхности), называется двулучевой функцией
отражательной способности (англ. bidirectional reflectance distribution
function).
В совершенстве, во всех точках пересечения лучей камеры и сцены
необходимо полностью решить уравнение отрисовки, то есть энергети-
ческая яркость, входящая в некоторую точку, является энергетической
яркостью, которая была испущена3 поверхностью, на которой находит-
ся эта точка, или отражена4 той или иной поверхностью. Для вычисле-
3первое слагаемое в уравнении отрисовки
4второе слагаемое в уравнении отрисовки
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ния интеграла будет использоваться метод Монте-Карло:





f(li, v)Lo(r(p, li),−li)|n · li|. (3)
При этом трассировка лучей относительно дорогостоящая операция
и из-за достаточно жёстких ограничений на время вычисления освеще-
ния объём выборки для метода Монте-Карло N особенно мал.
Стоит отметить, что использование выборки по значимости трех-
мерного направления l0 на полусфере существенно, так как, например,
если l0 будет близко к горизонту, то скалярное произведение (или, что
то же самое, косинус угла между l0 и n) будет близко к нулю, а сле-
довательно, рассчитанное значение f(l0, v)Lo(r(p, l0),−l0) будет иметь
малый вклад в расчёт Lo. Поэтому также необходимо рассматривать
различные случаи свойств поверхностей и в зависимости от них выби-
рать распределение для l0.
2.1.2. Устранение шума
Так или иначе, малый размер выборки влечёт за собой огромное коли-
чество шума, поэтому необходимо также реализовать алгоритм устра-
нения шума. Обычно при отрисовке на трехмерные объекты наносит-
ся множество различных изображений (текстур), придающих объектам
высокую детализированность, но чтобы предотвратить размытие этих
деталей, перед применением алгоритмов устранения шума необходимо
отрисовать их в отдельный канал G-буфера [22]. Такой буфер представ-
ляет собой набор буферов с информацией о пикселях, которые впослед-
ствии будут использованы при расчёте освещения и конструировании
финального изображения, которое уже будет показано на экране. G-
буфер содержит следующую информацию в каждом пикселе: цвет по-
верхности (на которую попал луч выпущенный из данного пикселя) без
освещения (albedo), смещение вектора нормали (normal map), насколь-
ко шероховатая поверхность (roughness), насколько она является метал-
лической (metallicity), изучает ли поверхность свет (emission), позиция
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в пространстве, расстояние до этой позиции, направление взгляда и др.
G-буфер не содержит шума. Таким образом можно производить устра-
нение шума на изображении, содержащим исключительно освещение,
но при этом пользуясь отдельными каналами G-буфера для управления
фильтрами шумоподавления, но не модифицируя сам G-буфер, и более
того, для улучшения качества всё освещение можно также разделить
на несколько каналов (прямое, непрямое освещение, глянцевость) и об-
рабатывать их по отдельности [18]. После преобразований уже к итого-
вому изображению необходимо переприменить albedo-канал G-буфера.
Для устранения шума необходимо рассматривать алгоритмы, пред-
назначенные специально для малых объёмов выборки, нацеленные на
высокую частоту кадров, при этом быть наиболее близкими5 к истине6
по сравнению с другими, поэтому совместно с консультантом были вы-
браны следующие алгоритмы для анализа:
• SVGF (2017) [26],
• ASVGF (2018) [23],
• BMFR (2019) [2].
Такие алгоритмы как EAW (2010) [3], использующий функции опре-
деления границ и фильтры размытия, но без информации с предыду-
щих кадров; EDAGI (2017) [28], предназначенный для расчёта только
непрямого освещения, и др. уже были сравнены в статьях об SVGF [26]
и BMFR [2] и не удовлетворяют заданным критериям. При этом алго-
ритмы, использующие нейронные сети, например, NTASD (2020) [14],
также не будут рассмотрены из-за необходимости обучения таких мо-
делей.
Алгоритм ASVGF [23] (Adaptive spatiotemporal variance-guided filtering)
является расширением алгоритма SVGF [26], идея последнего заключа-
ется в накоплении вычисленного освещения с прошлых кадров и при-
менении фильтра размытия к участкам с большим количеством шума,
5например, используя такую метрику, как среднеквадратичная ошибка (RMSE, Root Mean Square
Error)
6то есть та же сцена, отрисованная с большим объёмом выборки (например, 4096) в методе Монте-
Карло и неограниченным временем
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но не к участкам без или с малым его количеством, и для этого исполь-
зуется оценка дисперсии энергетической яркости в каждом пикселе по
сравнению с предыдущим кадром. При размытии шума, границы, на-
пример, чётких теней, объектов и других деталей должны быть сохра-
нены, поэтому для этого используется Edge-avoiding À-Trous фильтра-
ция [4], которой подаётся информация о глубине и векторах нормалей
из G-буфера, а также об энергетической яркости. Одним из недостат-
ков SVGF является ghosting – появление артефактов из-за использова-
ния данных из предыдущих кадров при устранении шума, например,
если объект быстро движется слева направо, то слева от объекта всё
ещё будет видно некоторые очертания этого объекта, или если источ-
ник света резко исчез, то свет от него по-прежнему будет оставаться
на некоторое время. Алгоритм ASVGF решает данную проблему, от-
брасывая старую информацию, если в участке 3× 3 пикселя изменения
энергетической яркости относительно времени были слишком велики.
Для измерения изменений используется разница энергетической ярко-
сти одной и той же точки определенной поверхности между текущим и
предыдущим кадром, но так как точки поверхности под одним и тем же
пикселем между кадрами могут не совпадать, то необходимо перепро-
ецировать пиксели с предыдущего кадра на текущий; при этом также
нужно использовать одни и те же псевдослучайные числа, чтобы старая
информация не отбрасывалась, основываясь на изменении случайный
чисел. Таким образом, между кадрами есть одинаковые точки поверх-
ности, в которых заново вычисляется функция отрисовки, и разница
этих значений, нормализованная относительно некоторой абсолютной
энергетической яркости, и используется для отбрасывания неактуаль-
ной информации с предыдущих кадров.
BMFR [2] (Blockwise Multi-Order Feature Regression) также оптими-
зирован для работы с объёмов выборки равным единице, но использу-
ет методы регрессионного анализа для устранения шума. Нахождение
изображения без шума ставится как задача минимизации суммы квад-
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где Z(p) – значение в пикселе p изображения с шумом, M – количество
признаков, использующихся для минимизации, T – кортеж M опре-
делённых каналов G-буфера в некоторой степени. Тогда оценку Ŷ (p)





Используя QR-разложение, находится решение задачи наименьших квад-
ратов, далее рассчитывается изображение с устраненным шумом, и при-
меняются накопленные данные с предыдущих кадров для увеличения
эффективности выборки.
Было также рассмотрено уже готовое решение для устранения шу-
ма: NVIDIA Real-Time Denoiser [13] (NRD), который был создан для
трассировки путей с малым размером выборки (0.5 и 1 экземплярами
на пиксель). NRD имеет большую производительность по сравнению с
SVGF, принимает на вход обычные каналы G-буфера и имеет поддерж-
ку графического API Vulkan. Но на данный момент (18.04.2021) NRD
всё ещё находится в разработке и доступ предоставляется ограничен-
ному количеству заявителей7. Получить доступ не удалось.
Для устранения шума был выбран алгоритм ASVGF, так как, несмот-
ря на то, что BMFR в 1.8 раза быстрее [2] SVGF и в общем случае опе-
рирует только на позициях точек поверхностей и их нормалей, он имеет
такие недостатки, как появление артефактов в виде блоков на изобра-
жении и чрезмерное размытие. Тем не менее, архитектура библиотеки
обязана позволять добавление дополнительных алгоритмов устранения
шума, так как значительная часть таких алгоритмов принимают на
вход G-буфер без шума и результат трассировки путей с одним образ-
7https://developer.nvidia.com/nvidia-rt-denoiser-early-access-program
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цом на пиксель [19].
2.2. Существующие решения
Рассматриваться будут только те решения, которые используют исклю-
чительно трассировку путей для расчёта освещения в трехмерных сце-
нах, то есть решения с гибридными методами, использующими для рас-
чёта освещения и растеризацию, и трассировку путей или лучей, не учи-
тываются. Но при этом растеризация может использоваться, например,
для генерации данных для G-буфера или отрисовки пользовательского
интерфейса, то есть для операций, не связанных с освещением. Реше-
ние должно предоставлять высокую частоту смены кадров: по меньшей
мере 30 кадров в секунду в разрешении 1280 × 720 на NVIDIA RTX
2060 (младшей модели серии видеокарт NVIDIA RTX 20), а также ис-
пользовать алгоритмы устранения шума, так как на текущий момент
данный вид отрисовки невозможен без значительного шума на изобра-
жении. Разрабатываемая библиотека будет иметь открытый исходный
код с лицензией MIT, поэтому рассматриваемые решения тоже должны
быть с открытым исходным кодом.
Одним из первых приложений, использовавших трассировку путей
для отрисовки (и удовлетворяющую вышеперечисленным требовани-
ям), является Q2VKPT [16] (2019), добавляющий трассировку путей
в видеоигру Quake II8 (1997) и демонстрирующий работу алгоритма
ASVGF. Позднее проект был переработан в Quake II RTX [15] (2019),
который также использует ASVGF, но при этом устранение шума про-
исходит раздельно: отдельно для прямого, непрямого и зеркального
освещений; доработано непрямое освещение с помощью дополнитель-
ных карт шероховатостей, металличности и т.д.; улучшены отражения
и преломления за счёт Checkerboarded split-frame rendering [31] и др.
Несмотря на это, Q2VKPT и Quake II RTX не используют отдельную
библиотеку, а утилизируют различные особенности Quake II, например,
специфичные для данного приложения структуры трехмерных сцен,
8https://en.wikipedia.org/wiki/Quake_II
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структуры моделей на сцене, поэтому использование системы отрисов-
ки из Q2VKPT и Quake II RTX в других проектах проблематично.
Библиотеки RTX Direct Illumination [11] (RTXDI) и RTX Global
Illumi-nation [12] (RTXGI) на данный момент (18.04.2020) находятся на
стадии разработки и доступ даётся ограниченному количеству заявите-
лей, поэтому детали реализации неизвестны. Тем не менее, цели разра-
батываемой библиотеки и RTXDI/RTXGI различаются, так как первый
более сосредоточен на создании решения, предназначенного специально
для приложений с конвейером фиксированной функциональности.
2.3. Используемые технологии
Для взаимодействия с графическим процессором будет использоваться
графический API Vulkan, так как он предоставляет необходимые рас-
ширения для работы трассировки лучей, но и в отличие от графическо-
го API DirectX 12, который также поддерживает трассировку, Vulkan
является кросс-платформенным.
Для написания шейдеров используется язык программирования GLSL,
который впоследствии компилируется с помощью glslang9 в промежу-
точный язык SPIR-V.
Многие приложения, использующие графический конвейер фикси-
рованной функциональности, были в разработке в середине-конце 90-х
годов и были написаны на языках программирования Си и C++, по-
этому интерфейс библиотеки должен быть совместим с языком Си, при




Главным сценарием использования библиотеки RTGL110 является за-
грузка данных о трехмерной сцене и получение готового изображения в
графическом окне, предоставленном библиотеке. При этом предполага-




Интерфейс библиотеки представлен в виде единственного заголовоч-
ного файла, удовлетворяющего стандарту C99 [7] языка программиро-
вания Си, так как большинство приложений, использующих конвейер
фиксированной функциональности, реализованы на языках Си и C++.
Для использования библиотеки необходимо создать и инициализи-
ровать её экземпляр, в результате получив дескриптор RgInstance,
который должен быть указан при вызове других функций библиоте-
ки. При инициализации, кроме различных параметров, также переда-
ются платформозависимые данные об графическом окне, в которое и
будет производиться отрисовка. Например, на операционной системе
Windows, это дескрипторы HINSTANCE и HWND.
Основная информация о сцене – это трехмерные объекты, находя-
щиеся в ней. В контексте создаваемой библиотеки, трехмерный объект
или геометрия – это набор треугольников, у вершин которых есть такие
атрибуты как позиция, вектор нормали и текстурные координаты, при
этом сама геометрия имеет положение, вращение и масштаб на сцене,
а также материалы.
Материалом же называются свойства отрисовки геометрии, кото-
рые представлены в виде карт (изображений), которые накладываются
на поверхность геометрии:
• карта альбедо (цвет поверхности без освещения),
10RTGL1 – название создаваемой библиотеки; явл. сокращением от Ray Traced OpenGL1, т.к. гра-
фический API OpenGL до версии 2.0 предоставлял исключительно конвейер фиксированной функци-
ональности.
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• карта прозрачности (в каких частях поверхность прозрачна/по-
лупрозрачна),
• карта нормалей (смещение векторов нормалей поверхности),
• карта металличности (насколько поверхность является металлом),
• карта шероховатостей (насколько гладкая или шероховатая),
• карта излучения (выделяет ли поверхность свет).
Таким образом, пользователю необходимо передать библиотеке дан-
ные о геометрии и их материалах, а также источниках света.
3.1.1. Геометрия
В библиотеке были выделены два основных вида геометрии по способу
отрисовки.
• Трассированная – такая геометрия отрисовывается с помощью
трассировки лучей, а следовательно, участвует в расчёте освеще-
ния. Но одним из ограничений является отсутствие полупрозрач-
ности у такой геометрии, то есть поверхность может быть либо
непрозраной, либо полностью прозрачной.
• Растеризационная же геометрия отрисовывается методом расте-
ризации и не участвует в освещении. Основными причинами её
использования могут быть отрисовка полупрозрачных объектов
или пользовательского интерфейса.
Трассированная геометрия, в свою очередь, подразделяется на:
• статичную недвижимую: позиции вершин треугольников объекта
не меняются от кадра к кадру и сам объект не передвигается по
сцене;
• статичную движимую: позиции вершин так же не меняются, но
сам объект может изменять свою позицию, вращение и масштаб
на сцене;
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Рис. 4: Различные виды геометрии на сцене: персонажи – динамическая
геометрия, двери – статичная движимая, земля и здания – статичная
недвижимая.
• динамическую: и позиции вершин, и состояние объекта на сцене
могут меняться.
Пользователю необходимо отправляться динамическую геометрию в
библиотеку каждый кадр, статичную же, и движимую, и недвижимую,
только в том случае, когда сцена сменяется совершенно другой. При за-
грузке трассированной геометрии требуется указывать 64-битный уни-
кальный индекс для возможности сопоставления экземпляров геомет-
рии между текущим и предыдущим кадром, что особенно важно для
постоянно обновляемой динамической геометрии. При необходимости
сменить положение движимой статичной геометрии пользователю необ-
ходимо вызвать для этого отдельную функцию, которая при этом недо-
ступна для других типов геометрии.
Трассированная геометрия может быть отрисована с использовани-
ем альфа-тестирования, то есть быть полностью непрозрачной или пол-
ностью прозрачной в определенных участках поверхности, что опреде-
ляется картой прозрачности, в которой значение варьируется в преде-
лах [0, 1]. Если это значение больше некоторого порогового (по умол-
чанию равно 0.5), то считается, что в данной точке поверхность пол-
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Рис. 5: На левом рисунке показана трассированная геометрия пальмы,
у которой листва была отрисована с помощью альфа-тестирования. На
рисунке справа показана карта прозрачности, она имеет значение 1.0
в местах с листвой, 0.0 в местах без неё.
ностью непрозрачна, иначе полностью прозрачна (рис. 5).
Растеризованная геометрия должна загружаться каждый кадр
вне зависимости от того, является ли она статичной или динамической.
Так как растеризованная геометрия в первую очередь (в контексте
библиотеки) предназначена для отрисовки полупрозрачности, то при её
загрузке указываются параметры, необходимые для этого: включать ли
смешивание (англ. blending), если да, то необходимо указать режимы
смешивания. Также доступны для настройки тест глубины (англ. depth
test) и запись в буфер глубины (англ. depth write).
При загрузке растеризованной геометрии, есть возможность указать
альтернативные настройки камеры, отличающиеся от настроек общей
сценовой камеры. Это необходимо, например, для отрисовки пользова-
тельского интерфейса, который скорее всего требует камеру с ортогра-
фической проекцией.
Фон – это геометрия, которая отрисовывается позади всей сцены
(рис. 6).Библиотека предоставляет несколько способов отрисовки фона:





Для кубической текстуры необходимо указать 6 изображений, кото-
рые будут использованы для 6 сторон куба, пересечение луча с которым
будет давать цвет фона в данном направлении.
Для использования растеризованного фона, необходимо загружать
растеризованную геометрию со специальном флагом RG_RASTERIZED_
GEOMETRY_RENDER_TYPE_SKY. Для трассированного фона необходимо ана-
логично указывать флаг RG_GEOMETRY_VISIBILITY_TYPE_SKYBOX.
Рис. 6: Небо отрисовано с помощью фоновой геометрии.
3.1.2. Материалы
Библиотека предлагает два способа загрузки карт (изображений) ма-
териалов:
• либо пользователь самостоятельно предоставляет указатель на
память с данными карты;
• либо указывается путь к файлу изображения, и библиотека загру-
жает этот файл с диска.
Материалы могут изменяться во времени, поэтому выделяется три
вида материалов по частоте и типу обновления:
• статичные: не изменяются во времени;
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• анимированные: загружаются в виде набора статичных материа-
лов, и, при необходимости смены кадра анимированного матери-
ала, пользователь сообщает библиотеке индекс нового кадра;
• динамические: при необходимости обновления библиотеке предо-
ставляются новые данные для карт, которые сменяют старые.
3.1.3. Источники света
Рис. 7: Тестовая сцена без источников света (слева), и с направленным
источником света (справа).
Без явных источников света сцена освещается лишь фоном (напри-
мер, небом) и поверхностями с картами излучения (рис. 7), что в иде-
альном случае и должно происходить, то есть, например, лампа нака-
ливания должна быть представлена в виде трехмерной модели с очень
высоким значением излучения. Но такой способ в условиях ограничен-
ного количества лучей не эффективен по сравнению с явным указани-
ем источников света, так как необходимо дополнительно искать нужное
направление к поверхности с высоким излучением. Поэтому библиотека
предоставляет следующие типы источников света.
• Направленный: задаётся направлением и угловым размером. На-
пример, это солнце.
• Сферический: задаётся позицией на сцене, радиусом сферы и ди-
станцией, на которой прекращается влияние источника света. С
помощью сферического источника можно аппроксимировать, на-
пример, свет от факелов.
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3.2. Структура компонент библиотеки
Рис. 8: Диаграмма компонентов внутренней реализации библиотеки.
Главный интерфейс библиотеки реализуется компонентом Device,
который делегирует другим компонентам работу (рис. 8).
Компоненты по обработке данных для отрисовки:
• Geometry Processing обрабатывает треугольники на сцене для
возможности трассировки лучей;
• Material Manager управляет материалами, которые определяют
какие свойства должны иметь треугольники.
Компоненты по отрисовке:
• Path Tracer включает в себя трассировку путей для расчёта реа-
листичного освещения и устранение шума с полученного трасси-
ровкой изображения;
• Rasterizer выполняет отрисовку объектов классическим спосо-
бом растеризации, которая в основном используется для отрисов-
ки полупрозрачности.
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В свою очередь, обработка геометрии (Geometry Processing) вклю-
чает в себя:
• Acceleration Structure Manager: управление экземплярами спе-
циальных структур – acceleration structure (сокр. AS) –, которые
содержат все треугольники сцены в специальном виде, позволя-
ющем эффективно проверять пересечение лучей с ними на аппа-
ратном уровне, то есть с помощью графического процессора;
• HitInfo Manager: при найденном пересечении луча и сцены, необ-
ходимо найти свойства поверхности пересечённого экземпляра гео-
метрии (объединённого множества треугольников), поэтому тре-
буется управление информацией о каждом таком экземпляре.
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4. Реализация библиотеки
Работа библиотеки делится на две части: обработка данных и отри-
совка. При этом стоит отметить, что для упрощения разработки были
созданы программные инструменты, но которые не являются частью
самой библиотеки.
4.1. Обработка данных для отрисовки
4.1.1. Управление экземплярами acceleration structure
Для эффективной трассировки лучей необходимо строить acceleration
structure нижнего уровня (англ. bottom level acceleration structure, сокр.
BLAS) (рис. 9), передав функции Vulkan, vkCmdBuildAccelerationStru
cturesKHR, указатели на видеопамять, хранящую информацию о вер-
шинах экземпляров геометрии. Для запуска трассировки луча исполь-
зуется acceleration structure верхнего уровня (англ. top level acceleration
structure, сокр. TLAS), который содержит в себе набор экземпляров
BLAS.
Рис. 9: Acceleration structure нижнего уровня статичной геометрии в
графическом отладчике Nvidia Nsight Graphics.
Копирование вершинных данных с оперативной памяти в видеопа-
мять производится через промежуточный буфер (англ. staging buffer),
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чтение и запись в который доступны и центральному, и графическому
процессорам, благодаря свойству HOST_COHERENT11 памяти такого бу-
фера. Но так как использование графическим процессором такого типа
памяти неоптимально, из промежуточного буфера данные далее копи-
руются в финальный буфер со свойством памяти DEVICE_LOCAL12.
Операция построения AS дорогостоящая, поэтому необходимо дер-
жать количество их вызовов минимальным в каждом кадре. Для это-
го было сделано разделение трассированной геометрии на статичную
недвижимую, статичную движимую и динамическую, так как такие
виды геометрии имеют различную частоту обновления, и каждый вид
имеет свой собственный BLAS (рис. 10). Следовательно, перестройка
для статичных происходит довольно редко, а для динамических каж-
дый кадр.
Для динамической BLAS указывается флаг VK_BUILD_ACCELERATION_
STRUCTURE_PREFER_FAST_BUILD_BIT_KHR, что сокращает время постро-
ения, но эффективность трассировки лучей в таком BLAS может сни-
зиться. Перестройка же BLAS статичной движимой геометрии происхо-
дит при изменении состояния (положения, ориентации, масштаба) хотя
бы одного экземпляра геометрии такого типа. При этом указывается
флаг VK_BUILD_ACCELERATION_STRUCTURE_ ALLOW_UPDATE_BIT_KHR, что-
бы также ускорить построение, но благодаря тому, что позиции вершин
статичной движимой геометрии не меняются со временем.
4.1.2. Информация о пересечении луча
При нахождении пересечении луча со сценой доступна следующая ин-
формация:
1. InstanceId – индекс экземпляра в AS верхнего уровня;
2. InstanceCustomIndexKHR – пользовательский индекс, то есть ин-





Рис. 10: Каждый тип имеет свой собственный BLAS. При этом верши-
ны для статичных и динамических экземпляров геометрии хранятся в
разных буферах так же из-за разной частоты обновления.
3. RayGeometryIndexKHR – индекс экземпляра геометрии в AS ниж-
него уровня;
4. PrimitiveId – индекс треугольника в экземпляре геометрии;
5. RayTmaxKHR – расстояние от начала луча к точке пересечения;
6. барицентрические координаты треугольника, с которым столк-
нулся луч.
При этом каждый луч может иметь данные полезной нагрузки (ан-
гл. payload), содержание которых задаётся разработчиком. Размер струк-
туры полезной нагрузки необходимо держать минимальным для луч-
шей производительности. Поэтому в библиотеке, вместо обработки дан-
ных о треугольниках при непосредственном нахождении пересечения
луча, они упаковываются в структуру полезной нагрузки (листинг 1).









Таким образом, размер структуры равен 20 байт, благодаря упаков-
ке InstanceId и InstanceCustomIndexKHR в один uint, RayGeometryIndexKHR
и PrimitiveId в один uint. При этом пределы значений проверяются
библиотекой для безопасной упаковки без потери данных. Была по-
пытка упаковать барицентрические координаты в 4 байта, но возникли
видимые артефакты из-за недостаточной точности.
Рис. 11: Для доступа к данным о вершинах и экземпляре геометрии
необходимо четыре индекса: индекс треугольника, индекс геометрии в
BLAS, индекс экземпляра в TLAS и пользовательский индекс.
После получения данных о пересечении луча и сцены, необходимо
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узнать информацию об экземпляре геометрии и атрибутах вершин тре-
угольника для последующего расчёта освещения. Для этого библиотека
хранит в видеопамяти массив структур ShGeometryInstance (рис. 11),
каждая из которых содержит информацию о смещении в буфере вер-
шин для данной геометрии, её материалах и матрицах перехода (англ.
transformation matrix). По смещению в буфере вершин и индексу тре-
угольника можно рассчитать индексы вершин треугольника, и исполь-
зуя их, получить атрибуты вершин: позиции, текстурные координаты,
вектора нормалей.
Для расчёта освещения также необходимо иметь доступ к состоя-
нию сцены в предыдущем кадре, при этом достаточно хранить только
позиции вершин. А так как вершины статичной геометрии не меняются,
то копировать данные о позициях необходимо только для динамической
геометрии. Но матрицы перехода предыдущего кадра должны быть до-
ступны и для динамической, и для статичной движимой геометрии.
При этом необходима возможность сопоставлять ShGeometryInstance
текущего и предыдущего кадра, так как смещение одного и того же эк-
земпляра геометрии в массиве ShGeometryInstance может различаться
от кадра к кадру, ведь скорее всего пользователь загружает данные о
геометрии в неопределенном порядке. Для этого библиотека принимает
64-битные уникальные идентификаторы при загрузке геометрии, кото-
рые используются для соотношения смещений с помощью хэш-таблицы,
ключом в которой является уникальный идентификатор, а значением
структура, содержащая предыдущую матрицу перехода, предыдущее
смещение в массиве ShGeometryInstance и предыдущее смещение в бу-
фере вершин.
4.1.3. Система материалов
Так как при трассировке лучей в сцене пересечение может произойти
с любым из объектов, то необходимо иметь доступ ко всем материа-
лам на сцене, то есть все изображения всех материалов должны быть
доступны в шейдерах через дескрипторы. Для этого используется рас-
ширение VK_EXT_descriptor_indexing для Vulkan, которое позволяет
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создавать массивы дескрипторов и выбирать нужный дескриптор по
индексу в них. При этом карты материала скомпонованы в 3 отдель-
ных изображения: альбедо и прозрачность; нормали и металличность;
излучение и шероховатость. Следовательно, материал представляется
в виде всего лишь трёх индексов, так как каждое изображение может
быть индексировано в массиве дескрипторов.
Для управления видеопамятью под изображения используется биб-
лиотека Vulkan Memory Allocator (VMA) [27], так как количество от-
дельных аллокаций видеопамяти, существующих одновременно, по спе-
цификации Vulkan ограничено 4096. А так как количество одновремен-
но загруженных изображений может быть достаточно велико (порядка
тысяч), то есть возможность выйти за предел при наивном алгоритме
выделения памяти (по одной аллокации на изображение). VMA реша-
ет данную проблему, поддерживая сразу по множеству изображений в
одной и той же аллокации.
В библиотеке, анимированные и динамические материалы исполь-
зуют изображения, меняющиеся со временем, в отличие от статических
материалов. Поэтому их загрузка происходит специальным образом.
• Анимированные, в сущности, являются массивом статических ма-
териалов (в данном контексте, они называются кадрами анима-
ции), один из которых является активным и используется в сцене.
Пользователь библиотеки указывает, когда стоит сменить индекс
текущего активного кадра, и в этом случае библиотека оповеща-
ет через шаблон ”наблюдатель” все экземпляры геометрии, кото-
рый используют данный материал, о том, что необходимо сме-
нить активный кадр. При этом оповещается только статичная
геометрия, так как динамическая геометрия обновляется посто-
янно, то есть у таких экземпляров всегда актуальная информа-
ция. Обновление анимированного материала у экземпляра геомет-
рии происходит с помощью записи в соответствующую структуру
ShGeometryInstance.
• У динамических материалов данные в видеопамяти задаются поль-
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зователем библиотеки, поэтому необходимо постоянно держать в
готовности промежуточные буферы со свойством памяти HOST_
COHERENT, в которые будут копироваться данные пользователя,
а впоследствии из этих буферов в видеопамять с DEVICE_LOCAL
свойством через функцию vkCmdCopyBufferToImage.
4.2. Инструменты разработки
Для использования графического процессора необходимо отправлять
информацию из оперативной памяти в видеопамять. При использо-
вании структур, которые используются и в коде библиотеки (С++)
на центральном процессоре, и в шейдерах (язык шейдеров GLSL) на
графическом процессоре, необходимо поддерживать консистентность
определения структур, так как выравнивание в них и размер типов
могут различаться при использовании в С++ и GLSL.
Рис. 12: Пример метаданных, подаваемых в GenerateShaderCommon и
результаты генерации: структура на языках C++ и GLSL. Из-за вы-
равнивания размер структуры на GLSL неявно на 4 байта больше, и,
для эквивалентности, в C++ нужно явно указать дополнительное 4-
байтное поле.
Для этого был реализована программа GenerateShaderCommon на
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языке Python, которая по метаданным генерирует эквивалентные опре-
деления структур для C++ и GLSL (рис. 12), а также определения кон-
стант. И помещает сгенерированные данные в отдельные заголовочные
файлы для каждого языка, которые уже могут быть включены в про-
граммы на соответствующих языках.
Большинство буферов, располагающихся в видеопамяти и исполь-
зуемых в библиотеке, являются storage буферами, которые использу-
ют базовое13 выравнивание. Поэтому было реализовано автоматическое
выравнивание только в такого рода структурах.
Буферы кадра – это изображения, в которые сохраняются данные
во время отрисовки. Во время разработки их количество и свойства ча-
сто меняются, поэтому необходим инструмент, который бы генерировал
определения для их инициализации с помощью Vulkan и для чтения и
записи в них в шейдерах на языке GLSL. Поэтому GenerateShaderCommon
также генерирует такие определения по указанным форматам изобра-
жения и опциональным флагам (размер буфера кадра, можно ли ис-
пользовать буфер кадра при растеризации).




После обработки всех данных кадра библиотека начинает непосред-
ственную отрисовку. Далее приведён полный алгоритм отрисовки, в ре-
зультате которого пользователь получает изображение в графическом
окне.
1. Если тип фона – это растеризованная геометрия:
(a) рисовать геометрию фона в кубическую текстуру;
(b) рисовать геометрию фона в альбедо буфер кадра.
2. Запустить первичные лучи в сцену (рис. 13, луч 1).
3. Запустить лучи для прямого освещения (рис. 13, лучи 2).
4. Запустить лучи для непрямого освещения (рис. 13, лучи 3 и 4).
5. Устранить шум для освещения.
6. Скомбинировать финальное изображение.
7. Рисовать растеризованную геометрию в финальное изображение.
8. Скопировать финальное изображение в графическое окно.
Логика по отрисовке реализована в виде шейдеров для возможности
исполнения на графическом процессоре. Центральный процессор же с
помощью Vulkan API отправляет графическому процессору только ко-
манды запуска работы.
Для запуска трассировки лучей с аппаратной поддержкой необходи-
мо вызвать функцию Vulkan API vkCmdTraceRaysKHR, которая запросит
активацию шейдера генерации лучей (англ. ray generation shader) на
графическом процессоре. С помощью таких шейдеров и производится
запуск лучей для пунктов 2–4. Если луч пересекается с какой-либо гео-
метрией, вызывается шейдер ближайшего столкновения (англ. closest
hit shader). Шейдер любого столкновения (англ. any hit shader) вызы-
вается во всех потенциальных точках столкновения (но если только
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Рис. 13: Путь луча в сцене. 1 – первичный луч. 2 – проверка находится
ли точка в тени от направленного (2а) и сферического (2б) источника
света. 3 – лучи непрямого рассеянного и зеркального освещения. 4а и
4б – аналогичная проверка затенения в точке пересечения лучей 3 и
сцены.
геометрия была помечена специальным флагом для этого). При отсут-
ствии пересечения вызывается шейдер промаха (англ. miss shader).
4.3.1. Первичные лучи
Первичными лучами называются лучи, запускаемые непосредственно
из камеры. При нахождении пересечения первичного луча и сцены в
буферах кадра сохраняются данные об альбедо (цвете поверхности без
освещения), направлении нормали поверхности в этой точке, насколь-
ко поверхность металлическая и шероховатая, глубина (расстояние от
камеры до точки пересечения), вектор движения (как по сравнению с
предыдущим кадром сместилась данная точка поверхности в простран-
стве экрана). Данная информация необходима для последующего рас-
чёта освещения.
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Если для геометрии необходимо альфа-тестирование, то для неё вы-
зывается шейдер любого столкновения, в котором из материала данной
геометрии извлекается значение прозрачности и, если оно меньше по-
рогового, то столкновение игнорируется с помощью ключевого слова
ignoreIntersectionEXT, поэтому шейдер ближайшего столкновения не
вызывается.
Для предотвращения алиасинга изображений, наложенных на по-
верхности используется метод лучевых дифференциалов [8] (рис. 14).
При этом в алгоритме предлагается трассировать два дополнительных
луча, но так как эта операция довольно дорогостоящая, то вместо это-
го проверяется пересечение этих лучей с тем же самым треугольником,
который был получен пересечением первичного луча. Результат может
оказаться не совсем корректным для случаев с большой плотностью
треугольников, но несмотря на это, достигается экономия запусков лу-
чей в сцену. Для нахождения пересечения луча и треугольника исполь-
зуется алгоритм Моллера — Трумбора [10].




Расчёт освещения разделён на три канала.
• Прямое рассеянное (рис. 15a) – освещение от явных источников
света, при этом все поверхности рассматриваются как абсолютно
матовые.
• Непрямое рассеянное (рис. 15b) – освещение, вызванное от неяв-
ных источников света, такими как свет от фона (например, небо),
свет, отраженный от стены, на которую падает солнечный свет,
свет от карт излучения поверхностей и другие. Поверхности так-
же предполагаются абсолютно матовыми.
• Зеркальное (рис. 15c) – это отражения на поверхностях, которые
(a) Прямое рассеянное
(b) Непрямое рассеянное (c) Зеркальное
Рис. 15: Каналы освещения с устраненным шумом.
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зависят от их степени шероховатости: значение 0.0 означает абсо-
лютно зеркальное отражение.
Поведение именно этих типов освещения значительно различается
в пространстве экрана от кадра к кадру в одних и тех же условиях
сцены. Зеркальное освещение зависит от направления камеры, поэтому
оно может существенно смениться при небольшом повороте камеры, в
отличие от рассеянного. При этом непрямое рассеянное освещение раз-
реженное, а прямое рассеянное – высококонтрастное. Такое разделение
необходимо для получения более качественных результатов алгоритмов
устранения шума [1].
4.3.3. Прямое освещение
После завершения нахождения точек пересечения первичных лучей со
сценой, в них происходит расчёт прямого освещения, то есть как точка
освещена явными источниками света.
Так как количество запускаемых лучей в сцене должно быть ми-
нимальным, то для прямого освещения используется только 2 луча на
пиксель: первый – для проверки: находится ли точка в тени от направ-
ленного источника света, второй – от сферического.
На сцене может находится большое количество источников света,
порядка сотен, поэтому выбор только двух из них является сложной
проблемой, ведь при плохой выборке качество изображения может зна-
чительно ухудшиться из-за недостатка информации. Например, был
выбран сферический источник света, находящийся в здании на другом
конце сцены от камеры, и проверка такого луча, скорее всего, будет
отрицательной, в итоге, бюджет лучей на пиксель был израсходован и
никакой ценной информации получено не было.
В текущей реализации выбор источников света происходит с помо-
щью равномерного распределения, что плохо сказывается на сценах с
большим количеством источников: при движении камеры на конечном
изображении заметны артефакты в виде чёрных пятен из-за отсутствия
информации об освещённости.
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После выбора двух источников, для каждого из них рассчитывает-
ся прямое рассеянное освещение с помощью модели отражения Лам-
берта [20] для абсолютно матовых поверхностей, и зеркальное отра-
жение явного источника света с помощью модели микрограней Smith-
GGX [21], используя на входе степень шероховатости поверхности в дан-
ном пикселе, её нормаль, направление первичного луча и направление
к источнику света. Эти модели аппроксимируют значение двулучевой
функции отражательной способности f и, таким образом, есть возмож-
ность рассчитать подынтегральную часть уравнения отрисовки (ур. 1)
при l равным направлению к источнику света и Li – цвету источника
света.
Стоит также отметить, что l не всегда направлена ровно к позиции
источника света, а добавляется небольшое смещение. Так как, напри-
мер, солнце на небе является не бесконечно малой точкой, а диском с
некоторым угловым размером, вследствие чего тени имеют нечёткие
границы.
Получив значения рассеянного и зеркального освещения от явных
источников света в каждом пикселе, они записываются в буферы кадра
UnfilteredDirect и UnfilteredSpecular, соответственно.
4.3.4. Непрямое освещение
В тех же точках пересечения первичных лучей со сценой рассчитывает-
ся и непрямое освещение: непрямое рассеянное и зеркальное. Для этого
выделяется по три луча на каждый из них: для нахождения точки, в
которую попал луч отскока от первичной поверхности, и два луча для
проверки затенения от двух источников света.
В отличие от прямого освещения, где направления l для уравнения
отрисовки даны явно, в непрямом направление l может любым на полу-
сфере, ориентированной вдоль нормали поверхности. Однако выбирать
необходимо тщательно, так как, например, при выборе непригодного
направления значение подынтегрального выражения в уравнении от-
рисовки становится близким к нулю, что не даёт никакой полезной ин-
формации. Такое может случиться, если значение двулучевой функции
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отражательной способности f для такого направления близко к нулю,
либо нормаль поверхности и выбранное направление почти перпенди-
кулярны друг другу.
Во избежание таких случаев, для зеркальных отражений был ис-
пользован алгоритм VNDF [6], который выдаёт нормаль микрограни
поверхности. Отразив направление камеры относительно такой норма-
ли, можно получить необходимое направление l, при котором подынте-
гральная часть будет иметь незначительный вклад с довольно малой
вероятностью.
При расчёте непрямого рассеянного, для двулучевой функции от-
ражательной способности f используется модель Ламберта, которая, в
сущности, возвращает константу. То есть единственный источник об-
нуления подынтегрального выражения – это модуль скалярного про-
изведения векторов n и l. Поэтому направление l берётся из косинус-
взвешенной полусферы (агнл. cosine-weighted hemisphere) [5], ориенти-
рованной вдоль нормали n.
После выбора направления l, для непрямого рассеянного и зеркаль-
ного освещения в сцену запускаются лучи (рис. 13, луч 3), и в точке
пересечения рассчитывается прямое рассеянное освещение (рис. 13, луч
4а и 4б). В целях оптимизации глубина рекурсии таких запусков равна
единице. Таким образом, оценивается значение Li в силу уравнения 2.
Следовательно, имея все множители, возможно вычислить подынте-
гральное выражение; обозначим его как Ls.
Значение Ls зеркального освещения в пикселе прибавляется к уже
существующему значению в буфере кадра UnfilteredSpecular.
Для непрямого рассеянного, значение Ls в совокупности с норма-
лью поверхности n проецируются на ортонормированный базис сфе-
рических функций (англ. spherical harmonics) [29] [17] и коэффици-
енты полученной сферической функции сохраняются в буфер кадра
framebufUnfilteredIndirectSH_*. Сферические функции в данном слу-
чае используются для эффективного представления сферы вокруг точ-
ки пересечения, которая впоследствии используется для расчёта облу-
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L(w)|n · w| dw, (6)
где Ω – полусфера направлений, ориентированная вдоль n, L(w) – зна-
чение энергетической яркости в направлении w.
Для библиотеки выбраны сферические функции со степенью l = 1,
так как это позволяет использовать всего 4 коэффициента. Для l =
1 алгоритмы перевода сферической функции в облученность E(n) и
облученности E(n) в сферическую функцию уже рассчитаны [17] и, в
сущности, тривиальны.
Энергетическая яркость в библиотеке представлена вещественным
трёхмерным вектором, компонентами в которой являются цвета: крас-
ный, зелёный, синий. Поэтому буфер кадра для непрямого рассеянного
освещения должен хранить 12 коэффициентов: по 4 на каждую ком-
поненту цвета. А так как один буфер кадра позволяет сохранять до 4
значений переменных типа float, то framebufUnfilteredIndirectSH_*
в реализации представлен в виде трех буферов кадра.
В итоге, такое представление сферы вокруг точки пересечения поз-
воляет эффективно рассчитывать облученность E(n), а также эффек-
тивно аккумулировать непрямое рассеянное освещение.
4.3.5. Устранение шума
Из-за очень ограниченного количества лучей буферы кадра освещения
после трассировки путей содержат шум, который препятствует воспри-
ятию изображения (рис. 16).
Выбранный алгоритм устранения шума A-SVGF делится на два эта-
па:
1. расчёт образцов для оценки изменений (gradient samples) [23];
2. аккумуляция и фильтрация буферов кадра освещения [26].
Для алгоритма необходимо хранить данные и текущего, и преды-
дущего кадра: для этого созданы дополнительные буферы кадра. Это
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Рис. 16: Объединённые буферы кадра освещения без устранённого шу-
ма.
необходимо для повторное использования результатов предыдущего кад-
ра, которые перепроецируются на текущий с помощью векторов движе-
ния. При этом проводятся различные проверки консистентности: явля-
ется ли перепроецированный экземпляр предыдущего кадра совмести-
мым с текущим.
Далее приведены основные отличия реализации в библиотеке от ре-
ализации, предлагаемой авторами.
• Устранение шума производится по-отдельности для трёх видов
освещения, а не для всех совместно (рис. 17). Это увеличевает
качество конечного изображения, так как алгоритм работает на
более однородных данных.
• Значительно уменьшен размер ядра фильтра A-trous [4] для по-
вышения производительности.
• Существенно упрощён алгоритм фильтрации для образцов оценки
изменений, опять же, для повышения производительности.
Для оптимального качества, необходимы возможность менять пара-
метры и менять частей алгоритма во время исполнения для ускорения
разработки. Для смены параметров используется буфер переменных,
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заполняемый данными из структуры RgDrawFrameInfo, находящийся в
главном интерфейсе библиотеки, то есть пользователи имеют доступ к
указанным в этой структуре параметрам для более точной настройки.
Для смены же частей алгоритма для начала необходима перекомпи-
ляция шейдеров, которая заново генерирует файлы с кодом на проме-
жуточном языке SPIR-V. И, если шейдер используется в процессе отри-
совки, то необходимо перезагрузить файл шейдера, и пересоздать кон-
вейеры отрисовки (VkPipeline), использующие данный шейдер. Для




Рис. 17: Каналы освещения с (слева) и без (справа) устранения шума.
42
сы с конвейерами отрисовки, что необходимо пересоздать их.
4.3.6. Полупрозрачность
Первая реализация для отрисовки полупрозрачных поверхностей по-
лагалась на трассировку лучей. Использование шейдеров ближайшего
столкновения излишне затратно: если на пути луча стоит множество
полупрозрачных объектов, то при ближайшем столкновении необходи-
мо запустить ещё один луч, который попадет в следующий объект и так
далее. Во избежание запуска неопределенного количества однотипных
лучей, использовались шейдеры любого столкновения, и тогда доста-
точно запустить только один луч. Но при таком подходе из-за того, что
последовательность вызовов шейдеров любого столкновения не опреде-
лена, конечное изображение становится нестабильным (рис. 18).
Рис. 18: Неудачная попытка отрисовки полупрозрачности с помощью
шейдеров любого столкновения.
Поэтому вместо отрисовки с помощью трассировки лучей полупро-
зрачная геометрия отрисовывается растеризацией. Для этого, после
комбинирования, финальный буфер кадра преобразовывается в изоб-
ражение с типом COLOR_ATTACHMENT14, чтобы в него можно было запи-
сывать в процессе растеризации.
Далее, трассированная геометрия должна загораживать растеризо-
ванную (чтобы объекты, рисующиеся вдалеке, заслонялись более близ-
14полное название: VK_IMAGE_LAYOUT_COLOR_ATTACHMENT_OPTIMAL
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Рис. 19: Отрисовка полупрозрачной растеризованной геометрии
(вспышки, зелёные и синие лазеры) вместе с трассированной геомет-
рией. Стоит заметить, что одна из растеризованных вспышек загора-
живается трассированной геометрией благодаря копированию буфера
глубины.
кими объектами), поэтому необходимо подать буфер глубины с типом
DEPTH_STENCIL_ATTACHMENT15 при начале отрисовке с помощью растери-
зации. Для этого можно повторно использовать буфер кадра глубины,
сгенерированный при трассировке лучей.
Но возникает проблема: в буфер изображения с типом DEPTH_STENC
IL_ATTACHMENT невозможно копировать данные напрямую (например, с
помощью vkCmdCopyBufferToImage). Тем не менее, в буферы глубины
возможно делать запись с помощью фрагментных (пиксельных) шей-
деров в процессе растеризации. Поэтому создан фрагментный шейдер
(листинг 2), который считывает данные из трассированного буфера глу-
бины (framebufDepth) и записывает в буфер глубины данного пикселя
(gl_FragDepth).
Листинг 2: Основная часть фрагметного шейдера для копи-
рования в буфер глубины.
gl_FragDepth = texelFetch(framebufDepth, pix, 0).w;
Таким образом, при отрисовке геометрии при растеризации данные
о глубине будут актуальными между трассированной и растеризован-
ной геометрией. И, так как растеризация используется для полупро-
зрачных объектов, то возможно использовать встроенные функции сме-




Если луч не попадает в геометрию сцены, то возникает ситуация про-
маха и необходимо получить цвет фона в направлении луча.
Вариант с трассированным фоном является самым низкопроизводи-
тельным, так как для этого строится дополнительная ”фоновая” сцена
и используется дорогостоящая операция трассировки лучей в этой фо-
новой сцене.
Поэтому в добавление был реализован более оптимальный вариант
– растеризационный фон: библиотека сначала отрисовывает фоновую
геометрию в альбедо буфер кадра и при трассировке первичных лучей
в ситуации промаха альбедо буфер кадра оставляется неизменным, так
как он уже содержит данные о фоне. Затем генерируется кубическая
текстура, отрисовывая фоновую геометрию с 6 сторон. Вместо после-
довательной отрисовки каждой стороны по отдельности, используются
расширения VK_KHR_multiview для Vulkan API и GL_EXT_multiview для
GLSL, позволяющие отрисовывать сразу в несколько буферов кадра
параллельно. Перед отрисовкой для каждой стороны рассчитываются
матрицы вида, направленные в разные стороны и матрица проекции с
углом обзора 90 градусов, чтобы границы сторон соединялись бесшов-
но. К этим матрицам впоследствии обращаются вершинные шейдеры,
через переменную gl_ViewIndex, указывающую индекс отрисовываемо-
го вида.
Такая кубическая текстура, сгенерированная ”на лету”, использует-
ся для непрямого освещения и отражений, так как информации, кото-
рая находится в буфере кадра недостаточно: она представляет только
одну конкретную сторону, а необходимо всё окружение, что и позволяет
кубическая текстура.
Более того, растеризованный метод позволяет отрисовывать в фон
полупрозрачные объекты, такие как облака, то есть с таким вариан-
том фона возможно отрисовывать динамичные полупрозрачные объек-
ты фона в отражениях и непрямом освещении.
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5. Апробация библиотеки
Рис. 20: Отрисованный кадр из видеоигры Serious Sam: The First
Encounter. Сверху – исходный алгоритм отрисовки с помощью расте-
ризации. Снизу – использование библиотеки для отрисовки.
В качестве приложения для демонстрации работы библиотеки вы-
брана видеоигра Serious Sam: The First Encounter [25] (2001) (рис. 20),
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которая имеет открытый16 исходный код в виде фреймворка Serious
Engine [24], использует конвейер фиксированной функциональности для
отрисовки трёхмерных сцен с высокой частотой кадров, то есть удовле-
творяет условиям целевых приложений созданной библиотеки.
Для передачи информации между библиотекой и Serious Engine необ-
ходимо реализовать адаптер.
5.1. Геометрия
Для подачи библиотеке данных о сцене необходимо выделить статич-
ную, динамическую и растеризационную геометрию.
В Serious Engine вся геометрия делится на 2 вида: браш (brush),
представляющий собой геометрию, вершинные данные которой не ме-
няется во времени, и модель (model), данные которой меняются от кад-
ра к кадру. При этом они всегда прикрепляются к некоторой сущно-
сти (entity), которая имеет позицию, ориентацию и масштаб. Каждая
сущность имеет либо один браш, либо одну модель. Сущности имеют
различные флаги, один из них – EPF_MOVABLE – указывает, что прикреп-
лённый браш является перемещаемым, то есть может изменять свою по-
зицию и ориентацию на сцене. Следовательно, в терминах библиотеки
модели – динамическая геометрия, а браши – это статичная, движимая
или недвижимая – в зависимости от флага EPF_MOVABLE.
Модели также могут иметь некоторое множество других моделей,
прикрепленных (attachments) к данной. При подаче библиотеке, все
прикрепленные модели будут совмещены в один экземпляр динамиче-
ской геометрии для уменьшения количества экземпляров для обработ-
ки библиотекой.
Браши и модели могут иметь различные материалы для своих тре-
угольников, библиотека же требует, чтобы экземпляр геометрии имел
один и тот же материал для всех своих треугольников. Поэтому перед
отправкой браши и модели делятся по материалам на части, что вы-
зывает проблему с уникальными идентификаторами геометрии: части
16под лицензией GNU GPL v2
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имеют одно и то же значение – идентификатор сущности, к которой
они прикреплены. Для решения каждой части присваивается уникаль-
ный 32-битный индекс, который впоследствии битовым сдвигом сов-
мещается с 32-битным идентификатором сущности, образуя 64-битный
уникальный идентификатор геометрии.
5.2. Логика отрисовки
Так как исходный алгоритм отрисовки в Serious Engine был разработан
для метода растеризации, то необходимо переработать логику отрисов-
ки и реализовать в виде адаптера между Serious Engine и библиотекой.
Во-первых, отправка статичной геометрии библиотеке должна про-
исходить единожды, и только при смене сцены; при растеризации же
такая геометрия отправляется каждый кадр. Во-вторых, оптимизации
для растеризации, наподобие отбрасывания геометрии, не попавшей в
пирамиду видимости камеры (frustum culling), необходимо отключить,
так как при трассировке путей объекты позади камеры могут быть пе-
ресечены с лучом, например, при отражении.
Далее, при растеризации Serious Engine отрисовывает предпросчи-
танные карты теней поверх статичной геометрии и вычисляет повер-
шинное освещение для динамической геометрии. Но так как при ис-
пользовании библиотеки для расчета освещения применяется трасси-
ровка путей, то карты теней и повершинное освещение игнорируются.
Фон в Serious Engine представлен в виде трехмерной геометрии, по-
этому для его отрисовки используется растеризованный фон.
Любая полупрозрачная геометрия отправляется библиотеке в виде
растеризованной геометрии с соответствующими настройками смеши-
вания.
Пользовательский интерфейс, показываемый с помощью Serious Engine,
является растеризационной геометрией, так как он не участвует в об-
счёте освещения с помощью трассировки путей.
Для взаимодействия с графическими API OpenGL 1.1 и DirectX 8,
Serious Engine использует интерфейс в виде набора указателей на функ-
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ции, которые с свою очередь вызывают функции соответствующего
API. Объявления данных функций находятся в файле Gfx_wrapper.h.
При использовании адаптера большинство этих функции имеют пустое
тело, так как логика отрисовки использует для этого адаптер, которому
нужна информация более высокого уровня, например, о типе геомет-
рии.
В Serious Engine сущности на сцене используют ссылки на экземпля-
ры класса CTextureData, который содержит логику по работе с изобра-
жениями. При этом этот класс напрямую использует множество вызо-
вов функций из Gfx_wrapper.h, что значительно затрудняет повторное
использование логики. Поэтому вне класса CTextureData были созданы
копии его главных функций, и уже они были модифицированы для ра-
боты с адаптером. Копии функций вызываются из CTextureData, если
включена отрисовка с помощью библиотеки, иначе используется исход-
ная логика. Адаптер, принимая обработанные таким образом изображе-
ния, уже отправляет их в библиотеку.
CTextureData предоставляет три вида изображений: ”неменяюща-
яся”, ”анимированная” и ”эффектная”. Они загружаются в библиоте-
ку как статичный, анимированный и динамический материал, соответ-
ственно. Видеоигра Serious Sam: The First Encounter, разрабатывавша-
яся в конце 90-х, не имеет карт нормалей, металличности, шероховато-
стей и излучения, вследствие чего детальность получаемого трассиров-
кой путей изображения ниже, чем если бы данные карты присутство-
вали.
На рис. 21 показана диаграмма последовательности обработки сце-
ны Serious Engine, и функция ProcessWorld вызывается каждый кадр.
На диаграмме рассмотрен случай, при котором статичная геометрия
уже была отправлена в библиотеку, поэтому достаточно обновить дан-
ные о расположении статичных движимых объектов (rgUpdateGeometry
Transform), обработать динамическую геометрию, то есть обновить их
вершины, загрузить в библиотеку материалы (rgUploadStaticMaterial17),
17для краткости указаны только статичные материалы, в действительности могут быть и анимиро-
ванные, и динамические
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Рис. 21: Диаграмма последовательности обработки сцены Serious
Engine.
если они всё ещё не были загружены для данной геометрии, и отправить
новые данные в библиотеку (rgUploadGemetry).
После обработки, в конце кадра, вызывается функция библиотеки
rgDrawFrame, которая и осуществляет непосредственную отрисовку сце-
ны в графическое окно приложения.
5.3. Портирование на x64
Расширение Vulkan для поддержки трассировки лучей требует запус-
ка приложения в 64-битном режиме, поэтому необходимо портировать
Serious Engine на x64.
За основу для портирования на x64 был взят проект18, адаптиру-
ющий исходный код Serious Engine для операционных систем Linux и
18https://github.com/rcgordon/Serious-Engine
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MacOS, распространяемый под лицензией GNU GPL v2. Основные из-
менения касаются перевода кода с языка ассемблера на C++, так как
для компиляции Serious Engine используется MSVC, который не под-
держивает19 встроенный ассемблер для x64; а также с заменой некото-
рых функций WinAPI.
В некоторых классах (например, BSPEdge, BSPPolygon) были исполь-
зованы 32-битные типы данных для хранения указателей – они были
заменены 64-битными; но при чтении данных с диска производилась
проверка размера с помощью sizeof от этих классов, поэтому вместо
этого используется размер типов классов с учётом разницы размеров
указателей в 4 байта. Serious Engine предоставляет собственный интер-
претатор команд CShell, в котором все целые значения хранятся в виде
32-битных чисел. Одна из переменных – pwoCurrentWorld – является
указателем на текущий экземпляр класса CWorld, хранящий информа-
цию о сцене. Для решения проблемы в класс CShell была добавлена





В ходе данной работы были получены следующие результаты.
• Спроектированы интерфейс и архитектура библиотеки для отри-
совки трехмерной графики с помощью трассировки лучей и вы-
водом полученного изображения в графическое окно. Библиоте-
ка предназначена для приложений с конвейером фиксированной
функциональности. Реализация произведена на языке C++ и гра-
фическом API Vulkan.
• Реализована система для обработки геометрии, материалов и ис-
точников света в библиотеке.
• Реализована система отрисовки в библиотеке, позволяющая рас-
считывать прямое и непрямое освещение посредством трассиров-
ки путей с минимальным количеством лучей, а также реализован
алгоритм A-SVGF устранения шума для освещения. Реализована
отрисовка полупрозрачных объектов с помощью растеризации.
• Проведена апробация с помощью реализации адаптера между биб-
лиотекой и целевым приложением, позволяющего использовать
трассировку путей в видеоигре “Serious Sam: The First Encounter”.
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