uzzy types have been developed as a new way of managing fuzzy structures. With types of this kind, properties are ordered on different levels of precision or amplitude, according to their relationship with the concept represented by the type. In order to implement this new tool, two different strategies can be followed. On the one hand, a new system incorporating fuzzy types as an intrinsic capability can be developed. On the other hand, a new layer that implements fuzzy types can be added to an existing Ž . object-oriented database system OODB . This paper shows how the typical classes of an OODB can be used to represent a fuzzy type and how the mechanisms of instantiation and inheritance can be modeled using this kind of new type on an OODB. ᮊ
I. INTRODUCTION
In the last few years, the object-oriented database model has been modified in order to incorporate vagueness. Consequently, fuzzy object-oriented database models have appeared. Vagueness has been studied on different levels: considering fuzzy attribute domains in the database, softening the idea of membership of an object to a class, relaxing superclass᎐subclass relationships, and even trying to reflect the fuzzification in the behavior of the objects. This subject has already been dealt with in several papers. Some important papers from authors such as Yazici, 1 ᎐ 3 George et al., 4 Bordogna et al., 5 and Dubois et al., 6 who have been working directly on the object-oriented model, or authors such as Vila et al., 7 who have preferred to introduce a previous step through a semantic data model, form a good basis for this incipient area of research. Van Gyseghem and De Caluwe 8, 9 have investigated some approaches to incorporate vagueness into the behavior of the objects.
In Ref. 10 , we proposed the possibility of defining the structure and the Ž . behavior of a class i.e., its type , in a soft or fuzzy way, in order to improve the modeling of an important group of real world problems. We introduced fuzzy types as a new way to handle fuzzy structures. With this new concept of type, we modified the idea of instantiation and inheritance mechanisms in order to exploit the new capabilities of the object-oriented model.
The development of a system that incorporates the fuzziness into its types can be established by following two different strategies. The first consists of developing a full object-oriented database system that incorporates fuzzy types as an intrinsic characteristic. From our point of view, this is the best choice, but it requires a large amount of effort that may not be appropriate in particular situations. Therefore, a second strategy can be the addition of a new layer that implements fuzzy types on an existing object-oriented database system. This latter strategy is the purpose of this paper. The following sections describe how the typical classes of an OODB can be used in order to represent a fuzzy type and how the mechanisms of instantiation and inheritance must be implemented to work accurately with our new kind of type.
First, a brief summary of the fuzzy type concept is put forward, showing its most important characteristics, going over instantiation and inheritance. This summary will be presented in Section 2. Sections 3 and 4 explain how fuzzy types can be represented in a traditional OODB. Following this, Section 5 is devoted to the implementation of the instantiation and inheritance mechanisms. After a brief discussion of some facilities that must be supported by the language Ž . offered to the user to handle fuzzy types Section 6 , some concluding remarks are outlined in Section 7. An appendix at the end of this paper explains a full example.
II. FUZZY TYPES

A. Structure and Behavior of a Fuzzy Type
As we mentioned in the Introduction, fuzzy types have been introduced in the literature as a new way of managing fuzzy structures. Let us now look at a brief summary of this concept and its most important characteristics. In order to discover more about the problems for which fuzzy types can be useful, and a w x wider presentation of the concept, see 11 .
A fuzzy structure is a fuzzy set defined over the set of all the attributes possible in our model. Taking this definition into account, a fuzzy type is a type whose structural part S is a fuzzy structure. Let T be a type associated to a given class C. The membership function that characterizes the structural component of the type has the form w x
where A is the set of all attributes that can be used in our model. According to Ž the finite nature of the support set of this kind of structure it is meaningless to . consider structures with an infinite support set , the latter function can be expressed by means of the following simplified notation:
S s a ra q a ra , . . . , a ra Ž .
Ž . Ž .
The set of attributes that can be used to characterize the type at any moment is the support set of the fuzzy set associated to the type. The kernel set contains the basic attributes characterizing the type. Finally, each one of the ␣-cuts defines a precision degree with which the type can be considered.
For example, we can consider the concept of object image by means of the following three levels of precision: This structure can be expressed using the following fuzzy set:
ⅷ S s 1rtheme q 1rfile q 1rformat q 1rversion q 0.9rhor res q0.9rver res q 0.9rpalette q 0.8rbands q 0.8rhistogram q0.8rconvolution q 0.8rfrontiers.
So, we have the following relevant ␣-cuts:
ⅷ Ä 4 S s theme, file, format, version . When the user of our type wants to create an instance of the class Image, he will be able to make it incorporate the attributes of either S , S , or S , 1 0. 9 0. 8 according to the precision degree required by this object to be represented. It must be noted that the concrete value used for ␣ may not be very important, when the only purpose is to organize a structure in a certain number of precision levels. Nevertheless, in other situations, giving some semantics to these values may be interesting. For example, if the structure is being inferred from a set of instances, the value of ␣ can be used to indicate the relevance of each attribute within the type that is being defined. Not only will the number of precision levels be important, but also the dispersion degree among these levels.
Let us now look at the effect of the vagueness of the structure on the methods that define the behavior of the class. A method of a given class has in its code a set of references to attributes of the instance on which it is applied. It can also have messages sent to the receptor object itself which reference other methods of the same class. These methods will in turn reference other sets of attributes and methods.
So far, in the object-oriented model, every instance of a class could Ž . reference any of the attributes of the class instance variables . However, with our new kind of type, an instance of a given class may or may not incorporate certain attributes according to the ␣-cut of the class structure with which it has been created.
Each one of the methods defined in a class must have an associated Ž . precision level as is the case with the attributes or instance variables . The minimum precision that an instance must have to incorporate a method in its behavior must be determined. This level of precision, which depends on the attributes and other methods referenced in the code of the method, will be called N .
m
If we consider a class C and a method m for that class, the precision level N of this method can be obtained by the formulation shown in Table I . It is important to emphasize that this behavior component does not add any new level of precision. It simply completes the precision levels already fixed by the structural component, with the appropriate conduct. Of course, we could also let the programmer of the type put a method in a precision level lower than the one corresponding to this method according to its code. This variation may be useful if the programmer intends to make this method inaccessible to some instances of the type. In this situation, if U stands for the precision value of a 
Ž . m m
For example, in relation to the type Image, it is possible to find methods Ž Ž . Ž . . with a precision level 1 such as get file . . . , change theme . . . , etc. , with a Ž Ž . . precision level 0.9 such as change palette . . . , etc. , or even with a level 0.8, which generate image convolutions or histograms. 
B. Instantiation and Inheritance of Fuzzy Types
The change proposed in the concept of type involves modifications being made to the idea of instantiation and inheritance. The instantiation mechanism must allow us to choose the ␣-cut of properties of the type that will be used to represent every new object. Let us suppose the existence of a generic method Ž . Ž Ž x. new ␣ with ␣ g 0, 1 . The receptor of this method can be any class C, while the argument is the level ␣ of the structure that is needed to represent the new object.
Ž . The effect of sending the message new ␣ to a class C with structural component S and behavior component B consists of creating an object incorporating the set S of attributes. The set B of methods defines the behavior of ␣ ␣ this object. The inheritance mechanism H must enable part of the class structure and behavior to be inherited by its subclasses. As we have done with the instantiation mechanism, we add a threshold to indicate what set of properties we want to be inherited. Two different forms of inheritance can be considered:
ⅷ Incorporating inherited attributes and methods to the kernel set of the structural and behavior component of the subclass, respectively. In this way, the fuzziness of the inherited properties will be eliminated. 
However, in order to inherit with vagueness propagation, the new components would be
where for any fuzzy set Y, Y stands for the fuzzy cut at le¨el ␣ of Y, fuzzy-␣ defined by the following membership function:
In the two kinds of inheritance, B and B are calculated once the Sup Sub definitive structural component S is known.
C
We extended the concept of redefinition for our fuzzy types by using the following rule in order to decide which method will be applied when a message is received by an instance created with a precision level ␣ : 
III. REPRESENTATION IN THE CRISP OBJECT-ORIENTED MODEL
We can represent a fuzzy type in a traditional object-oriented model using a Ž hierarchy of classes that does not ramify i.e., each class has at the most one . subclass . The classes that appear in the hierarchy correspond to the different levels of precision with which the concept represented by the fuzzy type can be considered. This idea is explained in Figure 1 .
As we mentioned when we put forward the concept of fuzzy type, we are dealing with support sets of a finite nature. Therefore, the number of relevant ␣-cuts that can be considered is also finite. As can be seen in the figure, for each of those relevant ␣-cuts a crisp class is introduced into the hierarchy that represents the type. This class will have the structure and behavior appropriate to the distance or precision with which the concept represented by the fuzzy type is considered at that level. The root of the hierarchy will have the Ž . properties attributes and methods of the kernel set, the next subclass will incorporate all these properties, thanks to the classical inheritance mechanism, Figure 1 . Representation of a fuzzy type. and will add the appropriate ones of that precision level, and so on.
Let us now try to formally characterize our particular hierarchies of classes. A 1-ramified hierarchy of classes is defined as a series of classes C , . . . , C , C ,
. . , C verifying the following properties:
. . , n y 1 Sub stands for the set of subclasses of C .
. . , n Sup stands for the set of superclasses of C .
As an example, Figure 2 shows the crisp inheritance hierarchy that would correspond to our fuzzy type Image. As shown in the figure, we need three classes in the hierarchy. The highest one will contain the structural component kernel and the behavior component kernel of the type Image. The one below will incorporate the attributes and methods with a precision level of less than 1 and higher than or equal to 0.9, besides having all the properties of the kernel thanks to the traditional inheritance. The last class will incorporate the attributes and methods of a precision level 0.8, as well as the others, due once again to inheritance. 
IV. A GRAPH WITH TWO LAYERS
We have presented a way to represent a fuzzy type in a crisp object-oriented system. According to that put forward in the last few sections, it should be noted that any problem that we wish to represent following this schema generates a graph with two layers.
The first layer, called the fuzzy layer, shows the classes with a fuzzy structure that make up the conceptual hierarchy of the problem that is being modeled. Arcs of this layer are labeled so that each one is associated with a kind Ž . of inheritance with or without vagueness propagation and a threshold. Below, there is another layer, called the crisp layer, made up of classes with a crisp structure, containing the different hierarchies used to represent the fuzzy classes of the other layer. Figure 3 illustrates both levels. of course, from the user's point of view, the crisp level must be transparent.
V. IMPLEMENTING THE INSTANTIATION AND INHERITANCE MECHANISMS
A. Implementation of the Instantiation
In previous sections, when we wrote about the instantiation of a fuzzy type, Ž . we introduced a method new ␣ that enabled a class with fuzzy type to be Ž . instantiated. The effect of sending the message new ␣ to a class C with a structural component S and a behavior component B consisted of creating an object that incorporated the set S of attributes, with a behavior defined by the Let us now see how such a method must be implemented when dealing with our 1-ramified hierarchies of classes. Considering a fuzzy class C represented by the hierarchy C , . . . , C , C , C , . . . , C , the code for this method would be
as follows:
The procedure is very simple: it consists of finding the class in the hierarchy that incorporates the accurate ␣-cut and then creating a new instance of that class. Figure 4 summarizes this process, adapted to our type Image.
B. Implementation of the Inheritance of a Fuzzy Type
The implementation of the two kinds of inheritance mentioned in this paper becomes a bit more complicated. Moreover, we should not forget to ensure that the right policy for managing the redefinition of properties is observed.
Inheritance without Vagueness Propagation
As mentioned before, this kind of inheritance consists of incorporating the attributes and methods to the kernel of both the structural component and the behavior component of the subclass, eliminating fuzziness in inherited properties. The following formula summarizes this mechanism: Let C , . . . , C , C , C , . . . , C be a hierarchy representing the fuzzy type Ž the structural component of the fuzzy type defined for the subclass no method defined for the subclass appears, since the level on which they will be placed is unknownᎏremember that methods may have references to inherited proper-. ties , and let ␣ be the threshold used in order to inherit.
Let also C be such that ␣ G ␣ ) ␣ . In such a situation, C represents only remains to complete the obtained hierarchy, adding the methods defined for the subclass on the appropriate level, because now the level of the hierarchy where they will have to be placed can be calculated. Figure 5 shows this procedure graphically.
As an example, let us consider the class Plan as an Image subclass with a threshold 0.9 without vagueness propagation. In Figure 6 , see graphically how it would be done in the crisp layer. all the properties of the class Image, down to a 0.9 precision level, but now with degree 1.
The implementation proposed in this section observes the redefinition policies indicated when we defined the inheritance in previous paragraphs. Since all properties are inherited with a precision level 1, redefining an instance variable would be completely useless. On the other hand, if one of the inherited methods is redefined, this will have a precision level N less than or equal to 1. m For objects created with a precision level above N , the inherited method will m be applied, because the new one will not be visible at that level. Below N the m redefined method will be valid.
Inheritance with Vagueness Propagation
This kind of inheritance consists of incorporating the inherited attributes and methods into the structural and behavior components of the subclass, keeping the vagueness of the inherited properties. The following formulation summarizes this inheritance mechanism:
Since it is possible for a user to redefine the precision level of a variable and those methods he considers appropriate, the fuzzy inherited conduct may Ž differ from that of the superclass for example, some methods may change their N when the precision level of some of their referenced instance variables are m .
redefined .
First, we must obtain both the structural and the behavior components of the new type by means of the union operator, in the form of fuzzy sets of Ž . properties as indicated in the previous sections . After that, the appropriate 1-ramified hierarchy must be built to represent our type by means of precision levels. Let us see how this must be done in order to keep the right redefinition policy:
ⅷ The first step is to create a hierarchy of classes representing the relevant ␣-cuts of the obtained structural component. ⅷ The second step consists of adding the different methods to each level, according to the N calculated for them. However, this cannot be done just as it is.
m Remember that there may be some redefined methods, and the system must choose the right method to apply for each level of precision, according to the rule set out at the end of Section II.B. Therefore, instead of incorporating all the methods in their corresponding level, we keep only those methods that have some possibility of being applied. This can be done in the following way:
Let the hierarchy C , . . . , C , C , C , . . . , C represent the structural Normally, a number of precision levels which are equal to or higher than Ž the one inherited from the subclass are obtained unless the precision levels of . the attributes are redefined . a result of the subclass adding new attributes to this level. Unlike the inheritance without vagueness propagation, this implementation does not imply any relationship of crisp inheritance between the superclass hierarchy and the new hierarchy obtained for the subclass. Care must be taken with the corresponding problems of redundancy.
As we did before with the other kind of inheritance, below we present an example of this procedure. Consider the creation of the class Bio-Image as an Image Subclass with a threshold 0.8 and with vagueness propagation. This can be represented graphically in Figure 8 . Repeating this process for each of the classes from which we want the new class to inherit is the key to implementing multiple inheritance.
VI. FACILITIES OF THE LANGUAGE
We end this paper with a comment about the need to develop data definition languages to support our new model. It is very important that the complexity of the crisp layer is kept hidden from the database programmer. For example, it is possible that methods defined for more than one level of precision Ž . in a given class exist e.g., constructor methods . In order to avoid rewriting similar methods more than once, it would be desirable for the programming Figure 8 . Creation of the class Bio-Image.
Ž . language to have some commands or similar tools that allow only one method to be implemented, with pieces of code such as the following:
If threshold -␣ then r U Specific code with references to instance variables of this level.
U r End if
The system will later develop the method in the different necessary methods, according to each precision level. In this way, the user avoids the disadvantage of considering different levels of precision in types.
VII. CONCLUSION AND FURTHER WORK
The addition of vagueness to the concept of type can be considered as a new step toward a better fuzzy object-oriented model. Incorporating the possibility of handling fuzzy types as a new layer in a traditional object-oriented database system allows us to obtain our new capabilities, avoiding the development of a full system, with all the effort that this task would require.
Further steps in this research topic may be the characterization of a data definition language to support our fuzzy types and the description of an engine capable of making this layer compatible with the OODB. In the field of knowledge discovery, it may be interesting finding the way to determine the fuzzy tree of classes suitable for a given problem taking into account a set of examples or past experience in similar systems. The redefinition capability for fuzzy types is a topic that also needs further studies.
APPENDIX
In this appendix, we develop a full example using our fuzzy types, taking both considerations into account in a crisp layer and a fuzzy layer. Let us consider the case of a computer engineer who works in the world of images. This engineer intends to store the images he uses in order based on the application he is working on. These applications can be of three different types: simple image viewers, editing programs, and finally, in some cases of knowledge engineering, applications to extract information from the images. He decides to represent the type Image using the same characterization set out in Section II.
Let us try to find the classes tree for a given situation in his work. Recently, our engineer has been working on the development of three different applications. He has a contract with a property agency to develop a database to store building plans. He also works for a publishing company for whom he is developing an interactive atlas with two versions, one for normal users and the Ž . other for scientific usersᎏincorporating geographic information systems GIS . Finally, he has to develop a database for both the radiology unit and the Ž . computerized axial tomograph CAT unit of a hospital.
Having defined the fuzzy type Image, he needs to define the following subtypes:
ⅷ A subtype to represent the building plans: this will be characterized by the attributes corresponding to the kernel and the first precision level of the type Image, adding attributes relating to information about the building. ⅷ A subtype to represent the biological images: this subtype will have inheritance with vagueness propagation from the whole type Image. Attributes relating to the patient, the doctor, and a date will be added to the kernel level. The second level of precision will also be completed with a specific method to calculate frontiers on biological images. As subtypes of this: Ž . 1 A subtype to represent radiographs: it will inherit from the Bio-Image until the first level of precision, adding attributes to identify the responsible radiology surgery. Ž . 2 A subtype to represent CAT images: it will inherit all the biological image precision levels without propagation, adding attributes to identify the laboratory where the test is made and technical information about the tomograph. ⅷ A subtype to represent satellite photo images: as with biological images, it will inherit all the levels of Image with vagueness propagation, adding attributes about the geographical location to the kernel and a special method to calculate geographical frontiers to the second level of precision. Below, there are two more types: Ž . 1 A subtype related to atlas images: it will inherit without propagation the type corresponding to the kernel and the first level of precision of the satellite image. Ž . 2 A subtype related to GIS images: it will inherit without vagueness propagation the type corresponding to the three levels of satellite image, incorporating attributes and methods for storing geographical information parameters.
First, let us focus on the fuzzy level. A programmer-user would have to create the following fuzzy classes: Figure 9 shows the tree of classes corresponding to the fuzzy layer, according to the previous definitions.
Let us now look at the crisp layer, the subjacent layer of classes that the system would have to create to simulate the defined fuzzy types. Figure 10 shows the corresponding tree of classes. We leave the definition of the crisp classes to the user. 
