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Povzetek
Naslov: Mobilna aplikacija za enostaven zajem podatkov o prehrani
Avtor: Aleks Vujić
Vedno več ljudi se zaveda pomembnosti zdrave in raznolike prehrane v nji-
hovem vsakdanjem življenju. Pogosto želijo imeti pregled nad tem, kaj so
pojedli, saj tako lažje spremljajo prehranske navade. Velika večina ljudi
ima vedno s seboj mobilni telefon, s katerim lahko fotografirajo jed, zato
smo se odločil za izdelavo mobilne aplikacije, ki bi uporabnikom omogočala
enostaven zajem zaužite hrane. V diplomskem delu smo najprej predsta-
vili podobne aplikacije in njihove glavne funkcionalnosti. Nato smo opisali
tehnologije in programske jezike, ki smo jih uporabili v okviru diplomskega
dela. Predstavili smo žični načrt aplikacije in izpostavili pomen povezovanja
mobilnih aplikacij z zunanjimi sistemi. Nato smo prešli na arhitekturo, kjer
smo opisali dva zaledna sistema, ki ju uporabljamo – VitaBits API in Food-
Diary API. Nadaljevali smo s predstavitvijo videza in funkcionalnosti razvite
aplikacije. Opisali smo glavne zaslonske maske in njihov pomen. Zaključili
smo s pregledom opravljenega dela in predstavili uporabnost aplikacije.
Ključne besede: mobilna aplikacija, prehrana, Flutter, Android, iOS.

Abstract
Title: Mobile application for easily capturing diet data
Author: Aleks Vujić
More and more people are becoming aware of the importance of a healthy
and varied diet in their daily lives. They often want to have an overview
of what they have eaten as it makes it easier to follow their eating habits.
The vast majority of people always have a mobile phone with them, which
allows them to take pictures of a dish, so we decided to create a mobile ap-
plication which would allow users to easily capture the food that they ate.
In this diploma thesis, we first presented similar applications and their main
functionalities. We then described the technologies and programming lan-
guages used in the diploma thesis. We introduced the application wireframe
and highlighted the importance of connecting mobile applications to exter-
nal systems. We then moved on to the architecture where we described two
back end systems that we use, the VitaBits API and the FoodDiary API. We
continued with an introduction to the appearance and functionality of the
developed application. We described the main application pages and their
importance. We concluded with an overview of the work that we have done
and outlined the utility of the application.
Keywords: mobile application, diet, Flutter, Android, iOS.

Poglavje 1
Uvod
1.1 Motivacija
Skrb za zdravje in dobro počutje je v družbi vedno bolj prisotna. Vsak dan
smo obkroženi z informacijami o zdravi prehrani in o njenem vplivu na vse
vidike našega življenja. Po poročanju organizacije World Health Organiza-
tion se je število ljudi s prekomerno telesno maso od leta 1975 potrojilo.
Leta 2016 je bilo na svetu kar 1,9 milijarde ljudi, stareǰsih od 18 let, ki so se
spopadali z odvečnimi kilogrami [1]. Zdravniki in svetovalci za prehrano se
trudijo, da se število teh ljudi čim hitreje zmanǰsa.
Zdrav način življenja v veliki meri temelji na zdravi prehrani. Zaužiti
moramo zadostno število kalorij, živila pa morajo biti raznolika, da telesu
priskrbimo vse potrebne hranilne snovi. Včasih je to težko doseči, saj nimamo
pregleda nad že zaužito hrano. Z rednim beleženjem obrokov s pomočjo
mobilne aplikacije imamo bolǰsi pregled in zato lahko prilagajamo jedilnik
svojemu zdravstvenemu in psiho-fizičnemu stanju. Zdrava in uravnotežena
prehrana ima pozitivne učinke na vse vidike našega življenja. Pripomore h
kakovostnemu spancu in dobremu počutju, poveča zmožnosti razmǐsljanja,
pomnjenja in odločanja, zmanǰsa možnost nastanka raka, skrbi za močne
zobe in kosti ter nam pomaga izgubljati odvečne kilograme.
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1.2 Problem in rešitev
Sistem VitaBits uporabnikom že omogoča vnos zaužite hrane s pomočjo apli-
kacije za tablični računalnik. Vneseni podatki o prehrani se uporabljajo za
različne analize in na podlagi tega sistem svetuje uporabniku o priporočeni di-
eti. Poleg tega platforma ponuja tudi oddaljeno upravljanje in nadzor nad de-
lovanjem vseh VitaBits naprav, ki se v nekem trenutku uporabljajo v okviru
oddaljenega spremljanja pacientov s kroničnimi boleznimi. Ponuja več tipov
aplikacijskih programskih vmesnikov, npr. Subscriber API, ki je vmesnik za
izmenjavo zdravstvenih podatkov z drugimi zdravstvenimi platformami, in
Patient API, ki izpostavlja storitve, namenjene pacientom. Vnašanje obrokov
preko aplikacije VitaBits za tablične računalnike je zamudno, saj mora upo-
rabnik ročno izbrati živila iz baze. Težava je tudi, da tabličnega računalnika
običajno nimamo vedno pri sebi in hitro se zgodi, da obrok pozabimo dodati.
Dodajanje obroka v trenutni aplikaciji je sestavljeno iz več korakov (glej slike
1.1, 1.2, 1.3 in 1.4). Da bi uporabnikom zagotovili lažje in hitreǰse dodaja-
nje zaužite hrane, smo se odločili za razvoj mobilne aplikacije za operacijska
sistema Android in iOS, ki bi uporabnikom omogočala vnos obrokov na hiter
in enostaven način.
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Slika 1.1: Začetna stran trenutne aplikacije za tablične računalnike.
Slika 1.2: Dodane dopoldanske malice.
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Slika 1.3: Dodajanje novega obroka.
Slika 1.4: Vnos zaužite količine.
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Za mobilno platformo smo se odločili zaradi njene razširjenosti med upo-
rabniki in zaradi dejstva, da ima večina ljudi mobilni telefon vedno pri sebi.
Delež uporabnikov mobilne platforme naj bi v obdobju od junija 2018 do
junija 2019 presegel delež uporabnikov namizne platforme [2]. Mobilne na-
prave kljub svoji majhnosti ponujajo številne senzorje, ki razvijalcem po-
magajo določiti kontekst, v katerem se nahaja naprava. Ker imajo mobilni
telefoni že vgrajen fotoaparat, je zajem zaužite hrane preprost. Na podlagi
uporabnikove lokacije pa je aplikacija zmožna prikazati restavracije v bližini.
Če naredimo primerjavo z namizno platformo, bi bil tam postopek doda-
janja zaužitega obroka dosti bolj zamuden. Najprej bi morali jed fotografirati
z mobilnim telefonom ali fotoaparatom, sliko prenesti na računalnik, poiskati
restavracijo, kjer smo jed jedli, vnesti tip obroka ter določiti uro in datum.
Z uporabo mobilne aplikacije je večina teh podatkov že samodejno vnesenih
ali pa jih lahko hitro vnesemo s pomočjo vgrajenih senzorjev, zato je čas
dodajanja obroka dosti kraǰsi. Vnos preko namizne platforme ni le zamu-
den, ampak se pogosto zgodi, da obrok pozabimo vnesti. Mobilna aplikacija
rešuje to težavo, saj nam omogoča, da obrok dodamo ne glede na to, kje se
nahajamo. Posledično dosti lažje vzpostavimo rutino dajanja obrokov in s
tem poskrbimo, da res vnesemo vso zaužito hrano. Poleg tega se mobilna
aplikacija povezuje s portalom eHrana, od koder pridobi podatke o resta-
vracijah in njihovih jedilnikih, kar nam omogoča, da je večina podatkov že
vnesenih. Preostane nam le to, da obrok fotografiramo in po potrebi dodamo
komentar.
Prava uporabnost aplikacije bi se pokazala, ko bi jo zdravnǐsko osebje
(zdravniki, svetovalci za prehrano, dietetiki) začelo uporabljati pri svojih
pacientih. Zdravnǐsko osebje bi preko informacijskega sistema dostopalo do
vseh obrokov, ki so jih njihovi pacienti dodali s pomočjo aplikacije. Na
podlagi slik in opisov jedi bi jih lahko usmerjali pri zdravem načinu življenja
in spopadanju s prekomerno telesno maso. Zmanǰsali bi tudi število obiskov
v ordinacijah, saj bi pacientu lahko svetovali kar na daljavo.
Poleg zdravnǐskih delavcev bi imeli korist tudi pacienti, saj bi imeli lastno
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evidenco, kaj so pojedli. Zaradi zavedanja, da njihove vnose ves čas spremlja
zdravnik, bi se trudili jesti čim bolj zdravo in se držati predpisanega jedilnika.
Seveda pa aplikacija ni omejena le na zdravstvene delavce in njihove paciente,
uporablja jo lahko kdor koli za beleženje zaužite hrane.
Poglavje 2
Sorodna dela
Android in iOS imata vsak svojo trgovino z brezplačnimi in plačljivimi apli-
kacijami. Androidova trgovina se imenuje Google Play in vključuje okoli
2.700.000 aplikacij [3]. iOS svojim uporabnikom ponuja App Store, ki
vključuje okoli 2.200.000 aplikacij [4]. Zaradi stalnega posodabljanja in nad-
grajevanja aplikacij obe trgovini ponujata tudi posodobitve že naloženih apli-
kacij.
Ker je skrb za zdravo prehrano in zdrav način življenja vedno bolj priso-
tna, ne preseneča dejstvo, da je na voljo veliko različnih aplikacij za beleženje
vnosa zaužite hrane. V tem poglavju bomo opisali nekaj sorodnih aplikacij
in predstavili njihove glavne funkcionalnosti.
Za razvoj lastne aplikacije smo se odločili, saj smo želeli izdelati aplikacijo,
ki bi bila prilagojena za slovenski trg. To smo dosegli z integracijo s portalom
eHrana. Poleg tega smo želeli aplikacijo, ki bi jo lahko vključili v ekosistem
VitaBits, česar s konkurenčnimi produkti ne moremo doseči.
2.1 MyFitnessPal
MyFitnessPal je brezplačna aplikacija za iOS in Android, ki ljudem pomaga
izgubljati kilograme, izoblikovati telo, začeti z bolj zdravim načinom življenja
in odpraviti slabe navade. Ponuja tudi plačljivo naročnino, ki nam omogoči
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dodatne funkcionalnosti. Glavne funkcionalnosti brezplačne različice so:
1. Podatkovna baza z živili, ki vsebuje več kot 300.000.000 vnosov.
2. Skeniranje črtnih kod zaužitih izdelkov.
3. Vnos vseh živil iz izbranega recepta.
4. Beleženje hranil, kot so maščobe, beljakovine, ogljikovi hidrati, slad-
korji, vlaknine, holesterol in vitamini.
5. Sledenje napredku in nastavljanje ciljev, ki jih želimo doseči.
6. Pregled nad številom zaužitih kalorij v dnevu.
Aplikacija na podlagi spola, vǐsine, telesne mase in dnevne aktivnosti
izračuna priporočen dnevni vnos kalorij. Pri izračunu upošteva tudi naše
želje glede telesne mase v prihodnosti. Izbiramo lahko med tremi možnostmi:
ohranitvijo, izgubo ali pridobitvijo telesne mase. Na začetnem zaslonu imamo
pregled nad zaužitimi kalorijami v dnevu. Poleg kalorij nam aplikacija pri-
kazuje tudi vnos mikrohranil in makrohranil. Če smo katero od vrednosti
presegli ali pa smo v pomanjkanju, nas na to opozori. Aplikacija ne omogoča
le dodajanja obrokov, ampak tudi vnos trenutne telesne mase za kasneǰse
analize, vnos tekočine, zaznamkov in telesnih aktivnosti. Dodajanje obrokov
je preprosto, saj nas aplikacija vodi skozi postopek. Najprej izberemo tip
obroka, torej zajtrk, kosilo, večerjo ali malico (glej sliki 2.1 in 2.2).
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Slika 2.1: Dodajanje novega vnosa. Slika 2.2: Izbira tipa obroka.
Nato moramo vpisati ime obroka ali skenirati njegovo črtno kodo (glej
sliko 2.3). Ko iz seznama izberemo obrok, se nam prikažejo njegove podrob-
nosti (glej sliko 2.4). Za razliko od aplikacije FoodDiary, ki smo jo razvili v
okviru diplomskega dela, MyFitnessPal ne omogoča dodajanja slike obroka.
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Slika 2.3: Iskanje živila. Slika 2.4: Podatki o izbranem živilu.
2.2 Lifesum
Lifesum je brezplačna aplikacija za iOS in Android, ki ponuja plačljivo naročnino
za pridobitev dodatnih funkcionalnosti. Videz aplikacije je intuitiven in pre-
gleden. Na začetnem zaslonu lahko dodamo različne tipe obrokov, poleg tega
pa nam svetuje, koliko kalorij naj bi s tem obrokom zaužili, da bi ostali
znotraj začrtanega števila kalorij. Podobno kot MyFitnessPal tudi Lifesum
omogoča skeniranje črtnih kod izdelkov in beleženje vnosa mikrohranil in
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makrohranil. Tudi Lifesum ne omogoča dodajanja slike obroka.
Dodajanje obroka je zelo preprosto. Na začetnem zaslonu izberemo tip
obroka (glej sliko 2.5), skeniramo črtno kodo ali vpǐsemo ime obroka in vne-
semo količino, ki smo jo zaužili. Prikažejo se nam podrobnosti o izbranem
živilu (glej sliko 2.6).
Slika 2.5: Začetna stran. Slika 2.6: Podatki o izbranem živilu.
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2.3 Carb Manager
Carb Manager ponuja dva načina uporabe v obliki spletne in mobilne apli-
kacije, ki je na voljo za iOS in Android. V tem poglavju bomo opisali le
mobilno aplikacijo.
Aplikacija se osredotoča na ketonsko dieto. To je dieta z visoko vsebno-
stjo maščob in nizko vsebnostjo ogljikovih hidratov. S tem prisilimo telo, da
porablja ogljikove hidrate namesto maščob. Jetra zato pretvarjajo maščobe
v maščobne kisline in ketonska telesa, ki nadomestijo glukozo kot vir ener-
gije. Začetna stran aplikacije je prilagojena dieti tako, da nam prikazuje
priporočen vnos makrohranil v ketonski dieti (glej sliko 2.7). Dodajanje
obroka je enostavno in poteka v dveh korakih. Najprej poǐsčemo jed, ki smo
jo zaužili (glej sliko 2.8). Aplikacija nam prikaže makrohranila v tem živilu
(glej sliko 2.9). Dodajanje nato potrdimo in začetna stran nam prikaže jed
na seznamu danes zaužitih obrokov (glej sliko 2.10).
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Slika 2.7: Začetna stran. Slika 2.8: Iskanje živila.
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Slika 2.9: Podatki o živilu. Slika 2.10: Dodan obrok na začetni
strani.
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Aplikacija v plačljivi različici ponuja dve zanimivi funkcionalnosti:
1. Razpoznavanje živil iz fotografije.
S pomočjo naprednih metod umetne inteligence iz področja analize slik
zna aplikacija razpoznati živila na fotografiji. To pomeni, da ni po-
trebno ročno vnašati posameznih živil, ampak jih aplikacija razpozna
samodejno. Za razpoznavanje živil so morali na podlagi velike učne
množice ustvariti odločitveni model, ki je zmožen prepoznati živila na
fotografiji. Natančna klasifikacija lahko predstavlja velik izziv, saj so
si nekatera živila med seboj zelo podobna in je med njimi težko razli-
kovati.
2. Vnašanje obrokov z govorom.
Carb Manager ponuja vnašanje obrokov z govorom. Trdijo, da je do-
dajanje tako enostavno, kot če bi prijatelju povedali, kaj smo jedli.
Razpoznavanje govora temelji na pretvorbi signala iz analognega v di-
gitalnega, iz katerega izluščimo posamezne foneme. Nato na podlagi
sosednih fonemov program razpozna besedo, ki smo jo izrekli.
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Poglavje 3
Izbira tehnologij
3.1 Flutter
Flutter je odprtokodno ogrodje za razvoj hibridnih aplikacij za mobilno (iOS,
Android in Google Fuchsia1), spletno in namizno platformo. Flutter upo-
rablja programski jezik Dart. Prvo stabilno različico so predstavili maja
2017 [6]. Aplikacije, ki jih razvijemo s pomočjo ogrodja Flutter, lahko na-
mestimo na več ciljnih platform, ne da bi bilo potrebno programsko kodo
pisati večkrat. Razvoj v Flutterju lahko izvajamo v poljubnem urejevalniku
programske kode. V diplomskem delu smo izbrali Android Studio, saj ga pri-
poročajo tudi v uradnem spletnem priročniku za Flutter [7]. Spremembe, ki
jih naredimo v kodi, so vidne takoj, ne da bi bilo potrebno aplikacijo ponovno
prevesti.
Uporabnǐski vmesnik v Flutterju je sestavljen iz gradnikov (angl. wid-
get). Gradniki na podlagi trenutnega stanja in konfiguracije prilagajajo svoj
videz. Ko se stanje gradnika spremeni, se gradnik ponovno zgradi, pri tem pa
ogrodje primerja novo stanje s preǰsnjim in s tem minimizira število potrebnih
sprememb. Nekaj najbolj preprostih gradnikov je:
1. Text nam omogoča prikaz in oblikovanje besedila.
1Odprtokodni operacijski sistem, ki ga razvija Google. Uporabnǐski vmesnik in aplika-
cije so napisani v ogrodju Flutter [5].
17
18 Aleks Vujić
2. Row in Column nam omogočata gradnjo prilagodljivih uporabnǐskih
vmesnikov v vodoravni ali navpični smeri.
3. Container nam omogoča prikaz pravokotnega elementa, ki mu lahko
nastavljamo parametre in ga s tem oblikujemo (ozadje, obroba, senca,
notranji in zunanji odmik).
4. ListView prikaže elemente kot seznam, po katerem se lahko pomikamo
navzgor in navzdol.
Vsaka aplikacija v Flutterju vsebuje metodi main in runApp. Slednja
sprejme gradnik in ga postavi v koren drevesa gradnikov.
1 import ’package:flutter/material.dart ’;
2
3 void main() {
4 runApp(
5 Center(
6 child: Text(
7 ’Hello, world!’,
8 textDirection: TextDirection.ltr,
9 ),
10 ),
11 );
12 }
Center je gradnik, ki kot parameter z imenom child sprejme še en gra-
dnik tipa Text. Namesto gradnika Text bi lahko uporabili kateri koli drugi
gradnik, ki ga ponuja ogrodje Flutter. Kot rezultat dobimo besedilo, ki se
nahaja na sredini zaslona (glej sliko 3.1).
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Slika 3.1: Aplikacija, ki izpǐse Hello,
world!.
Sodobne mobilne aplikacije imajo običajno zgornjo orodno vrstico, kjer
je navedeno ime aplikacije. Tak videz dosežemo z uporabo gradnika Mate-
rialApp, ki poleg drugih parametrov sprejme tudi domačo stran (parameter
home). Ta mora biti gradnik, ki ima lahko poljubno drevesno strukturo. V
spodnjem primeru je domača stran gradnik tipa Scaffold, ki sprejme para-
metra appBar in body, prav tako gradnika. Scaffold implementira osnovno
strukturo uporabnǐskega vmesnika in je ključni gradnik večine aplikacij.
1 import ’package:flutter/material.dart ’;
2
3 void main() {
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4 runApp(MyApp());
5 }
6
7 class MyApp extends StatelessWidget {
8 @override
9 Widget build(BuildContext context) {
10 return MaterialApp(
11 home: Scaffold(
12 appBar: AppBar(
13 title: Text(’Test application ’),
14 ),
15 body: Center(
16 child: Text(’Hello, world!’),
17 ),
18 ),
19 );
20 }
21 }
Kot rezultat dobimo aplikacijo, ki vsebuje zgornjo orodno vrstico in sre-
dinsko poravnan napis Hello, world! (glej sliko 3.2).
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Slika 3.2: Aplikacija z orodno vrstico.
V 7. vrstici smo se srečali z zelo pomembnim konceptom v ogrodju Flut-
ter. Gradniki se delijo na tiste s stanjem (angl. stateful) in brez stanja
(angl. stateless). Prvi razširjajo razred StatefulWidget, drugi pa razred
StatelessWidget (glej sliko 3.3).
22 Aleks Vujić
Slika 3.3: Delitev gradnikov.
Gradniki brez stanja morajo vsebovati metodo build, ki sprejme trenutni
kontekst in vrne gradnik, ki se prikaže na zaslonu. Stanje teh gradnikov se
ne more spremeniti, kar pomeni, da je videz gradnika statičen. Začetne
vrednosti mu lahko podamo v konstruktorju. Primeri gradnikov brez stanja
so Icon, IconButton in Text.
Gradnike s stanjem implementiramo z dvema razredoma. Prvi razširja
razred StatefulWidget, drugi pa razred State. V spodnjem primeru je
primer kode preproste aplikacije, ki prikaže števec in gumb. Števec prikazuje
število klikov na gumb.
1 class MyApp extends StatefulWidget {
2 @override
3 State <StatefulWidget > createState () {
4 return _MyAppState ();
5 }
6 }
7
8 class _MyAppState extends State <MyApp > {
9 int count = 0;
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10
11 @override
12 Widget build(BuildContext context) {
13 return MaterialApp(
14 home: Scaffold(
15 appBar: AppBar(
16 title: Text(’Test application ’),
17 ),
18 body: Center(
19 child: Column(
20 mainAxisAlignment: MainAxisAlignment.
center,
21 crossAxisAlignment: CrossAxisAlignment.
center,
22 children: <Widget >[
23 Text(count.toString ()),
24 RaisedButton(
25 child: Text(’Increment ’),
26 onPressed: () {
27 setState (() {
28 count ++;
29 });
30 },
31 )
32 ],
33 ),
34 ),
35 ),
36 );
37 }
38 }
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Vsak razred, ki razširja razred StatefulWidget, mora vsebovati metodo
createState, ki nastavi začetno stanje gradnika. Začetno stanje mora biti
instanca poljubnega razreda, ki razširja razred State.
Stanje gradnika se spreminja, saj se števec povečuje, zato moramo upora-
biti gradnik s stanjem. Vsakič, ko želimo spremeniti interno stanje gradnika,
moramo znotraj metode setState nastaviti nove vrednosti spremenljivk (glej
27. vrstico). Flutter v ozadju znova izrǐse le tiste dele gradnika, ki so se spre-
menili. Uporabnǐski vmesnik aplikacije je viden na sliki 3.4.
Slika 3.4: Aplikacija za štetje klikov na
gumb.
Ko ustvarimo Flutter projekt, se nam samodejno ustvari privzeta struk-
tura datotek in map. V korenski mapi se nahajajo naslednje mape in dato-
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teke:
1. Mapa android vsebuje izvorno kodo za platformo Android. Vključuje
vse datoteke, ki so prisotne tudi pri razvoju domorodnih Android apli-
kacij (AndroidManifest.xml, build.gradle, gradle.properties in
druge).
2. Mapa build hrani začasne datoteke, ki so nastale pri prevajanju. Omogoča
nam, da aplikacije ob spremembi izvorne kode ni potrebno ponovno v
celoti prevajati.
3. Mapa ios vsebuje izvorno kodo za platformo iOS in vse konfiguracijske
datoteke (npr. info.plist).
4. Mapa lib hrani izvorno kodo naše aplikacije. To je mapa, ki je najbolj
pomembna v vsakem Flutter projektu.
5. Mapa test vsebuje avtomatske teste, ki jih lahko pripravimo, da pre-
verimo, ali naša aplikacija deluje po pričakovanjih.
6. Datoteka pubspec.yaml vključuje reference na vse knjižnice, pisave,
slike in ikone, ki jih potrebuje naša aplikacija.
Na sliki 3.5 je prikazana struktura projekta v aplikaciji FoodDiary. V
mapi lib smo zaradi bolǰse organizacije projekta in lažje preglednosti posa-
mezne komponente aplikacije vključili v ločene mape.
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Slika 3.5: Struktura projekta za apli-
kacijo FoodDiary.
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3.2 Dart
Dart je objektno usmerjen programski jezik s samodejnim čǐsčenjem pomnil-
nika (angl. garbage collection). Namenjen je izvajanju na več različnih plat-
formah. Sintaksa programskega jezika Dart je podobna sintaksi program-
skega jezika C. Vsak Dart program vsebuje metodo main.
1 void main() {
2 print(’Hello, World!’);
3 }
Dart zna sam določiti tip spremenljivke, zato nam ga ni potrebno ekspli-
citno definirati. Dovolj je, da uporabimo le ključno besedo var.
1 var title = ’Le Petit Prince ’;
2 var publishYear = 1943;
3 var characters = [’The Little Prince ’, ’The Fox ’, ’
The King ’];
4 var book = {
5 ’title ’: title,
6 ’price ’: 19.9
7 };
Razrede definiramo podobno kot v programskem jeziku Java. Razred
lahko vsebuje atribute in metode. V konstruktorju lahko atribute enostavno
nastavimo tako, da damo parametrom konstruktorja enaka imena, kot so
imena atributov, pred njih pa postavimo rezervirano besedo this.
1 class Book {
2 string title;
3 int publishYear;
4
5 Book(this.title, this.publishYear);
6
7 int getAge () {
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8 int currentYear = new DateTime.now().year;
9 return currentYear - publishYear;
10 }
11 }
Metode lahko sprejmejo nič ali več parametrov, izvedejo telo metode in
po potrebi vrnejo rezultat. Parametri so lahko pozicijski ali imenski. Pozi-
cijski parametri so obdani z znakoma [ in ], imenski pa z znakoma { in }.
Če je parameter imenski, moramo pri klicu metode obvezno vključiti še ime
parametra, medtem ko pri pozicijskih to ni potrebno. Z znakom = za ime-
nom parametra nastavimo njegovo privzeto vrednost. Razlika med tipoma
parametrov je jasno vidna v spodnjem primeru.
1 void addComment1(String comment, [bool hidden =
false]) {
2 ...
3 }
4 addComment1(’Comment ’); // hidden = false
5 addComment1(’Comment ’, true); // hidden = true
6
7 void addComment2(String comment, {bool hidden =
false}) {
8 ...
9 }
10 addComment2(’Comment ’); // hidden = false
11 addComment2(’Comment ’, hidden: true); // hidden =
true
3.3 MEAN
Sklad MEAN temelji na programskem jeziku JavaScript in se uporablja za
razvoj dinamičnih spletnih strani in programskih vmesnikov. Sestavljen je iz
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naslednjih tehnologij in orodij:
1. MongoDB je nerelacijska podatkovna baza.
2. Express.js je ogrodje za izdelavo spletnih strani in temelji na okolju
Node.js. Uporablja se predvsem za usmerjanje HTTP zahtev.
3. Angular se uporablja za izdelavo dinamičnih uporabnǐskih vmesnikov.
4. Node.js omogoča izvajanje JavaScript kode na strežniku.
MEAN sklad smo uporabili za razvoj FoodDiary API-ja. Ker API nima
uporabnǐskega vmesnika, Angularja nismo potrebovali. Razlog za priljublje-
nost MEAN sklada je predvsem ta, da ne potrebujemo dveh programskih
jezikov za uporabnǐski vmesnik in zaledni sistem, saj oba uporabljata Ja-
vaScript. Zaradi tega se lahko programerji, ki so prej razvijali uporabnǐski
vmesnik, hitro naučijo tudi razvoja zalednih sistemov, in obratno.
3.4 Linux strežnik
Za gostovanje in poganjanje zalednega sistema FoodDiary API smo uporabili
Linux strežnik. Zanj smo se odločili zaradi njegove enostavne konfiguracije in
visoke prilagodljivosti. Strežnik ima javno dostopen IP naslov, ki posluša na
vratih 3000. Ko pride zahteva, jo obdela ogrodje Express.js in jo posreduje
ustreznemu krmilniku v aplikaciji.
MEAN aplikacijo smo na strežniku pognali s pomočjo orodja pm2, ki po-
nuja vgrajeno izenačevanje obremenitve (angl. load balancing) in namestitev
nove različice brez prekinitve delovanja. Če želimo zagnati novo aplikacijo,
definirano v datoteki app.js z imenom MyApplication, poženemo ukaz pm2
start app.js --name MyApplication. Ogrodje bo samo poskrbelo, da bo
proces vedno zagnan. Če želimo preveriti vse zagnane aplikacije, poženemo
ukaz pm2 ls (glej sliko 3.6).
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Slika 3.6: Izpis vseh zagnanih aplikacij, vir slike: https://raw.github
usercontent.com/unitech/pm2/master/pres/pm2-list.png.
Ko razvijemo novo različico in jo želimo namestiti na strežnik, poženemo
ukaz pm2 reload MyApplication. S tem bomo dosegli, da bo aplikacija ves
čas na voljo, tudi med posodobitvijo.
Poglavje 4
Načrt aplikacije
4.1 Primeri uporabe
Pred izdelavo aplikacije smo razmislili o različnih primerih uporabe. Prvi je
zajem, kjer uporabnik fotografira jed, ki jo je zaužil, in vnese nekaj doda-
tnih informacij o obroku. Na podlagi njegove lokacije se mu prikažejo tudi
restavracije v bližini. Drugi primer uporabe je pregledovanje in urejanje že
dodanih obrokov, kjer lahko uporabnik preveri ali spremeni parametre že
dodanega obroka.
Predviden način delovanja aplikacije je torej razdeljen na dva dela:
1. Zajem:
(a) Preden uporabnik zaužije jed, odpre aplikacijo.
(b) Izbere možnost zajem hrane.
(c) Aplikacija v ozadju pridobi lokacijo uporabnika.
(d) Če je v določenem radiju kakšna restavracija in je zanjo na voljo
jedilnik:
i. Aplikacija mu pokaže jedi, ki jih strežejo v restavraciji.
ii. Uporabnik izbere jed in vpǐse morebitne spremembe.
(e) Če lokacija ni znana ali restavracija ne ponuja jedilnika:
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i. Aplikacija odpre zaslonsko masko za vnos novega obroka.
ii. Uporabnik fotografira jed in vnese informacije o obroku.
(f) Fotografija in vsi ostali podatki o obroku se shranijo v oblačno
storitev.
2. Pregledovanje in urejanje:
(a) Uporabnik odpre aplikacijo.
(b) Izbere možnost pregledovanje in urejanje obrokov.
(c) Prikažejo se mu že vneseni podatki, razvrščeni po dnevih in obro-
kih.
(d) Uporabnik izbere določen obrok.
(e) Podatki se prikažejo čez celoten zaslon. Uporabnik jih lahko spre-
minja ali brǐse.
Za modeliranje diagrama primerov uporabe smo uporabili UML diagram-
sko tehniko (glej sliko 4.1).
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Slika 4.1: Diagram primerov uporabe.
V nadaljevanju je za vsak primer uporabe predstavljen diagram poteka
(glej slike 4.2, 4.3, 4.4, 4.5, 4.6 in 4.7).
34 Aleks Vujić
Slika 4.2: Diagram poteka za Pregled obrokov v zadnjem dnevu.
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Slika 4.3: Diagram poteka za Brisanje obroka.
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Slika 4.4: Diagram poteka za Urejanje obroka.
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Slika 4.5: Diagram poteka za Pregled vseh obrokov.
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Slika 4.6: Diagram poteka za Podrobnosti obroka.
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Slika 4.7: Diagram poteka za Dodajanje obroka.
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4.2 Žični model
Pred implementacijo aplikacije smo izdelali žični model oz. prototip apli-
kacije. Prototip je koncept, ki se pogosto uporablja v razvoju programske
opreme. To je začetna, še nedokončana različica sistema, s katero predsta-
vimo osnovne scenarije uporabe in s tem preverimo, ali ustreza program-
ski specifikaciji. Spreminjanje prototipa je namreč dosti hitreǰse in ceneǰse
kot spreminjane programske kode, ko smo že v procesu razvoja program-
ske opreme. Naročnik si pogosto dosti lažje predstavlja delovanje aplikacije,
če mu prikažemo izdelek, ki je po videzu in delovanju že podoben končni
različici. Prototipi so običajno interaktivni, kar pomeni, da se odzivajo na
klike na uporabnǐskem vmesniku. Na ta način dobimo občutek, kako bo po-
tekala uporaba programa, ko bo dokončan, in kakšne bodo povezave med za-
slonskimi maskami. Vodje projektov s prototipiranjem dobijo bolǰsi občutek
za čas, ki bo potreben za dokončanje celotnega projekta.
Za prototipiranje poznamo veliko različnih programov. Eni izmed njih
so namenjeni izdelavi preprostih prototipov v kratkem času, drugi pa so
namenjeni profesionalni uporabi in omogočajo izdelavo naprednih prototipov.
V diplomskem delu smo za prototipiranje aplikacije uporabili Adobe XD.
Čeprav smo aplikacijo izdelali za iOS in Android, smo pri prototipu uporabili
gradnike operacijskega sistema iOS. Gradniki so v obeh operacijskih sistemih
po delovanju zelo podobni, razlikujejo se le v videzu. Poleg programa Adobe
XD poznamo še veliko drugih programov za prototipiranje, npr. Marvel,
InVision, Justinmind, Flinto, Proto.io, Principle in druge.
Adobe XD je brezplačen program podjetja Adobe, ki ponuja vektorsko
prototipiranje interaktivnega uporabnǐskega vmesnika za spletno in mobilno
platformo. S pomočjo uporabnǐskega vmesnika definiramo relacije med za-
slonskimi maskami (glej sliko 4.8). Na voljo je za operacijske sisteme ma-
cOS, Windows, iOS in Android. Adobe je oktobra 2015 na konferenci Adobe
MAX prvič predstavil svoje načrte za izdelavo programa za prototipiranje,
prvo beta različico pa so izdali pod imenom Adobe Experience Design CC
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marca 2016 [8].
Slika 4.8: Uporabnǐski vmesnik programa Adobe XD.
Pri izdelavi žičnega modela za aplikacijo FoodDiary smo začeli z zaslon-
skima maskama za prijavo (glej sliko 4.9) in registracijo (glej sliko 4.10).
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Slika 4.9: Prijava. Slika 4.10: Registracija.
Obe zaslonski maski zahtevata vnos e-poštnega naslova in gesla. Pri
registraciji moramo geslo potrditi s ponovnim vnosom. Ko se prijavimo ali
registriramo, nas aplikacija preusmeri na začetno stran, kjer so prikazani
nazadnje dodani obroki (glej sliko 4.11). Ob kliku na obrok se odprejo njegove
podrobnosti (glej sliko 4.12).
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Slika 4.11: Domača stran. Slika 4.12: Podrobnosti obroka.
V zavihku Zajem hrane so navedene restavracije v bližini (glej sliko 4.13).
Če restavracije ni na seznamu, jo lahko ročno poǐsčemo s klikom na gumb
Ročni vnos restavracije (glej sliko 4.14).
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Slika 4.13: Zajem hrane. Slika 4.14: Iskanje restavracij.
Ob kliku na določeno restavracijo se izpǐsejo jedi, ki jih tam strežejo (glej
sliko 4.15). Poleg jedi, ki smo jih dodali kot priljubljene, se izrǐse zapolnjena
zvezda, pri ostalih pa obrobljena. Obrok lahko vnesemo tudi ročno s klikom
na gumb Slikaj obrok (glej sliko 4.16).
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Slika 4.15: Ponudba restavracije. Slika 4.16: Ročni vnos obroka.
Obrok lahko tudi urejamo ali brǐsemo. Na zavihku Pregled obrokov imamo
pregled nad vsemi dodanimi obroki po dnevih in obrokih (glej sliko 4.17).
Omogočeno je tudi iskanje. Ob kliku na obrok se odprejo njegove podrobno-
sti.
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Slika 4.17: Delitev po dnevih in tipih
obrokov.
Poglavje 5
Rešitev
5.1 Arhitektura
Večina sodobnih mobilnih aplikacij za svoje delovanje potrebuje strežnik, ki
ga uporablja za branje, pisanje in spreminjanje podatkov. V tem poglavju
se bomo osredotočili na arhitekturo mobilnih aplikacij, predvsem na njihovo
povezovanje z ostalimi zunanjimi sistemi. Predstavili bomo pomen zalednih
sistemov, ki izpostavljajo REST vmesnike, in opisali delovanje dveh zalednih
sistemov, ki ju uporablja aplikacija FoodDiary.
5.1.1 Mobilne aplikacije in zunanji sistemi
Ko govorimo o zunanjih sistemih, mislimo na storitve, ki mobilnim aplikaci-
jam in drugim odjemalcem omogočajo branje, pisanje in urejanje podatkov.
Podatki so v večini primerov shranjeni v podatkovni bazi. Komunikacija med
odjemalcem in strežnikom poteka po načelu zahteva-odgovor (angl. request-
response). To pomeni, da odjemalec pošlje zahtevo, počaka, da jo strežnik
obdela, in nato prejme odgovor. Oba udeleženca v komunikaciji se morata
zavedati oblike zahtev in odgovorov, saj je izmenjava sporočil mogoča le na
ta način. Strežnik običajno izpostavlja vmesnik (angl. interface), sestavljen
iz končnih točk (angl. endpoint). Končne točke so URL naslovi, kamor
odjemalec pošlje zahtevo v naprej definirani obliki, strežnik pa mu pošlje
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odgovor.
Najbolj znan tip vmesnika je REST vmesnik. To je arhitekturni vzorec,
kjer končne točke predstavimo v obliki URL naslovov. Osnova za delovanje
je protokol HTTP, ki ponuja različne metode za dostop do virov. Metode so
zapisane v obliki angleških glagolov, najpogosteje uporabljene pa so GET,
POST, PUT, DELETE in PATCH. GET uporabljamo za pridobivanje po-
datkov, POST za vstavljanje podatkov, PUT in PATCH za posodabljanje
podatkov in DELETE za brisanje podatkov. Razlika med PUT in PATCH
je v tem, da moramo pri PUT zahtevi vedno poslati celo entiteto, tudi če
spreminjamo le eno polje, pri PATCH zahtevi pa je dovolj, da pošljemo le
polje, ki ga želimo spremeniti, ostala polja pa ostanejo nespremenjena.
Pri poimenovanju REST končnih točk obstajajo določene konvencije, ki
naj bi jih upoštevali. Zavedati se moramo, da bodo REST vmesnik upora-
bljali tudi zunanji uporabniki, zato stremimo k temu, da je poimenovanje čim
bolj smiselno. Imena končnih točk naj bi vsebovala ime entitete v množini.
metoda končna točka opis
GET /uporabniki pridobi vse uporabnike
GET /uporabniki/1 pridobi uporabnika z ID-jem 1
POST /uporabniki dodaj novega uporabnika
PUT /uporabniki/1 posodobi uporabnika z ID-jem 1
DELETE /uporabniki/1 izbrǐsi uporabnika z ID-jem 1
Tabela 5.1: Primer REST vmesnika za entiteto uporabnik.
Ne glede na to, ali razvijamo aplikacijo za klepet s prijatelji, ali pa aplika-
cijo za pregledovanje vremenske napovedi, bomo potrebovali zunanji sistem,
od koder bomo dobili potrebne podatke (glej sliko 5.1). Nekatere aplikacije
so tako odvisne od zunanjih sistemov, da bi brez njih postale neuporabne.
Kot primer lahko vzamemo aplikacijo za pregledovanje dostopnosti knjižnega
gradiva. Če aplikacija ne bi imela dostopa do interneta in s tem dostopa do
zunanjega sistema, bi postala neuporabna, saj ne bi mogla pridobiti potreb-
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nih podatkov. Zaradi možnosti večjega števila hkratnih uporabnikov morajo
biti zaledni sistemi hitri, učinkoviti in zanesljivi. To lahko dosežemo z rednim
avtomatskim preverjanjem stanja (angl. health check) in z avtomatskim ho-
rizontalnim skaliranjem infrastrukture z rešitvami, kot je Kubernetes.
Slika 5.1: Arhitektura REST storitev, kjer odjemalec preko API vmesnika
dostopa do podatkovne baze. Vir slike: https://miro.medium.com/max/
1200/1*5xCTnv1iKyFSaF8iKU_ltw.png.
FoodDiary uporablja VitaBits API za upravljanje z obroki in FoodDi-
ary API za pridobivanje bližnjih restavracij, pridobivanje jedi in dodajanje
priljubljenih jedi (glej sliko 5.2).
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Slika 5.2: Povezovanje zunanjih sistemov z aplikacijo FoodDiary.
5.1.2 VitaBits API
Platformo VitaBits so razvili zaposleni v Laboratoriju za podatkovne tehno-
logije na Fakulteti za računalnǐstvo in informatiko v Ljubljani. Namenjena
je oddaljenemu upravljanju s povezanimi merilnimi napravami in senzorji.
Operaterju omogoča izvajanje tehnične podpore na daljavo. Glavni cilj plat-
forme je varen prenos prejetih podatkov do zaledne zdravstvene platforme.
Platformo sestavljajo komponente, ki so prikazane na sliki 5.3:
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1. Zaledni strežnik Java KumuluzEE.
2. Podatkovna baza PostgreSQL.
3. Strežnik za preverjanje pristnosti Keycloak.
4. Namestitveni strežnik Apache.
5. Sistem za obveščanje in beleženje dnevnǐskih zapisov Elastic Stack.
6. Spletni vmesnik portala v ogrodju Angular 5.
Slika 5.3: Visokonivojski pogled na platformo VitaBits.
Uporaba API-ja se začne s prijavo v sistem. Če je prijava uspešna, nam
strežnik vrne žeton za dostop (angl. access token) in osvežitveni žeton (angl.
refresh token). Oba imata omejen čas trajanja. Žeton je sestavljen iz treh
delov, ločenih s piko:
1. Glava vsebuje tip žetona in algoritem, ki je bil uporabljen za kodiranje.
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2. Tovor vsebuje podatke o prijavljenem uporabniku, kot so ime, priimek,
starost in podobno.
3. Podpis nam omogoča, da preverimo, ali ima pošiljatelj res identiteto,
s katero se predstavlja. S pomočjo podpisa lahko preverimo tudi, ali
je bilo sporočilo med pošiljanjem spremenjeno. Podpis dobimo tako,
da zakodiramo glavo in tovor skupaj s skrivnostjo (angl. secret) z
algoritmom kodiranja, ki je naveden v glavi.
Spodaj je prikazan primer odgovora strežnika na uspešno prijavo. Pri
poljih access token in refresh token je vsak del žetona zaradi preglednosti
skraǰsan na 8 znakov. Skraǰsano je tudi polje session state.
1 {
2 "access_token": "eyJhbGci.eyJqdGki.rWtfSFGp",
3 "expires_in": 18000,
4 "refresh_expires_in": 18060,
5 "refresh_token": "eyJhbGci.eyJqdGki.eQM1AqSm",
6 "token_type": "bearer",
7 "not -before -policy": 0,
8 "session_state": "44585225",
9 "scope": "email profile"
10 }
V diplomskem delu smo uporabili del API-ja, ki se ukvarja s prehrano.
Izpostavlja končne točke, ki vsebujejo logiko za delo z obroki in pripadajočimi
fotografijami. Obroki so razdeljeni po dnevih in tipih (zajtrk, dopoldanska
malica, kosilo, popoldanska malica, večerja), pri vsakem pa imamo preko ID-
ja še referenco na njegovo fotografijo. Uporabniki lahko obroke pregledujejo,
brǐsejo in urejajo.
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Če želimo pridobiti vse dopoldanske malice, ki smo jih dodali 19. 7. 2019,
moramo poslati GET zahtevek na končno točko /images/SNACK AM/2019-
07-19. Dobimo naslednji odgovor:
1 {
2 "id": 178,
3 "updatedAt": 1563494400000,
4 "patientId": 124,
5 "date": "2019 -07 -19",
6 "mealTypeCode": "SNACK_PM",
7 "mealImageData": [
8 {
9 "id": 79,
10 "contentType": "jpg",
11 "name": "Sadni jogurt",
12 "comment": "Jogurt z okusom jagode",
13 "createdAt": 1563539484055
14 },
15 {
16 "id": 81,
17 "contentType": "jpg",
18 "name": "Sadna solata",
19 "comment": "Banana, jabolko, nektarina",
20 "createdAt": 1563548760000
21 }
22 ]
23 }
V vrsticah od 8 do 21 vidimo dva obroka, prvega z ID-jem 79, drugega
pa z ID-jem 81. V 5. vrstici vidimo, da smo ju dodali 19. 7. 2019. V 6.
vrstici je navedeno, da sta obroka popoldanski malici. Vsak obrok vsebuje
tudi ime, komentar, format slike in datum kreiranja.
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5.1.3 FoodDiary API
Uporabnikom smo želeli omogočiti enostavno iskanje restavracij in jedi, ki jih
tam strežejo. Ugotovili smo, da so vse te informacije za večino večjih sloven-
skih mest dostopne na spletnem portalu eHrana, ki je namenjen naročanju
hrane preko spleta. Za vsako restavracijo so tam na voljo vse jedi v ponudbi,
lokacija in komentarji drugih uporabnikov. Razvijalci portala so na svojo
spletno stran zapisali, da API za dostop do podatkov portala že obstaja [9],
zato smo jih kontaktirali, da bi izvedeli specifikacijo vmesnika. Dobili smo
odgovor, da vmesnik še ni razvit in da ga imajo namen razviti v prihodnosti.
Odločili smo se, da bomo kljub temu dostopali do podatkov portala eHrana
s pomočjo razčlenjevanja HTML vsebine strani (angl. web scraping).
Slika 5.4: Seznam restavracij na portalu eHrana.
Najprej smo osnovali podatkovni model za shranjevanje podatkov o resta-
vracijah in jedeh. Uporabili smo nerelacijsko podatkovno bazo MongoDB,
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model pa smo definirali s pomočjo knjižnice mongoose.
1 var restaurantSchema = new mongoose.Schema({
2 shortName: String,
3 fullName: String,
4 address: String,
5 location: {
6 type: { type: String },
7 coordinates: [Number]
8 },
9 logoImageUrl: String,
10 description: String,
11 menuEntries: [{
12 name: String,
13 description: String,
14 isAvailable: Boolean,
15 isFavorite: { type: Boolean, default: false
}
16 }],
17 updatedAt: { type : Date },
18 isAvailable: Boolean
19 });
Polje shortName je enolični identifikator vsake restavracije (npr. topchef ).
Tudi na portalu eHrana se URL naslov restavracij razlikuje le po kratkem
imenu. Polje fullName vsebuje celotno ime restavracije (npr. Top Chef).
Polji location in coordinates sta medsebojno zelo povezani. Portal eHrana
ne ponuja koordinat restavracij, ampak samo njihov naslov, zato smo morali
iz naslova pridobiti koordinate. Za to smo uporabili LocationIQ API, ki
sprejme naslov, vrne pa geografsko dolžino in širino.
Če želimo pridobiti koordinate naslova Litijska cesta 38, 1000 Ljubljana,
moramo poslati GET zahtevek na https://eu1.locationiq.com/v1/sear
ch.php?key=API_KEY&q=Litijska%20cesta%2038%2C%201000%20Ljubljana
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&format=json. API KEY predstavlja ključ, ki ga dobimo ob registraciji.
Vključiti ga moramo ob vsakem zahtevku, da lahko beležijo število klicev
API-ja. Brezplačen paket ponuja do 10.000 zahtevkov na dan in 60 zahtev-
kov na sekundo, kar je za naše potrebe zadosti. V specifikaciji protokola URI
[10] so navedeni dovoljeni znaki v naslovu. Presledek in vejica nista med
njimi, zato ju moramo zakodirati. Presledek dobi vrednost %20, vejica pa
%2C.
Polje logoImageUrl hrani URL naslov do logotipa restavracije, descrip-
tion pa njen opis. Polje menuEntries vsebuje vse jedi, ki jih strežejo v re-
stavraciji. Vsaka je opisana z imenom, opisom, ali je na voljo in ali je na
seznamu priljubljenih jedi določenega uporabnika. Polje updatedAt hrani
datum in čas, ko je bil zapis v bazi nazadnje posodobljen, isAvailable pa
nam pove, če sta restavracija in obrok še vedno prisotna na portalu.
Želeli smo zagotoviti ažurnost podatkov v naši podatkovni bazi, zato
smo se odločili, da bomo podatke o jedeh osveževali vsakodnevno. To smo
dosegli s CRON opravilom, ki sproži osveževanje restavracij in jedi vsak dan
ob polnoči. Lahko se namreč zgodi, da določena jed v restavraciji ni več
na voljo in ne bi bilo smiselno, da bi jo še naprej prikazovali uporabniku
v mobilni aplikaciji. Postopek osveževanja podatkov v podatkovni bazi je
sledeč:
1. Program odpre začetno stran, kjer so navedene vse restavracije.
2. Po vrsti odpira spletne strani posameznih restavracij.
3. Na vsaki strani restavracije odpre vse kategorije jedi (glej sliko 5.5).
4. V vsaki kategoriji pridobi ime in opis vseh jedi.
5. Pridobljene podatke shrani v podatkovno bazo, pri čemer upošteva
naslednje omejitve:
(a) Če je jed še vedno na voljo, nastavi polje isAvailable na true,
sicer ga nastavi na false.
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(b) Če je restavracija še vedno na seznamu vseh restavracij, nastavi
polje isAvailable na true, sicer ga nastavi na false.
Slika 5.5: Na levi strani so navedene kategorije restavracije Top Chef.
Za pridobivanje restavracij in jedi API izpostavlja dve končni točki. Obe
vračata le restavracije in jedi, ki imajo polje isAvailable nastavljeno na
true.
1. GET /restaurants[?lat={lat}&lon={lon}&distance={distance}].
Parametri, ki so navedeni med znakoma [ in ], so opcijski, vendar če
navedemo enega, so obvezni vsi trije. Če jih navedemo, dobimo vse re-
stavracije, ki so od koordinate z zemljepisno širino lat in zemljepisno
dolžino lon oddaljene distance metrov ali manj. Restavracije so ure-
jene po oddaljenosti od najbližje do najbolj oddaljene. Če izpustimo
vse tri parametre, dobimo vse restavracije, ki so v podatkovni bazi.
2. GET /restaurants/{name}/{username}. Končna točka vrne vse po-
datke o restavraciji s poljem shortName, enakim name. V odgovoru
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imajo jedi, ki jih je uporabnik z uporabnǐskim imenom username označil
kot priljubljene, polje isFavorite nastavljeno na true.
Če pošljemo GET zahtevek na naslov /restaurants?lat=46.103088&lo
n=14.532420&distance=2000, dobimo spodnji odgovor. Nekatera polja so
skraǰsana zaradi preglednosti.
1 [
2 {
3 "_id": "5 d1cfa43373a681f48b59103",
4 "shortName": "papirus",
5 "fullName": "Pizzerija Papirus",
6 "address": "Pot v Smre čje 1, 1231 Črnu če",
7 "logoImageUrl": "https://www.ehrana.si/media
/restaurant -logo/dostava_hrane_papirus.
png",
8 "description": "Pizzerija Papirus se nahaja
le nekaj minut ...",
9 "location": {
10 "type": "Point",
11 "coordinates": [
12 14.5276281,
13 46.1093417
14 ]
15 },
16 "menuEntries": [
17 {
18 "isFavorite": false,
19 "_id": "5 d1cfa43373a681f48b59119",
20 "name": "Otro ška pizza",
21 "description": "pelati, sir, šunka",
22 "isAvailable": true
23 },
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24 {
25 "isFavorite": false,
26 "_id": "5 d1cfa43373a681f48b59118",
27 "name": "Dunajski zrezek s prilogo",
28 "description": "pi š čan čji ali
puranji",
29 "isAvailable": true
30 },
31 ...
32 ],
33 "updatedAt": "2019 -07 -03 T18:56:03.570Z",
34 "isAvailable": true,
35 "__v": 0,
36 "distance": 788.2969264962766
37 }
38 ]
Vidimo, da je v radiju 2000 metrov od koordinate (46.103088,14.532420)
na voljo le ena restavracija, oddaljena 788,3 metrov. V odgovoru dobimo
njene podrobnosti in vse jedi v ponudbi.
Poleg vračanja restavracij in jedi je naloga API-ja tudi ta, da uporabni-
kom omogoča dodajanje priljubljenih jedi. Podatkovni model za priljubljene
jedi je zelo preprost:
1 var favoriteSchema = new mongoose.Schema({
2 username: {type: String, required: true},
3 restaurantShortName: {type: String, required:
true},
4 mealId: {type: mongoose.Schema.Types.ObjectId,
required: true}
5 });
6
7 favoriteSchema.index({ username: 1,
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restaurantShortName: 1, mealId: 1 }, { unique:
true });
Polje username nam pove, kateri uporabnik je dodal priljubljeno jed.
Na podlagi polj restaurantShortName in mealId lahko enolično določimo
obrok. V 7. vrstici lahko vidimo, da vsa tri polja tvorijo indeks. To pomeni,
da dokument lahko vsebuje samo en vnos z isto kombinacijo teh treh polj.
Implementirani sta dve končni točki - ena za dodajanje, druga pa za bri-
sanje priljubljenih jedi. Primer klica končne točke za dodajanje priljubljene
jedi:
1 POST /meals/favorite
2 {
3 "username": "aleksvujic",
4 "restaurantShortName": "topchef",
5 "mealId": "5 d1cf973373a681f48b58483"
6 }
Če želimo odstraniti priljubljeno jed, moramo poslati DELETE zahte-
vek na naslov /meals/unfavorite/{username}/{restaurantShortName}/
{mealId}, kjer username predstavlja uporabnǐsko ime trenutnega uporab-
nika, restaurantShortName enolični identifikator restavracije, mealId pa
enolični identifikator jedi.
Dodajanje in odstranjevanje priljubljenih jedi vpliva na rezultat GET
zahtevka za pridobivanje jedi določene restavracije. Spomnimo se, da mo-
ramo v URL-ju podati tudi uporabnǐsko ime, za katerega želimo pridobiti
seznam jedi. V odgovoru je pri vsaki jedi polje isFavorite, ki na podlagi
podanega uporabnǐskega imena ugotovi, ali je jed na seznamu priljubljenih.
5.2 FoodDiary mobilna aplikacija
Cilj diplomskega dela je bil izdelava mobilne aplikacije za mobilna operacijska
sistema iOS in Android. Aplikacija naj bi uporabniku omogočala enostavno
62 Aleks Vujić
in hitro dodajanje zaužitih obrokov, poleg tega pa naj bi se integrirala s
portalom eHrana, od koder bi pridobila podatke o restavracijah in njihovi
ponudbi. Načrtovanje aplikacije smo začeli z žičnim modelom, ki smo ga
že predstavili, za razvoj hibridnih aplikacij pa smo izbrali programski jezik
Flutter, ki ga razvija podjetje Google.
Registracijo, ki je bila predvidena v žičnem modelu, smo izpustili, saj smo
predpostavili, da bodo uporabniki že predhodno registrirani. Implementirali
smo samo prijavo, ki ob pravilni kombinaciji uporabnǐskega imena in gesla
shrani dostopni žeton za API v pomnilnik naprave. Poleg dostopnega žetona
shrani tudi osvežitveni žeton in njuna roka trajanja. Shranjevanje prepro-
stih tipov v pomnilnik naprave je v Flutterju mogoče s pomočjo knjižnice
shared preferences [11]. Ta glede na platformo, na kateri se aplikacija iz-
vaja (iOS ali Android), dostopa do domorodnih funkcionalnosti operacijskega
sistema. To pomeni, da za shranjevanje na platformi Android uporabi isto-
imensko komponento, ki jo uporabljajo tudi domorodne Android aplikacije,
SharedPreferences, na platformi iOS pa uporabi NSUserDefaults. Obra-
zec za prijavo je zelo preprost in vsebuje vnosni polji za uporabnǐsko ime in
geslo (glej sliko 5.6). V primeru nepopolnega vnosa nas na to opomni (glej
sliko 5.7).
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Slika 5.6: Obrazec za prijavo. Slika 5.7: Napaka, če niso izpolnjena
vsa polja.
Če se uporabnǐsko ime in geslo ne ujemata, se odpre pojavno okno, kjer
nas aplikacija na to opozori (glej sliko 5.8). Ob kliku na gumb Login se
pošlje POST zahtevek na VitaBits API. Medtem ko čakamo na odgovor, se
gumb spremeni v krožni indikator nalaganja (glej sliko 5.9). Če je bila prijava
uspešna, nas aplikacija preusmeri na domačo stran.
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Slika 5.8: Uporabnǐsko ime in geslo
se ne ujemata.
Slika 5.9: Prijava v teku.
Na začetni strani aplikacije so prikazani obroki, ki so bili dodani v tekočem
dnevu. Pri vsakem je prikazana fotografija obroka, naziv, komentar ter da-
tum in čas dodajanja. Obroki so razvrščeni po padajočem času dodajanja,
tj. na vrhu je obrok, ki je bil nazadnje dodan. Na sliki 5.10 lahko vidimo,
da smo v soboto, 3. 8. 2019, dodali tri obroke. Za zajtrk smo jedli koruzne
kosmiče, za dopoldansko malico sadno solato, za kosilo pa lososa. Ob kliku
na obrok se nam odprejo njegove podrobnosti (glej sliko 5.11).
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Slika 5.10: Začetna stran. Slika 5.11: Podrobnosti obroka.
V spodnjem desnem kotu strani s podrobnostmi obroka se nahajajo tri
navpične pike, ki se ob kliku zavrtijo za 90 stopinj in prikažejo dve dodatni
ikoni za brisanje in urejanje obroka (glej sliko 5.12). Obrok lahko izbrǐsemo
tudi na začetni strani s potegom na levo (glej sliko 5.13).
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Slika 5.12: Brisanje in urejanje
obroka.
Slika 5.13: Brisanje obroka s pote-
gom na levo.
V spodnji navigacijski vrstici se nahaja stran za dodajanje novih obrokov
(Capture). Ob odprtju strani aplikacija v ozadju pridobi lokacijo uporabnika
s pomočjo knjižnice geolocator [12], pošlje GET zahtevek na FoodDiary
API, ta pa vrne vse restavracije v določenem radiju, razvrščene po odda-
ljenosti. Privzeti radij je 2000 metrov. Restavracije se skupaj z logotipom
prikažejo na zaslonu (glej sliko 5.14). Pridobivanje lokacije v Flutterju je zelo
preprosto:
1 Position position = await Geolocator ()
2 .getCurrentPosition(desiredAccuracy:
LocationAccuracy.high);
Diplomska naloga 67
Pri klicu metode moramo vključiti želeno natančnost: lowest, low, me-
dium, high, best ali bestForNavigation. Metoda je asinhrona in vrne
objekt Position, ki med drugim vsebuje atributa longitude in latitude.
To sta parametra, ki ju vključimo v GET zahtevek za pridobivanje restavra-
cij v bližini. Če restavracije ni na seznamu, jo uporabnik lahko ročno vnese
s klikom na gumb Enter restaurant manually. Odpre se mu nova stran, kjer
so navedene vse restavracije v abecednem vrstnem redu (glej sliko 5.15).
Slika 5.14: Restavracije v bližini. Slika 5.15: Seznam vseh restavracij.
Na strani s seznamom vseh restavracij je omogočeno tudi iskanje po imenu
(glej sliko 5.16). Ob kliku na določeno restavracijo se odprejo vse jedi, ki jih
tam strežejo (glej sliko 5.17). Če uporabnik obroka ni jedel v restavraciji,
lahko klikne na gumb AddMeal in ga doda ročno.
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Slika 5.16: Iskanje restavracij s
ključno besedo halo.
Slika 5.17: Ponudba restavracije
Halo Alo.
Omogočeno je iskanje jedi po imenu in opisu (glej sliko 5.18). Ob vsaki
jedi je narisan simbol srca, ki nam omogoča, da jed dodamo med priljubljene.
Če ga kliknemo, se na FoodDiary API pošlje POST zahtevek na /meals/f
avorite, ki v telesu vključuje uporabnǐsko ime, kratko ime restavracije in
enolični identifikator obroka. Srce se iz praznega spremeni v polno, med
nalaganjem pa se prikaže krožni indikator napredka (glej sliko 5.19).
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Slika 5.18: Iskanje jedi s ključno be-
sedo medaljoni.
Slika 5.19: Priljubljena jed panirani
pǐsčančji zrezki.
Obrok lahko dodamo na dva načina. Prvi je, da iz seznama jedi določene
restavracije izberemo jed, ki smo jo jedli. V tem primeru sta polji za ime
in opis obroka že vneseni (glej sliko 5.20). Če opis na portalu eHrana ni
naveden, je prazen. Drugi način je ročno dodajanje obroka, kjer moramo vse
podatke vnesti sami (glej sliko 5.21). To lahko storimo s klikom na gumb
AddMeal. V obeh primerih je datum in čas privzeto nastavljen na trenutni
čas.
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Slika 5.20: Dodajanje jedi iz resta-
vracije, ime in opis sta že vnesena.
Slika 5.21: Ročno dodajanje obroka.
Pri dodajanju obroka moramo izbrati fotografijo. To lahko storimo na
dva načina. Klikniti moramo na gumb Select photo. Odpre se nam obrazec,
kjer izberemo način vnosa fotografije (glej sliko 5.22). Če aplikaciji še nismo
odobrili dostopa do fotoaparata ali galerije, se odpre dialog, kjer moramo
dati dovoljenje za dostop do želenih funkcionalnosti (glej sliko 5.23).
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Slika 5.22: Obrazec z možnostmi
vnosa fotografije.
Slika 5.23: Dialog z dovoljenji.
Fotografijo lahko izberemo iz galerije (glej sliko 5.24) ali pa uporabimo
fotoaparat (glej sliko 5.25).
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Slika 5.24: Izbira fotografije iz gale-
rije.
Slika 5.25: Uporaba fotoaparata.
Ko naredimo fotografijo ali jo izberemo iz galerije, se ta pokaže v zgornjem
delu strani za dodajanje obroka (glej sliko 5.26). Fotografijo lahko spreme-
nimo s klikom na gumb Change photo. Odpre se nam enak dialog za izbiro
tipa vnosa fotografije kot pri prvem dodajanju fotografije. Vnesti moramo še
tip (zajtrk, dopoldanska malica, kosilo, popoldanska malica ali večerja). Ko
izberemo tip obroka, gumb spremeni barvo (glej sliko 5.27).
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Slika 5.26: Predogled izbrane foto-
grafije.
Slika 5.27: Izbran tip obroka.
Spremenimo lahko tudi datum in čas, ko smo obrok pojedli. S klikom
na vnosno polje z imenom Date and time se nam najprej odpre dialog za
vnos datuma (glej sliko 5.28), nato pa še dialog za vnos ure (glej sliko 5.29).
Za dialoga smo uporabili knjižnico Datetime picker formfield [13]. Ko se
zgodi klik na vnosno polje, najprej izvedemo klic metode showDatePicker(),
nato pa še showTimePicker(). Obe kot rezultat vrneta objekt DateTime.
Prvi objekt vsebuje le datum, drugi pa le čas. Na koncu ju združimo s klicem
DateTimeField.combine(date, time);.
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Slika 5.28: Izbira datuma. Slika 5.29: Izbira ure.
Ko smo končali z izpolnjevanjem vseh vnosnih polj, kliknemo na gumb
Add meal. V primeru, da smo pozabili izpolniti kakšno polje, se bo prikazala
napaka (glej sliko 5.30). Če je dodajanje uspešno, bomo preusmerjeni na
domačo stran, kjer se bo nahajal nov obrok (glej sliko 5.31).
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Slika 5.30: Napaka pri dodajanju,
manjka ime obroka.
Slika 5.31: Uspešno dodan obrok.
Če odpremo podrobnosti obroka, kliknemo na tri navpične pike v spo-
dnjem desnem kotu in izberemo urejanje, se nam odpre stran za urejanje
obroka (glej sliko 5.32). Stran je po videzu in funkcionalnostih enaka kot
stran za dodajanje obroka, razlikuje se le v tem, da so na strani za urejanje
vse lastnosti obroka že vnesene. Spremenimo lahko poljubno lastnost in ure-
janje končamo s klikom na Edit meal. Preusmerjeni bomo na domačo stran,
kjer bomo videli urejen obrok (glej sliko 5.33).
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Slika 5.32: Stran za urejanje obroka. Slika 5.33: Obrok z novim imenom
in fotografijo.
Zadnji zavihek aplikacije, Meals, nam omogoča pregled vseh dodanih
obrokov, urejenih po padajočem datumu dodajanja (glej sliko 5.34). Vi-
dez strani je zelo podoben domači strani, le da je na strani z vsemi obroki
omogočeno še iskanje (glej sliko 5.35).
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Slika 5.34: Stran z vsemi obroki. Slika 5.35: Iskanje s ključno besedo
sadn.
Aplikacijo smo želeli narediti čim bolj interaktivno in uporabniku prija-
zno. S tem namenom v celotni aplikaciji prikazujemo vrteči se krog, ko se
podatki prenašajo iz strežnika oz. se izvajajo operacije v ozadju (prijava,
nalaganje obrokov na domači strani in na strani z vsemi obroki, dodajanje
novega obroka, pridobivanje lokacije, nalaganje jedi restavracije). Hitrost
nalaganja obrokov smo izbolǰsali tudi tako, da se najprej prenesejo podatki
o obrokih, šele nato pa se asinhrono prenesejo fotografije (glej sliko 5.36).
Uporabnikom ponujamo tudi osvežitev podatkov s potegom navzdol, kar je
pogosta gesta za tovrstno funkcionalnost (glej sliko 5.37). Ko prst odma-
knemo od zaslona, se na novo prenesejo podatki iz strežnika.
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Slika 5.36: Asinhrono nalaganje slik. Slika 5.37: Poteg navzdol za
osvežitev dodanih obrokov.
V okviru diplomskega dela smo razvijali aplikacijo za operacijska sistema
Android in iOS. Vsi posnetki zaslonov, ki smo jih prikazali do sedaj, so
bili narejeni na platformi Android. V nadaljevanju bomo prikazali še nekaj
zaslonskih posnetkov iz platforme iOS (glej slike 5.38, 5.39, 5.40, 5.41, 5.42
in 5.43).
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Slika 5.38: Prijava uporabnika. Slika 5.39: Domača stran.
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Slika 5.40: Restavracije v bližini. Slika 5.41: Dodajanje obroka.
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Slika 5.42: Podrobnosti obroka. Slika 5.43: Brisanje obroka.
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5.3 Platforma VitaBits
Obroki, ki jih dodamo s pomočjo mobilne aplikacije, so vidni na uporabnǐskem
portalu platforme VitaBits, ki so jo razvili zaposleni v Laboratoriju za po-
datkovne tehnologije. To je portal, kjer lahko uporabnik vidi vse podrobnosti
zajetih podatkov, različne analize, vizualizacije in poročila. Podatke lahko
ureja in preveri, ali so se vnesena živila pravilno preslikala v živila iz podat-
kovne baze VitaBits.
Na sliki 5.44 je zaslonska maska iz uporabnǐskega portala. Vidimo lahko,
da so za vsak obrok podani podatki o hranilih. To lahko izračunamo le v
primeru, če so podatki o zaužiti prehrani podani z živili in merskimi enotami
(stolpca jed in kol), ki so shranjene v podatkovni bazi VitaBits. Aplikacija,
ki smo jo razvili okviru diplomskega dela, ne priskrbi podatkov v obliki, ki
bi bila primerna za samodejno preslikovanje vnesenih živil v živila iz podat-
kovne baze. Zato nameravajo zaposleni v laboratoriju razviti algoritem, ki
bi pretvarjal živila v obliki, ki jo je uporabil uporabnik, v živila, shranjena
v podatkovni bazi. Na ta način bi lahko za vsak obrok izračunali količino
hranil, ki jih je uporabnik zaužil.
Slika 5.44: Uporabnǐski portal platforme VitaBits.
Poglavje 6
Zaključek
V okviru diplomskega dela smo izdelali mobilno aplikacijo za platformi iOS
in Android, ki uporabniku omogoča hitro in enostavno vnašanje podatkov o
zaužiti prehrani. Vsebuje tri glavne dele. Prvi je pregled nazadnje dodanih
obrokov, kjer imamo pregled nad obroki, ki smo jih dodali v zadnjem dnevu.
Drugi nam omogoča, da dodamo nove obroke. V ozadju pridobi našo lokacijo
in jo uporabi za prikaz restavracij v bližini. Ob kliku na restavracijo se
nam prikažejo jedi, ki jih tam strežejo. Pri dodajanju obroka moramo vnesti
njegovo fotografijo, ime, opis, datum in čas ter tip obroka. Tretji del aplikacije
nam omogoča pregled vseh dodanih obrokov.
Razvili smo tudi zaledni sistem, ki vsak dan ob polnoči pridobi podatke o
restavracijah in obrokih iz spletnega portala eHrana. Uporabili smo metodo
razčlenjevanja HTML vsebine strani, saj portal ne ponuja API vmesnika za
dostop do podatkov. Če bodo v prihodnosti razvili vmesnik, bomo zaledni
sistem ustrezno predelali.
Z uporabo aplikacije bodo lahko uporabniki obroke dodajali ne glede na
to, kje se bodo nahajali. Mobilna platforma je v našem primeru najbolj
primerna in smiselna, saj ima večina uporabnikov mobilni telefon vedno s
sabo. Če bi razvijali aplikacijo za namizno platformo, bi uporabniki morali
za dodajanje obrokov počakati, da dobijo dostop do računalnika. Tudi zajem
fotografij bi bil dosti bolj zamuden kot pri mobilnih telefonih, ki imajo že
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vgrajen fotoaparat.
V prihodnosti nameravamo aplikacijo ponuditi uporabnikom in zbrati nji-
hova mnenja za izbolǰsave. Zaradi stalnega posodabljanja mobilnih platform
Android in iOS ter ogrodja Flutter bomo aplikacijo posodabljali, da bo upora-
bljala najnoveǰse tehnologije, ki so na voljo. Flutter je izšel šele pred kratkim
in je v aktivni fazi razvoja, zato menimo, da bo sčasoma prinesel še veliko
dodatnih funkcionalnosti, ki bi še izbolǰsale uporabnǐsko izkušnjo. V aplika-
cijo bi lahko uvedli še sistem opominjanja za dodajanje obrokov. Ta bi nas
opomnil, da še nismo dodali obroka, če ga ne bi dodali do določene ure.
Velik potencial vidimo tudi v uporabi aplikacije v zdravstvene namene.
Neprimerna in neraznolika prehrana sta vzrok mnogih bolezni. Platforma
ponuja zdravstvenim delavcem vpogled v prehranske navade pacientov in
jim s tem omogoča personalizirano svetovanje o zdravem načinu življenja.
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