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1. Motivación y objetivos 
 
Este proyecto nace con la motivación de, por una parte profundizar en el campo de la 
generación de automática de mapas inexistentes y la creación de una suite que permita a los 
directores de juego de juegos de mesa (Dungeons & Dragons, Rolemaster, juegos de estrategia…) 
poder crear regiones o mundos completos para ambientar sus partidas y/o inspirarse para crearlas, y 
de otra, automatizar el proceso de etiquetado de los accidentes geográficos de los mismos. 
 
Los objetivos generales del proyecto son los de realizar una revisión del estado del arte de 
la generación automática de mapas geográficos, implementación de varios sistemas de generación 
automática de mapas,  creación de unas interfaces gráficas para los mismos y la construcción de un 
sistema de etiquetado de accidentes geográficos.
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2. Introducción a la generación de mapas 
 
 El problema de la generación de mapas o escenarios geográficos es un problema que, pese 
a estar solucionado, no lo está de forma completa ya que existen multitud de métodos pero cada 
uno se centra en una estrategia y tiene puntos fuertes y puntos débiles como pueden ser su coste 
temporal o espacial de creación, la posibilidad de volver a generar el mismo mapa, su realismo o 
incluso su escalabilidad (zoom). 
 
 Adicionalmente, en el ámbito de la generación de mapas geográficos también existe otro 
problema asociado, el reconocimiento y etiquetado de los accidentes geográficos incluídos en él ya 
que, posiblemente queramos, una vez generado un mapa que automáticamente encuentre, nombre y 
etiquete los diversos accidentes geográficos que en él se hayan. Este es un problema muy amplio ya 
que existen 3 grandes tipos de accidentes geográficos como son accidentes de masa (Continentes, 
lagos, islas…), accidentes de altura (montañas, depresiones, cañones…) y accidentes de forma 
(penínsulas, cabos, bahías…)  y su método de búsqueda es diferente en cada tipo. 
 
 En este trabajo expondremos los diferentes métodos que existen para la generación de 
mapas así como sus pros y sus contras y la implementación de alguno de ellos. 
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3. Generación de mapas 
 
 Existen multitud de estrategias para la generación de mapas o escenarios dependiendo del 
propósito del mapa buscado dependiendo del cometido de estos mapas, que casi siempre es ser 
utilizados en juegos ya sean de ordenador o de mesa como por ejemplo juegos de rol como 
Dungeons & Dragons o Rolemaster que requieren de un mundo o región ficticia en la que ubicar la 
historia que va a ser narrada y/o jugada. 
 
 Cabe distinguir este tipo de generación (generación procedural) que busca la creación de un 
mapa dados unos criterios por el usuario en el que el resultado se obtiene mediante un 
procedimiento a seguir de la creación de mapas en la que el usuario directamente edita el mapa 
poniendo o quitando características a su antojo. A menudo la creación de mapas que vemos en los 
juegos (sean de ordenador o no) consiste en una mezcla de ambas: primero se genera un mapa de 
algún modo como los que explicaremos aquí y luego pasan por una fase de edición en la que el 
usuario cambia los aspectos que desea del mismo y/o añade otros elementos por lo que 
dependiendo de factores como el nivel de realismo requerido, la extensión del área geográfica y la 
continuidad (o no) de ésta deberemos de generar el mapa mediante una de las diferentes maneras 
expuestas aquí abajo. 
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4. Tipos de algoritmos procedurales de generación de mapas 
4.1. Algoritmos por tiles o casillas 
 Este tipo de algoritmos comienzan con un mapa plano o sin asignar y consisten en ir 
“desbloqueando” casillas. Este tipo de algoritmos normalmente aceptan varios parámetros como 
pueden ser la cantidad de semillas iniciales, el tamaño del mapa a generar o la probabilidad de 
“desbloquear” nuevas casillas y tienen una condición final como puede ser alcanzar un número 
determinado de casillas “abiertas” o explorar la rejilla completa. Son extremadamente sencillos, 
rápidos y efectivos pero presentan varios problemas. El primero de ellos es su alto grado de 
aleatoriedad ya que ante los mismos parámetros se generan mapas diferentes por su inicialización y 
expansión aleatoria. El otro gran problema que tiene este tipo de algoritmos es que los mapas 
generados son mapas binarios, es decir que en el caso de los mapas geográficos no existen 
elevaciones y da como resultado mapas de Tierra-Agua.  
 
Existen variaciones que añaden elementos como montañas, colinas o aguas profundas pero 
finalmente acaban siendo mapas con varios niveles cuyo resultado con acaba siendo realista. 
Algunos juegos como la saga Civilization[5] utiliza este tipo de algoritmos para generar sus mapas 
aunque después realiza una serie de pasadas para añadir elementos y corregir ciertas características 
sin embargo no tenemos mucha más información acerca del modo en que lo hace ya que es código 
privativo y nunca se ha publicado.  
 
4.2. Algoritmos basados en generación de ruido 
Este tipo de algoritmos consisten en aplicar alguna función de ruido sobre un plano y así 
obtener un mapa de alturas. Normalmente aceptan como atributos el tamaño del mapa a generar y 
el umbral del nivel del agua. Dado el nivel de agua deseado el algoritmo primero genera el ruido y 
despues asigna agua o tierra dependiendo de si supera o no el umbral establecido siendo la función 
más utilizada para generar el ruido el ruido de perlin[2] o su simplificación: Simplex Noise[8].   
 
Estos algoritmos solventan los problemas de los algoritmos de semillas en cuanto a las 
elevaciones y algunos de ellos (como el del ruido de Perlin) solventan también el problema de la 
aleatoriedad pero presentan el problema de que no podemos asegurar que el mapa resultante tenga 
un número aproximado de islas y/o continentes. 
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4.2.1 Algoritmos de Cuadrado.Diamante (Diamond-Square) 
 Este tipo de algoritmos utilizan una función continua para calcular los puntos del 
mapa[11], para ello realiza iteraciones en las que alterna recursivamente diamantes (rombos) dentro 
de  cuadrados y cuadrados dentro de diamantes, dividiendo así el espacio a rellenar y generando 
para los vértices de esa subdivisión el valor correspondiente de la función y rellena la subdivisión 
extrapolando los valores de sus aristas. 
 
 Reciben como datos las iteraciones deseadas, una semilla (inicializador). Tienen como por 
su sencillez y velocidad a la hora de generar mapas ya que sólo tiene que calcular la mitad de los 
cuadrados o subdivisiones hechas pero como contra que los mapas resultantes deben ser cuadrados 
y que se produce cierto efecto de esquinado o Corning en los extremos de los cuadrado pero que 
puede ser solventado haciendo una nueva pasada de suavizado y se utilizan mucho para realizar 
mapas 3D. 
4.2.2 Algoritmos de desplazamiento del punto medio (Midpoint 
Displacement) 
 
 Es un subtipo de algoritmos de Diamond-Square que se basan en desplazar el punto medio 
en altura de las subdivisiones generadas a partir de cierta iteración y durante cierta cantidad de 
iteraciones. Realmente consiste en generar un mapa por el método de Diamond-Square y seguir 
detallando sin necesidad de conocer su función generadora hallando el punto medio de cada 
subdivisión y variando su altura en un rango comprendido entre la altura mínima y máxima de sus 
vértices[9,10].  
 
4.2.3 Algoritmos fractales 
Este tipo de algoritmos utilizan una semilla (inicializador) y una función fractal para 
generar un mundo o región. Funcionan de un modo muy similar a los generados con el ruido de 
perlin pero tienen la ventaja de que, al ser generados por un fractal cumplen las mismas 
propiedades que éste como son continuidad y no diferenciabilidad.  
 
El hecho de que sea mapas continuos es que son perfectos para crear mapas de mundos 
completos y por tanto es posible representarlos con las mismas proyecciones que se utilizan en los 
mapas cartográficos. 
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El hecho de que sean mapas no diferenciables implica que estos algoritmos posean la 
capacidad de cambiar de escala para hacer “zoom” en el mismo sin perder resolución y, 
adicionalmente, distinguir nuevos elementos que antes no éramos capaces de distinguir. Por contra 
tienen un coste computacional alto.  
Este tipo de mapas también son utilizados por juego nombrados anteriormente como la 
saga Civilization o Age of Empires en ciertas ocasiones cuando el jugador quiere jugar en un mapa 
“earthlike”. 
 
4.3. Algoritmos basados en búsqueda de contenido (SPCG) 
 Este tipo de algoritmos consisten en generar mapas ubicando ciertos elementos dados por 
el usuario y rellenando el resto del mapa con nuevo contenido[6]. Se utilizan sobretodo en juegos 
de estrategia en tiempo real (RTS) en los que el requerimiento principal es que el mapa sea igual de 
justo (o no) para todos los jugadores. Suelen utilizar técnicas de inteligencia artificial para su 
generación y selección. Habitualmente el usuario configura un indicador que dice cuán “bueno” es 
un mapa que es utilizado por algún algoritmo de inteligencia artificial para refinarlo o generar 
nuevos mapas a partir de ese.  
 
 Estos mapas son mapas muy especializados en los que el usuario indica normalmente qué 
objetos y cuántos de ellos va a haber en el mapa y es fuertemente dependiente del juego en el que 
se va a utilizar por lo que un mapa para un juego no suele servir para otro por lo que son mapas 
muy especializados. 
 
Por ejemplo juegos como Age of Empires o Warcraft o Starcraft[7] utilizan este método 
para generar los mapas. 
 
5. Implementaciones 
  
 En esta sección detallaré diversas implementaciones realizadas de varios tipos de 
algoritmos de generación de mapas expuesto arriba con el fin de mostrar las diferentes técnicas 
utilizadas y los resultados obtenidos. Para ello obtendremos valores como coste temporal, coste 
espacial y el nivel de realismo obtenido. 
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5.1 Algoritmo de Sparks 
 
 Este es un algoritmo de generación de mapas por tiles voraz en el que como entrada una 
cantidad de “Sparks”[1] o casillas iniciales (que llamaremos C), el tamaño del mapa que queremos 
generar (que llamaremos W para el ancho y H para el alto) y la probabilidad de que desbloqueemos 
una casilla como Tierra (que llamaremos P).  
 
 Inicialmente marcamos cada casilla como “no definida” (en nuestro caso un 0) y 
obtenemos C puntos aleatorios del mapa que marcaremos como tierra (en nuestro caso un 1) y los 
almacenaremos en una lista para su expansión. Una vez realizada la inicialización del algoritmo 
extraemos un punto aleatorio de la lista (que llamaremos I) para expandirlo. Si el punto I estaba 
marcado como Tierra(1), para cada vecino marcado como “no definido” (0) realizaremos una tirada 
aleatoria entre 0 y 100 y si el resultado es menor o igual a la probabilidad P lo marcaremos como 
Tierra (1) y lo añadiremos a la lista a no ser que el resultado sea mayor que P, en ese caso lo 
marcaremos como Agua (2) y lo añadiremos a la lista también. Si el punto I estaba marcado como 
Agua (2), para cada vecino marcado como “no definido” (0) lo marcaremos como Agua y lo 
añadiremos a la lista. De este modo el algoritmo continuará mientras la lista contenga elementos 
que expandir.  
 
 La razón por la que se utiliza una lista y no una cola o una pila y se extraen los elementos 
de ella al azar es, precisamente, que si extraemos los elementos de una manera ordenada el mapa 
resultante tiene las zonas terrestres a modo de cruz ya que el descubrimiento de vecinos se hace de 
modo ordenado si su inserción y recuperación se hace del mismo modo, al haber estadísticamente 
más probabilidades de generar grandes masas acuáticas llega un punto en el que sólo quedan 
pequeñas líneas diagonales que puedan ser marcadas como tierra 
 
 
 
 
 
 
 
15 
 
 
 
 
 
A continuación detallaré el algoritmo utilizado: 
ENTRADA: Ancho del mapa W, Alto del mapa H, Cantidad de sparks C, 
Probabilidad de “Tierra” P 
SALIDA: Matriz de enteros dimensiones WxH que representa el mapa M 
ALGORITMO: 
1. Crear la matriz M con dimensiones [W,H] inicializada a 0 
2. Crear lista Q con C posiciones de la matriz M  y las marca 
con un 1. 
3. Mientras haya elementos en la cola Q: 
a. Extraer un elemento al azar de Q en I 
b. Para cada vecino V sin desbloquear de I 
i. Si I es Agua asigno a V el valor 2 (agua) y lo  
a. encolo en la cola Q. 
ii. Sino obtengo un número aleatorio comprendido 
entre 0 y 100 y lo pongo en N 
1. Si N es mayor o igual que P lo asigno a 1 
(tierra) y lo encolo en la cola Q. 
2. Sino lo asigno a 2 (agua) y lo encolo en Q. 
 
Como vemos este algoritmo tiene una coste de N ya que depende única y exclusivamente 
del tamaño deseado del mapa y no se vuelve a pasar por casillas ya definidas. Es bastante rápido 
aunque simple y nos ofrece poco o nada de control sobre el mapa a realizar y como veremos a 
continuación los mapas resultantes sólo nos dan una sensación de realismo cuando parecen de 
regiones muy concretas como trozos de continentes, estrechos, regiones de lagos o cúmulos de 
islas. 
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Fig. 5.1.1: Generación con C=10 y P=70         Fig. 5.1.2: Generación con C=5 y P=90 
 
5.2 Algoritmo fractal con Ruido de Perlin 
 
 Este algoritmo, como ya hemos comentado, consiste en utilizar el ruido de perlin para 
obtener un mapa de alturas y, posteriormente, establecer colores según su altitud. Primero 
explicaremos cómo generar el ruido de Perlin. 
 
Este algoritmo se basa en la generación de varias texturas independientes que se solapan 
para generar la textura final a las que llamaremos “Octavas. Cada una de ellas es una textura de 
ruido independiente definidas por su frecuencia y amplitud de onda. Se puede decir  que la 
frecuencia es el número de veces que sucede algo con respecto al tiempo. En el caso de una onda si 
lo vemos gráficamente es el número de crestas que tiene la onda por unidad de tiempo por lo que la 
amplitud se podría definir como la “altura” de una onda o la altura de la cresta de la misma. por lo 
que pa la octava K-ésima podremos definir la frecuencia como 2k y la amplitud de onda como 1/2k . 
Es decir, su inversa. A frecuencias mayores menores longitudes de onda 
 
Supondremos que queremos generar un mapa de un tamaño de anchura W y altura H. La 
frecuencia determina el número de subdivisiones que hacemos en la textura, tanto horizontal como 
verticalmente. Es decir, una frecuencia de 1 implica una división horizontal y otra vertical, la 
textura quedaría dividida en cuatro partes, cuatro sectores. 
 
Para comenzar el algoritmo tendremos que asignar un valor aleatorio (pseudoaleatorio) 
para cada parte o sección que representará el color y después calcular el color final (de esta octava) 
para cada punto calculando su interpolación bilineal. 
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Fig. 5.2.1: Imagen creada para F = 1     Fig. 5.2.2: Resultado tras la interpolación 
 Una vez que tenemos la octava creada debemos crear nuevas octavas con valores de K 
sucesivamente mayores. Cuando ya tenemos el número deseado de octavas (normalmente entre 6 y 
9) las sumamos y obtendremos el mapa finalizado.  
 
 Tenemos que tener en cuenta, para realizar las octavas, el valor de la amplitud de onda ya 
que, a medida que decrece la amplitud de onda también debemos acotar el rango de colores 
posibles en la misma magnitud. Pra F = 1 se cumple que A = 1 por lo que tenemos todo el rango de 
colores (de blanco y negro) [0, 1]*255 pero para F = 2 entonces A = 0,5 por lo que el rango de 
colores se reduce a [0, 0,5]*255 por lo que el rango de colores posible sería [0, 122] 
 
ENTRADA: Ancho del mapa W, Alto del mapa H, Frecuencia inicial F1, 
Número de octavas K 
SALIDA: Matriz de colores dimensiones WxH que representa el mapa M 
 ALGORITMO: 
1. Crear la matriz de colores M con dimensiones [W,H] 
2. Para cada F desde F1 hasta K 
a. Creamos la matriz de colores MF  
b. Calculamos la amplitud AF   
c. Calculamos las subdivisiones que se van a 
realizar y les damos un valor de color 
aleatorio de color a cada una (en escala de 
grises en el rango correspondiente a AF  
d. Realizamos para cada punto P de la matriz MF 
su interpolación bilineal 
e. Sumamos la matriz MF a la matriz M 
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Fig. 5.2.1: Mapa generado con el ruido de Perlin 
 
Como vemos este algoritmo también es muy sencillo y no tiene un coste elevado ya que 
realiza K * H * W pasos (un paso por casilla o píxel por iteración) lo que nos da un coste de N y 
que tiene un aspecto final bastante conseguido. Solventa los problemas que presentaban los 
algoritmos de generación por tiles en cuanto al relieve pero, estos mapas, todavía son muy 
aleatorios y no son continuos. 
5.3 Algoritmo fractal de grandes círculos (Great Circles) 
 
 Este algoritmo fué creado por John Olsson[12] y consiste en cortar una esfera repetidas 
veces (cientos o miles) por lugares aleatorios que corten la esfera en dos círculos máximos 
(hemisferios) y variar el tamaño de uno de los lados una cierta altura. Cuando hemos acabado 
obtendremos un mapa de alturas que representará no un mapa de una region, sino un planeta 
completo por lo que será un mapa continuo no toroidal. Gracias a esto podemos realizar su 
representación del mismo modo que se hace en los mapas cartográficos reales transformando una 
esfera en un plano. Dicha transformación dependerá de la proyección en la  que queramos 
representar el planeta. Los mapas producidos por este algoritmo serán simétricos por lo que si 
calculamos la inversa del mapa resultante tendremos el mismo mapa pero intercambiando los 
hemisferios norte-sur. 
 
 Este algoritmo recibe como entrada una semilla, unas dimensiones deseadas, el número de 
iteraciones a realizar y su porcentaje de agua 
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El algoritmo comienza con una esfera de alturas que representaremos como una matriz de 
números enteros e inicializaremos a 0 el primer elemento de cada fila y al mínimo posible el resto 
de elementos. 
 
También inicializaremos una matriz de números reales de tamaño 2*Ancho que 
representará una función de seno amortiguada  que nos servirá más tarde y 
llamaremos S. 
 
Una vez tenemos el entorno inicializado tendremos que bisectar nuestra esfera por un sitio 
al azar. Para ello crearemos un plano con una inclinación y posiciones al azar. Entonces tendremos 
que decidir (aleatoriamente) qué hemisferio elevamos y cuál hundimos y lo hacemos un nivel. Es 
decir sumamos +1 o -1 a la mitad de los elementos de la matriz dependiendo si está en el 
hemisferio norte o sur. Para determinar a qué elementos lo realizamos utilizaremos la matriz S ya 
que, como hemos explicado anteriormente, los mundos generados por este algoritmo son 
simétricos. 
 
Este paso lo tenemos que repetir el número de veces deseado aunque se aconseja que se 
haga como mínimo 1000 veces para garantizar que el mapa resultantes quede realista y después 
rellenaremos el resto del mapa con su punto simétrico en la matriz. 
 
Ahora ya tenemos un mapa de alturas del nuevo mundo y vamos a poner dónde queremos 
el nivel del agua. Para ello hacemos un histograma para saber cuántas apariciones de cada altura 
tenemos en nuestro mundo. Una vez obtenido calculamos cuál será el umbral de altura donde nos 
quedará el agua y lo fijamos. 
 
Después de eso sólo nos queda colorear el mapa[13]. Interpolaremos entonces tonos de 
azules para hacerlos coincidir con nuestras alturas en profundidad y verdes para nuestras alturas en 
altura y como último paso colorearemos el mapa con dichos colores. 
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Fig. 5.3.1: Mapa generado con 1000 Iteraciones Fig. 5.3.2: Mapa generado con 1000 Iteraciones 
 
Fig. 5.3.2: Mapa generado con 2500 Iteraciones 
 
Como vemos es un algoritmo con un coste igual al de perlin ya que depende de las mismas 
variables de entrada por lo que realiza K * H * W pasos (un paso por casilla o píxel por iteración) 
lo que nos da un coste de N y el resultado son mapas bastante realistas, reproducibles y continuos. 
Sin embargo el resultado de este algoritmo no consigue engañar al ojo humano (como puede ser su 
propósito) ya que da un aspecto “rayado” y sus últimas iteraciones son muy visibles. 
 
5.4 Algoritmo fractal de Subdivisión Tetraédrica 
 
 Este algoritmo fué ideado por Torben Morgensen[14], profesor de la Universidad de 
Copenhague para mejorar la creación de mapas 3D. Concretamente consigue crear mapas 
continuos, reproducibles y realistas. Además permite hacer zoom virtualmente ilimitado, centrar el 
mapa resultante en una latitud y longitud determinadas, crear mapas no continuos de regiones de 
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mapas continuos con un relativo bajo coste computacional y cambiar la proyección del mapa para 
utilizar las distintas proyecciones utilizadas en los mapas cartográficos reales. 
 
Para comenzar, como entrada necesitaremos una semilla, el tamaño del mapa resultante, la 
proyección deseada,  latitud, longitud y escala.El primer paso será inicializar la matriz de números 
enteros que compondrá el mapa resultante a 0. Después para cada elemento de la matriz será dar su 
valor en altura del mapa. 
 
Para ello primero calculamos sus coordenadas en el mapa “real” dependiendo de la latitud, 
longitud y escala seleccionadas. Por ejemplo, para la proyección cartográfica Mercator (la 
proyección más utilizada en carácteres generales) la transformación de los puntos i j introduciendo 
los parámetros de latitud (φ), longitud (λ) y escala sería: 
 
 
 
 
   
  
 
Una vez que conocemos el punto del espacio que corresponde al punto i j procederemos a 
calcular su altura. Para ello construiremos un tetraedro irregular con el que trabajaremos en el que 
cada vértice tendrá, además de sus coordenadas XYZ, una altura y una semilla aleatoria.  
 
Primero renombraremos los vértices de dicho tetraedro para hacer coincidir con el lado más 
largo el segmento AB (de momento llamado E). Después cortaremos por la mitad creando un 
nuevo punto (con una altura relativa a las alturas de los puntos A y B y una nueva semilla aleatoria) 
que incluiremos en el tetraedro y quitaremos el punto A si el punto P no está contenido en el 
tetraedro T =(A,C,D,E) o el punto B en otro caso.Este proceso lo repetiremos hasta que el tetraedro 
sea suficientemente pequeño (11 veces por defecto) y entonces asignaremos al punto P su altura 
como la media de las alturas de los puntos del tedraedro T. Hacemos esto para cada elemento de la 
matriz i j y le asignaremos un color dependiendo del valor obtenido para acabar el algoritmo. Ahora 
mostraremos diversos mapas generados con este algoritmo en el que mostramos las variaciones de 
la latitud y longitud. 
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Fig. 5.4.1: Mapa generado para S=0.143, φ=0, λ=0, Escala=1 
 
FIg. 5.4.2: Mapa generado para S=0.143, φ=0, λ=150, Escala=1 
 
Fig. 5.4.3: Mapa generado para S=0.143, φ=-36, λ=0, Escala=1 
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Como vemos, los mapas resultantes representan mundos completos y tenemos una gran 
posibilidad de control sobre éstos ya que podemos: 
 Rotar horizontalmente. 
 Rotar verticalmente. 
 Hacer zoom. 
 
 Cuando hacemos zoom, al ser un método de generación fractal cuanto más zoom hagamos 
no vamos a perder resolución sino más bien al contrario. Cuanto más zoom hagamos más 
definición tendremos en la zona que hayamos seleccionado y nuevos accidentes geográficos 
aparecerán igual que ocurre en los mapas cartográficos reales. A continuación mostraremos un 
ejemplo de esta propiedad. 
 
 
Fig. 5.4.4: Mapa generado para S=0.143, φ=0, λ=-85, Escala=1 
 
Fig. 5.4.5: Mapa generado para S=0.143, φ=0, λ=-85, Escala=2 
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Aquí podemos ver la definición del algoritmo de la subdivisión poliédrica: 
 
Entrada: Un punto P y un tetraedro T con 4 vértices (v1,...,v4) 
compuestos cada uno por: 
● Coordenadas (Xi,Yi,Zi) 
● Semilla Si 
● Altura Ai 
Salida: Af - Altura calculada para el punto P y el tetraedro T 
1. Mientras: D > 0 
a. Reordenar los vértices v1,...,v4 para que el lado 
más largo sea el segmento V1V2  
b. Crear un nuevo vértice vm tal que: 
i.  
ii.  
iii.  
c. Si P está contenido dentro del tetraedro formado 
por los vértices v1, vm, v3 y v4 
i.  
d. Sino 
i.  
e. Decrementar D en 1 
2. FMientras 
3.  
 
 
 En cuanto al coste de este algoritmo como vemos en el algoritmo expuesto 
depende únicamente del tamaño del mapa (Altura * Anchura * D) que queremos obtener 
con lo que nos queda un coste de N pero, cabe destacar que el tiempo de ejecución es 
más elevado por la cantidad de cálculos que hay que realizar 
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6. Introducción al etiquetado de accidentes geográficos 
 
 El objetivo de realizar un etiquetado de accidentes geográficos es el de aporta 
información extra sobre el mapa en función del uso que le vayamos a dar al mapa: Si el 
objetivo del mapa es el de ser utilizado como escenario en un juego de estrategia dicha 
información nos servirá para escoger las ubicaciones iniciales de los jugadores o aportar 
información a una IA estratégica (un estratega ubica puertos en golfos o bahías porque 
son fácilmente defendibles, fortifica pasos, estrechos o canales, invade envolviendo 
penínsulas…). Si el mapa fuese a ser utilizado para ambientar una aventura de un juego 
de rol de mesa (como Dungeons & Dragons o Rolemaster) un mapa etiquetado reduce 
mucho el trabajo del director de juego o máster no teniendo éste que inventar nombres 
para los continentes, islas, archipiélagos o cabos y pudiendo dedicar todo ese tiempo a 
realizar una mejor trama. 
 
 Tristemente, este problema no ha sido abordado seriamente por nadie con lo que 
no me he podido basar en los trabajos de nadie ni nutrirme de los avances de nadie para 
saber por dónde investigar así que comencé por clasificar los accidentes geográficos en 
diferentes tipos para abordar cada tipo de un modo diferente. 
 
 Dicha clasificación resultó en 3 tipos de accidentes geográficos: 
Accidentes geográficos de masa: Son los accidentes geográficos definidos por su masa y nos 
basamos para clasificarlos en el tamaño de los mismos (un continente es una isla grande y una isla 
es un islote grande. 
Accidentes geográficos de conjunto: En ocasiones podemos agrupar, por proximidad ciertos 
accidentes geográficos de un mismo tipo en una agrupación (una cordillera es un conjunto de 
montañas unidas o un archipiélago es un conjunto de islas cercanas). 
 Accidentes geográficos de forma: Son los accidentes geográficos que son definidos por su forma 
como pueden ser penínsulas, bahías, estrechos… En ocasiones la diferencia entre un tipo de 
accidente geográfico de forma y otro es mínima o no está clara. 
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7. Etiquetado de Accidentes geográficos 
 
Como hemos explicado, trataremos cada tipo de accidente geográfico de un modo diferente  
ya que buscamos unas características completamente diferentes para cada tipo de accidente que 
detallaremos más abajo. En este trabajo nos hemos centrado en el etiquetado de accidentes que 
tienen que ver con masas de tierra para demostrar que es posible realizar un etiquetado de 
accidentes geográficos y hemos obviado los accidentes acuáticos como fosas, mares, océanos o 
dorsales oceánicas para poder abarcar, en el tiempo que dura este trabajo, el mayor tipo de 
accidentes geográficos. 
 
Para realizar los etiquetados hemos utilizado para ayudarnos la librería emguCV que es una 
adaptación de OpenCV para la plataforma .NET. 
 
7.1 Etiquetado de accidentes de masa 
 
 El etiquetado de accidentes de masa, como ya hemos mencionado anteriormente nos sirve 
para etiquetar y diferenciar correctamente entre islas, islotes y continentes. 
 
 Para encontrar las regiones lo que hacemos es utilizar el método del cálculo de las 
componentes conexas para etiquetado[15,16]  sobre el mapa resultante convertido a mapa binario 
(en el que representamos la tierra en color blanco y el agua en color negro) para obtener todas las 
regiones encontradas. Con este método obtenemos un árbol que contiene cada una de las regiones 
de tierra y las regiones de agua (lagos) y tierra contenidas en ellas. Una vez obtenidas las 
transformaremos en nuestro tipo de dato “Region” (explicado más abajo)  en el que le agregamos 
más datos como el nombre (obtenido de un fichero de nombres), el tipo (isla, islote o continente) o 
el color que se le asigna. 
 
 Para decidir cuándo una región es un continente y cuándo es una isla o un islote nos hemos 
basado en la única referencia de planeta con continentes que tenemos: la propia tierra. En la tierra, 
la masa continental más pequeña es Australia, que tiene aproximadamente 7.837.358 km2 y la 
Tierra tiene un a extensión de aproximadamente 510.100.000 km2 con lo que, el continente de 
Australia representa un 1,54% de la superficie de la tierra por lo que, en nuestros mapas 
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consideraremos que, si una región de tierra representa más del 1,54% del total del mapa la 
clasificaremos como continente. Sin embargo para islotes no hay una medida clara por lo que, tras 
realizar varias pruebas hemos acordado un tamaño máximo de 100 veces más pequeñas que la islas. 
 
 Concretamente hemos utilizado la función findContours de EmguCV que nos devuelve 
todos los contornos encontrados en la imagen. Después para cada contorno que exceda un tamaño 
mínimo volvemos a aplicar la función otra vez para encontrar todos los contornos que contiene el 
contorno padre. De este modo obtenemos, por ejemplo si tenemos un mapa con un continente que 
contiene un lago que, a su vez contiene una isla, una región padre clasificada como continente con 
un hijo que es una región clasificada como lago que a su vez contiene un hijo que es una región 
clasificada como isla. 
 
 El sistema elegido hace uso de un algoritmo para el cálculo de componentes conexas, que, 
como hemos explicado anteriormente, utilizamos para encontrar las masas de tierra (y masas 
interiores de agua) y funciona de la siguiernte manera 
 
7.1.1 Algoritmo de cálculo de componentes conexas 
 
 Este algoritmo va a recorrer la imagen píxel a píxel en dos pasadas, la primera será para 
encontrar todas las proto-regiones que hay en la imagen y la segunda para fusionar todas las 
regiones que estén unidas. Para empezar, como paso previo al algoritmo, representaremoas la 
imagen como una matriz binaria de modo que, los píxeles que representan tierra (blancos) tendrán 
un valor de 1 y los que representan agua tendrán un valor de 0. 
 
 En la primera pasada recorreremos la matriz de izquierda a derecha y de arriba abajo. Si 
nos encontramos con un punto P que tenga como valor un 1 miramos el vecino situado 
inmediatamente arriba y el situado a la izquierda de P. Como estos puntos o nodos ya han sido 
visitados deberán de estar etiquetados (si debieran estarlo). Si ambos son 0 entonces le asignamos a 
P una nueva etiqueta, si por el contrario sólo uno de ellos es 0 le damos a P la etiqueta del otro. 
Sino, es decir,  si ambos son 1 si su etiqueta es la misma le asignamos a P dicha etiqueta, si por el 
contrario las etiquetas son diferentes le asignamos a P la etiqueta de la izquierda pero, además, 
registramos en una tabla la equivalencia de las clases. 
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 La segunda pasada simplemente tiene que recorrer la matriz de etiquetas y, para cada 
etiqueta comprobar si ésta es equivalente a otra y sustituirla por ella. 
 
7.2 Etiquetado de accidentes de forma 
 
 Este etiquetado es el más complejo y sirve para encontrar accidentes de forma en el mapa. 
Esta es una labor que hemos decidido implementar utilizando una serie de clasificadores en 
cascada[17, 18, 19, 20] (uno para cada tipo de accidente a encontrar)  por lo que hemos tenido que 
crear un programa llamado ClipperPRO (explicado más abajo) para obtener ejemplos a partir de 
mapas generados por nosotros y poder entrenar cada clasificador.  
 
 Para entrenarlos hemos utilizado los programas “opencv_createsamples” e 
“opencv_traincascade” de EmguCV para crear los archivos de vectores y los archivos XML 
entrenados respectivamente. 
 
 Éstos son ejecutables de consola que implementan el entrenamiento de clasificadores en 
cascada y se ha construido para ellos una completa interfaz gráfica llamada ClipperPRO (explicada 
más abajo) para poder elegir los parámetros y opciones diferentes para realizar dicho aprendizaje. 
 
 Una vez realizado utilizamos también objetos de las librerías de EmguCV para llevar el 
etiquetado a cabo. 
 
8. Estructura del proyecto 
 
 A continuación detallaremos la estructura del proyecto y los subproyectos desarrollados 
para este trabajo. El desarrollo se ha hecho en la plataforma .NET (versión .NET Framework 4.5) 
utilizando como entorno de desarrollo integrado (IDE) Visual Studio 2012 y consta de 7 
subproyectos: 
 DCMapLib: Es una librería que contiene los tipos de datos y algoritmos necesarios para 
generar los mapas. Es la librería central del proyecto y todos los demás proyectos la 
necesitan. 
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 Masslabelling: Es una librería que contiene las funciones implementadas para realizar los 
etiquetados de los diferentes accidentes geográficos. 
 GuiSparks: Este subproyecto es un formulario de Windows con la interfaz de usuario para 
generar los mapas de tipo Sparks. 
 PerlinGUI: Este subproyecto es un formulario de Windows con la interfaz de usuario para 
generar los mapas de ruido de Perlin. 
 GuiGC: Este subproyecto es un formulario de Windows con la interfaz de usuario para 
generar los mapas de Great Circles. 
 ClipperPro: Este proyecto consiste en una interfaz de usuario creada para poder realizar el 
aprendizaje de los algoritmos de reconocimiento de accidentes de forma. 
 Worldgen: Este proyecto consiste en una interfaz de usuario para la generación de mapas 
fractales por división de tetraedro y, además para el etiquetado de los mismos. 
 
8.1 GUISparks 
 Este proyecto proporciona una interfaz gráfica de usuario (GUI) para poder crear y generar 
mapas de tipo sparks con el tipo de dato MapSparks (implementado en la librería DCMapLib). 
 Para utilizarlo solo debemos poner la cantidad de Sparks deseados en el textbox 
“tbSparks”, la probabilidad de que una casilla sea tierra en el textbox “tbProb” y presionar el botón 
“btnGO” y aparecerá en el contenedor de imágenes “pbMapa” el mapa resultante. 
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Fig. 8.1.1: Vista de la interfaz gráfica de usuario del programa GUISparks 
 
 Adicionalmente, si hacemos click derecho en la imagen del mapa generado aparecerá un 
menú contextual que nos permitirá guardar el mapa generado en un archivo de imagen. 
8.2 PerlinGUI 
 
Este proyecto proporciona una interfaz gráfica de usuario (GUI) para poder crear y generar mapas 
de ruido con el algoritmo de Perlin utilizando para ello el tipo de dato PerlinMap (implementado en 
la librería DCMapLib). 
 
 Para generar mapas con esta herramienta debemos seleccionar el tamaño deseado del mapa 
a generar con los controles “nudAncho” y “nudAlto”, las octavas a realizar con el control 
“nudOctavas” (acepta valores enteros entre 1 y 16), la amplutd con el control “nudAmplitud” 
(acepta valores entre 0 y 1) y la persistencia con el control “nudPersistencia” (acepta valores entre 
0 y 1). Adicionalmente se puede asignar una semilla con el control “tbSemilla” (valores enteros) 
pero éste es solo opcional. Una vez seleccionados todos los valores solo debemos hacer click en el 
botón “btnGO” que realizará el proceso de creación del mapa y, una vez completado lo mostrará en 
el control “pbMapa”. 
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 Fig. 8.2.1: Vista de la interfaz gráfica de usuario del programa PerlinGUI 
 
Adicionalmente, si hacemos click derecho en la imagen del mapa generado aparecerá un 
menú contextual que nos permitirá guardar el mapa generado en un archivo de imagen y, haciendo 
doble click en cada elemento del control “tvOctavas” podemos ver esa fase del algoritmo de Perlin. 
 
Fig. 8.2.2: Vista de la interfaz gráfica del programa PerlinGUI mostrando una de las octavas 
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8.3 ClipperPRO 
Este programa sirve para poder cortar, redimensionar y preparar los ejemplos que 
utilizaremos para el aprendizaje del clasificador de accidentes geográficos de forma. 
 
Para trabajar debemos de cargar un mapa previamente generado con el programa 
WorldGen (descrito más abajo) y se cargará en el control “pbMapa” la imagen en blanco y negro 
(blanco zonas de tierra y negro zonas de agua). Podremos hacer un recuadro en las zonas que 
consideremos como ejemplos representativos de alguno de los tipos de accidente geográfico que es 
capaz de diferenciar el programa o bien si lo que hemos seleccionado va a ser utilizado como 
negativo (marcar el radiobutton “Nada”). Además veremos nuestra selección en el recuadro más 
pequeño “ibCrop” en el que podemos dentro de la selección que hemos hecho, indicar 
(opcionalmente) con un segundo recuadro donde exactamente está el accidente. Ahora ya podemos 
hacer click en el botón “btnAgregar” y el programa se encargará de hacer la imagen de la selección 
al tamaño convencional (75x75 píxeles)  y agrtega la entrada del ejemplo al correspondiente 
archivo. Un sonido de una cámara informará de que el proceso ha finalizado con éxito. 
 
Cuando seleccionemos alguno de los botones de selección de accidente geográfico 
aparecerá, en el recuadro inferior en el componente “lblAyuda” una pequeña explicación a modo de 
ayuda sobre la definición del accidente seleccionado. 
 
34 
Fig. 8.3.1: Vista de la interfaz gráfica del programa ClipperPRO 
En el menú superior tenemos submenús. En el submenú “Ejemplos” tenemos varias 
opciones todas ellas para vaciar las carpetas que contienen las imágenes obtenidas con este 
programa y los ficheros de información también generados con el programa. Un mensaje de 
confirmación nos avisará de que este proceso es irreversible. 
 
 
Fig. 8.3.2: Vista de la interfaz gráfica del programa ClipperPRO mostrando menú 
desplegado 
 
En el submenú “Archivo” podemos cargar los mapas previamente generados con 
WorldGen mediante el elemento “Abrir Mapa” el cual nos abrirá la habitual ventana de selección 
de archivo (OpenFileDialog). En ese mismo submenú tenemos otras dos opciones; “Crear archivos 
de ejemplos” y “Crear archivos de entrenamiento”, que nos lanzarán cada uno un nuevo formulario 
(esta vez modal) que nos permitirán crear los archivos de vectores de ejemplos y los archivos xml 
ya entrenados con el clasificador en cascada respectivamente. 
 
Si seleccionamos “Crear archivos de ejemplos” nos aparecerá un nuevo formulario modal 
con distintas opciones para crear los archivos de vectores de ejemplos utilizados más adelante en el 
entrenamiento en cascada. En el formulario tenemos una serie de checkboxes para elegir qué 
archivos queremos crear, podemos elegir el tamaño de los ejemplos resultantes con los controles 
“nudAncho” y “nudAlto”. Podemos selccionar también cuántos ejemplos habrán en cada archivo 
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de ejemplos con el control “nudEjemplos”, sin embargo no es aconsejable que éste sea mayor que 
la cantidad de imágenes reales que tenemos de cada tipo. Por último tenemos dos checkboxes más 
para indicar si queremos realizar los archivos con deformaciones o si queremos que nos enseñe los 
resultados. Para realizar el trabajo debemos de presionar el botón “btnGO”. Entonces se lanzará 
una consola que realizará el proceso y se cerrará automáticamente cuando el proceso se haya 
completado. 
 
 
Fig. 8.3.3: Vista de la interfaz gráfica del programa ClipperPRO mostrando formulario de 
creación de archivos de ejemplo 
Si seleccionamos “Crear archivos de entrenamiento” nos lanzará un nuevo formulario en el 
que podremos entrenar los clasificadores en cascada para los diferentes tipos de accidentes 
geográficos. En primer lugar nos encontramos con una serie de checkboxes que nos permiten elegir 
qué tipos de accidentes entrenar, una vez pulsado uno de ellos se habilitará el botón para poder 
seleccionar el archivo de ejemplos que vamos a utilizar para entrenarlo. Mediante los controles 
“nudPositivos” y “nudNegativos” elegiremos cuantos ejemplos positivos vamos a utilizar (se 
recomienda no utilizar más de los que contiene el archivo de entrenamiento) y cuántos ejemplos 
negativos vamos a utilizar (se recomienda utilizar entorno a la mitad de los utilizados en los 
positivos). También tendremos que elegir el tamaño de las muestras con los controles “nudAncho” 
y “nudAlto” (que debe ser igual al tamaño utilizado en la creación de los archivos de ejemplos). 
Con el control “nudIteraciones” podremos ajustar el número de pasos o iteraciones a realizar en la 
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fase de entrenamiento. Dentro del grupo “Clasificador” tenemos una serie de radioButtons que nos 
permiten elegir qué tipo de clasificador queremos utilizar y a su vez en el grupo “Tipo de 
características” elegiremos el tipo de característas que vamos a utilizar.  
 
Por último, con los controles “tbRCM” y “tbRFAM” podremos establecer los ratios de 
colisión mínimo o el de falsa alarma (no cambiar si no se está seguro de lo que se está haciendo). 
Para realizar el trabajo debemos de presionar el botón “btnGO”. Entonces se lanzará una consola 
que realizará el proceso y se cerrará automáticamente cuando el proceso se haya completado. 
 
Fig. 8.3.4: Vista de la interfaz gráfica del programa ClipperPRO mostrando formulario de 
creación de archivos entrenados 
8.4 GCGUI 
 
Este proyecto proporciona una interfaz gráfica de usuario (GUI) para poder crear y generar 
mapas mediante el método fractal de los círculos máximos (Great Circles) utilizando para ello el 
tipo de dato GCMap (implementado en la librería DCMapLib). 
 
Para generar mapas con esta herramienta debemos seleccionar el tamaño deseado del mapa 
a generar con los controles “nudAncho” y “nudAlto”, también debemos seleccionar la cantidad de 
iteraciones que realizará nuestro algoritmo (entre 100 y 50000) con el control “nudIteraciones” 
además de seleccionar el porcentaje de agua que queremos en nuestro mapa con el control 
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“nudAgua”. Adicionalmente podemos indicar una semilla numérica para nuestro mapa en el control 
“tbSemilla” para usar una semilla dad y no una aleatoria, con esto conseguiremos que, dados unos 
parámetros concretos siempre se genere el mismo mapa. Después de indicar todos los parámetros 
del mapa podemos hacer click en el botón “btnGO” para crear nuestro mapa. Una vez completado 
éste aparecerá en el control “pbMapa”. 
 
Adicionalmente, si hacemos click derecho en la imagen del mapa generado aparecerá un 
menú contextual que nos permitirá guardar el mapa generado en un archivo de imagen. 
 
Fig. 8.4.1: Vista de la interfaz gráfica del programa GCGUI 
8.5 WorldGen 
  
Este proyecto es una interfaz gráfica de usuario (GUI) destinada a la creación y etiquetado 
de mapas fractales generados por subdivisión tetraédrica. Esta interfaz es bastante más complicada 
que las anteriores. Por esa razón vamos a explicarla por partes: 
 
8.5.1 Controles de creación 
 
38 
 Aquí explicaremos los controles que intervienen en la creación de los mapas con esta 
herramienta. Están ubicados en el grupo “Creación” y su función es la de capturar los parámetros 
con los que queremos crear el mapa. 
 
 En primer lugar nos encontramos con “tbSemilla” que se utiliza para seleccionar la semilla 
que vamos a utilizar en el mapa, ésta puede ser alfanumérica ya que el tipo de dato del mapa, 
cuando se le especifica una semilla alfanumérica la convierte en numérica. También debemos 
indicar, mediante los controles “nudAncho” y “nudAlto” podremos seleccionar las dimensiones del 
mapa, si queremos que el mapa resultante sea continuo (3D) debemos seleccionar una resolución 
4:3. Abajo podemos eligir mediante el control “tbLat” o el desplazador numérico situado justo 
abajo la latitud a la que queremos fijar el centro del mapa. Del mismo modo, podemos seleccionar 
la longitud a la que centraremos el mapa con el control “tbLong” o su desplazador. A continuación 
ajustaremos la escala o zoom del mapa mediante el control “tbEscala”. Si ponemos una escala 
superior a uno el mapa resultante no será continuo como ya se mencionó anteriormente. El 
siguiente parámetro a ajustar el nivel del agua mediante el control “nudAgua”, este parámetro tiene, 
por defecto el valor -0.02. 
 
 Los dos últimos controles que encontramos en esta sección son el esquema de color y la 
proyección del mapa que elegiremos (ambos) a través de unos comboboxes. La proyección 
Mollweide es de carácter gráfico solamente y no es apta para el etiquetado de accidentes 
geográficos. Una vez introducidos todos los parámetros deseados podemos presionar el botón 
“btnGO” para crear el mapa. Una vez creado aparecerá en el control “pbMapa”. 
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Fig. 8.5.1.1: Vista de la interfaz gráfica del programa WorldGen con las opciones de creación de mapas 
marcadas 
 
 Mediante el menú archivo podremos reiniciar el mapa, cargar un mapa, guardar un mapa o 
bien salir del programa. 
 
8.5.2 Controles de etiquetado 
 
 Estos son los controles que utilizaremos para realizar los diferentes etiquetados y diversas 
opciones de visualización.Para realizar el etiquetado tenemos dos opciones dentro del grupo 
“Etiquetado”.  
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Fig. 8.5.2.1: Vista de la interfaz gráfica del programa WorldGen con las opciones de etiquetado  
de mapas marcadas 
 
Dos checkbox que nos permiten elegir qué tipo de etiquetado queremos hacer. Si elegimos 
el etiquetado de accidentes de masa automáticamente se detectarán los accidentes de masa y 
mostrará por defecto en el control “pbMapa” el mapa generado (en su versión de blanco y negro) 
con los accidentes de masa encontrados recuadrados con el color asignado y con el nombre que se 
les ha asignado (los islotes no se muestran para no sobrecargar la visualización) ademas de, en el 
control “tvAccidentes” se cargará una lista con todos y cada uno de los accidentes de masa 
encontrados. Si hacemos doble click sobre cualquiera de ellos (en la lista) aparecerá bordeado con 
su color en el control “pbMapa” para poder localizarlos fácilmente. 
 
 
Fig. 8.5.2.2: Vista de la interfaz gráfica del programa WorldGen mostrando la selección de un 
único accidente 
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 Para realizar el etiquetado de accidentes de forma debemos selecciona el checkbox situado 
abajo del antes mencionado. En este caso se mostraré en el control “pbMapa” el mapa generado (en 
su versión de blanco y negro) con los accidentes de forma encontrados. Cada tipo tiene un color 
dado como son: 
 
Color Accidente 
Rojo Península 
Verde Cabo 
Azul Bahía 
Naranja Golfo 
Amarillo Canal 
Tabla. 8.5.2.1: Colores representativos de cada tipo de accidente de forma 
  
Con el fin de mejorar la visualización de los accidentes de masa tenemos el grupo 
“Visualización”  que contiene una serie de opciones para visualizar los mismos. La primera 
selección que tenemos es si mostrarlos sobre el mapa real o sobre el mapa en blanco y negro, esta 
selección la tenemos mediante los controles “rbColor” y “rbByN”. La segunda opción de 
visualización que tenemos es si mostrar los accidentes recuadrados o mostrar su contorno, esta 
selección la hacemos mediante los controles “rbContorno” y “rbCuadro”. Después nos 
encontramos con varios checkboxes cada uno destinado a elegir si mostrar continentes, islas y/o 
islotes. El último de los checkboxes sirve para elegir si mostrar o no el nombre del accidente. Por 
último para hacer esto debemos apretar el botón “btnMostrar”. 
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Fig. 8.5.2.3: Vista de la interfaz gráfica del programa WorldGen mostrando sólo las islas como 
recuadro 
 
8.6 DCMapLib 
 
Este proyecto es una librería que, junto con la librería MassLabelling (ver más abajo) es la 
encargada de construir y etiquetar los mapas. En esta librería nos encontramos con 6 clases; 3 de 
ellas (MapGC, MapSparks y PerlinMap) son independientes y cada una de ellas sirve para generar 
un tipo de mapa. Las otras 3 clases (Mapa, Capa y Tetraedro) se utilizan para crear mapas de tipo 
fractal por subdivisión tetraédrica.   
 
A continuación comentaremos cada clase y aclararemos cuales son sus responsabilidades. 
 
8.6.1 MapSparks 
 
 
Fig. 8.6.1.1: Diagrama de clase de MapSparks y Tipocasilla 
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 Esta clase es la responsable de crear mapas de tipo Sparks y para hacerlo primero debemos 
llamar a uno de sus constructores que se encargan de inicializar todas las variables utilizando los 
métodos InicializarLista e InicializarMatriz. Después solo debemos utilizar su función Domap que 
es la encargada de hacer el mapa utilizando el algoritmo de los Sparks. 
 
El método SetBMP() lo que hace es llenar el atributo img con la imagen del mapa generado.  
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8.6.2 PerlinMap 
 
 
Fig. 8.6.2.1: Diagrama de clase PerlinMap 
 
 Esta clase es la responsable de crear mapas fractales por el algoritmo de Perlin y para 
utilizarla primero deberemos llamar a su constructor en el que especificaremos todos los 
parámetros del mapa. Después tan solo debemos utilizar la función DoPerlin que se encarga de 
crear el mapa y devuelve la imagen del mismo.  
 
 Cuando se construye el objeto se crea, en el atributo Mapas una matriz  tridimensional de 
tamaño [O, W, H] donde se almacenarán las O octavas de tamaño W*H que se irán creando 
sucesivamente en el método DoPerlin y y el atributo Resultado como una matriz bidimensional de 
tamaño [W,H] donde almacenará el mapa resultante. 
 
 El método GetOctava(O) nos devuelve la imagen generada por la octava O únicamente. 
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8.6.3 MapGC 
 
Fig. 8.6.3.1: Diagrama de clase MapGC 
 Esta clase es la responsable de crear los mapas fractales por el método de los círculos 
máximos (Great Circles) y para utilizarla primero deberemos llamar a su constructor en el que 
especificaremos todos los parámetros del mapa. Después tan solo debemos utilizar la función 
HacerMapa que se encarga de crear el mapa. 
 
 Dentro del contructor éste llamará al método Inicializar que se encargará de crear e 
inicializar las variables y atributos que usaremos.  
 
 El método HacerMapa es el encargado de construir el mapa en el atributo Mapa que es una 
matriz unidimensional de tamaño [W*H]. Para construirlo llama al método Iterar() I veces (como 
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se describe en el algoritmo) que se encarga de elevar o hundir uno de los hemisferios. Después 
llama una vez< a los métodos Espejo(), Reconstruir(), ConstruirHistograma() y Normalizar() para 
hacer que el mapa sea entendible.  
 
El método Espejo() tiene su razón de ser en que cuando usamos el método Iterar() llenamos 
solo medio mapa (ya que la otra mitad del mapa es exactamente igual) y de este modo nos 
ahorramos mucho tiempo. 
 
 El método Reconstruir() reordenamos la matriz Mapa para poner cada altura en su sitio tras 
la generación. El método ConstruirHistograma() se encarga de hacer un histograma de las alturas 
en la matriz Histogram y establecer dónde quedará el nivel del agua dado el histograma y el 
porcentaje de agua seleccionado por el usuario. 
 
 El método NormalizarMapa() se encarga de normalizar el Mapa con valores entre 0 y 255. 
Una vez creado, si queremos obtener la imagen del mismo solo tenemos que utilizar el método 
printBMP() que nos devuelve dicha imagen. 
8.6.4 Capa 
 
 
 
Esta clase tiene como objetivo representar una de las capas de 
mapa que utilizaremos en la clase Mapa. Podemos instanciarla 
llamando a cualquiera de sus constructores. En caso de que 
llamemos al constructor por defecto tendremos que establecer 
manualmente los atributos para luego llamar al método 
Inicializar() que inicializará la matriz Valores. 
 
Esta clase tiene como finalidad diferenciar las diferentes capas 
que tendrá la clase MapaST ya que, posteriormente 
utilizaremos una para cada cometido. 
 
 
 
 
Fig. 8.6.4.1: Diagrama de clase Capa 
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8.6.5 Tetraedro 
 
 
 Esta clase es la responsable de representar 
el tipo de dato Tetraedro que utilizaremos en la 
clase MapaST. Contiene la posición, semilla y 
altura de cada uno de los vértices del tetraedro 
además de atributos internos necesarios para utilizar 
sus métodos de Cortar() y Reordenar() además de 
las distancias entre cada uno de sus vértices a los 
demás para ahorrar tiempo de cálculo en el 
reordenado. 
 
Para instanciarlo necesitaremos llamar a su 
constructor por  defecto y establecer sus valores 
manualmente. 
 
El método reordenar sirve para reetiquetar 
sus vértices para hacer que el segmento AB sea el 
más corto. 
 
 El método Cortar(P, r) recibe como 
argumentos un punto y su semilla. En este método 
cortaremos el tetraedro el segmento AB y 
sustituiremos A o B por el punto mitad del 
segmento (punto E). Si en el tetraedro ACDE está 
contenido P entonces quitaremos B. Quitaremos A 
en cualquier otro caso. 
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Fig.8.6.5.1: Diagrama de clase de Tetraedro 
 
8.6.6 MapaST 
 
Fig. 8.6.6.1: Diagrama de clase de MapaST 
 
Esta clase es la responsable de crear los mapas fractales por el algoritmo de subdivisión 
tetraédrica y almacenar otros datos asociados como las regiones encontradas tras el etiquetado de 
masas o los accidentes geográficos de forma encontrados tras su etiquetado homónimo. Para 
comenzar a utilizarla tenemos que llamar a uno de sus contructores. En caso de que llamemos al 
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constructor por defecto tendremos que establecer manualmente los atributos para luego llamar al 
método Inicializar().  
 
En el método inicializar() se encargará de crear e inicializar la Matriz ColorMap 
bidimensional con tamaño[W,H], inicializar los atributos privados de semilla y la matriz Capas con 
las 2 capas implementas hasta aquí (la capa de color y la de diferencias). 
 
Para crear el mapa deberemos llamar al método de alguna de sus proyecciones 
(actualmente 2, Mercador() y Mollweide(). 
 
El método Mercador() se encarga de construir el mapa según la proyección Mercator y lo 
hace llamando, iterativamente a la función MakeColour por cada punto del mapa. La función 
Mollweide funciona del mismo modo sin embargo, lo que diferencia cada una de las proyecciones 
(implementadas y futuras) es la de llamar a la función MakeColour para cada punto aplicando su 
transformación geométrica. 
 
El método MakeColour(P, i, j) tiene como cometido poner el valor del color 
correspondiente a la altura del punto P del mapa en la coordenada [i,j] de la capa de color. Para 
obtener la altura del punto P llama al método MakeHeight. 
 
El método Makeheight(P) es el encargado de iniciar el cálculo de la altura del punto P. Para 
ello comprueba si el punto P está contenido en el tetraedro T, si lo está llama al método 
MakePoint(T, P, 11), sino crear un tetredro nuevo con unos valores dados y llama la misma función 
pero con el nuevo tetredro. 
 
El método MakePoint(T1, P, D) es la que realmente obtiene la altura del punto P 
subdividiendo el tetredro (llama a sus funciones Reordenar() y Cortar()) T1 D veces de modo 
recursivo y devuelve la media de las alturas de sus vértices. 
 
Los métodos EtiquetarMasas() y EtiquetarFormas() son los encargados de llamar a las 
funciones de etiquetado (librería MassLabelling) y llenar los Hazte de dichos accidentes. 
 
El resto son funciones para obtener diversas imágenes (en color, en blanco y negro…) y 
funciones de salvado y cargado. 
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8.7 MassLabelling 
 
Este proyecto es una librería que es la responsable de efectuar el etiquetado de accidentes 
geográficos, tanto de forma como de masa. Contiene 4 clases de las cuales 3 son tipos de dato 
auxiliares (Accidente, Rectangulo y Region) para almacenar los resultados que otorga la otra clase 
(Mass).  
 
A continuación comentaremos cada clase y aclararemos cuales son sus responsabilidades. 
 
8.7.1 Rectángulo 
Masslabelling::Rectangulo
«Clase de C#»
Atributos
+ Height : Integer
+ Location : Point
+ Width : Integer
+ X : Integer
+ Y : Integer
- _Height : Integer
- _Location : Point
- _Width : Integer
Operaciones
+ Rectangulo()
+ Rectangulo(p : Point, w : Integer, h : Integer)
+ Rectangulo(R : Rectangle)
+ ToRect() : Rectangle
 
Fig. 8.7.1.1: Diagrama de la clase Rectangulo 
 
 Esta clase es simplemente un clon simplificado de la clase Rectangle de System.Drawning 
para poder ser serializada por la librería ProtoBuf ya que ésta necesita que las clases serializadas 
tengan un constructor que admita 0 argumentos. 
 
 Incluye un contructor para construirla a partir de un Rectangle y otro método ToRect() que 
tiene por salida un Rectangle. 
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8.7.2 Accidente 
Masslabelling::TIPOACCIDENTE
«Enumeración de C#»
«enumeración»
Literales
BAHIA
CABO
CANAL
GOLFO
PENINSULA
Masslabelling::Accidente
«Clase de C#»
Atributos
+ Posicion : Rectangulo
+ Tipo : TIPOACCIDENTE
- _Posicion : Rectangulo
- _Tipo : TIPOACCIDENTE
Operaciones
+ Accidente()
Accidente *
Tipo 1
 
Fig. 8.7.2.1: Diagrama de la clase Accidente y su enumerado TIPOACCIDENTE 
 
 Esta clase tiene como cometido almacenar un accidente geográfico de forma. Es utilizada 
en la clase Mass para almacenar cada accidente geográfico de forma y, posteriormente devolverlo. 
También es utilizado en la clase MapaST 
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8.7.3 Region 
Masslabelling::Region
«Clase de C#»
Atributos
+ Alpha : Byte
+ Area : Double
+ B : Byte
+ Centroide : Point
+ Col : Color
+ G : Byte
+ Hijos : HashSet<Region>
+ Marco : Rectangulo
+ Nombre : String
+ NumVertices : Integer
+ Perimetro : Double
+ R : Byte
+ Tipo : TIPOREGION
+ Tipotam : TIPOTAMANO
+ Vertices : Point[*]
- _Alpha : Byte
- _Area : Double
- _B : Byte
- _Centroide : Point
- _Col : Color
- _G : Byte
- _Hijos : HashSet<Region>
- _Marco : Rectangulo
- _Nombre : String
- _NumVertices : Integer
- _Perimetro : Double
- _R : Byte
- _Tipo : TIPOREGION
- _tipotam : TIPOTAMANO
- _Vertices : Point[*]
Operaciones
+ Region()
+ SetCentroide() : Point
Masslabelling::TIPOREGION
«Enumeración de C#»
«enumeración»
Literales
AGUA
MAPA
TIERRA
R…
*
Ti
1
Masslabelling::TIPOTAMANO
«Enumeración de C#»
«enumeración»
Literales
CONTINENTE
ISLA
ISLOTE
MAR
OCEANO
R…
*
Ti
1
 
Fig: 8.7.3.1: Diagrama de la clase Region y sus enumerados asociados 
 
 Esta clase tiene como cometido almacenar un accidente geográfico de masa con todos sus 
atributos asociados como el nombre, color, centroide, posición o vértices. 
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8.7.4 Mass 
- continentes : List<String>
- islas : List<String>
 + GetAccidentes(cc : CascadeClassifier, ta : TIPOACCIDENTE, img : Image<Gray, Byte>) : HashSet<Accidente>
 + GetRegions(mapa : Image<Gray, Byte>, tr : TIPOREGION, umbral : Double) : HashSet<Region>
 
Fig. 8.7.4.1: Diagrama de la clase Mass 
 
 Esta clase tiene la responsabilidad de efectuar la detección y etiquetado de los accidentes 
geográficos tanto de masa como de forma. Para utilizarla debemos instanciarla en el mapa que 
queramos etiquetar para poder llenar las listas de nombres para islas y continentes. 
 
 Los métodos fillIslands() y fillContinents() sirven para cargar los nombre para las islas y 
continentes. 
 
 El método estático GetRegions(I, R, U) devuelve un conjunto de regiones 
(HashSet<Region>) con todas las regiones encontradas en la imagen I, éstas serán continentes, islas 
o islotes en función del umbral U. 
 
 El método estático GetAccidentes(CC, T, I) devuelve un conjunto de accidentes 
(HashSet<Accidente>) con todos los accidentes de forma de tipo T utilizando el clasificador en 
cascada entrenado CC de la imagen I. 
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9. Metodología 
 
 La metodología elegida para este proyecto es la de desarrollo dirigido por características o 
feature-driven development[21, 22] (FDD). 
 
 Se trata de una metodología ágil que comienza haciendo un bosquejo o idea general de  que 
es lo que se quiere construir, se hace una lista de funcionalidades y después se van haciendo 
iteraciones (normalmente) cortas que implementan una o dos funcionalidades. 
 
 Hemos considerado toda la solución como un solo proyecto aunque, como ya hemos 
explicado arriba, el proyecto se ha dividido en varios proyectos y se ha hecho una lista de 
funcionalidades común.  
 
El problema que he tenido es que he tenido que hacer muchas refactorizaciones conforme crecía el 
proyecto, sobretodo en la interfaz de las clases y los proyectos de interfaces gráficas ya que, al 
añadir por ejemplo el etiquetado o el serializado en los mapas fractales por subdivisión tetraédrica 
ha habido que transformar la interfaz de dicha clase agregando constructores vacíos o haciendo 
atributos para campos que en principio no debían de tenerlos. 
 
 Pese a estos pequeños inconvenientes esta metodología se ha adaptado bien a este proyecto 
ya que no hay mucha interacción entre las clases. 
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10. Conclusiones 
 
Este trabajo me ha servido para descubrir que pese a haber muchos métodos automáticos para 
generar mapas (ya sean 2D o 3D) ninguno ofrece por sí mismo el nivel de detalle que se necesita 
para poder crear un mundo completo incluyendo biomas y otros objetos tales como ciudades o 
caminos. Sin embargo, los sistemas descritos en este trabajo pueden facilitar mucho el trabajo de 
directores de juego de juegos de mesa y el de diseñadores de videojuegos. 
 
En cuanto al etiquetado de mapas resulta llamativo que no exista un sistema desarrollado 
para reconocer accidentes geográficos de forma ya que esto puede tener muchas aplicaciones tanto 
en el campo de videojuegos como en otros campos como puede ser el militar o el cartográfico.  
 
También resulta llamativo que no haya sido desarrollada una solución para el cálculo de 
componentes conexas en mapas 3D. 
 
En general me siento la principal aportación haber profundizado en ambos temas, haber 
creado una suite para que los directores de juego puedan ambientar sus partidas con un gran nivel 
de detalle y haber implenetado un sistema para reconocer accidentes geográficos de forma ya que 
no es como los problemas de reconocimiento de forma habituales en los que las figuras son finitas 
(una cara, un coche, una señal de tráfico…) sino una sección de un contorno continuo como parte 
de un todo. 
 
Para el futuro mi plan es continuar este trabajo, mejorando el sistema de etiquetado, 
reconociendo más tipos de accidentes como montañas, cordilleras o archipiélagos, incluyendo un 
sistema de posicionamiento de etiquetas para que todas las etiquetas mostradas en el mapa se 
visualicen de la manera más correcta e intentando desarrollar un sistema de cálculo de 
componentes conexas para mapas 3D.   
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