





































リング [1]を提案した. この複合リファクタリングは, 疎結合化の対象となるクラスを, 多数のクラス
がさまざまな形で同時に参照している状況でも, 新たに作成したクラスを間に介在させることによっ
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本稿では, プロキシオブジェクトの導入に着目し, 疎結合化リファクタリングと同様, どれだけ多く
のクラスがどのような形で参照していたとしても疎結合化できるような汎用なアルゴリズムを考える.
関連研究について以下に説明する．リファクタリング [3]とはソフトウェアの外的な振る舞いを変
えることなく, 内部構造を改善する枠組みのことである. 文献 [3]では 72種類のリファクタリングが
紹介されているが, そのいずれもが局所的な構造の変更を対象としたもので, アーキテクチャレベルの
大域的な構造を対象としたものは見当たらない. 文献 [4]では, アーキテクチャリファクタリングの一

























すなわちAに Cを Cに Bを参照させることによって, Aと Bの間の疎結合化を実現する. しかしな
がら, 疎結合化のためのソースコードの書き換え方法は, 元のAから Bへの参照の形式によって大き
く異なる. また, Bを参照しているクラスがA以外にも存在し, それらすべてクラスから同時に Bを
疎結合化したい場合に, どこにどのような順序でどのような書き換えを行えば全体を正しく疎結合化
できるかは自明ではない.
そこで我々の研究グループは, 戻り値オブジェクトの導入, オブジェクトそのものの返却, 隠蔽によ
る型の置き換えという 3つの新たなリファクタリングを導入し, これらを含む 6つの基本リファクタ
リングを適切な場所に適切な順序で適用することによって疎結合化を完成させる疎結合化のための複
合リファクタリング [1] (以下, 疎結合化リファクタリングと略)を提案した. 疎結合化リファクタリ
ングでは, 疎結合化の対象となるクラス csubject, 現在 csubjectを参照していて csubjectと疎結合化した
いクラス群Cfrom, Cfromと csubjectの間に介在させるクラス新規クラス cnewを指定することによって,
csubjectを Cfromから分離する. しかしながら, 文献 [1]では,








まず, csubjectの親クラスもしくはインタフェースを新規クラス cnew に継承させて疎結合化を行う
方法である. これはCfromから見たときに, cnewオブジェクトが csubjectオブジェクトの代理として働
くことを意味する. このとき導入する cnewオブジェクトをプロキシオブジェクトと呼び, プロキシオ
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ブジェクトを導入して行う疎結合化リファクタリングをプロキシオブジェクトの導入リファクタリン































では, ソースコード全体の全クラスを C , 疎結合化される対象となるクラスを csubject (csubject ∈ C),
プロキシクラスとなる新規クラスを cproxy (cproxy /∈ C), csubjectの代用としてプロキシクラスを使用
したいクラス群を Cfrom (Cfrom ⊆ C)とおく. プロキシオブジェクトの導入は, csubject, cproxy, Cfrom
を入力することで csubjectと Cfromを疎結合化し, Cfrom が csubjectの代わりに cproxy を参照するよう
なソースコードを生成する. ただし, 一般に型の整合性を考えたとき, 型の置き換え範囲はCfrom内で















4. csubject中の各コンストラクタ cに対して, cproxyを以下のように構成する.
(a) cが csubject型の仮引数を含まないとき, cproxy に cと同じインターフェースを持つ以下の
ようなコンストラクタを作成する.
i. c中の super呼び出しと同じ super呼び出しを行う.
ii. csubject型のインスタンスを作成し, vに代入する.
(b) cが csubject型の仮引数を含むとき, cproxy に以下のような cと同じインターフェースを持
つコンストラクタ c′と,
i. c中の super呼び出しと同じ super呼び出しを行う.
ii. csubject型のインスタンスを cと同じインターフェースを持つ以下のようなコンストラ
クタ呼び出しにより作成し, vに代入する.
cの仮引数のうち, csubject型の引数を cproxy型に置換したコンストラクタ c′′を作成する.
i. cの super呼び出しと同じ super呼び出しを行う. ただし, csubject型の実引数が求めら
れる場合は, mget呼び出しにより cproxy 型の仮引数から csubject型のインスタンスを
取得したものを実引数に用いる.
ii. csubject型のインスタンスを, cと同じインターフェースを持つコンストラクタ呼び出
しにより作成し, vに代入する. 各実引数には c′′の各仮引数を用いる. ただし,csubject
型の実引数が求められる場合は, mgetの呼び出しにより cproxy型の仮引数から csubject
型のインスタンスを取得したものを実引数に用いる.




(a) mが csubject型の仮引数を含まないとき, cproxy にmと同じインターフェースを持つ以下
のようなメソッドm′を作成する.
• vに対してmを呼び出す. 各実引数にはm′の各仮引数を用いる.





• vに対してmを呼び出す. 各実引数にはm′の各仮引数を用いる. ただし, csubject型の
実引数が求められる場合は, mgetの呼び出しにより cproxy 型の仮引数から csubject 型
のインスタンスを取得したものを実引数に用いる.
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7. csubjectが子クラスをもつ場合は, そのクラスを cproxyの子クラスとする.
図 3に, csubjectを Csubjectクラス, cproxyを Cproxyクラスとして生成される Cproxyクラスの例
を示す.
1 class Csubject extends Cparent {
2 Csubject(Csubject csubject) {
3 super(1);
4 }
5 Csubject(int a) {
6 super(a + 1);
7 }




12 class Cproxy extends Cparent {
13 Csubject csubject;
14 Cproxy(Cproxy cproxy) {
15 super(1);
16 csubject = new Csubject(cproxy.getCsubject());
17 }
18 Cproxy(Csubject csubject) {
19 super(1);
20 csubject = new Csubject(csubject);
21 }
22 Csubject(int a) {
23 super(a + 1);
24 csubject = new Csubject(a);
25 }
26 Csubject getCsubject() {
27 return csubject;
28 }




図 3: Csubjectクラスに対して生成される Cproxyのソースコード例
Cproxy のコンストラクタでは, Csubject#Csubject(Csubject) に対し, Csubject 型の引数を
Cproxy型に変えた Cproxy#Cproxy(Cproxy)と, 元の引数の Cproxy#Cproxy(Csubject)が生成され
ていることがわかる. Cproxy#Cproxy(Cproxy)ではまず 1行目に Csubject#Csubject(Csubject)
の 1行目にある super呼び出しをコピーする. 2行目では Csubjectクラスのコンストラクタを呼び




以下では, csubject型の変数 (フィールド, 局所変数, 仮引数), csubject型の戻り値を持つメソッド本
体, csubject のコンストラクタ呼び出し式を csubject 型を持つプログラム要素と呼び, ソースコード中
の csubject型を持つプログラム要素全体からなる集合を Ssubjectで表す. 型依存グラフ生成アルゴリズ
ムは, プログラム要素間の型の依存性の解決のために型依存グラフGT = (VT, ET)の作成を行う. こ
こで, VT = Ssubject, ET ⊆ VT ×VT とする. ソースコード中の csubject型の出現を cproxy型の出現に置
換する際には, 型の整合性に注意しなければならない. 例えば右辺が cproxy型で, 左辺が csubject型で
ある代入文の場合, 右辺から csubject型のオブジェクトを取得して, 左辺に代入することができるため,
型の不整合を解消することができる. しかしながら, 右辺が csubject型で左辺が cproxy型の場合型の不
整合を解消することができない. したがって, 左辺を cproxy型に置換した場合, 右辺も cproxy型に置換
する必要がある. このような, プログラム要素を cproxy型に置換する上での依存関係を表すものが, 型
依存グラフである. 以下では, csubject型を持つ各プログラム要素 e ∈ Ssubjectについて, eのソースコー
ド中のすべての出現を L(e)で表し, Lsubject =
⋃
e∈Ssubject L(e)とする. ただし, e ∈ Ssubjectがメソッ
ド本体mであるとき, L(e)はmのすべての呼び出し式からなる集合とし, eがコンストラクタ呼び出
し式 cであるとき, L(e) = {c}とする. また, ソースコード中の eの各出現 lについて, s(l) = eとおく.
クラス cに対して Ssubject(c) を Ssubjectのうち cが持つものすべてとし, Sfrom =
⋃
c∈Cfrom Ssubject(c)
とする. ここで, あるプログラム要素の出現が, 代入文における左辺, 仮引数宣言, メソッド呼び出し
式のいずれかである場合左辺式, 代入文における右辺, 実引数, return文の式のいずれかである場合右
辺式と呼ぶものとする. ある右辺式 lrhs から左辺式 llhs への値の受け渡しにおいて, lrhs, llhs ともに
csubject型であるとき, ET := ET ∪ {〈s(lrhs), s(llhs)〉}という形でGTに有向辺を追加することでプロ




する. このアルゴリズムにより求められる型置換の対象となるプログラム要素の集合をSreach ⊆ Ssubject
とし, Sreachの初期集合を Sfromとする.
4.3.1 Sfromからの 1段階拡張アルゴリズム
Sfrom からの 1段階拡張アルゴリズムは, 次の型置換範囲決定アルゴリズムのみでは Cfrom 内に
csubject型のプログラム要素が残ることへの対処である. 一般に右辺式が cproxy型で, 左辺式が csubject
型の場合, 右辺式から csubject型のオブジェクトを取得して, 左辺式に渡すことができるため, 型の不
整合を解消することができる. ただし, cproxy型の実引数が Cfrom内にある場合, Cfrom内では csubject
型が出現することは好ましくないため, Cfrom内で実引数から csubject型のオブジェクトを取得して仮
引数に渡すことはできない. そのため, 上記の場合に限り仮引数も Sfromに加えるように拡張するこ





for each n ∈ N do
for each l ∈ L(n) do
if l is the right hand side of assignment expression l2 = l then  代入文の右辺式から左辺式
if l2 ∈ Ltarget then
E ← E ∪ {〈n, s(l2)〉}
end if
else if l is a return value of method m then  戻り値から関数の呼び出し元
for each method call l2 of m do
E ← E ∪ {〈n, s(l2)〉}
end for
else if l is an actual parameter then  実引数から仮引数
for each l2 ∈ Lsubject such that l2 is a corresponding formal parameter of l do  継承を考慮すると 1 つとは限
らない







図 4: 型依存グラフ生成アルゴリズム (GenerateApplyDependencyGraph)
図 5: 右辺式から左辺式への依存を示す有向辺を作成するイメージ
4.3.2 型置換範囲探索アルゴリズム
型依存グラフGTにおいて, 各頂点 n ∈ Sreachから到達可能な範囲を調べる. ただし, 到達可能範囲
を調べる際は, 右辺式が csubject 型で左辺式が cproxy 型の場合型の不整合を解消することができない
ことから, 左辺式を基準に Sreach に加えるべき右辺式を探す. すなわち, GTにおける有向辺に対し逆





for each s ∈ Sfrom do
for each l ∈ Sfrom do
if l is an actual parameter then  Sfrom 内の実引数から Sfrom 外の仮引数にわたす場合
for each l2 ∈ Lsubject such that l2 is a corresponding formal parameter of l and s(l2) /∈ Sfrom do  継承を考
慮すると 1 つとは限らない







図 6: Cfromからの 1段階拡張アルゴリズム (ExpandSfrom)
4.4 型置換アルゴリズム
ここまでの手順において作成したGTと Sreachを用いて実際に型を置換する. 具体的にはそれぞれ
の s ∈ Sreachについて, sが変数である場合は sの型を cproxyに, sがメソッド本体である場合は戻り
値の型を cproxy に, sがコンストラクタ呼び出し式である場合は同じ引数を持つ cproxy のコンストラ
クタ呼び出し式に置換する. 同時に, 全ての l ∈ L(s) (s ∈ Sreach)の中で値の受け渡しにおいて右辺式





実装を行った. 本ツールは, IBMによって開発された統合開発環境である Eclipse [11]上のプラグイ
ンとして動作し, ユーザがリファクタリングに必要な情報をインタラクティブに入力することができ
る. 図 7に, 本ツールのインターフェースを示す.
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図 7: 本ツールのインターフェース
本ツールでは, まずユーザが csubjectに相当する Target classを指定し, ツールが csubjectに依存す
るすべてのクラスを導出する. 次に, ツールが導出したクラス一覧を Client classesに提示し, ユーザ





た箇所, 部分的に置換及び追加できた箇所, 置換及び追加ができなかった箇所, 余分に置換及び追加を
加えた箇所の 4つに分類して, どの程度自動化できたかを評価する. 評価において, 変数名の違い, ク












• csubjectと cproxy以外のすべてのクラスについて, csubjectから cproxyへ置換されているに存在す
るプログラム要素.




認するため, 図 8に示す簡単な仮想プログラムを用いた検証を行った. プロキシオブジェクトの導入
適用に際しての入力は, Cfrom = {Cfrom}, csubject = Csubject, cproxy = Cproxy として, 本ツールを
用いて変更前のプログラムに対してプロキシオブジェクトの導入を行った結果を図 9に示す. 本事例
において, 名称変更リファクタリングは実行していないため, 型名と変数名で不一致がある. なお, 図
9では紙面の都合上 Cparentクラス, パッケージの宣言, 適用後において変化の無いクラスは省略し
ている. 図 8のプログラムに対して, 4章で紹介したアルゴリズムから, eをプログラム要素, nを eが
出現する行番号とし, e : nでソースコード上のプログラム要素を表すとして, GT = (VT, ET)を求め
ると,
VT = {
{Csubject csubject : 13, csubject : 14} as s1,
{Csubject csubject : 18, csubject : 20,
csubject : 22, csubject : 25} as s2,
{new Csubject(3) : 18} as s3,
{Csubject getCsubject() : 24,
cfrom.getCsubject() : 34} as s4,
{Csubject csubect : 27} as s5,
{Csubject csubject : 31, csubect : 33} as s6,
{new Csubject(4) : 31} as s7,
{Csubject csubject2 : 34} as s8,
{Csubject csubect : 36} as s9
},
ET = {〈s3, s2〉, 〈s2, s9〉, 〈s2, s4〉, 〈s7, s6〉, 〈s6, s5〉, 〈s4, s8〉}, Sfrom = {s2, s3, s4, s5} となる.
図 10にプロキシオブジェクトの導入アルゴリズムの適用過程を示す. Sfrom からの 1段階拡張の
アルゴリズムを用いて Sreach を拡張すると, 〈s2, s9〉のエッジから Sreachに s9を追加する必要がある
ことがわかり, Sreach = {s2, s3, s4, s5, s9} となる. 続いて型置換範囲探索アルゴリズムにより 〈s6, s5〉
の有向辺から Sreach に s6 を追加して, さらに 〈s7, s6〉の有向辺から Sreach に s7 を追加することで,
Sreach = {s2, s3, s4, s5, s6, s7, s9}となる. 型置換アルゴリズムを用いて型置換を実行すると図 9のよ
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うなコードが得られる. このリファクタリング前後における各クラスの csubject型の変数の数を表 1に
示す. Cfrom に含まれるクラスが csubjectと疎結合化され, Cfrom外のクラスの csubjectの参照数も減少
していることがわかる. 本事例では, すべてのプログラム要素の変更及び追加箇所において, すべて完
全に置換及び追加できた箇所であることは自明であるため, どの程度自動化できたかの評価は省略す
る.
1 class Csubject extends Cparent {
2 Csubject(Csubject csubject) {
3 super(1);
4 }
5 int f() {
6 return 2;
7 }




12 class Cderived extends Csubject {




17 class Cfrom {
18 Csubject csubject = new Csubject(3);
19 void cf() {
20 System.out.println(csubject.f());
21 Cother cother = new Cother();
22 cother.cf2(csubject);
23 }
24 Csubject getCsubject() {
25 return csubject;
26 }
27 void cf2(Csubject csubject) {}
28 }
29 class Cother {
30 void cf() {
31 Csubject csubject = new Csubject(4);
32 Cfrom cfrom = new Cfrom();
33 cfrom.cf2(csubject);
34 Csubject csubject2 = cfrom.getCsubject();
35 }




1 class Cproxy extends Cparent {
2 Csubject csubject;
3 Cproxy(Cproxy cproxy) {
4 super(1);
5 csubject = new Csubject(cproxy.getCsubject());
6 }
7 Cproxy(Csubject csubject) {
8 super(1);
9 csubject = new Csubject(csubject);
10 }
11 Csubject getCsubject() {
12 return csubject;
13 }
14 int f() {
15 return csubject.f();
16 }




21 class Cderived extends Cproxy {




26 class Cfrom {
27 Cproxy csubject = new Cproxy(3);
28 void cf() {
29 System.out.println(csubject.f());
30 Cother cother = new Cother();
31 cother.cf2(csubject);
32 }
33 Cproxy getCsubject() {
34 return csubject;
35 }
36 void cf2(Cproxy csubject) {}
37 }
38 class Cother {
39 void cf() {
40 Cproxy csubject = new Cproxy(4);
41 Cfrom cfrom = new Cfrom();
42 cfrom.cf2(csubject);
43 Csubject csubject2 = cfrom.getCsubject().getCsubject();
44 }




図 10: 図 8のソースコードへのプロキシオブジェクトの導入の適用過程
表 1: 各クラスの Csubjectクラスへの参照数




RxJava [12]は, Java言語のリアクティブ拡張であり,ソース自体は Javaで記述されている. RxJava
における変更履歴のうち, 本リファクタリングと関係のあるプログラム要素とその周辺を抽出したも
のを図 11に示す. なお, 可読性の確保のため適宜空行の追加及び削除を行い, 波括弧を残している.
ここで, 本リファクタリングには cproxyクラスの作成が含まれていることから, RxJavaの変更履歴に
おいて, 該当するファイル及びクラスが最初に生成されたコミットを, 本リファクタリングに近しい
ことが行われた変更と推測して抽出している. ここでは, SubscriberResourceWrapperを cproxy に
該当するクラスとみなした. なお, SubscriberResourceWrapper以外のクラスにおいてプロキシオ
ブジェクトの導入リファクタリングと関係のある変更は認められなかった. 本事例における変更箇所
について, cproxy = SubscriberResourceWrapper, csubject = Subscriberとし, 本ツールを適用した
ときの結果を図 12と表 2に, どの程度自動化できたかの評価項目ごとに, 対応するコードの抜粋をそ
れぞれ図 13-図 16に示す.
本事例では, csubjectにあたる Subscriberがコンパイル済みであり, 本ツールで用いられる静的解
析等を行う Eclipseプラグインである Java Development Tool (JDT)では, コンパイル済みのクラス
の解析が不可能であるため, RxJavaの適当な Javaパッケージ内に Subscriberクラスと全く同じ構
造を持つインターフェースを作成し適用を行った. 表 2より, 全体の 36%が完全に, もしくは部分的に
置換できていることがわかる. 置換及び追加ができなかった箇所は, 図 15に示すとおり, 明らかに自
動的に生成することが困難なコードが追加されている箇所であるため, 本リファクタリング及びツー




1 public final class SubscriberResourceWrapper<T, R> extends AtomicReference<Object>
implements Subscriber<T>, Disposable, Subscription {
2
3 final Subscriber<? super T> actual;
4
5 public SubscriberResourceWrapper(Subscriber<? super T> actual, Consumer<?
super R> disposer) {
6 this.actual = actual;
7 this.disposer = disposer;
8 }
9
10 public void onSubscribe(Subscription s) {
11 for (;;) {
12 Subscription current = subscription;

































1 public class SubscriberResourceWrapper<T> {
2 private Subscriber subscriber;
3




















24 public SubscriberResourceWrapper() {








1 public class SubscriberResourceWrapper<T>




1 for (;;) {
2 Subscription current = subscription;




7 if (current != null) {
8 s.cancel();























できた. Cfrom 内のプログラム要素はすべて cproxy型となり, Cfromに含まれないクラス内のプログラ
ム要素も文脈次第では cproxy型となる部分があることがわかる. RxJavaの事例においては, cproxyに
あたるクラスの作成のみではあるものの, 本リファクタリングに関わる変更のうち 36%を完全に, も
しくは部分的に置換及び追加に成功し, 一定の有効性を示すことができたと考えている.
本研究の調査範囲では, OSS等の事例において本リファクタリングのすべてのアルゴリズムを適用
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