We show that the usual notion of constraint propagation is but one of a number of similar inferences useful in quantitative reasoning about physical objects. These inferences are expressed formally as rules for the propagation of "labeled intervals" through equations. We prove the rules' correctness and illustrate their utility for reasoning about objects (such as motors or transmissions) which assume a continuum of different states. The inferences are the basis of a "mechanical design compiler", which has correctly produced detailed designs from "high level" descriptions for a variety of power transmission and temperature sensing systems.
1 Introduction "Constraint propagation" is often thought to be a key element in design [1, 2, 3, 4, 5, 6, 7, 8, 10] , hardware debugging [11] and spatial reasoning [12] . Intervals are among the most general constraints propagated; for example, given y -2x and 1 < x < 2, one concludes 2 < y < 4. The meaning and validity of this inference seem intuitively clear, and research attention has generally focused on its computational characteristics. In fact, we show here that the meaning of these statements and the validity of this inference, as applied to physical objects, requires more attention.
More precisely, the statement 1 < x < 2 can be considered a relationship between a variable name, an interval of values, and the permissible states of the physical object being described. Reasoning about physical objects can involve at least four different kinds of such relationships. Further, the inference shown exemplifies only one of three useful computations on equations and intervals; each of the three performs correct inferences only for appropriate interval-variable relationships.
We begin with an example demonstrating the utility of three kinds of interval propagation, then introduce four "labels" for interval-variable relationships. The bulk of the paper defines and proves the correctness of a variety *This work was done at the MIT AI Lab, with funding from the Industrial Technology Institute of Ann Arbor, Michigan, and the Office of Naval Research of propagation inferences over "labeled intervals". Finally, we briefly discuss the application of these ideas in a "mechanical design compiler"-a program which takes as input a schematic, specifications, and a utility function for a mechanical design, and returns a description detailed enough to allow construction of an optimal implementation.
1.1
An Example Figure 1 shows graphically the governing equation, t 0 = rt i , for an ideal variable-speed mechanical transmission; here t 0 and t i , are the output and input torques, and r is the continuously variable "transmission ratio". We use this equation to illustrate three different inferences.
Figure 1: Inferences on a Mechanical Transmission
Case A: Suppose that the transmission ratio is limited to the interval from 2 to 4, and that if the output torque goes above 8 or falls to less than 1, it will damage the attached load. This seems clear enough: 2 < r < 4, and 1 < t 0 < 8. We want to pick motors which cannot damage the load, and conclude that the input or motor torque must fall in the interval A, from 0.25 to 4; 0.25 < t i < 4. This is the usual notion of interval constraint propagation.
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Case B: In contrast, suppose that under the expected operating conditions the output torque must vary throughout the interval from 1 to 8 in order to drive the load. Note that we are not saying that the output torque is limited to the interval from 1 to 8; this interval means something else. With the same limits as in case A on the transmission ratio, we conclude that the motor torque must at least vary over the interval B, that is from 0.5 to 2, or the motor will fail to drive some load. This can't be "interval constraint propagation", since it gives different results with the same equation and interval inputs.
Case C: Now suppose that the transmission ratio is unknown, that the output torque must vary as in case B, and that the input torque is limited to the interval from 0.25 to 4. We conclude that the transmission must under some operating condition take on at least one value in the interval from 2 to 4, interval C; otherwise, at least one of the required output torques would be unattainable.
4, nor is it required to take on every value in this interval; this interval means something different still from those we have previously encountered.
The transmission equation relates the values for variables at a particular time. However, in each case, we used the equation to draw a conclusion about the set of values a variable could or should take on. Design is a natural area of application for such reasoning, because the designer must take into account the full variety of conditions under which his design must operate. Mechanical designers are in fact comfortable with the reasoning of the example, but if asked to justify it can provide only intuitive arguments. We will formalize these arguments, beginning by clarifying the possible relationships between variables, the states of an artifact, and intervals of values.
Some Application Problems
The rules derived above form part of a mechanical design compiler. This program accepts specifications, a utility function, and a schematic for a mechanical design, and returns catalog numbers for an optimal implementation 2 . Implementation of the compiler involves some difficulties we avoided in the preceding discussion.
Reasoning About Sets of Artifacts
The most important complication is that while throughout this paper we deal with representations of single objects, the compiler actually works with representations of sets of objects. [13] discusses these issues in detail; here we present only a sketch of some of the essential ideas. Basic sets of objects are those corresponding to a particular catalog number; because of manufacturing tolerances, no two of these will be exactly the same. These The catalog numbers, together with the schematics, would usually be sufficient in the test domains to support construction by skilled mechanics. Extension to domains in which many components must be specially machined for the particular design remains a research issue.
can be described using labeled intervals; each labeled interval description is true of each object in the set.
From the basic sets, we automatically build an abstraction hierarchy, formulating labeled interval descriptions which are true of each object in the abstracted supersets. Thus, the "cylinder" symbol in a hydraulic system schematic represents all the hydraulic cylinders in a particular catalog. Since the describing statements are true for every cylinder, the rules we have described can be used to propagate labeled intervals describing the "load", thereby inferring statements about the pumps and motors. Conflicts between these statements, and those describing the basic sets, are used to eliminate inappropriate basic sets. A binary search is used to find the best of the surviving implementations.
While the rules derived here remain valid, the irreducibility of basic sets introduces additional rules, discussed in [13] .
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Speech and Natural Language designs involving feedback loops, or where dynamic (as opposed to quasi-static) performance is important.
Performance
We discuss the expressive power of the labeled interval language and the performance of the compiler in detail in [14] . Here we remark only that the compiler has been tested on a wide variety of mechanical and hydraulic power train designs, as well a few temperature sensing systems. Some of these designs represent more than a million alternative solutions; the compiler has been able to select a solution, in each case, in less than twenty minutes. The solutions obtained seem consistently optimal; the time required to compile designs seems to grow as the logarithm of the number of alternatives represented, or linearly as the number of equations or variables used to describe them. The compiler has not been used on
