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1 Úvod 
Cílem této práce je vytvoření nástroje (softwaru) na porovnávání HTML 
souborů a zobrazování rozdílů mezi nimi. Též se zabývá principem a možnými 
přístupy k vlastnímu porovnávání. Jedním z hlavních cílů této aplikace je její 
uživatelská přívětivost, ve které je zahrnuto například rozumné zobrazování rozdílů 
uživateli. Produkt by měl být dostupný v podobě freeware s otevřeným zdrojovým 
kódem, což umožní případný další vývoj aplikace. 
Následující kapitola se věnuje specifikaci. Jsou v ní shrnuty hlavní požadavky 
na výsledné dílo. Dále se v ní analyzují vybrané existující produkty či algoritmy, 
které řeší stejný či podobný problém. Na základě vzájemného porovnání jejich 
vlastností jsou následně stanoveny detailnější cíle práce. Třetí kapitola se blíže 
zabývá návrhem řešení, vhodným pro porovnávání HTML souborů s přihlédnutím na 
požadavky.  
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2 Analýza 
Na problematiku porovnávání lze nahlížet dvěma způsoby: můžeme 
porovnávat zdrojový kód stránek, nebo můžeme porovnávat rozdíly z hlediska 
zobrazovaného textu, tedy z hlediska toho, co vidí uživatel ve svém prohlížeči. Práce 
se zabývá obojím. Zaměříme se především na porovnávání zobrazovaného textu. 
Uživatele obvykle zajímá právě zobrazovaná informace, nikoli to, zda se změnilo 
formátování souboru, případně jeho kódování. V analýze dáme přednost produktům 
porovnávající HTML. Existuje však i řada nástrojů zabývajících se porovnáváním 
textových dokumentů, na které se podíváme v další části. 
Úspěch programu není vždy dán jen kvalitou porovnávání, které by mělo 
představovat hlavní aspekt, ale i uživatelskou přívětivostí (jednoduchostí) a dalšími 
vlastnostmi. Proto se u vybraných produktů podíváme na jejich vlastnosti, které mají 
pro uživatele význam. Pro jednorázové porovnávání dvou verzí HTML souboru je 
jistě žádoucí, aby si uživatel mohl soubory vybrat v nějakém grafickém uživatelském 
rozhraní, spustit porovnávání a zobrazit výsledek. Pro opakované rutinní použití za 
účelem zjišťování změn na stránkách je však účelnější nástroj, dovolující své 
spuštění z příkazového řádku a ukládající rozdíly do souboru. 
Jedním z formátů, ve kterém by měl být výsledek porovnávání dostupný, je 
HTML soubor s novější verzí a zvýrazněnými změnami oproti verzi původní. 
Uživatel tak v prohlížeči snadno zjistí, které části stránky se změnily a jak. Vítanou 
funkcí programu je i možnost volby ignorování mezer, ignorování velikosti písmen 
či nezávislost na použitém kódování při porovnávání. Užitečným rysem je i podpora 
přímého porovnávání webových stránek, lokálních souborů nebo kombinace webové 
stránky s lokálním souborem. Při porovnávání konkurenčních programů nás budou 
zajímat i licence jednotlivých produktů a další poskytované funkce jako například 
drag&drop a podobně. 
2.1 Existující řešení pro porovnávání HTML 
Výběr produktů srovnávajících HTML čerpáme především z webové stránky 
pana McGowana [1], jak je uvedeno na jeho stránkách, který se analýzou programů 
porovnávajících HTML soubory rovněž zabýval. Pan McGowan prováděl svá 
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srovnávání především z uživatelského hlediska a hodnotil jednoduchost a přívětivost 
programu k uživateli. Osobně však za důležitější aspekt považuji samotnou kvalitu 
porovnávání. 
Prvním produktem, kterým se budeme zabývat je HTML Match, který pan 
McGowan ohodnotil jako jeden z nejlepších. 
2.1.1 HTML Match1 
Tento produkt získal řadu ocenění a je jen málo věcí, které mu lze vytknout. 
Jedná se však o komerční software – cena licence je $27.95 (cca 559 Kč2). 
Problémem je i to, že se vývoj tohoto softwaru – zdá se – zastavil. Poslední 
aktualizace webových stránek výrobce je z roku 2007.  
Program dokáže porovnávat soubory jak na úrovni zdrojového kódu, tak na 
úrovni vizuální. Vizuální rozdíly zobrazuje pouze v jednookenním zobrazení. 
Přidané, či smazané texty jsou zde ve formátu HTML doplněny a zobrazeny 
v původním souboru, jak je znázorněno na obrázku, viz Obrázek I. Další možná 
výsledná revize je zobrazena ve dvojokenním zobrazení (side-by-side), kde jsou 
otevřena dvě navzájem propojená okna vedle sebe a textově zobrazeny rozdíly, viz 
Obrázek II. V jednom je původní soubor a ve druhém soubor změněný se 
zvýrazněnými změnami. Je však možné i u tohoto použít jednookenní zobrazení. 
Porovnávání provádí ve třech možných úrovních a to na úrovni řádků, slov nebo 
znaků. Program splňuje požadavek na porovnávání lokálních souborů, webových 
stránek a jejich kombinací. Dalšími uživatelskými funkcemi jsou například: použití 
drag&drop, možnost program spustit z příkazového řádku a možnost rozdíly uložit 
do HTML souboru. Program dokáže zobrazit původní stránku v prohlížeči i s rozdíly 
v něm. Podporována je možnost volby ignorování mezer a porovnávání nezávislé na 
velikosti písmen. 
Nyní se pozastavme nad vlastnostmi vlastního porovnávání. Textové změny 
zvládá výborně, dokonce rozumí i struktuře HTML. Například u tabulek program 
rozezná přidání/odebrání řádku či sloupce, ale nezobrazí jej zvláště zvýrazněný. 
Odebrání, přidání či modifikace odkazů zobrazí jako změnu v textu. K celkovému 
                                                 
1
 http://www.htmlmatch.com 
2
 Případné přibližné ceny licencí v korunách vycházejí z aktuálních kurzů při psaní této práce, 
tedy 1 USD ≈ 20 Kč. 
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hodnocení bych připojil citaci pana McGowena [1]: „At this price, it may be the only 
such product worth buying“. 
 
Obrázek I: Jednookenní zobrazení rozdílů – HTML Match  
 
Obrázek II: Dvojokenní zobrazení rozdílů text. obsahu – HTML Match 
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2.1.1.1 Shrnutí vlastností programu HTML Match 
• Zobrazení změn: 
o jednookenní zobrazení nebo side-by-side se výrazněnými změnami 
• Porovnávání: 
o lokální soubory i webové stránky na internetu (i lokální s webovou 
stránkou) 
o porovnávání vizuálního aspektu html stránky, zdrojového kódu, 
textového obsahu 
o porovnávání na úrovni řádků, slov nebo znaků 
• Porovnávací vlastnosti: 
o textové změny dobré 
o přidání sloupce či řádku do tabulky (bez zvýraznění celého 
řádku / sloupce) 
o více mezer a enterů v kódu nezobrazí jako změnu (ignoruje) 
o odebrání a přidání odkazů či jejich modifikace se zobrazí jako změna 
textu 
• Funkcionalita: 
o použití drag&drop souborů do programu 
o spustitelnost programu z příkazového řádku a rozdíly uložit do HTML 
souboru 
o záložky mohou být přidány do výsledku porovnávání 
o podporována možnost ignorance mezer a case-sensitiv 
o zavolání HTML editoru přímo z programu 
o dokáže zobrazit původní stránku v prohlížeči s rozdíly v něm 
2.1.2 CS-HTMLDiff3 
Jedná se opět o komerční program, jehož ceny jsou: Single User License $99 
(cca 1980 Kč), User License Pack $295 (5 licencí za cca 5 900 Kč). Tento program 
zobrazuje změny jen v jednookenním zobrazení. Dokáže porovnávat zobrazovaný 
text\ i zdrojový kód stránky. Porovnávací vlastnosti jsou relativně dobré, jak píše 
i pan McGowan [1]: „This product works OK with only a few anomalies in what it 
thinks are differences“. Program detekuje rovněž změnu ve formátování, kterou 
                                                 
3
 http://www.componentsoftware.com/products/HTMLdiff/index.htm 
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zobrazí ve výsledku pomocí znaku „*“ (hvězdička). Částečně přihlíží i na změnu ve 
struktuře HTML. U tabulek se při přidání či odebrání řádku (sloupce) jen označí za 
přidaný či odebraný samotný text, což uživateli nedá na výstupu znatelně vědět, že 
byl přidán či odebrán řádek (sloupec). Nebere sice v potaz bílé znaky, ale na druhou 
stranu nedetekuje ani více značek <br /> za sebou, což není příliš vhodné, protože 
vizuální vzhled stránky je na značkách <br /> závislý. 
Program detekuje též změnu odkazů, přičemž tuto modifikaci zobrazí jako 
změnu textu. U detekce struktury HTML přihlíží na obrázky (nepárovou značku 
<img>), které při jejich změně zvýrazní.  
Z hlediska dalších funkcí v tomto programu můžeme ovlivnit case-sensitive 
porovnávání, generovat revizi do HTML či XML, porovnávat soubory na disku i na 
webu. S ohledem na konkurenční produkty a jejich funkcionalitu je však cena tohoto 
produktu příliš vysoká. 
 
Obrázek III: Jednookenní zobrazení rozdílů – CS-HTML Diff 
2.1.2.1 Shrnutí vlastností programu CS-HTML Diff 
• Zobrazení změn: 
o jednookenní zobrazení změn s výrazněnými změnami 
• Porovnávání: 
o porovnávat lze jen lokální soubory, nebo jen webové stránky 
o porovnávání zdrojového kódu 
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o porovnávání zobrazovaného textu s možností detekce změn 
formátování (tyto změny jsou zobrazeny pomocí znaku „*“) 
• Porovnávací vlastnosti: 
o textové změny dobré 
o přidání sloupce či řádku do tabulky jen přidá či ubere řádky a text 
v nich přidaný (nezobrazí se nijak změna tabulky) 
o více mezer a znaků nového řádku v kódu nezobrazí jako změnu, ale 
přidání více <br> rovněž nezobrazí jako změnu 
o odebrání a přidání odkazů se zobrazí jako změna textu 
o detekce změn obrázků 
• Funkcionalita: 
o ignorace formátovacích značek a case-sensitive 
o generování revize do XML či HTML 
2.1.3 MS Office Word 074 
Produktem, na který bychom při naší analýze neměli zapomenout je komerční 
produkt MS Word 2007 od Microsoftu, který je hojně užíván uživateli Windows. 
Cena tohoto produktu se liší podle licence. Microsoft Office Word 2007 (krabice) je 
k dispozici za cca 6 500 Kč. Pro studenty a domácnosti je produkt dostupný za cca 
1 700 Kč5 Kromě nativního formátu dokumentů umí stejně porovnávat i HTML 
soubory. Změny zobrazuje pouze v jednom okně, podobně jako CS-HTML DIFF, 
kde má navíc i okno s původním souborem, se změněným souborem a se seznamem 
změn. Lze porovnávat jen vizuální aspekt stránky. Porovnávací vlastnosti jsou dobré, 
např. nezohledňuje neviditelné znaky a dokáže porozumět i struktuře HTML, což se 
projeví například u tabulek, kde pozná, že byl přidán či odebrán sloupec a příslušně 
ho zvýrazní. Přidání či odebrání odkazu též rozpozná a zobrazí jako změnu textu. 
Další vlastností porovnávání je, že rozená změnu formátování textu, které nezvýrazní 
v textu, ale v podokně seznamu změn. Další funkce pro porovnávání jsou například 
ignorování case-sensitive. 
                                                 
4
 http://office.microsoft.com/cs-cz/word/FX100487981029.aspx 
5
 http://www.microsoft.com/cze/office/studenth/default. 
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Obrázek IV: Jednookenní zobrazení rozdílů – MS Office Word 2007 
2.1.3.1 Shrnutí vlastností programu MS Office Word 07 
• Zobrazení změn: 
o jednookenní zobrazení změn se výrazněnými změnami, s podokny 
původního souboru a změněného 
• Porovnávání: 
o pouze lokální soubory 
o porovnávání vizuálního aspektu HTML stránky 
o formátování – změny formátování nejsou vyznačeny v revizi, ale ve 
vedlejším okně, kde jsou všechny změny 
o porovnávání na úrovni slov, nebo řádků 
• Porovnávací vlastnosti: 
o textové změny dobré 
o zvýrazní přidání sloupce či řádku do tabulky 
o více mezer a znaků nového řádku v kódu nezobrazí jako změnu 
o odebrání a přidání odkazů či jejich modifikace se zobrazí jako změna 
textu 
o detekce změn obrázků 
• Funkcionalita: 
o ignorace formátovacích značek a case-sensitive 
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2.1.4 HTML Diff 6 
Posledním produktem, u kterého se zastavíme je HTML Diff. Jedná se 
o jednoduchý program napsaný v Pythonu, který ke zvýraznění změn v HTML 
dokumentech využívá knihovnu difflib. Charakteristika tohoto programu se dá 
vystihnout větou: „Specifically it doesn't break up HTML tags, does a word-by-word 
highlight, and outputs changes in HTML“, kterou napsal autor na svých stránkách. 
Tento program je využitelný především pro vestavění do vytvářených softwarů, které 
potřebují HTML porovnávání. Aplikaci, kterou má autor zveřejněnu na svém webu, 
lze využít velmi omezeně, protože má jen omezené možnosti nastavení funkce 
porovnávání. Například obsahuje jen jedinou úroveň porovnávání - porovnává pouze 
na úrovni slov. Výsledek je zobrazený výhradně v podobě jednookenní revize. 
Nedostatkem je i schopnost porovnávat jen webové stránky. Naopak velkou výhodou 
tohoto programu je jeho volná šiřitelnost a otevřenost zdrojových kódů. 
 
Obrázek V: Jednookenní zobrazení rozdílů – HTML Diff 
2.1.4.1 Shrnutí vlastností programu HTML Diff 
• Zobrazení změn: 
o jednookenní zobrazení se výrazněnými změnami 
• Porovnávání: 
o pouze webové stránky na internetu 
                                                 
6
 http://www.aaronsw.com/2002/diff 
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o porovnávání zobrazovaného textu 
• Porovnávací vlastnosti: 
o textové změny dobré 
o nepodporuje porozumění HTML struktuře 
• Funkcionalita: 
o žádná možnost nastavit parametry porovnávání nebo výběr z funkcí 
pro porovnávání 
2.2 Srovnání existujících řešení HTML porovnávání 
Ze zadání vyplývají dva základní požadavky pro vlastnosti porovnávání. 
Abychom vůbec vytvářeli program porovnávající HTML soubory, měli bychom 
především porovnávat zobrazovaný text. Neměli bychom opomenout ani 
porovnávání zdrojového kódu – podporují ho lepší z analyzovaných programů. Co 
se týče struktury HTML, máme dvě možnosti - nebrat ji v potaz nebo ji využít 
k lepšímu porovnávání. Například HTML Match dokázal porovnat tabulku lépe než 
CS-HTML Diff, což se projevilo např. při odebrání řádku tabulky. Takže dalším 
měřítkem bude detekce změn s přihlédnutím na strukturu HTML. 
Jedním z faktorů je i přívětivé uživatelské prostředí a ovládání. Komu by se 
chtělo stahovat stránku z webu, aby ji mohl porovnat? Nebo kdo by chtěl hledat 
v manuálu význam značek, které zobrazuje program textově v revizi po 
porovnávání? V tabulce tedy porovnáme produkty na základě výše diskutovaných 
programových vlastností. 
V tabulce níže uvedené již vidíme celkové hodnocení produktů. V dané buňce 
je plus „+“ nebo mínus „-“ což značí, že produkt má (+) danou schopnost (vlastnost), 
či nemá (-). 
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VLASTNOSTI FUNKCE \ PRODUKT 
CS-HTML 
DIFF 
MS WORD 
2007 
HTML 
MATCH 
HTML 
DIFF 
PO
R
O
V
N
ÁV
ÁN
Í 
POROVNÁVÁNÍ 
ZDROJOVÉHO 
KÓDU: 
+ - + - 
DETEKCE ZMĚN 
V TABULCE: + + + - 
DETEKCE ZMĚN 
ODKAZŮ: + + + + 
DETEKCE ZMĚN 
OBRÁZKŮ: + + + + 
DETEKCE VÍCE 
TAGŮ <BR />: - + + - 
DETEKCE ZMĚN 
FORMÁTOVÁNÍ: + + - - 
PR
O
G
R
A
M
U
 
SIDE BY SIDE 
ZOBRAZENÍ 
ROZDÍLŮ: 
- - + - 
VSTUPNÍ 
SOUBORY: 
WEB. STRÁNKY 
VS. LOKÁLNÍ 
(WEB,WEB) 
(LOK,LOK) (LOK,LOK) 
VŠECHNY 
KOMBINACE (WEB,WEB) 
SPUSTITELNOST 
Z POVELOVÉ 
ŘÁDKY: 
- - + - 
MOŽNOST 
VYPNUTÍ CASE-
SENSITIVE: 
+ + + - 
CENA LICENCE (V KORUNÁCH): 1 980 KČ 5 900 KČ 
6 440 KČ 
1 690 KČ 559 KČ FREEWARE 
Tabulka I: Srovnání vybraných konkurenčních produktů  
2.3 Existující řešení pro porovnávání textových dokumentů 
Podíváme se též na porovnávání čistých textů (plain text), které nám může 
pomoci při návrhu našeho řešení. Můžeme též předpokládat, že porovnávání plain 
textu budeme potřebovat, protože budeme porovnávat zobrazovaný text. 
U programů, které porovnávají čistý text, nás bude především zajímat, jaké 
jsou jejich výsledky porovnávání a případně jaký mají programový návrh. Jelikož 
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u licencovaných programů se tuto informaci lehce nedovíme, tak nahlédneme na 
programy s otevřeným zdrojovým kódem, u kterých máme ještě možnost využít dané 
již naprogramované části pro náš program. 
2.3.1 WinMerge7 
Tento program primárně zobrazuje změny mezi dvěma textovými soubory 
a vizuálně je prezentuje ve dvojokenní revizi. Navíc dokáže porovnávat obsahy 
složek a spojovat (merge) dvě revize souboru. WinMerge má otevřený zdrojový kód 
pod GNU General Public Licencí (GNU GPL). 
Následující informace budeme čerpat z WinMerge Development Wiki [2]. 
Programové řešení, které nás zajímá více než uživatelský interface, má dva rozdílné 
porovnávací prostředky a to pro porovnávání dvou souborů a pro porovnávání 
složek. Metoda pro porovnávání souborů pracuje vždy s řádky. To znamená, že 
nejmenší část při porovnávání je řádek. Porovnávání na úrovni slov či znaků je 
přidáno do programu pomocí GUI (Graphic User Interface – grafické uživatelské 
rozhraní) tehdy, když zobrazuje rozdíly, tudíž není výsledkem hlavní procedury pro 
porovnávání a není s ní spojeno. O jejich implementaci porovnávající text na úrovni 
slov/znaků je známo spousta problémů nebo chyb, které nemají ještě vyřešeny. 
Prostředek pro porovnávání souborů používá modifikovanou verzi Diffutils8. 
Aktuální implementace je založená na starší a neznámé verzi. Existují tedy novější 
verze Diffutils. Modifikace se týká například přidání podpory pro rozdílné EOL (End 
Of Line) styly, analyzování přesunutých řádků/bloků. 
Již zmiňované oddělené porovnávání na úrovni slov a znaků má několik 
nedostatků. Proto vývojáři píší o možnosti využít kromě jejich porovnávání též 
Geek’s implementaci (o které píší, že má též chyby, ale byla by lehčí pro opravení 
než jejich stávající verze) anebo využít jinou GPL implementaci. 
Zmiňují se též o teorii porovnávání řetězců. Porovnávání je založeno na 
hledání nejmenších rozdílů mezi dvěma řetězci. Což je ekvivalentní s hledáním 
nejdelší společné podsekvence - "Longest Common Subsequence" (LCS) dvou 
řetězců a označení zbytků dvou řetězců jako rozdílný. 
                                                 
7
 http://winmerge.org/ 
8
 http://www.gnu.org/software/diffutils/ 
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Obrázek VI: Dvojokenní zobrazení rozdílů text. obsahu – WinMerge 
2.3.2 Diffutils9 
Diffutils je skupina příkazů, které slouží k porovnávání souborů (obsahuje 
příkazy: diff, diff3, sdiff). Zajímat nás bude pouze příkaz diff, který zobrazí rozdíly 
mezi dvěma soubory. Výstupem programu je seznam rozdílů mezi soubory (po 
porovnávání na úrovni řádků) v několika možných formátech, které je možno zvolit 
pomocí přepínačů při spouštění tohoto příkazu. Poukážeme na základní fungování 
tohoto příkazu. 
Předtím si ještě vysvětlíme, co znamená pojem hunks10 (dále úseky). 
Následující informace budeme čerpat z manuálu Diffutils [3]. Jedná se o skupiny 
rozdílných řádků, které jsou obklopeny sekvencí společných řádků v obou 
souborech. GNU Diff porovnává dva soubory řádek po řádku. Hledá skupiny řádků, 
které jsou rozdílné, a ty reportuje v několika možných výstupech (normal, context, 
side-by-side, script, if-then-else). Snaží se přitom minimalizovat celkovou velikost 
úseků hledáním nejdelších sekvencí společných řádků (mezi kterými jsou malé 
úseky). Klasický výstup (normal) obsahuje jeden nebo více úseků, kde každý úsek 
zobrazuje jednu oblast, kde jsou soubory odlišné. Před každým úsekem je příkaz ke 
změně, který slouží při použití výstupu na změnu prvního souboru ve druhý, nebo 
                                                 
9
 http://www.gnu.org/software/diffutils/ 
10
 http://www.gnu.org/software/diffutils/manual/html_mono/diff.html.gz#Hunks 
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opačně. Výstup normal neobsahuje společná místa v souborech, ale pouze rozdílné 
bloky (úseky). Příklad úseku: 
change-command 
< from-file-line 
< from-file-line... 
--- 
> to-file-line 
> to-file-line... 
Program rozeznává tři typy změny (change-command). Každý obsahuje číslo 
řádku nebo rozsah řádků oddělených čárkou v prvním souboru, dále jeden znak 
ukazující typ změny (příkazu) a nakonec číslo řádku či rozsah ve druhém souboru. 
Čísla řádků jsou z původních vstupních souborů. Typy příkazů jsou:  
lar 
Přidání (add) řádků v rozsahu r z druhého souboru za řádek l prvního souboru. 
Například 8a12,15 znamená přidání řádků 12-15 z druhého souboru za 8. řádek 
prvního souboru. Nebo když měníme druhý soubor v první, tak smazání řádků 12-15 
z druhého souboru. 
fct 
Nahrazení (change) řádků v rozsahu f prvního souboru řádky v rozsahu t 
z druhého souboru. Například 5,7c8,10 znamená změnit řádky 5-7 prvního souboru 
za řádky 8-10 z druhého souboru. Nebo když měníme druhý soubor v první, tak 
změnit řádky 8-10 druhého souboru za řádky 5-7 prvního souboru. 
rdl 
Smazání (delete) řádků v rozsahu r z prvního souboru. Řádek l náleží místu 
v souboru dvě, kam by bylo nutné přidat rozsah r z prvního souboru, v případě 
změny druhého souboru v soubor první. Například 5,7d3 znamená smazání řádků 5-7 
z prvního souboru, nebo – pokud měníme druhý soubor v první – přidání řádků 5-7 
z prvního souboru za třetí řádek druhého souboru. 
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Obrázek VII:Zobrazení rozdílů mezi dvěma textovými soubory „o“ a „m“ 
2.4 Cíle práce 
Z analýzy vidíme, že z vybraných produktů je zřejmě nejlepší HTML Match. 
Přes ukončení jeho vývoje je nejvíce propracován a navíc má oproti ostatním 
vybraným komerčním produktům nejnižší cenu. Budeme se tedy snažit vytvořit 
produkt srovnatelný v základních rysech právě s tímto programem. Vzhledem 
k omezené kapacitě zdrojů během vývoje je nutné vybrat nejdůležitější body 
programu a nezabývat se nepodstatnými rozšířeními. Program by však měl být 
modulární a zdokumentovaný natolik, aby bylo možné další rozšíření doplňovat 
později. V tomto ohledu může rovněž pomoci již zmiňovaná svobodná licence.  
Základem implementace bude porovnávání zobrazovaného textu s výstupem 
do HTML souboru s přehledným zobrazením změn. Připojíme k tomu též 
porovnávání zdrojového kódu, které mají naimplementováno lepší softwary 
(CS-HTML Diff, HTML Match). Vzhledem k požadavku na přívětivost 
(využitelnosti) programu k uživateli se pokusíme naimplementovat v první řadě 
program spustitelný z příkazového řádku – ne vždy chce uživatel program pracně 
spouštět a s programem komunikovat, aby se soubory porovnaly. Dalším 
plánovaným požadavkem, který zlepší přívětivost, bude možnost ovlivňovat samotné 
porovnávání či vzhled výsledné revize pomocí parametrů programu. Uživatel by měl 
mít například možnost změnit způsob označování změn a jejich vzhled. Případné 
grafické uživatelské rozhraní považujeme za nadstavbu. Při podrobnější algoritmické 
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analýze se zkusíme zaměřit i na strukturu HTML. Program by jí měl brát v potaz 
a tím lépe porovnávat.  
Shrňme tedy kladené požadavky na program: 
1. Porovnávání HTML dokumentů na úrovni zdrojového kódu. 
2. Porovnávání HTML dokumentů na úrovni zobrazovaného textu. 
3. Zobrazení jednookenní revize výsledku (v prohlížeči). 
4. Spustitelnost z příkazového řádku. 
5. Uživatelská nastavitelnost programu. 
6. Modulární řešení z důvodu snadnějšího připojování případných rozšíření. 
Jiní uživatelé (programátoři) mohou sami doprogramovat případná 
rozšíření. Například podpora CSS stylů. 
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3 Návrh řešení 
Program by měl umožnit porovnávat soubory jak na úrovni zdrojového kódu, 
tak na úrovni zobrazované stránky. 
• Cílem porovnávání na úrovni zdrojového kódu je zobrazit změny (rozdíly) 
dvou zdrojových kódů HTML stránek do prohlížeče. Je tedy nutné 
vygenerovat novou HTML stránku, která bude vizualizovat změny mezi 
oběma zdrojovými kódy. Výstupem bude původní soubor se zvýrazněnými 
změnami, které jej převádějí na druhý vstupní soubor. 
• Cílem porovnávání zobrazovaného textu je zobrazit změny (rozdíly) dvou 
HTML stránek do prohlížeče. Výstupem bude původní HTML stránka se 
zanesenými změnami, kterými se liší modifikovaná HTML stránka (druhý 
vstupní soubor). 
Před návrhem řešení programové části se nejdříve zastavme u možností volání 
programu a jeho rozhraní z hlediska CLI11 vs. GUI12. Zvažovány byly následující 
možnosti: 
a) pouze CLI aplikace 
b) GUI aplikace, která podle svých parametrů zobrazí okno, či nikoli 
c) CLI aplikace spolu se samostatnou GUI aplikací, která CLI aplikaci spustí 
na pozadí 
d) sdílená knihovna využitá jak v CLI aplikaci, tak i v GUI aplikaci 
Po zvážení byla vybrána zvýrazněná možnost a). Program je tak možné 
spouštět z příkazového řádku, a přitom je snadné program rozšířit na variantu c). 
GUI aplikace není v této práci implementována a je ponechána jako možné budoucí 
rozšíření. Nevýhoda zvoleného řešení je v tom, že program nelze do GUI 
zakomponovat jinak než externím voláním. Výhodou je možnost program odkudkoli 
automatizovaně a opakovaně volat pomocí dávkových příkazů a skriptů. 
Pro lepší návrh algoritmu se nejprve podívejme, jaké jsou rozdíly mezi 
vybranými druhy porovnávání z uživatelského hlediska. Uživatel bude porovnávání 
                                                 
11
 Command Line Interface 
12
 Graphical User Interface 
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zdrojového kódu používat především pro zobrazení strukturálních změn HTML 
stránek, tj. změn v HTML kódu, a nebudou ho v tom okamžiku zřejmě tolik zajímat 
změny textové. Na druhé straně porovnávání zobrazovaného textu využije uživatel 
především pro zobrazení textových změn a ne změn strukturálních.  
Jedním z problémů je způsob prezentace výsledku porovnávání zobrazovaného 
textu při větších zásazích do struktury. Například změna odstavce za tabulku (text, 
který byl dříve uzavřen ve značkách <p> je nyní umístěn do značek <table>) nebo 
rozdělení jednoho oddílu (<div>) na dva. Stojíme před otázkou, zda by chtěl uživatel 
vidět první odstavec jako smazaný a tabulku jako přidanou13, původní div smazaný 
a dva nové jako přidané nebo nikoli. 
3.1 Procesy programu 
Při porovnávání na úrovni zdrojového kódu můžeme zanedbat sémantické 
rozdíly mezi strukturou a prostým textem, protože při výpisu změn zobrazujeme celý 
zdrojový kód se změnami. Pro toto porovnávání se nám tedy hodí již zmiňovaný 
a analyzovaný příkaz Diff z Diffutils. Abychom jádro porovnávání měli v obou 
případech stejné, je vhodné použít Diff i u porovnávání na úrovni zobrazovaného 
textu. Případné strukturální změny, které zjistíme, můžeme buď ignorovat, či se 
k nim nějak specificky zachovat podle jejich druhu. 
Nyní se již zaměřme na algoritmus vlastního porovnávání a prezentace 
výsledků. Algoritmus bude mít jistě více fází, a to již před vlastním porovnáváním. 
Například pro vypsání rozdílů na úrovni zdrojového kódu v prohlížeči budeme muset 
převést HTML značky na entity, které se nebudou interpretovat jako HTML značky, 
ale vypíší se jako prostý text. Dále před vlastním porovnáváním souborů budeme 
muset vstupní soubory upravit tak, aby příkaz Diff nalezl podstatné změny 
a vynechal změny nepodstatné. Můžeme zde například odstranit značky a znaky, 
které nejsou pro vizuální aspekt stránky významné (nemění ji). Takto můžeme 
odstranit posloupnosti bílých znaků, změnit kódovou stránku textu, nebo zalámat text 
do řádků nějakým předem definovaným způsobem nezávisle na formátu zdroje. 
Tento proces modifikace vstupních souborů před vlastním porovnáváním budeme 
dále v textu nazývat normalizace. Zde s výhodou využijeme požadavek na 
                                                 
13
 Například Word rozdělení jednoho elementu DIV na dva nedetekuje, tzn. v revizi není 
zaznamenána změna. 
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modularitu programu. Modulární návrh umožní, aby se daly fáze v budoucnu 
přidávat či naopak pro danou instanci programu vypnout v případě, že na ní nebudu 
závislé jiné fáze. 
Výsledné rozdíly chceme zobrazovat v jednookenní revizi. První variantou je 
prezentace výsledku pouze v podobě seznamu zjištěných změn bez kontextu. To by 
vedlo k výrazně horší orientaci ve změnách, protože uživatel si jen těžko zapamatuje 
kontext v případě obsáhlejší HTML stránky. Druhou a lepší variantou je vytvoření 
revize z původního souboru, ve které budou změny vhodným způsobem 
zakomponovány. Takto prezentuje jednookenní revizi většina konkurenčních 
programů. Seznam změn představuje maximálně vedlejší funkci (MS Word) pro lepší 
navigaci ve změnách. 
Po porovnávání normalizovaných zdrojových textů máme k dispozici výstup 
z programu GNU Diff (patchfile – posloupnost příkazů append, delete, change) 
a příkaz GNU Patch, který aplikuje patchfile a mění tím první normalizovaný soubor 
ve druhý, nebo naopak. Zde máme možnost modifikovat výsledný patchfile tak, aby 
po aplikaci na originální soubor vznikla požadovaná revize. 
Samotný patchfile obsahuje jen řádky, u kterých došlo k nějaké změně. Tedy 
po aplikaci patchfilu (vytvoření revize) budou ovlivněny jen oblasti souboru, které 
byly obsažené v patchfilu. Kdybychom chtěli ovlivnit ostatní řádky, museli bychom 
výslednou revizi dodatečně upravit. Hodit se nám to může z důvodu přidání 
externího CSS stylu, či označení nezměněných částí souboru. 
3.2 Zapouzdření normalizace a modularita 
Výše popsanou normalizaci chceme využít jak při porovnávání zdrojových 
kódů, tak i při porovnávání HTML stránky na úrovni zobrazovaného textu. Rozdíly 
v normalizaci pro dané druhy porovnávání jsou jasné, např. ve fázi vynechávání 
HTML značek nás budou jistě zajímat vždy jiné značky. Například komentáře 
nemění HTML stránku vizuálně, ale při porovnávání zdrojového kódu by nás změny 
v komentářích mohly zajímat. Je přitom neefektivní obě normalizace zcela oddělit 
a udělat normalizaci pro porovnávání zdrojového kódu a pro porovnávání 
zobrazovaného textu zvlášť, protože některé části bude mít jistě společné. Vhodné je 
proto implementovat jednotný kód normalizace, kde bude možné některé 
normalizační filtry či jejich části zapínat a vypínat pomocí přepínačů. To umožní 
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uživateli zvolit, zda-li chce například při porovnávání zdrojového kódu brát v potaz 
komentáře či ne. 
Budeme tedy mít tři typy normalizačních filtrů (závislé na druhu porovnávání):  
• pro porovnávání na úrovni zdrojového kódu 
• pro porovnávání na úrovni zobrazovaného textu 
• pro obojí porovnávání 
Každý z těchto filtrů bude mít informaci o tom, zda-li je: 
• explicitní filtr – filtr, který se provádí vždy 
• uživatelsky volitelný filtr – filtr, který je možné vypnout 
Oddělením normalizace a vlastního porovnávání navíc zlepšíme modularitu 
programu. Jako modul pro řádkové porovnávání můžeme vzít i jiný program než 
GNU Diff a nemusíme jej učit částem normalizace. Stačí, aby rozuměl vstupním 
souborům, uměl generovat požadovaný výstup a rozuměl daným přepínačům, které 
využíváme, a soustředil se na čisté porovnávání. Dále bychom tuto modifikaci 
modulu (programu) provádějícího vlastní porovnávání mohli provést jen za 
předpokladu, že bychom měli práva měnit zdrojový kód. 
Modularita a větší možnost modifikace programu se zlepší i vytvořením 
normalizace jako kolony filtrů v předem daném pořadí. Některé filtry by přitom 
mohly vyžadovat zapojení se do vytváření revize – tzn. modifikace patchfilu. 
Například z důvodu, že si při normalizaci daly do souboru své vlastní značky či 
zaznamenaly nějakou informaci, kterou by chtěly při vytváření revize využít. Proto je 
postup vytváření revize řešen podobně jako normalizace, tzn. kolonu filtrů. Filtry 
budou ty samé jako normalizační s tím rozdílem, že se tentokrát budou vykonávat 
v opačném pořadí. Tedy každý normalizační filtr bude mít dvě metody, kde jednu 
bude využívat při normalizaci před porovnáváním souborů a druhou při vytváření 
revize po jejich porovnávání. 
3.3 Shrnutí návrhu 
Shrňme zjištěná pozorování a poznatky: 
• program bude vytvořen ve formě CLI aplikace 
• porovnávání zdrojového kódu slouží především pro sledování strukturálních 
změn 
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• porovnávání zobrazovaného textu slouží především pro sledování textových 
změn 
• program bude mít více fází normalizace formou kolony filtrů – možnost 
modularizace programu 
• patchfile bude možné po porovnávání souborů modifikovat pomocí 
normalizačních filtrů, vykonaných v opačném pořadí než při normalizaci 
• revize originálního souboru bude získávána aplikací modifikovaného 
patchfile z GNU Diffu pomocí programu GNU Patch 
• dodatečná úprava revize pro případné doplnění CSS stylů, či ovlivnění řádků, 
které nebyly obsaženy v patchfilu 
 
Průběh operací programu bude mít následující kroky (viz Obrázek VIII – 
v závorkách jsou odkazy na obsah obrázku): 
1) Před tím, než budeme cokoli provádět se vstupem, měli bychom zařídit 
načítání vstupních parametrů (a, b, c), pro rozeznání druhu 
požadovaného porovnávání, možnosti vypnutí některých filtrů, atd. 
2) Provedeme normalizaci (konverzi) vstupních souborů tak, aby po aplikaci 
GNU Diffu vyšly požadované výsledky (d, e). 
3) Po normalizaci vstupu porovnáme výsledné normalizované soubory 
samotným GNU Diffem. 
4) Z porovnávání získáme patchfile (f), který v další části upravíme pomocí 
normalizačních filtrů v opačném pořadí tak, aby byl aplikovatelný na 
originální HTML soubor, tzn. vznikla požadovaná revize změn. 
5) Výsledný upravený patchfile (g) s originálním HTML souborem (d) 
použijeme jako vstup programu GNU Patch a získáme tím revizi (h). 
6) Revizi nakonec dodatečně upravíme (i), pokud to daný typ porovnávání 
bude vyžadovat. 
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Obrázek VIII: Diagram znázorňující průběh práce programu 
3.4 Speciální značky 
Před detailním rozborem normalizační fáze programu se podíváme na speciální 
prvky HTML, které mohou normalizaci ovlivnit. Jsou to především HTML elementy, 
které mají speciální formátovací význam a elementy jejichž obsah není 
zobrazovaným textem. Detekování těchto značek a použití příslušné operace se 
v základním vývoji programu nebudeme zabývat a ponecháme je jako možnost 
případného rozšíření. Dané elementy jsou převzaty ze standardu W3C specifikace 
pro HTML 4.01 [4]. 
Prvním z takových elementů je: 
<PRE>…</PRE> 14 
Pre-formatted text (před-formátovaný text). Text uvnitř těchto značek je 
zobrazen neproporcionálním písmem. Zatímco prohlížeč v ostatních značkách 
ignoruje odřádkování a více bílých znaků, ve značce <PRE> toto formátování 
zachovává. Na tento element by bylo žádoucí dát pozor při případných změnách ve 
formátování vstupních souborů. 
                                                 
14
 http://www.w3.org/TR/html401/struct/text.html#h-9.3.4 
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Další speciálním elementem je: 
<XMP>…</XMP> 
U této značky15 se zastavíme pouze okrajově a nebudeme se jí detailně 
zabývat. Od verze HTML 2.0 je uváděna jako deprecated (kritizována, neschválena) 
a od verze HTML 4.0 je invalid (neplatná). 
Posledním speciálním prvkem HTML je sekce s CDATA16: 
<![CDATA[ 
   ... code ... 
]]> 
V XHTML skriptu jsou znaky jako „<“, „&“ znaky speciálními. Uvozují 
úseky, které se interpretují v prohlížeči jinak než obyčejný obsah. Znakem „<“ 
začínají HTML značky a znakem „&“ entity (např.: &amp; se v prohlížeči zobrazí 
jako jeden znak: &). Uvnitř sekce CDATA se dané znaky nepovažují za speciální 
a zobrazí se tak, jak jsou zapsány. Na tuto sekci je třeba dávat pozor v případě, kdy 
budeme zasahovat do HTML značek, nebo s nimi nějak manipulovat, protože zde se 
chápou jako prostý text. Na obrázku vidíme, jak vypadá interpretace speciálních 
značek PRE a CDATA v prohlížeči. 
 
Obrázek IX: Zobrazení značky PRE a CDATA v prohlížeči  
První element jehož obsah se nezobrazuje v HTML stránce je element 
                                                 
15
 Tato značka se chová jako značka <PRE>. Navíc všechny značky uvnitř této značky 
prohlížeč nezpracuje a vypíše je jako čistý text. 
16
 http://www.w3.org/TR/1999/REC-html401-19991224/types.html#h-6.2 
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<STYLE>…</STYLE> 17 
Dovoluje programátorovi přidat definici stylu pro danou HTML stránku. 
Následující element, jehož obsahem je skriptovací jazyk je: 
<SCRIPT>…<SCRIPT> 18 
Skript obsažený v tomto elementu se vykonává na klientském počítači ve 
chvíli, kdy je dokument načten, nebo když nastává nějaká specifická událost. 
3.5 Zpracování patchfilu – change blok 
Podívejme se ještě na vlastní porovnávání, jemuž je nutné normalizaci 
přizpůsobit. V úvodu návrhu řešení jsme pro vlastní porovnávání vybrali program 
GNU Diff z Diffutils, který produkuje seznam změn, používající tři operace append, 
delete, a change. U operací append a delete je požadovaný výstup zobrazení 
v HTML triviální – buďto daný blok zobrazíme jako přidaný, nebo naopak jako 
smazaný. Operace change je o něco složitější, protože GNU Diff tímto spáruje bloky, 
které jsou kombinací operace append a delete. Blok v prvním souboru je smazán a za 
něj je vložen blok z druhého souboru. Přistupovat k této situaci jako ke dvojici 
operací append a delete by však bylo nešikovné. Kvůli změně jednoho slova v řádku 
by se celý řádek označil jako smazaný. Lepším přístupem bude porovnat ještě tyto 
dva bloky nástrojem pro porovnávání textu na menší úrovni než na úrovni řádků, 
např. na úrovni slov či znaků, a označit v těchto blocích jen dané změny. 
Zde se nabízí použití programu GNU WDiff19, který je sám pouze front-endem 
pro GNU Diff. I tento program tedy zadané soubory pouze připravuje a pro vlastní 
porovnávání využívá příkazu Diff. Porovnává soubory na úrovni slov, kde se slovo 
chápe jako libovolný úsek textu, ohraničený bílými znaky. Funguje tak, že vytvoří 
dva dočasné nové soubory, ve kterých jsou jednotlivá slova na samostatných řádcích 
a následně spustí GNU Diff na tyto soubory. V původním souboru pak označí 
smazané a přidané souvislé sekvence slov tak, že před a za ně přidá speciální znaky. 
Defaultně je pro smazanou sekvenci nastaveno „[-“ a „-]“, pro přidanou sekvenci 
„{+“ a „+}“. Tento program je pro nás využitelný pouze, pokud by nám stačilo 
s daným blokem pracovat jako s čistým textem. Vzhledem k tomu, že se strukturou 
                                                 
17
 http://www.w3.org/TR/html401/present/styles.html#h-14.2.3 
18
 http://www.w3.org/TR/html401/interact/scripts.html 
19
 http://www.gnu.org/software/wdiff/ 
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HTML chceme nějak pracovat, je pro nás lepší si naprogramovat obdobný front-end 
vlastní a zakomponovat jej do celého programu s dovedností rozumět HTML 
značkám. 
3.6 Normalizace - společná 
Samo zakomponování normalizace do HTML porovnávání je založeno na 
podobné filosofii, jako program GNU WDiff. Zároveň toto řešení zvyšuje modularitu 
programu. Bez normalizace bychom museli zasahovat do programu pro vlastní 
porovnávání (GNU Diff), nebo implementovat vlastní porovnávací algoritmus, což 
by kladlo vysoké nároky na budoucí údržbu celého programu. Následující sekce 
blíže popisují jednotlivé fáze normalizace používané vždy a důvody, které vedly 
k jejich zařazení. 
3.6.1 Odřádkování 
GNU Diff porovnává text na úrovni řádků. Prohlížeče naopak řádkování 
použité ve vstupním souboru – až na výjimky popisované výše – ignorují. Bylo by 
proto pro nás výhodné, kdybychom měli vstupní kód před porovnáváním 
zformátovaný tak, abychom závislost na řádkování odstranili. Každá HTML značka 
může být během normalizace umístěna na samostatném řádku s vynecháním bílých 
znaků před a za ní za předpokladu, že se nejedná právě o výše uvedené výjimky. 
Výhodou je i to, že pokud bude vstupní dokument ve formě souvislého toku textu 
a HTML značek bez odřádkování, GNU Diff jej obdrží ve víceřádkové podobě a tím 
lépe rozezná změny ve struktuře a v textu a nebude muset dodatečně porovnávat celý 
řádek na úrovni slov, protože GNU Diff by vrátil jednu change operaci s celým 
řádkem. 
Pokud by HTML značka byla rozepsána na více řádků (např. každý atribut 
dané značky uvedený na samostatném řádku), GNU Diff by danou změnu detekoval, 
ale v následné modifikaci patchfilu bychom nebyli s to rozhodnout, že daná změna 
patří k HTML značce a ne k prostému textu. Tento fakt odstraníme jednoduchou 
úpravou, kdy danou HTML značku umístníme vždy na jeden samostatný řádek. 
Výjimku tvoří element PRE, u kterého se zachovává formát, a tudíž odřádkování 
HTML značek by změnilo vzhled HTML stránky v části tohoto elementu. 
Jelikož v tomto normalizačním filtru rozpoznáváme jednotlivé HTML značky, 
připojíme zde další normalizační operaci. Tou je odstranění rozdílů velikosti písmen 
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ve značkách, protože v HTML jsou jména značek na velikosti písmen nezávislá20, 
jak je uvedeno ve standardu HTML 4.01 [4]. Jména atributů HTML značek jsou též 
nezávislá na velikosti písmen. Závislost jednotlivých hodnot atributů je zaznamenáno 
přímo u jejich definice HTML, ale z pravidla jsou též nezávislá. Pro komplikovanost 
rozeznávání jednotlivých atributů v programu a zjišťování jejich závislosti na 
velikosti písmen, budeme na malá písmena převádět všechny atributy i jejich 
hodnoty. Ukázka této normalizace je znázorněna na následujícím příkladu. 
<!-- text komentare --> 
<TABLE 
boRDer=“1“> 
 
<tr><td>Nadpis  1</td> 
 
<td>Nadpis        2</td></tr> 
 
</table> 
<p 
 
CLASS=“block“>Práce popisuje návrh    a  
implementaci  
 
       nástroje na…</p> 
 
<!-- text komentare --> 
<table border=”1”> 
 
<tr> 
<td> 
Nadpis 1 
</td> 
 
<td> 
Nadpis        2 
</td> 
</tr> 
 
</table> 
<p class=“block“> 
Práce popisuje návrh    a  
implementaci  
 
       nástroje na… 
</p> 
3.6.2 Zanedbávání formátování 
Dalším krokem normalizace bude zanedbávání formátování. Na rozdíl od 
odřádkování HTML značek, které neovlivňuje výsledek GNU Diffu (textové změny 
se stále detekují, jen se oddělí text od značek), různý formát HTML kódu detekci 
                                                 
20
 http://www.w3.org/TR/html4/intro/sgmltut.html#h-3.2.1 
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změn ovlivní (po přidání více mezer za sebou detekuje jako změnu, i když 
v prohlížeči jsou stránky totožné). 
Pro maximální nezávislost porovnávání na formátování je nutné zbavit se 
sekvencí mezer, tabulátorů, prázdných řádků a jejich kombinací. Výjimka by měla 
být u elementu PRE, ve kterém se v prohlížeči zachovává formát HTML kódu 
a případná detekce změn ve formátování je zde tudíž žádoucí. 
Zbavení se sekvencí bílých znaků bude obnášet následující: 
• sekvenci obsahující nový řádek nahradíme za jeden nový řádek 
• sekvenci neobsahující nový řádek nahradíme za jednu mezeru 
Případné zbývající změny odřádkování bude GNU Diff detekovat ve formě 
operace change. Ale následné porovnávání change bloku na úrovni slov změnu 
nepostřehne. Tedy ve výsledku porovnávání na úrovni zobrazovaného textu se daná 
změna neprojeví, protože při modifikaci patchfilu nebude co označit jako změnu. 
Podobná situace bude při porovnávání na úrovni zdrojového kódu, kde ale bude 
záležet, zda-li samotný change blok budeme zvýrazňovat (již před dodatečným 
porovnáváním na úrovni slov) či nikoli. Ukázka změny souboru, způsobená 
zanedbáváním formátování je znázorněna na následujícím obrázku. 
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<!-- text komentare --> 
<table border=”1”> 
 
<tr> 
<td> 
Nadpis 1 
</td> 
 
<td> 
Nadpis        2 
</td> 
</tr> 
 
</table> 
<p class=“block“> 
Práce popisuje návrh    a  
implementaci  
 
       nástroje na… 
</p> 
 
<!-- text komentare --> 
<table border=”1”> 
<tr> 
<td> 
Nadpis 1 
</td> 
<td> 
Nadpis 2 
</td> 
</tr> 
</table> 
<p class=“block“> 
Práce popisuje návrh a  
implementaci  
nástroje na… 
</p> 
3.6.3 Zanedbávání HTML elementů a značek 
V HTML budou jistě existovat elementy či značky, které nebudeme chtít 
zahrnout do vlastního porovnávání – tzn. nechceme u nich detekovat změny. 
Zanedbávání HTML značek chápeme jako ignoraci GNU Diffu při porovnávání 
tzn. vybrané značky budou odstraněny již před vlastním porovnáváním GNU Diffem 
nebo ignorovány samotným GNU Diffem. 
Zanedbávání při porovnávání nejsme schopni pomocí GNU Diffu zajistit21. 
Pomocí přepínače -I jsme schopni ignorovat jen smazané či přidané řádky, které 
odpovídají danému regulárnímu výrazu a navíc mu musí odpovídat všechny řádky 
v daném úseku (hunk). Museli bychom tedy zvolit přístup přes mazání daných 
značek před vlastním porovnáváním, ve kterém nám ale vyvstane otázka, zda-li 
                                                 
21
 http://www.gnu.org/software/diffutils/manual/html_mono/diff.html.gz#Specified%20Folding 
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smazané značky do výsledné revize navracet, nebo ne. Při navracení se nám proces 
zanedbávání HTML značek značně zkomplikuje. 
Do naší implementace nezahrneme navracení zanedbávaných elementů 
z důvodu, že pokud se uživatel rozhodne k zanedbávání některých elementů, 
předpokládejme, že ho tyto elementy nezajímají a jsou nežádoucí ve výsledné revizi. 
Dokonce při porovnávání na úrovni zdrojového kódu uživatel vidí v revizi výsledný 
zdrojový kód, který má být revizí změn. Pokud by revize obsahovala změny 
v zanedbávaných HTML značkách, tak by to již nebyla revize změn a uživatele by 
mohlo zmást, že není provedeno označení některých elementů, u kterých došlo ke 
změně. 
Jediným zanedbávaným elementem, který zahrneme do naší implementace jsou 
HTML komentáře, které nijak nemění vzhled stránky (slouží pro účely 
programátorů). Tudíž detekce změn je u nich někdy i nepotřebná, či nežádoucí. 
Komentář je definován22 dle standardu HTML 4.01 [4] následovně:  
<!-- this is a comment --> 
<!-- and so is this one, 
    which occupies more than one line --> 
mezi otevíracími znaky komentáře „<!“ a „--“ nesmí být bílé znaky, ale mezi 
uzavírajícími znaky komentáře „--“ a „>“ jsou dovoleny. V komentáři se nesmí 
objevovat dvě či více za sebou jdoucích pomlček „--“. 
Při porovnávání by mohl uživatel chtít mít možnost tuto fázi normalizace 
vypnout (např. u porovnávání na úrovni zdrojového kódu) a tím pádem změny 
v komentářích detekovat. Proto dáme možnost uživateli tuto fázi vypnout. 
                                                 
22
 http://www.w3.org/TR/html4/intro/sgmltut.html#h-3.2.4 
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<!-- text komentare --> 
<table border=”1”> 
<tr> 
<td> 
Nadpis 1 
</td> 
<td> 
Nadpis 2 
</td> 
</tr> 
</table> 
<p class=“block“> 
Práce popisuje návrh a  
implementaci  
nástroje na… 
</p> 
 
<table border=”1”> 
<tr> 
<td> 
Nadpis 1 
</td> 
<td> 
Nadpis 2 
</td> 
</tr> 
</table> 
<p class=“block“> 
Práce popisuje návrh a  
implementaci  
nástroje na… 
</p> 
3.7 Normalizace – při porovnávání zdrojového kódu 
U porovnávání zdrojového kódu budeme revizi změn vypisovat do původního 
souboru a dále zobrazovat v prohlížeči. Zde nastává problém u vypisování 
zdrojového kódu do prohlížeče, protože musíme prohlížeči „říci“ jaké značky má 
interpretovat a jaké má textově zobrazit. Bylo by sice možné použít speciální prvek 
CDATA, který neinterpretuje HTML značky, ale vedlo by to k problému, že bychom 
museli každou HTML značku, kterou chceme textově vypsat, vložit do elementu 
CDATA. Lepší variantou je zaměnit speciální znaky „<“, „>“ a „&”, kterými 
začínají a končí HTML značky a entity za entity „&lt;“, „&gt;“ a „&amp;“, které se 
interpretují do daných znaků.  
Převod speciálních znaků na entity je zakomponován ve fázi normalizace a ne 
při sestavování patchfilu, protože ve změnách mohou být též HTML značky, které 
bychom museli při vkládání do výsledné revize rovněž převádět, stejně jako bychom 
nejdříve museli převádět vstupní soubor, do kterého budeme vkládat změny. Když 
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převedeme dokument před porovnáváním, máme porovnání s entitami a nemusíme 
již nic převádět a stačí nám jen přidávat HTML značky pro zvýraznění změn. 
<table border=”1”> 
<tr> 
<td> 
Nadpis 1 
</td> 
<td> 
Nadpis 2 
</td> 
</tr> 
</table> 
<p class=“block“> 
Práce popisuje návrh a  
implementaci  
nástroje na… 
</p> 
 
&lt;table border=”1”&gt; 
&lt;tr&gt; 
&lt;td&gt; 
Nadpis 1 
&lt;/td&gt; 
&lt;td&gt; 
Nadpis 2 
&lt;/td&gt; 
&lt;/tr&gt; 
&lt;/table&gt; 
&lt;p class=“block“&gt; 
Práce popisuje návrh a  
implementaci  
nástroje na… 
&lt;/p&gt; 
3.8 Normalizace – při porovnávání zobrazovaného textu 
U tohoto porovnávání nemáme základní speciální požadavky pro normalizaci. 
Hlavní požadavky byly splněny ve společné normalizaci (odřádkování, zanedbání 
bílých znaků). 
Výjimku tvoří speciální prvky HTML jako element PRE a prvek CDATA, které 
jsou popsány v předchozích kapitolách. Jelikož speciální chování k těmto značkám 
nebude zahrnuto v základní implementaci této práce, proto přístup k těmto značkám 
jen nastíníme. Pro zvýraznění změn v sekci CDATA se musí využít HTML značky, 
které by se ale v této sekci neinterpretovaly při zachování CDATA a zobrazily se jako 
normální text. Tudíž se musí smazat počáteční a koncová značka CDATA, aby se do 
této sekce mohli přidávat HTML značky. Nesmí se, ale zapomenout ještě převést 
HTML značky a entity, které tam byly, tj. převést znaky „<“ a „>“ na entity „&lt;“ 
a „&gt;“ a počáteční znak entit „&“ převést na entitu „&amp;“. 
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3.9 Modifikace souboru patchfile 
Po porovnávání normalizovaných souborů získáme z GNU Diffu patchfile, 
který budeme modifikovat tak, aby po aplikaci pomocí programu GNU Patch na 
originální soubor vznikla revize. Rozeberme si postupně operace, které jsou ve 
výstupu GNU Diffu a které musíme upravit. 
3.9.1 Modifikace na úrovni zdrojového kódu 
Delete [r d l]: 
Tato operace nám říká, že daný rozsah řádků r je smazaný z prvního souboru. 
Ve výsledku tedy musíme tuto část označit jako smazanou. Patchfile modifikujeme 
tak, že tuto operaci zaměníme za novou operaci change, ve které mazaný blok 
nahradíme stejným blokem, ale blok označíme HTML značkami jako smazaný. 
Append [l a r]: 
Tato operace nám říká, že za daný řádek l máme přidat daný text (rozsah r 
řádků z druhého souboru). Ve výsledku tedy tuto část musíme přidat a označit ji jako 
přidanou. Proto v patchfile tuto operaci nahradíme novou operací append, ve které 
přidávaný blok označíme HTML značkami jako přidaný. 
Change [f c t]: 
Tato operace nám říká, že řádek (rozsah řádků) f z prvního souboru máme 
nahradit řádkem (rozsahem řádků) t z druhého souboru. První možností je zapsat 
dvakrát za sebou část z prvního souboru, kde první bude zvýrazněna jako smazaná 
a druhá jako přidaná. Tyto části můžeme ještě porovnat na nižší úrovni tj. na úrovni 
slov a obě části upravit tak, že se v první části jako smazané označí jen smazané 
úseky, a ve druhé se jako přidané označí jen přidané úseky. 
Druhou možností zobrazení této změny, která byla nakonec implementována 
z důvodu lepší uživatelské přívětivosti, je označení původní části jako změněné 
a v ní označení jednotlivých přidaných, či odebraných úseků textu. To znamená, že 
v patchfile tuto operaci nahradíme novou operací change, ve které první část bude 
totožná s první částí staré operace, a druhou část zaměníme za první část, ve které 
budou zvýrazněny jednotlivé přidané, či odebrané kousky textu. Změny v tomto 
druhém bloku získáme dodatečným porovnáváním obou původních částí na úrovni 
slov. Abychom toho dosáhli, obě části z původní operace change ještě jednou 
porovnáme GNU Diffem s tím, že první a druhou část uložíme do dočasných 
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souborů, kde budou jednotlivá slova na samostatných řádcích. Z tohoto porovnávání 
získáme nový patchfile, který využijeme pro vytvoření druhého bloku nové operace 
change způsobem, že řádky v operaci append zvýrazníme jako přidané, řádky 
v operaci delete jako smazané a v operaci change první část jako přidanou a druhou 
jako smazanou. 
Nešikovnost tohoto zvoleného stylu reportu změn je v takovém případě, kdy se 
dané bloky operace change budou lišit pouze odřádkováním. Dodatečné porovnávání 
na úrovni slov tuto změnu v odřádkování nepostřehne jako změnu a tedy pouze daný 
blok zvýrazní jako změněný. Názorná ukázka na následujícím příkladu: 
Původní soubor: 
Demonstrace revize, kde vstupní soubory se liší v 
odřádkování, 
při porovnání na úrovni zdrojového kódu. 
Modifikovaný soubor: 
Demonstrace revize,  
kde vstupní soubory se liší v odřádkování, 
při porovnání na úrovni zdrojového kódu. 
Výsledná revize (porovnávání na úrovni zdrojového kódu): 
 
Obrázek X: Revize souborů lišících se v odřádkování 
3.9.2 Modifikace na úrovni zobrazovaného textu 
U tohoto porovnávání vzniká problém v tom, jak zobrazit rozdíly mezi 
stránkami, pokud dojde ke změně struktury HTML. Výhodou je, že uživatel 
zpravidla využije porovnávání zobrazovaného textu spíše pro získání informací 
o textových změnách a ne o změnách strukturálních. Nemusíme se proto bát ani 
význačných změn ve struktuře HTML. Z toho důvodu se přikloníme k přístupu, který 
se bude snažit zachovat co nejvíce HTML strukturu původního souboru. 
Vzniklá revize tedy závisí na našem přístupu k odstraňovaným, či přidávaným 
značkám (struktuře HTML). Pokud chceme report vizuálně přiblížit prvnímu 
souboru, měli bychom značky v původním souboru, které jsou smazané ve druhém 
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souboru (jsou v bloku delete), ponechávat a značky, které jsou přidané ve druhém 
souboru (jsou v bloku append), do revize nepřidávat. 
Modifikace patchfile zde bude podobná jako u předešlého porovnávání s tím 
rozdílem, že se budeme snažit zachovat co nejvíce původní strukturu originálního 
souboru. Rozeberme si postupně tři operace, které nám mohou vzejít z výsledku 
porovnávání GNU Diffem. 
Delete [r d l]: 
Zde budeme nahrazovat též za novou operaci change, ve které mazaný blok 
nahradíme stejným blokem, ale text označíme jako smazaný a všechny značky 
zachováme, abychom nenarušili původní strukturu originálního souboru. 
Append [l a r]: 
Tuto operaci též nahradíme za nový append, ve kterém budeme textové části 
označovat jako přidané a všechny obsažené značky nebudeme vkládat, abychom 
nenarušili původní strukturu originálního souboru. 
Change [f c t]: 
Tato operace nám řekne, že původní část z originálního souboru máme nahradit 
za novou část z modifikovaného souboru. Text z operace change z originálního 
souboru musíme označit jako smazaný a text z operace change z modifikovaného 
souboru označit jako přidaný. Ke značkám se zachováme tak, abychom co nejméně 
změnili HTML strukturu originálního souboru, tedy v části smazané budeme 
zachovávat HTML značky a v části přidávané nebudeme značky přidávat. Vytvoříme 
tedy nový blok, ve kterém mazané značky zachováme, přidané nebudeme přidávat 
a text označíme značkou podle druhu změny. 
Prakticky to bude vypadat tak, že obě části textu v rámci této operace 
porovnáme ještě jednou programem GNU Diff s tím, že jednotlivá slova budou na 
samostatných řádcích, a porovnáme tyto soubory. Z výsledku porovnávání (patchfile) 
zrealizujeme operace append a delete stejně, jako v základní modifikaci patchfilu 
a change rozdělíme na dvě operace – první část bloku budeme brát jako delete 
a druhou část jako append. Vytvoříme nový blok, který nahradí ten v původním 
patchfile, za který se mělo původně měnit v change bloku. 
3.9.2.1 Detekce struktury HTML 
Námi vybraný přístup tedy zatím se změnami struktury příliš nepočítá. Lepší 
programy porovnávající HTML však struktuře do jisté míry rozumí. Například 
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změnám v tabulce rozumí programy CS-HTML Diff i MS Office Word 07. Základní 
vlastností by měla být detekce, přidání, či odebrání řádku nebo sloupce v tabulce. 
Odebraní prvku z tabulky dokážeme naším přístupem detekovat, protože elementy 
z originálního souboru neodstraňujeme (jen text označujeme jako smazaný). Problém 
však nastává u přidávání prvku do tabulky. V tomto případě nepřidáváme daný prvek 
(řádek či sloupec). Proto se musíme přiklonit k částečnému přidávání struktury 
HTML, abychom byli schopni revizi zobrazit uživatelsky přívětivě. To znamená, že 
po přidání řádku by měl být zobrazen nový řádek a v něm zvýrazněný text jako 
přidaný. Značky, kterým budeme rozumět (pokud budou přidané, tak je přidáme 
a příslušně zvýrazníme) budou tabulky, seznamy, nadpisy, odkazy a nové řádky – 
zde je jejich výčet: 
<table> </table>     <!-- tabulka                   --> 
<tr> </tr>           <!-- řádek tabulky             --> 
<td> </td>           <!-- sloupec tabulky           --> 
<th> </th>           <!-- hlavičková buňka tabulky  --> 
<caption> </caption> <!-- hlavička tabulky          --> 
<col>                <!-- ovlivnění sloupce tabulky --> 
<colgroup>           <!-- skupina sloupců tabulky   --> 
<tbody> </tbody>     <!-- tělo tabulky              --> 
<thead> </thead>     <!-- hlavička tabulky          --> 
<tfoot> </tfoot>     <!-- patička tabulky           --> 
 
<li> </li> <!-- položka seznamu   --> 
<ol> </ol> <!-- číslovaný seznam  --> 
<ul> </ul> <!-- odrážkový seznam  --> 
<dl> </dl> <!-- seznam definic    --> 
<dt> </dt> <!-- definovaný termín --> 
<dd> </dd> <!-- definice termínu  --> 
 
<h1> </h1> <!-- nadpis první úrovně  --> 
<h2> </h2> <!-- nadpis druhé úrovně  --> 
<h3> </h3> <!-- nadpis třetí úrovně  --> 
<h4> </h4> <!-- nadpis čtvrté úrovně --> 
<h5> </h5> <!-- nadpis páté úrovně   --> 
<h6> </h6> <!-- nadpis šesté úrovně  --> 
 
<a> </a> <!-- odkaz –-> 
 
</ br> <br> <!-- nový řádek --> 
Rozpoznávání některých značek však není vždy výhodné. Například když 
v modifikovaném souboru zaměníme celou strukturu (dané párové značky) za 
značku, které rozumíme a neprovádíme jen změnu v již existující značce (či 
nepárové značce). Tento problém nastává v případě, když element DIV měníme za 
element tabulky. GNU Diff nám reportuje dvě operace change, kde v první zaměňuje 
otevírající značku elementu DIV za otevírající značku tabulky a to samé 
s uzavírajícími značkami. U tohoto případu se budou ve výsledku tyto elementy 
křížit, protože nejdříve bychom měli smazat otevírající značku elementu DIV, ale tu 
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zachováme (kvůli požadavku ponechávání struktury v originálním souboru) a za něj 
přidáme otevírací značky tabulky. Dále je obsah elementu a nakonec přidáme 
uzavírající značky tabulky a za něj ponecháme uzavírající značku elementu DIV. 
Tuto vadu přijmeme na úkor přínosu detekce změn v tabulkách, či v seznamech 
z důvodu, že naším předpokladem nejsou velké zásahy do struktury HTML stránek 
a zvýraznění změn v textu se nám stále zachová. 
3.10 Porovnávání na úrovni slov 
Jelikož neoddělujeme text stránky od HTML struktury zcela, ale jen HTML 
strukturu částečně zanedbáváme (dokonce až po samotném porovnávání, takže 
modul na porovnávání je strukturou HTML ovlivněn), mohou nastat nežádoucí 
případy porovnávání, jejichž výsledná revize – i když je správná – není nejlepším 
řešením reportu změn. Uvažujme následující dva fragmenty HTML: 
Původní soubor: 
<p>Line 1: Click to jump</p> 
<p>Line 2: Click here to jump</p> 
<p>Line 3: Click <a href="#1">here</a> to jump</p> 
Modifikovaný soubor: 
<p>Line 1: Click <a href="#6">here</a> to jump</p> 
<p>Line 2: Click <a href="#6">here</a> to jump</p> 
<p>Line 3: Click to jump</p> 
Patchfile (porovnávání na úrovni řádků): 
2,5c2,6 
< Line 1: Click to jump 
< </p> 
< <p> 
< Line 2: Click here to jump 
--- 
> Line 1: Click 
> <a href="#6"> 
> here 
> </a> 
> to jump 
8,9c9,10 
< Line 3: Click 
< <a href="#1"> 
--- 
> Line 2: Click 
> <a href="#6"> 
13a15,17 
> <p> 
> Line 3: Click to jump 
> </p> 
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Revize: 
 
Obrázek XI: Nešikovná revize při porovnávání na úrovni řádků 
Očekávali bychom ale raději výstup v následujícím tvaru: 
 
Obrázek XII: Očekávaný výsledek porovnávání 
Na prvním řádku by měl být zvýrazněný odkaz here jako přidaný, na druhém 
řádku byl přidán pouze odkaz (dle návrhu modifikace patchfilu) a na třetím řádku by 
měl být zvýrazněný odkaz here jako smazaný. Jak vidíme, není tomu tak a tedy 
nastává otázka, zda-li lze tohoto, nebo alespoň nějakého lepšího výsledku dosáhnout. 
GNU Diff se snaží nacházet největší možné sekvence stejných řádků, mezi kterými 
jsou malé skupiny rozdílných řádků (hunks). V našem případě by to tedy znamenalo 
zvětšení počtu společných textových řádků. To docílíme tím, že soubor rozložíme na 
menší části – slova, která umístíme na samostatné řádky. HTML značky ponecháme 
stále na jednom samostatném řádku, jenž vyžadujeme při modifikaci patchfilu. 
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Patchfile (porovnávání na úrovni slov): 
4a5,7 
> <a href="#6"> 
> here 
> </a> 
11a15 
> <a href="#6"> 
12a17 
> </a> 
20,22d24 
< <a href="#1"> 
< here 
< </a> 
Revize: 
 
Obrázek XIII: Revize z porovnávání na úrovni slov 
Z tohoto výsledku vidíme, že rozložení vstupních souborů na menší části má 
pozitivní dopad na výslednou revizi. Ale má to i své nevýhody. Z důvodu 
porovnávání zobrazovaného textu není vidět zdrojový kód, který je „rozmělněn“ na 
úrovni slov. Při tomto druhu porovnávání nám to nevadí, ale při porovnávání na 
úrovni zdrojového kódu máme vizuální u textových částí - co slovo, to samostatný 
řádek. Výsledná revize je logicky správná, ale vizuálně uživatelsky nepřívětivá. 
Jednou z velkých výhod, které má porovnávání na úrovni slov je rychlost při 
modifikaci patchfilu a to konkrétně u operace change. Standardně máme zpracování 
change bloků provedeno tak, že se každý change blok dodatečně porovná na úrovni 
slov viz sekce 3.9.1 a 3.9.2 u operace change (na straně - 36 - a - 37 -), což při 
větších HTML souborech znatelně zpomalí chod programu. Při celkovém 
porovnávání na úrovni slov máme ale text primárně rozdělen stejně, jako při 
dodatečném porovnávání, a tudíž dodatečné porovnávání change bloků nemusíme 
provádět. To ve výsledku vykonávání program urychlí. 
Program tedy bude dávat uživateli možnost zvolit si úroveň porovnávání: 
a) porovnávání na úrovni slov 
b) porovnávání na úrovni řádků 
a druh porovnávání: 
a) na úrovni zdrojového kódu 
- 43 - 
 
b) na úrovni zobrazovaného textu 
Defaultní nastaveno porovnávání zobrazovaného textu na úrovni slov. 
3.11 Speciální vlastnosti GNU Diffu23 
V některých případech GNU Diff může fungovat rychleji, nebo jeho výsledkem 
může být kompaktnější sada změn. Máme tedy možnost pomocí vestavěných 
přepínačů změnit chování GNU Diffu. 
GNU Diff se snaží výsledný patchfile udělat tak, aby obsahoval téměř 
minimální sadu rozdílů. Pro běžné použití je to dostačující, ale pokud jsou výsledné 
sady změn velké, můžeme donutit program, aby použil modifikovaný algoritmus, 
který v některých případech vytvoří menší sady změn. Přepínač 
-d 
nebo 
--minimal 
zařizuje toto chování. Zapnutí tohoto přepínače však může chod programu 
zpomalit, a proto toto chování není defaultně nastaveno. Pro náš program proto 
vytvoříme přepínač, který bude spouštět GNU Diff s parametrem -d. 
Další přepínač GNU Diffu, který mění chování algoritmu, je přepínač hodící se 
pro větší vstupní soubory, které mají menší skupiny změn roztroušených v souboru. 
Pokud tedy vstupní soubor bude mít menší hustotu změn, tak toto nastavení zrychlí 
porovnávání bez změny výstupu, v jiném případě může mít ve výsledku větší sady 
změn, nicméně výsledek bude stále korektní. Přepínač pro toto chování je 
--speed-large-files 
Pro náš program proto rovněž vytvoříme přepínač, který bude GNU Diff 
spouštět s tímto vstupním parametrem. 
                                                 
23
 http://www.gnu.org/software/diffutils/manual/html_mono/diff.html.gz#diff%20Performance 
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4 Design programu 
V programu používáme externí GNU Diff a GNU Patch, které jsou 
naprogramovány v čistém jazyce C. Pro psaní konzolových multiplatformních 
aplikací je tento jazyk velmi vhodný, a proto jsme se k této variantě rovněž 
přiklonili. Celý program je tedy naprogramován procedurálně bez použití objektů 
v čistém jazyce C s použitím základních knihoven – stdlib.h, stdio.h, string.h, 
ctype.h. Program je vydán pod stejnou licencí jako GNU Diff. Proto z tohoto 
hlediska nic nebrání tomu, aby mohl být jednou přidán do Diffutils. Pro načítání 
vstupních parametrů je použita knihovna getopt.h24, zajišťující standardní načítání 
parametrů v unixových systémech.  
Modularita programu je zařízena pomocí rozčlenění na jádro, které obsluhuje 
kolonu filtrů a provádí vlastní porovnávání. Jednotlivé filtry jsou implementovány 
jako statické knihovny. Vždy jedna knihovna reprezentuje jeden filtr. Toto rozložení 
na filtry vyplývá z návrhu řešení, kde jednotlivé normalizační kroky provádějí 
uzavřenou operaci se vstupními soubory.  
Volání externích programů: GNU Diff a GNU Patch z kódu aplikace je 
zajištěno pomocí funkce system() z knihovny stdlib.h. 
Jelikož základních filtrů je již v základní sestavě poměrné velké množství (cca 
10), je přístup přes statické knihovny lepší než přes dynamické knihovny. Instalace 
programu by jinak musela všechny příslušné dynamické knihovny vždy obsahovat. 
Navíc se nepředpokládá velké množství nových a neustále se měnících filtrů, aby 
bylo komplikované udržovat verzi programu aktuální.  
Aktuální verze programu je k dispozici rovněž online prostřednictvím webové 
aplikace Google code na adrese http://code.google.com/p/html-diff/. 
4.1 Hlavní části programu 
Na následujícím diagramu vidíme běh programu z hlediska procedurálního 
vykonávání kódu. V následujícím textu se nejprve podíváme na hlavní datové 
                                                 
24
 http://www.gnu.org/s/libc/manual/html_node/Getopt.html 
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struktury používané v programu a dále rozebereme funkčnost jednotlivých částí 
programu – zaměříme se především na jádro porovnávání. 
 
Obrázek XIV: Funkční diagram programu 
4.2 Datové struktury 
Hlavními datovými strukturami pro normalizaci a modifikaci patchfilu jsou 
struktury SIDE a CONFIGURATION deklarované v souboru config.h. Struktura 
CONFIGURATION obsahuje globální informace o nastavení programu, sdílené jádrem 
a všemi filtry. Struktura SIDE obsahuje individuální informace pro normalizační 
kolony filtrů a je nastavována jádrem. 
Ve struktuře SIDE se drží především vstupní informace o vstupech a výstupech 
jednotlivých kroků normalizace. Jejími jednotlivými položkami jsou: 
 char *input_file_name; 
- název vstupního souboru, který se bude normalizovat 
 char *norm_filename; 
- název výsledného normalizovaného souboru 
 char *temp_filename_from; 
 FILE *temp_file_from; 
- jméno a deskriptor souboru, ze kterého se čte 
 char *temp_filename_to; 
 FILE *temp_file_to; 
- jméno a deskriptor souboru, do kterého se zapisuje 
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 int character; 
 char *word 
 char *white_space; 
- proměnné pro načítání a udržení dat ze souboru 
 int size_word;   
 int size_white_space; 
- maximální velikost načteného slova, či posloupnosti bílých znaků – při 
nedostatečné velikost se dynamicky zvětšuje. 
K práci s ostatními soubory (např. čtení patchfilů) je též využito této struktury, 
která danou práci ulehčuje. Především proto, že k této struktuře se váží dvě funkce 
pro načítání ze souborů po slovech a bílých znacích copy_word() 
a copy_whitespace() (jejich implementace je v fce.h), které na vstupu dostanou 
strukturu SIDE. 
Položkami globální datové struktury s názvem CONFIGURATION jsou: 
 int debug; 
- příznak ladícího režimu pro potřeby ladění jednotlivých filtrů 
- v tomto režimu se nemažou dočasné soubory vytvořené během normalizace a 
modifikace patchfilu (je proto snadné zkontrolovat, zda filtry generují správné 
výstupy) 
 int log_level; 
- úroveň logování (popis jednotlivých úrovní je v uživatelském manuálu) 
 int log_to_file; 
- příznak, zda se má logovat do souboru (defaultně se loguje jen na obrazovku) 
 const char *log_file_name; 
 FILE *log_file; 
- název a deskriptor logovacího souboru – pokud není zadán a je požadováno 
logování do souboru, vezme se defaultní název „ladandiff.log“ 
 char *diff; 
 char *patch; 
- jméno externího programu Diffu a Patche – defaultně nastaveno „patch.exe“ 
a „diff.exe“ pro Windows a pro Unix „patch“ a „diff“ (je možné, aby název 
obsahoval i cestu) 
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 int diff_minimal; 
 int diff_speed_large_files; 
- příznaky, zda se mají použít dané přepínače externího GNU Diffu (popis 
v uživatelském manuálu)  
 char *revision_name; 
- název výsledné revize – pokud není zadán, vezme se defaultní název: 
„revision_of_<název originálního souboru>.html“ 
 compare_typ compare; 
 typedef enum {source, text, both} compare_typ; 
- typ porovnávání, který je typu enum (hodnota both se v této struktuře nevyužívá) 
 compare_level compare_lvl; 
 typedef enum {lines, words} compare_level; 
- úroveň porovnávání, která je typu enum  
 int css; 
- příznak, zda je CSS styl vložen přímo do HTML značek, nebo vložený přímo 
v generovaném souboru a ze značek odkazovaný pomocí classname, nebo 
uložený externě v samostatném souboru 
 const char *css_name; 
- název souboru s externím CSS stylem (defaultní název je „ladandiff.css“ – je 
možné, aby obsahoval i cestu) 
 HGHLGH hl; 
- styly pro zvýraznění jednotlivých změn v revizi 
- je typu enum, který obsahuje značky (blokové) či classname pro označení 
začátku, konce a prostředku (označení použité v patchfilu pro potřeby závěrečné 
modifikace) smazaných, přidaných, změněných bloků při porovnávání na úrovni 
zdrojového kódu 
- dále obsahuje značky (řádkové), či classname pro označení začátku a konce 
smazaný a přidaných částí v řádkové formě – pro zvýraznění změn v change 
bloku, nebo zvýraznění změn při porovnávání na úrovni zobrazovaného textu 
4.3 Konfigurace 
Načtení dat do struktury CONFIGURATION probíhá ve třech fázích. První dvě fáze 
jsou provedeny v části load configuration pomocí funkce load_config(). Poslední 
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fáze je provedena v části load parameters funkcí load_cmd_parameters(), která na 
vstupu dostane počet parametrů příkazového řádku (int argc) a pole argumentů 
(char *argv[]). Načítání parametrů provádí pomocí GNU knihovny getopt.h. Obě 
funkce jsou umístěny v souboru main.c. 
1. fáze: Načtení defaultních hodnot z konstant programu, které jsou umístěny 
v souboru config.h. 
2. fáze: Pokud v pracovním adresáři existuje konfigurační soubor, jehož 
jméno je nastaveno pomocí konstanty CONFIG_FILE_NAME v souboru 
config.h, načte se z něj konfigurace a příslušné položky aktuální 
konfigurace se přepíší. 
3. fáze: Podle načtených parametrů příkazového řádku se nastaví finální 
konfigurace pro běh programu. 
4.4 Filtry 
Datová struktura uchovávající informaci o filtru je struktura se jménem FILTER, 
deklarovaná na začátku main.c obsahující tyto položky: 
 int (*fce_filter)(SIDE*); 
- ukazatel na funkci pro normalizaci (pokud není funkce implementována 
hodnotou je NULL) 
 int (*fce_re_filter)(SIDE*); 
- ukazatel na funkci pro modifikaci patchfilu (pokud není funkce implementována 
hodnotou je NULL) 
 char filter_name[30]; 
- název filtru s maximální velikostí třicet znaků 
 compare_typ compare;  
 typedef enum {source, text, both} compare_typ; 
- typ porovnávání, pro který je tento filtr určen 
 int turn_off; 
- příznak zda je daný filtr deaktivovaný (nebude se používat při porovnávání) 
 int filter_can_off; 
- příznak, zda lze filtr deaktivovat 
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Kolona filtrů je realizována pomocí pole filter_array[] předešlé struktury 
o velikosti počtu filtrů, který je zaznamenán pomocí konstanty COUNT_OF_FILTERS. 
Struktura i pole filtrů je v souboru main.c. Pro inicializaci tohoto pole filtrů se 
využívá funkce load_filters(), která je ve stejném souboru. 
4.5 Testy 
Před startem normalizace se provede test, zda existuje Diff a Patch – přesněji, 
zda lze spustit externí programy se jmény, které jsou zadány v konfiguraci. Pokud 
dané programy nelze spustit, otestuje se ještě možnost jejich spuštění z adresáře, ve 
kterém je hlavní program. 
Dalším testem je, zda na příkazovém řádku byly – kromě ostatních parametrů 
načtených pomocí funkce load_cmd_parameters() – zadány přesně dva vstupní 
parametry s názvy vstupních souborů pro porovnávání. 
4.6 Jádro 
Nejdůležitější částí programu je výkonná funkce pro normalizaci s názvem 
filters() a pro modifikaci patchfilu re_filters(). Hlavní rozdíl v těchto funkcích 
je postup spouštění jednotlivých filtrů. Funkce re_filters() spouští funkce filtrů pro 
modifikaci patchfilu a v opačném pořadí než funkce filters(), která spouští funkce 
filtrů pro normalizaci. Vstupem těchto dvou funkcí je ukazatel na strukturu SIDE, ve 
které je držen vstupní soubor v prvním případě a výstup z GNU Patche po 
porovnávání normalizovaných souborů v případě druhém. 
Pro první krok vykonávané kolony filtrů se vytvoří dočasný výstupní soubor 
a spustí se příslušná funkce. Pro každý následující krok se předchozí výstupní soubor 
stane souborem vstupním a vytvoří se nový dočasný výstupní soubor. 
Funkce pro normalizaci má vstupní parametr ukazatel na strukturu SIDE, ve 
které je v proměnné temp_file_from ukazatel na soubor, který má být normalizován 
a v proměnné temp_file_to je ukazatel na soubor do kterého se ukládá výsledek 
daného filtru. Funkce pro modifikaci má toto rozhraní stejné až na to, že jako vstupní 
soubor je uveden patchfile. 
4.7 Závěrečná modifikace 
Poskytuje ji funkce final_modification(), která dostane na vstupu jméno 
dočasné revize – jméno revize z výsledku aplikace modifikovaného patchfilu na 
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první normalizovaný soubor. Její implementace je v souboru final_modification.c. 
Pro porovnávání na úrovni zdrojového kódu obsahuje označení neovlivněných řádků 
v revizi a pro porovnávání na úrovni zobrazovaného textu obsahuje přejmenování 
dočasné revize na požadovaný název. Navíc ještě přidání externího stylu, nebo 
definice stylu – podle konfigurace. 
4.8 Závěr 
Na závěr uveďme rozložení zdrojových souborů a diagram jejich vzájemného 
volání (vkládání). 
 
Obrázek XV: Diagram vkládání hlavičkových souborů 
Detailní strukturu zdrojových kódů je možné prohlížet prostřednictvím 
generované dokumentace, přiložené na doprovodném CD v adresáři 
„ladandiff\documentation [doxygen]\html“ pomocí souboru index.html. 
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5 Návod pro přidání nového filtru 
Pro přidání nového filtru do programu musí platit základní podmínky: 
1) Nový filtr zařazený do kolony filtrů nesmí narušit strukturu daného souboru 
- nesmí vytvořit to, co se jiný filtr před ním zbavil či upravil (komentáře, 
odřádkování, …). 
2) Při zařazení do kolony filtrů nesmí narušit předpoklady, které očekává 
některý z následujících filtrů - následující filtr může počítat s jinou 
strukturou vstupního souboru a například po přidání nějakých vlastních 
značek se činnost následných filtrů může poškodit. Jedním jednoduchým 
řešením je zařadit nový filtr na konec kolony filtrů. 
Nový filtr může být vytvořen pomocí kopie šablon blank_filter.c 
a blank_filter.h, přiložených k projektu. V následujícím textu budeme 
předpokládat implementaci filtru new_filter. Aby filtr něco reálného dělal, musí být 
naimplementována alespoň jedna z funkcí pro normalizaci nebo pro modifikaci 
patchfilu. Funkce, která není implementována, musí ve struktuře pro FILTER 
obsahovat hodnotu NULL). Hotové zdrojové kódy new_filter.h a new_filter.c 
nového filtru se přiloží k projektu a v hlavním zdrojovém kódu main.c se pro 
registraci nového filtru: 
a) přidá include hlavičkového souboru (#include new_filter.h) 
b) zvětší konstanta počtu filtrů COUNT_OF_FILTERS o jedničku 
c) přidá definice filtru do pole struktur filtrů filter_array[x] ve funkci 
load_filters() (popis této struktury je v sekci 4.4 Filtry) 
Při vytváření příslušných funkcí je k dispozici knihovna funkcí (fce.h), kde 
jsou implementovány užitečné funkce pro práci se soubory – resp. pro načítání 
souborů po slovech a bílých znacích copy_word() a copy_whitespace(). Tyto funkce 
dokážou číst ze vstupního souboru do proměnných ve struktuře SIDE.  
Pro inicializaci struktury SIDE slouží funkce new_side().  
Zpřístupnění konfigurace se provádí pomocí 
extern CONFIGURATION config; 
v hlavičkovém souboru filtru. 
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6 Závěr 
Největší výkonnostní nedostatek má program v režimu porovnávání na úrovni 
řádků, kde se change bloky ještě dodatečně porovnávají na úrovni slov. To při 
větších vstupních souborech celý program znatelně zpomalí. U zobrazovaného textu 
nám to nevadí, protože u tohoto typu je výhodnější použít porovnávání na úrovni 
slov. Ale u zdrojového kódu, kde je lepší porovnávání na úrovni řádků, nám tato 
časová prodleva může vadit. 
Při porovnávání zdrojového kódu na úrovni slov se navíc jinak odřádkovaný 
text projeví ve výsledné revizi – slova jsou na samostatných řádcích. Zde by bylo 
vhodné zajistit, aby se výsledná revize blížila původnímu vstupnímu souboru. 
Další částí, na kterou by se měl rozvoj programu zaměřit, je zpracování 
speciálních značek HTML (PRE a CDATA). Nyní naimplementované filtry tyto značky 
nerozeznávají, takže by bylo vhodné modifikovat již vytvořené filtry, aby značkám 
rozuměly, či vytvořit pro tento účel filtr nový. 
Hlavní požadavky práce týkající se porovnávání na úrovni zdrojového kódu 
a zobrazovaného textu a následného zobrazení jednookenní revize výsledků 
v prohlížeči jsou splněny.  
Program lze pouštět z příkazového řádku a je ponechána možnost 
zakomponovat program do jiných programů přes externí volání. Není proto problém 
vytvořit libovolnou grafickou nadstavbu.  
Díky implementované koloně filtrů, která zařizuje normalizaci a modifikaci 
patchfilu, je zajištěna modularita programu a jeho snadná rozšiřitelnost. Přístup 
k jednotlivým filtrům je jednoduchý díky fyzickému rozdělení do samostatných 
knihoven. Přidání nových filtrů není příliš složité díky jasně definovanému rozhraní 
a vytvoření pomocných funkcí pro práci se soubory. Toto je velkým kladem 
vytvořeného programu, který analyzované programy nemají (buď to zakazovala 
licence, či nedostatečná modularita). 
Program podporuje širokou škálu pracovních režimů, dostupných pomocí 
přepínačů z příkazového řádku, které umožní uživateli přizpůsobit si program podle 
vlastního uvážení. Pro trvalejší změny chování programu je k dispozici konfigurační 
soubor a pro trvalejší změnu grafické stránky revize je k dispozici externí CSS style. 
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Díky jednoduchosti použitého programovacího jazyka C bylo dosaženo 
přenositelnosti na operační systémy Windows a Unix. Dalším přínosem použití 
jazyka C je, že program je potenciálně zakomponovatelný přímo do Diffutils. 
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7 Obsah CD 
Pro ilustraci obsahu CD slouží následující obrázek: 
 
Obrázek XVI: Adresářový strom CD 
Obsah jednotlivých adresářů: 
• cd:\ 
Kořenový adresář obsahuje text bakalářské práce, uživatelskou příručku a 
soubor readme.html, který obsahuje titulní stranu bakalářské práce a obsah CD. 
• cd:\ladandiff\binary for unix 
Spustitelný program pro Unix s potřebnými soubory („ladandiff.css“ 
a „ladandiff.ini“) a instrukce pro spuštění („readme.txt“). 
• cd:\ladandiff\binary for windows 
Obsah podobný předchozímu, ale pro platformu Windows. 
• cd:\ladandiff\documentation [doxygen] 
Dokumentace vygenerovaná pomocí Doxygenu25 (v archivu zip 
i nekomprimovaná). Samotný adresář obsahuje konfigurační soubor pro Doxygen, 
který byl využit při generování této dokumentace. 
• cd:\ladandiff\examples 
                                                 
25
 www.doxygen.com 
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Ukázkové příklady pro testování programu. V podsložce „revisions“ jsou 
výsledky jednotlivých porovnávání (u názvu souboru jsou v hranaté závorce vypsané 
použité přepínače). 
• cd:\ladandiff\projects 
Projekty pro vybrané kompilátory. Pro úplné použití vybraného projektu je 
třeba do něj zkopírovat celý obsah složky „sources“. 
• cd:\ladandiff\sources 
Zdrojové kódy programu. Obsahuje též defaultní CSS soubor („ladandiff.css“) 
a konfigurační soubor („ladandiff.ini“). 
• cd:\ladandiff\third party 
V jednotlivých podsložkách obsahuje použité externí programy pro jednotlivé 
platformy. Samotný adresář obsahuje soubor „readme.txt“, kde jsou zaznamenány 
internetové adresy projektů externích programů. 
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11 Příloha – uživatelská příručka 
11.1 Instalace 
Instalace spočívá v nakopírování souborů ze složky 
„ladandiff\binary for windows“, nebo „ladandiff\binary for unix“ (v závislosti na 
druhu použitého operačního systému) do adresáře na disku počítače. Pro správnou 
činnost programu musí existovat externí programy implementující řádkový diff a 
patch, které jsou umístěny buď v pracovním adresáři, nebo ve složce, která je 
nadefinovaná v systémové proměnné PATH, nebo v adresáři kde je program 
spouštěn. Pokud jsou programy umístěny jinde, musí být v konfiguračním souboru 
uvedeny včetně plné cesty k nim. Bližší požadavky na externí programy jsou 
popsány v sekci 11.6 Externí programy. 
11.2 Spouštění programu 
Program očekává na příkazovém řádku právě dva vstupní soubory – pro další 
text označme první slovem „originální“ a druhý „modifikovaný“. Po zadání příkazu 
ladandiff originalni.html modifikovany.html 
program porovná soubor „originalni.html“ se souborem „modifikovany.html“ 
a v pracovním adresáři se vygeneruje nová HTML stránka s revizí. 
11.3 Výstup programu 
V pracovním adresáři se vygeneruje revize s defaultním názvem: 
„revision_of_<název originálního souboru>.html“, v našem případě tedy 
revision_of_originalni.html. Název lze změnit přepínačem „-R název_revize“. Pokud 
bylo přepínačem -f nastaveno logování do souboru – defaultně je nastaveno logování 
na chybový výstup – bude v pracovním adresáři vytvořen log soubor s názvem 
„ladandiff.log“. Vlastní název logovacího souboru lze určit pomocí přepínače 
„-F jiný_název“. 
11.4 Nastavení programu 
Nastavení programu je možné provést na třech úrovních: 
1. defaultní nastavení programu ve zdrojových textech 
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2. pomocí konfiguračního souboru „ladandiff.ini“ 
3. z příkazového řádku 
V první řadě se načítají defaultní nastavení, která se přepíší nastavením 
z konfiguračního souboru a poté se přepíší nastavením z příkazového řádku. To 
znamená, že příkazový řádek má největší prioritu. Popis formátu konfiguračního 
souboru je přímo v souboru „ladandiff.ini“. 
11.5 Vstupní parametry 
Krátký přepínač Dlouhý přepínač Defaultní hodnota 
-d --debug 0 
debug mód = nemaže dočasné soubory použité programem 
-D DIFF_NAME --use-diff=DIFF_NAME Win32: diff.exe 
Unix: diff 
jméno externího diffu (možnost přidat i celou cestu) 
-x --minima  
nastavení GNU Diffu (u GNU Diffu option -d nebo --minimal), produkuje někdy menší shluky rozdílů 
-y --speed-large-files  
nastavení GNU Diffu (u GNU Diffu option --speed-large-files), zrychli porovnávání pro větší soubory, které mají 
menší hustotu změn, jinak může vyprodukovat větší shluky změn 
-l X --log-level=X 3 
úroveň logování 
 0 = žádné logování 
 1 = fatální chyby programu – program zkoční 
 2 = chyby, ale program běží dál 
 3 = hlášky pro větší logické celky 
 4 = drobné hlášky 
 Při nastavení X se zobrazí úrovně rovny nebo menší danému X 
-f --log-to-file 0 = logování na 
chybový výstup 
zapnutí logování do souboru 
-h --help  
zobrazí na konzolu nápovědu se všemi nastaveními 
-F log_file_name --log-file-name=LOG_FILE_NAME ladandiff.log 
jméno souboru, do kterého se loguje 
-P PATCH_NAME --use-patch=PATCH_NAME Win32: patch.exe 
Unix: patch 
jméno externího patche (možnost přidat i celou cestu) 
-s --compare-source  
porovná soubory na úrovni zdrojového kódu 
-t --compare-text nastaveno 
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Krátký přepínač Dlouhý přepínač Defaultní hodnota 
porovná soubory na úrovni zobrazovaného textu 
-W --compare-lines nastaveno 
porovná soubory na úrovni slov (word by word comparison) 
-L --compare-words  
porovná soubory na úrovni řádků (line by line comparison) 
-R REVISION_NAME --revision-file-name=REVISION_NAME revision_of_<název 
originálního 
souboru>.html 
jméno výsledné revize 
-c X --css=X 3 
styly ohraňující změny jsou vkládány 
1 = přímo do tagů  
2 = pomocí class name a externí css styl  
3 = pomocí class name a přiložení stylu přímo do souboru  
-C CSS_FILE_NAME --css-file-name=CSS_FILE_NAME ladandiff.css 
jméno externího CSS souboru i s případnou cestou, pokud bude v jiném adresáři (např.: ../css/ladandiff.css), 
pokud se použije tento přepínač, tak se automaticky bere zadaný externí styl 
-n --show-filters  
zobrazí kolonu filtrů, jejich pořadí, pro jaký typ porovnávání slouží (text|source|both)a informaci, které jdou 
vypínat pomocí přepínače -O 
-O X,Y,... --turn-off-filters=X,Y,...  
vypne filtry s indexem x [,y…] 
Tab. I: Vstupní parametry programu 
Program se spouští defaultně (bez zadání přepínačů) v režimu porovnávání 
zobrazovaného textu na úrovni slov. Dočasné soubory se vytváří buď v adresáři pro 
dočasné soubory, nebo v pracovním adresáři v závislosti na operačním systému. 
Přesné umístění lze zjistit prostřednictvím logu, kde se zaznamenává vytvoření 
souborů s plnými cestami. Logovací úroveň této informace je 4. 
11.6 Externí programy 
 Program pro porovnávání na úrovni řádků musí mít specifický výstup – stejný 
jako GNU Diff – soubor operací, které jsou nutné pro změnu originálního souboru na 
soubor modifikovaný. Tento výstup je zároveň vstupem pro program GNU patch. 
Použitý program patch, musí proto přijímat stejný typ patchfilu (výstup z GNU diff), 
jako program GNU patch. 
Defaultní názvy externích programů (GNU Diff a GNU Patch) jsou rozdílné při 
spouštění programu na rozdílných platformách, protože Unixové systémy mají 
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spustitelné programy s názvem bez přípony „.exe“. Trvalejší změny názvů bez 
použití přepínače se dosáhne prostřednictvím konfiguračního souboru „ladandiff.ini“. 
Použité verze externích programů jsou: GNU Diff z Diffutils verze 2.8.7-1 
a GNU Patch verze 2.5.9-7.  
11.7 Grafické výstupy porovnávání 
Následující obrázky znázorňují výsledné revize dvojice HTML souborů 
v závislosti na použitých přepínačích programu. Před každým náhledem výsledku je 
uveden příkaz, pomocí kterého byla daná revize vytvořena.  
V případě porovnávání zobrazovaného textu jsou uvedeny dva příklady. První 
demonstruje prezentaci změn v tabulce (přidání, odebrání, modifikace řádků, či 
sloupců). Druhý demonstruje změny v seznamu, kde v originálním souboru je pouze 
seznam první úrovně a v modifikovaném souboru je do něj přidána druhá úroveň. 
Nejprve je v obou případech ponecháno standardní porovnávání textu na úrovni slov. 
ladandiff o.html m.html -t –W 
 
Obr. I: Revize porovnávání zobrazovaného textu na úrovni slov – tabulka 
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ladandiff o2.html m2.html -t –W 
 
Obr. II: Revize porovnávání zobrazovaného textu na úrovni slov – seznam 
Následující příkazy ukazují výsledky porovnávání změn v tabulce a seznamu 
ještě jednou, tentokrát se zapnutým porovnáváním na úrovni řádků přepínačem -L. 
ladandiff o.html m.html -t –L 
 
Obr. III: Revize porovnávání zobrazovaného textu na úrovni řádků – tabulka 
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ladandiff o2.html m2.html -t –L 
 
Obr. IV: Revize porovnávání zobrazovaného textu na úrovni řádků – seznam 
Jak je z ukázek zřejmé, porovnávání na úrovni řádků v obou případech zobrazí 
změny nešikovným způsobem (odstranění velkého množství textu a přidání velkého 
množství textu) oproti porovnávání na úrovni slov, které má označené menší skupiny 
změn. Stále ale vidíme, že došlo ve druhém případě u slovního porovnávání (Obr. II) 
k ne zcela optimální detekci změn. 
Proto následující příklad ukazuje výsledek revize seznamů s využitím 
přepínače -d (--minimal) programu GNU Diff, který se aktivuje přepínačem 
-x (--minimal) a který zajistí použití modifikovaného algoritmu GNU Diffu 
k nalezení menších skupin změn (více na stránkách manuálu26). Výsledek je stejný 
jak pro porovnávání na úrovni slov, tak pro porovnávání na úrovni řádků. 
 
                                                 
26
 http://www.gnu.org/software/diffutils/manual/html_mono/diff.html.gz#diff%20Performance 
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ladandiff o2.html m2.html -t –W [-L] --minimal 
 
Obr. V: Revize porovnávání zobrazovaného textu s přepínačem -x (--minimal) 
Tento výsledek je v porovnání s předchozími takový, jaký bychom očekávali. 
Přepínač ale není defaultně spouštěn při každém porovnávání, protože – jak se píše 
v dokumentaci GNU Diffu – v některých případech může být čas porovnávání 
několikanásobně delší. Proto tento přepínač používejte v opodstatněných případech. 
Poslední dvě ukázky demonstrují porovnávání zdrojového kódu, kde v prvním 
případě ukážeme výsledek porovnávání na úrovni slov. 
ladandiff o.html m.html -s –W 
 
Obr. VI: Revize porovnávání zdrojového kódu na úrovni slov 
- 66 - 
 
ladandiff o.html m.html -t –L 
 
Obr. VII: Revize porovnávání zdrojového kódu na úrovni řádků 
Z ukázek je zřejmé, že pro tento druh porovnávání se nejvíce hodí porovnávání 
na úrovni řádků, protože výsledná revize není rozdělena na jednotlivá slova na 
samostatných řádcích. Při porovnávání zobrazovaného textu nám toto chování 
nevadí, protože zdrojový kód není vidět. 
11.8 Zvýraznění změn 
Možnost jak změnit vzhled zvýraznění změn v revizi je pouze přes externí CSS 
styl, který je přiložen jak ke zkompilovanému programu (u obou distribucí), tak u 
zdrojových kódů, a který nese název „ladandiff.css“. Defaultní název souboru s CSS 
stylem lze změnit pomocí přepínače „-C new_name.css“. Pokud je požadováno jiné 
umístění CSS souboru než u dané revize, lze k názvu připojit i cestu, např. 
„-C ../css/new_name.css“. Aby program načítal externí CSS styl, je nutné zapnout 
tuto volbu přepínačem „-c 3“, který vezme defaultní jméno CSS souboru či jen 
použít přepínač -C s požadovaným novým názvem. 
Možnost připojení defaultních CSS stylů je buď přes přímé vložení stylu do 
HTML značek (je nevýhodné z hlediska velikosti souboru – každá značka pro 
zvýraznění obsahuje celou definici stylu), nebo definice stylu v revizi a připojení do 
HTML značek přes classname. 
Pro zvýraznění změn při porovnávání zdrojového kódu se využívá HTML 
elementu DIV (blokový) s CSS stylem a při porovnávání zobrazovaného textu 
element SPAN (řádkový). 
Pro zvýraznění změn při porovnávání zdrojového kódu jsou použity styly pro: 
1) přidané řádky (append bloky) „.LadanDiffAppend{…}“ 
2) smazané řádky (delete bloky) „.LadanDiffDelete{…}“ 
3) změněné řádky (change bloky) „.LadanDiffChange{…}“ 
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4) nezměněné řádky „.LadanDiffBlank{…}“, 
které jsou připojeny k elementu DIV. 
Poslední dva druhy stylů „.LadanDiffChangeAppend{…}“ 
a „.LadanDiffChangeDelete{…}“ slouží pro zvýraznění změn ve změněných řádcích 
při porovnávání zdrojového kódu (v change bloku) i pro zvýraznění změn při 
porovnávání zobrazovaného textu (přidané a změněné části), které jsou připojeny 
k elementu SPAN. 
Konkrétní grafický vzhled zvýraznění změn je k nahlédnutí v předešlé sekci 
(11.7 Grafické výstupy ) 
11.9 Vypínání filtrů 
Přepínač -O umožní vypínání filtrů, které to dovolují. Pro zjištění, které filtry jsou 
vypínatelné lze použít přepínače -n, který nám zobrazí na konzoli seznam všech 
filtrů, zda-li jdou vypnout, pro jakou fázi se používají a jejich pořadí, které se využije 
pro vypnutí. Výstup přepínače -n vidíte na následujícím obrázku. 
 
Obr. VIII: Seznam filtrů pomocí přepínače -n 
Jak je vidět z obrázku, tak v základní implementaci programu je možnost vypnout 
pouze filtr pro odstraňování HTML komentářů. Rozdíly při zapnutém a vypnutém 
filtru pro odstraňování komentářů vidíte na následujících obrázcích. 
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Obr. IX: Revize po vypnutí filtru pro mazání HTML komentářů 
 
Obr. X: Revize se spuštěným filtrem – mazání HTML komentářů 
Pro zjištění jaké filtry jsou vypnuté, lze využít logovacího výpisu, kde 
u daného filtru, je napsáno [IS DISABLED]. Na následujícím obrázku je u filtru 
„Delete comment“ toto k nahlédnutí. 
 
Obr. XI: Výpis logu s vypnutým filtrem 
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