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Tato práce se věnuje problematice automatizovaného generování herních úrovní v engine Unity, 
konkrétně generování bludišť a generování prostředí pomocí L-systémů. Dále popisuje některé 
významné součásti a principy engine Unity. Na základě těchto údajů byly vytvořeny a popsány 










This paper broods over a subject of automated generation of game levels in the Unity engine, namely 
the generation of mazes and generation of environment using L-systems. It also describes some of the 
major components and principles of the Unity engine. On the basis of these data have been created 
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Zadáním této práce bylo vytvořit generátor herních úrovní pro hru v engine Unity. Automatizované 
generování herního prostředí totiž v dnešní době nabývá na významu, neboť může představovat 
značnou časovou a finanční úsporu. Výstupem této práce jsou pak dva generátory herních úrovní, 
které jsou přímo zakomponovány do editoru Unity a dále hra vytvořená v Unity, jejíž herní úrovně 
jsou automaticky generovány za použití těchto generátorů. Tato práce staví na základech teoretické 
informatiky a předpokládá její elementární znalosti a stejně tak v části věnované tvorbě demonstrační 
hry předpokládá znalost principů fungování herních enginů. 
Úvod práce se podrobně věnuje problematice automatizovaného generování herních úrovní. 
Nejprve jsou nastíněny možné přístupy ke generování herního obsahu a jejich příklady v existujících 
hrách. Následně je obsažena část, která se věnuje základům herního designu, jehož alespoň základní 
znalost je nezbytná pro vytvoření kvalitního generátoru prostředí. Další část této kapitoly obsahuje 
podrobný popis generování bludišť, a to včetně více než deseti různých algoritmů, které jsem při 
tvorbě generátoru použil. Jeden z vytvořených generátorů totiž generuje herní úrovně v podobě 
bludišť. Poslední část této kapitoly je věnovaná teoretickému rozboru L-systémů, které tvoří základ 
druhého vytvořeného generátoru úrovní. Tyto úrovně mají podobu platforem. Součástí tohoto rozboru 
je i popis celé řady rozšíření (včetně několika vlastních) základní verze L-systémů.  
Třetí kapitola je pak věnována popisu a rozboru herního engine Unity - jeho jednotlivých 
komponent a principů, které jsem využil při tvorbě generátoru úrovní i při tvorbě hry samotné. 
Čtvrtá kapitola se zaobírá návrhem generátoru úrovní. Popisuje základní návrh generátoru 
bludišť a generátoru platforem (který využívá L-systémy). 
Pátá kapitola pak podrobněji popisuje oba vytvořené generátory úrovní - jejich možnosti, 
editory, stavební prvky úrovní, a v případě generátoru platforem i vytvořenou demonstrační 
gramatiku a její syntaxi. 
V šesté kapitole je zevrubněji popsána vytvořená hra - její principy, tvorba i ovládání. 
Poslední sedmá kapitola pak rozebírá možnosti pokračování projektu a různá rozšíření, kterými 





2 Automatizované generování herních 
úrovní 
Design herních úrovní představuje velice významnou část procesu tvorby počítačové (resp. i mobilní 
nebo jakékoliv multimediální) hry. Kromě toho, že značnou měrou ovlivňuje výslednou podobu i 
hratelnost hry, je tento proces většinou i velice časově náročný. Tato časová náročnost roste zvláště v 
poslední době z důvodu stále se zvyšujících požadavků na detailnost, otevřenost a rozšířenost herního 
prostředí. Jedním ze způsobů, jak těmto požadavkům dostát, a přitom neúměrně neprodloužit dobu 
vývoje hry, je vytvářet herní prostředí (polo) automatizovaně. Tento přístup pak přináší velké 
urychlení a zlevnění vývoje. 
Automatizované generování herního obsahu může mít více různých podob: 
a) Generování jako podpůrná součást editoru 
Tento způsob je nejrozšířenější a v současné době je v určité míře obsažen ve většině herních 
editorů nebo přímo enginů. Zaměřuje se pouze na jednotlivé elementy prostředí, místo aby 
generoval prostředí jako celek. Tyto elementy pak tvoří základní kontury herního prostředí, 
anebo naopak dotvářejí výslednou podobu prostředí. V době psaní této práce vyšel zajímavý 
článek o možnostech editoru připravované hry Mount&Blade II: Bannerlord [20]. 
Dalšími příklady můžou být třeba generování výškové mapy, náhodné umisťování 
vegetace a terénních objektů (kameny atp.) a řada dalších. V roce 2012 jsem pracoval jako 
programátor na hře Miner Wars [19], ve které bylo součástí editoru náhodné generování 
asteroidů. 
b) Generování prostředí 
Tato kategorie je oproti předchozí mnohem komplexnější a zpravidla kombinuje řadu procesů z 
předchozí kategorie. Výstupem takového generátoru je úplně hotové prostředí/herní úroveň, 
nebo příp. prostředí/herní úroveň, které splňuje většinu náležitostí, a dodatečné zásahy 
designéra úrovní pouze vylepšují již funkční řešení. Takto je také možné vytvářet herní 
prostředí procedurálně během hraní. 
Nejznámějšími zástupci procedurálně generovaných her jsou tzv. Rogue-like hry1 a z nich 
vycházející Dwarf Fortress [15]. Dalšími známými příklady jsou třeba hry Diablo [21] a 
Minecraft [18]. Během roku 2013 bylo oznámeno několik her, které mají obsahovat 
procedurálně generované prostředí, např. No Man's Sky [6].  
Na tuto kategorii se také zaměřuji ve své práci. 
                                                     
1
 Rogue-like hry vychází ze hry Rogue [23]. Jedná se o RPG hry, kde se hráč pohybuje v systému chodeb a 
místností, přičemž tento bývá typicky procedurálně generován. 
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c) Generování herních komponent 
V tomto případě jde proces generování ještě více do hloubky a generovány jsou samotné 
stavební komponenty jako domy, vegetace nebo dokonce postavy. Konkrétně třeba generování 
vegetace (každý strom unikát) je v dnešní době poměrně běžné. Umožňuje jej třeba Speedtree 
SDK [22], které využívají stovky počítačových her i filmů. Procedurálnímu generování 
vegetace se také věnuje celá řada prací, např. [1].  
2.1 Herní design 
Následujících několik odstavců je věnováno hernímu designu se specifickým zaměřením na design 
úrovní. Tyto tvoří velice důležitou část procesu tvorby hry. Tato kapitola si nicméně neklade za cíl 
důkladnou analýzu tohoto tématu ani poskytnutí univerzálního návodu, jak přistupovat k hernímu 
designu, neboť tento přístup se vymyká cíli práce. Poskytuje spíše několik málo mých osobních 
postřehů ze zmíněné oblasti, které jsem získal a využil při tvorbě práce. 
a) Obtížnost 
Prvním důležitým krokem je správné balancování obtížnosti. Hra by měla být dostatečně 
obtížná na to, aby představovala pro hráče výzvu, ale přitom nesmí být obtížná natolik, aby 
byla pro hráče frustrující. Pro hledání optimální obtížnosti bohužel neexistuje žádný 
univerzální návod, neboť každý hráč vnímá obtížnost, výzvu i frustraci odlišným způsobem.  Je 
proto velmi vhodné získat profil předpokládaného hráče vytvářené hry a podle něj herní 
obtížnost upravovat. To konec konců platí nejen pro obtížnost, ale také pro všechny ostatní 
aspekty herního návrhu. Samozřejmě záleží i na podstatě hry samotné - může být tvořena od 
prvopočátku tak, aby byla velice obtížná. Příkladem můžou být hry Dark Souls pro konzole a 
PC [28] nebo Flappy Bird [29] pro mobilní telefony a tablety, které patří k nejobtížnějším 
soudobým hrám svého druhu, ale přitom jsou extrémně úspěšné. 
Pokud je hra koncipována jako extrémně obtížná, tak je velice důležité (ještě důležitější 
než obvykle), aby obsahovala zároveň co nejméně chyb a měla co nejpropracovanější ovládání. 
Pro hráče je totiž velmi frustrující, pokud získá pocit, že prohrává díky nedokonalostem hry 
samotné. 
Je také potřeba obtížnost hry zvyšovat zejména na těch částech hry, které tvoří její 
podstatu. Např. zvýšení obtížnosti nějaké dílčí uzavřené části hry, která s hrou samotnou příliš 
nesouvisí (a je její součástí pouze pro oživení, např. nějaký úkol, minihra atp.), nebude mít 
pravděpodobně pozitivní dopad. Je také vhodné, aby se postupem času herní obtížnost 
zvyšovala, aby pro hráče představovala výzvu i v pozdějších fázích hry, kdy už se naučil 





Častou výtkou herních recenzentů je nízká znovuhratelnost her a jejich brzké upadání do 
stereotypu. Je totiž jistě značným přínosem, když hráč může hrát tutéž hru vícekrát bez zásadní 
újmy na hratelnosti. Existuje řada osvědčených způsobů, jak hráče motivovat k tomu, aby si 
hru zahrál znovu. Často používaným způsobem je prvek soutěživosti, kdy je hráč porovnáván s 
ostatními hráči nebo se i sám snaží vylepšit své osobní výsledky, je-li k tomu motivován (např. 
nějakým herním oceněním, body, bonusem atp.). 
Dalším přístupem je herní variabilita. Ta se může projevit např. v návrhu herních úrovní, 
kdy jsou při každé hře herní úrovně odlišné, nebo může hra nabízet více různých řešení herních 
překážek (např. hra Dishonoured [20] nabízí bojový a plíživý styl, nebo RPG hry nabízejí hráči 
možnost ovlivňovat vývoj postavy, nebo dokonce i samotného příběhu - např. hra Witcher 
[31]). První způsob variability vyžaduje náhodné generování herního prostředí. 
c) Originální herní prvky 
Aby se hra vyvarovala upadnutí do stereotypu, je třeba, aby stavěla před hráče stále nové výzvy 
a zážitky. Jednak může hráči zpřístupňovat různé herní možnosti a schopnosti postupně v 
průběhu hry, což navíc má ten pozitivní efekt, že je takto snáze vpraven do herních 
mechanismů. Dále hra může před hráče stavět postupně nové a neznámé překážky a úkoly. 
Velmi výrazně hru oživí také originální prvky. Je důležité vzbudit v hráči domnění, že nějaká 
animace, zvuk, model nebo herní situace je ve hře použita pouze v jedné konkrétní situaci. 
Výroba těchto originálních prvků je samozřejmě nákladná, ale myslím, že právě tyto prvky 
velice zvyšují šanci, že si hráč hru oblíbí. A přitom stačí relativně málo - jakýmkoliv způsobem 
odlišit něco známého (přidat nový zvuk do známé situace, změnit texturu nepřítele, schovat do 
hry nějaké překvapení, které nesouvisí s hlavní linkou atp.). 
Tento přístup je ale na druhou stranu velice obtížné kombinovat s automatizovaným 
generováním herních úrovní. 
d) Ovládání 
Ovládání by mělo být vždy jednoduché, intuitivní a ergonomické. Toto plátí obzvláště pro 
mobilní hry. Spousta mobilních her používá koncepty ovládání zažité z počítačových her, a i 
když jsou tyto koncepty v omezené míře přenositelné i na mobilní zařízení, jejich použití 
nepovažuji za vhodné. Jedná se zejména o použití dotykových joysticků pro pohyb a orientaci 
v 3D prostoru nebo přílišné využívání textového vstupu. Už při herním návrhu je potřeba 
počítat s možnostmi platformy a přizpůsobit jim i herní mechanismy s ohledem na ergonomii 
ovládání. 
Herní design i design úrovní se kromě těchto několika málo výše uvedených principů samozřejmě řídí 
celou řadou dalších, ale ty dalece přesahují účel této kapitoly. 
Zmíněné postřehy jsem se snažil uplatnit i v této práci. Jak již bylo řečeno výše, 
automatizované generování herních úrovní je sice velmi přínosné pro herní znovuhratelnost, ale zato 
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je velmi obtížné jej skloubit s tvorbou originálních herních okamžiků. Přínos plně automaticky 
generovaných herních úrovní tedy spatřuji jen u velmi jednoduchých her bez důrazu na příběh a 
atmosféru, nebo naopak u příliš rozsáhlých (nekonečných) her, kde by tvorba herního obsahu zabrala 
příliš veliké množství času. 
Nicméně automatické generování herního obsahu může být značným přínosem i pro hry, které 
kladou důraz na atmosféru a příběh. Je totiž možné je využít k vytvoření jakéhosi základu herních 
úrovní, kterému pak designer úrovní dodá originalitu a upraví je tak, aby odpovídaly požadavkům 
příběhu a atmosféry. 
2.2 Bludiště 
Jedním z prostředí, které obsahuje hra vytvořená na základě tohoto projektu, jsou bludiště. Ta jsou 
příkladem prostředí, které je možné automaticky generovat velice snadno. 
Každé bludiště může být charakterizováno řadou parametrů: 
a) Dimenze - Kromě klasických dvojrozměrných bludišť existují i vícerozměrná bludiště 3D (viz 
obrázek 1) nebo dokonce 4D (kdy každé pole obsahuje ještě jakési "portály" pro cestování 4. 
dimenzí - pokud bychom jako 4. dimenzi uvažovali čas, pak by to byly portály pro cestu do 
budoucnosti a minulosti). V této práci se ale věnuji pouze klasickým dvourozměrným 
bludištím. Všechny algoritmy jsou nicméně navrženy tak, aby je bylo možné rozšířit pro 
prakticky libovolný počet dimenzí, a chvíli jsem i experimentoval s 3D bludišti, ale z vlastního 
pozorování jsem dospěl k závěru, že 3D bludiště jsou velmi obtížně řešitelná a tato obtížnost je 
ve většině případů na úkor hratelnosti.  
 
Obrázek 1: Hyperbludiště (3D), převzato z http://www.astrolog.org/labyrnth/hypermaz.htm 
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b) Topologie - Kromě klasické eukleidovské topologie2 je pochopitelně možné použít jakoukoliv 
jinou (např. mapovat bludiště na povrch kostky, toroidu,…). Tyto neeukleidovské topologie 
ovšem nevyhovují zasazení hry a také neúměrně zvyšují obtížnost, a proto níže uvedené 
algoritmy pracují pouze s bludišti v eukleidovské topologii. 
 
Obrázek 2: Bludiště v neeukleidovském prostoru, převzato z [13]  
c) "Mřížka" - Každé bludiště se skládá z polí, která mohou být oddělena zdmi nebo zdi 
představovat (viz níže). Mřížka (šachovnice) těchto polí pak může mít různou podobu. V této 
práci se zabývám pouze bludišti s klasickou ortogonální podobou (mřížka čtverců), ale existují 
i bludiště s jinou mřížkou, např. hexagonální, trojúhelníkovou, theta-bludiště a další. 
 
Obrázek 3: Ukázka Theta-bludiště, převzato z [13]  
                                                     
2
 Eukleidovská topologie neboli eukleidovský prostor je takový prostor, který splňuje eukleidovské axiomy (ze 
kterých mj. plyne, že rovnoběžky se neprotínají a součet vnitřních úhlů trojúhelníku je 180°). Odpovídá 
reálnému prostoru, ve kterém jsme zvyklí se pohybovat a vytvářet své geometrické představy. 
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d) Velikost - Každé bludiště má i svoje rozměry, přičemž se ukázalo jako vhodné vytvářet 
bludiště ve velikostech mezi 10x10 a 30x30. Bludiště s nižším, nebo naopak vyšším rozměrem 
se mi neosvědčila z důvodu buď příliš nízké, nebo naopak příliš vysoké obtížnosti. 
e) Průchodnost - U bludiště můžeme definovat i řadu příznaků souvisejících s možným 
průchodem bludištěm. Bludiště může a nemusí obsahovat cykly, slepé uličky nebo dokonce 
křižovatky (bludiště, které neobsahuje křižovatky, je pak vlastně jen dlouhou klikatou 
chodbou). Bludiště také může obsahovat více vzájemně nedostupných oblastí. Většina 
algoritmů pro generování bludišť (viz níže) pak generuje tzv. Perfektní bludiště, která 
neobsahují cykly a nedostupné oblasti. Z každého bodu bludiště pak existuje právě jedna cesta 
do jiného bodu. 
f) Model - Pro práci s bludišti jsem si vytvořil dva modely bludišť 
 Objemový - zde je každé pole bludiště buď volné, anebo plné. Plná pole pak představují 
zdi a volná chodby a místnosti. 
 Stěnový - zde má každé pole definované množství zdí (ve všech algoritmech používám 
ortogonální mřížku, takže zdi jsou právě čtyři). Tyto zdi mohou být buď plné (a tedy 
neprůchozí), nebo prázdné (průchozí). 
Jelikož většina použitých algoritmů (viz níže) používá stěnový model, vytvořil jsem algoritmus 
pro převod tohoto modelu do objemového.  
 
Obrázek 4: Porovnání objemového modelu (vlevo) a stěnového modelu (vpravo) 
2.2.1 Konverze stěnového na objemový model 
 Základem algoritmu pro konverzi stěnového modelu na objemový je předpoklad, že jedno pole ve 
stěnovém modelu bude v objemovém modelu reprezentováno čtyřmi poli (2x2). Konverze také 
předpokládá, že stěnový model je validní, tzn., že zdi jsou vždy průchozí nebo neprůchozí z obou 
stran stejně. Po splnění těchto podmínek pak už pro provedení konverze stačí aplikovat vhodné 
transformační pravidlo. 
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Seznam těchto pravidel je znázorněn na obrázku 5:  
 
Obrázek 5: Pravidla pro převod stěnového modelu na objemový, kdy se vždy jedno pole stěnového 
modelu (s různým počtem různě umístěných zdí) mění na 4 různě vyplněná pole objemového modelu. 
2.2.2 Celulární generátor 
Tento algoritmus se od ostatních odlišuje v tom, že jako jediný negeneruje Perfektní bludiště (viz 
výše). To bylo také důvodem pro to, abych tento algoritmus nakonec ze hry vyřadil, neboť bludiště 
vytvořená tímto algoritmem bylo třeba ještě dále významně upravovat (v podstatě technikami 
použitými v jiných algoritmech). I přes to ale považuji tento algoritmus za zajímavý. 
Tento algoritmus je realizován celulárním automatem. Existují dvě varianty tohoto generátoru - 








Celulární automat se sestává z pravidelné n-dimenzionální mřížky, přičemž nejznámější je varianta s 
2D ortogonální mřížkou - tedy strukturou odpovídající bludišti. Každé pole mřížky pak představuje 
prostor pro jednu buňku - ta může být živá nebo mrtvá (resp. přítomná / nepřítomná). 
Nejprve jsou určitě buňky této mřížky označeny jako živé. Tato startovní podoba mřížky se 
označuje jako start-pattern. Jelikož jsou celulární automaty deterministické, je vhodné (pro 
generování bludiště) toto počáteční nastavení provést náhodně. 
Následně pak v iteracích probíhá simulace chování buněk podle předepsaného pravidla. 
Pravidlo celulárního automatu se typicky zapisuje v následující podobě: 
nm sSsbBb .../... 11  
Koeficienty b1 - bm (B jako Birth = narodit se) v první části udávají, kolik buněk v určeném X-
okolí pole s mrtvou buňkou (typicky pro 2D ortogonální mřížku se jedná o 8-okolí) musí být živých, 
aby se na daném poli objevila živá buňka. Koeficienty s1 - sn (S jako Survive = přežít) v druhé části 
pravidla udávají, kolik buněk v určeném X-okolí pole s živou buňkou musí být živých, aby buňka 
zůstala naživu. Jedná se o jakousi primitivní simulaci populačního růstu, kdy pravidlo určuje vhodné 
podmínky pro množení i pro život - příliš málo nebo příliš mnoho jedinců může znamenat nepříznivé 
podmínky pro život. 
Pravidla pro generování bludišť mají pak podobu B3/S1234 a B3/S12345. 
Tato simulace (vyhodnocování pravidla) probíhá u všech buněk zároveň, a to po předem 
určený počet iterací, anebo dokud v mřížce probíhají nějaké změny. 
2.2.3 Rekurzivní backtracking 
Tento algoritmus jsem implementoval s využitím objemového modelu. Jedná se o algoritmus 
generující perfektní bludiště. Ke svému fungování používá zásobník. 
Na začátku jsou všechna pole bludiště (mřížky) označena jako plná. Poté je startovní pole 
vloženo na vrchol zásobníku (v mém případě je startovním bodem náhodně vybrané pole na okraji 
bludiště). Následně algoritmus v iteracích hloubí chodby. V každé iteraci vyhloubí vždy jednu chodbu 
a to tak, že náhodně vybere jedno pole, které sousedí s polem na vrcholu zásobníku, a přitom toto 
pole ještě není vyhloubeno (je označeno jako plné), a ani by jeho vyhloubením nedošlo k napojení se 
na jinou chodbu. Pokud žádné ze sousedních polí vrcholu zásobníku tyto podmínky nesplňuje, je pole 
na vrcholu zásobníku odstraněno a probíhá vyhledávání mezi sousedy nového vrcholu zásobníku. 
Nově vyhloubené pole je označeno jako prázdné a je vloženo na vrchol zásobníku. 
Algoritmus rekurzivního backtrackingu je ukončen vyprázdněním zásobníku. 
Bludiště vygenerovaná tímto algoritmem obsahují mnoho křižovatek a slepých uliček. Chodby 
v takových bludištích jsou velmi klikaté a správná cesta bludištěm je poměrně dlouhá. 
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Obrázek 7: Bludiště vygenerované algoritmem rekurzivního backtrackingu, převzato z [13]  
 
Všechny následující algoritmy jsem již implementoval s využitím stěnového modelu a všechny 
generují perfektní bludiště. 
2.2.4 Primův algoritmus 
Na začátku jsou všechna pole mřížky bludiště označena jako nezačleněná a všechny zdi jsou 
přítomny (každé pole je ohraničeno právě čtyřmi zdmi). Poté je startovní pole označeno jako 
začleněné a všechna jeho sousední pole označena jako potenciální. 
Následně se náhodně vybere jedno pole ze seznamu potenciálních a to je napojeno 
(odstraněním zdi) na náhodně vybrané sousední pole, které už bylo označeno jako začleněné 
(takovýchto sousedních polí může později každé potenciální pole mít více). Toto vybrané pole je poté 
odstraněno ze seznamu potenciálních a je označeno jako začleněné. Všichni jeho sousedé, kteří jsou 
nezačlenění, jsou označeni jako potenciální. Algoritmus tyto iterace provádí do doby, než je seznam 
potenciálních polí prázdný. 
Bludiště vygenerovaná tímto algoritmem opět obsahují velké množství křižovatek a slepých 
uliček. Správná cesta bludištěm je ale poměrně přímá. 
 
Obrázek 8: Bludiště vygenerované Primovým algoritmem, převzato z [13]  
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2.2.5 Kruskalův algoritmus 
Na začátku je každému poli v mřížce přiděleno unikátní id a každá zeď je označena jako 
neprozkoumaná. Každé pole je také plně obklopeno zdmi (tzn., že všechny zdi jsou přítomny). 
Následně se v každé iteraci vybere náhodně jedna neprozkoumaná zeď (libovolně z celého bludiště) a 
je označena jako prozkoumaná. Pokud pole po stranách této zdi mají jiné id (id1 a id2), je tato zeď 
odstraněna a dále jsou id obou polí sjednocena, a to tak, že id1 je ponecháno a následně je u všech polí 
v bludišti, která mají id2, toto id2 nahrazeno id1. Každá zeď, kterou odstraňujeme, totiž odděluje dvě 
oblasti (skupiny polí) se stejným id. Těchto skupin je na začátku právě tolik, kolik je polí v bludiště a 
každá skupina obsahuje právě jedno pole a na konci existuje pouze jedna skupina, která obsahuje 
všechna pole mřížky (bludiště). 
Algoritmus pracuje do doby, než mají všechna pole bludiště stejné id. Výsledně vygenerované 
bludiště má podobný charakter jako v případě Primova algoritmu, pouze trasa správného průchodu je 
mírně delší. 
 
Obrázek 9: Bludiště vygenerované Kruskalovým algoritmem, převzato z [13]  
2.2.6 Aldous-Broderův algoritmus 
Na začátku je každé pole označeno jako neprozkoumané a všechny zdi jsou přítomny (každé pole je 
tedy ohraničeno právě čtyřmi zdmi). Algoritmus probíhá v iteracích počínaje startovním bodem. V 
každé iteraci je aktuální pole označeno jako prozkoumané a je náhodně vybráno jedno jeho sousední 
pole. Pokud je toto sousední pole označeno jako neprozkoumané, je zeď, která tato pole odděluje, 
odstraněna a pole je označeno jako prozkoumané. Toto sousední pole pak slouží jako výchozí bod v 
příští iteraci. 
Tento algoritmus je možné významně urychlit následujícím způsobem: Pokud náhodně vybrané 
sousední pole leží mimo bludiště (vybírali jsme sousední pole krajního pole bludiště), tak místo 
abychom výběr opakovali, vybereme náhodně libovolné pole bludiště. Pokud je ale takto vybrané 
pole neprozkoumané, je nutné zajistit, aby první (ale pouze to první) další objevené prozkoumané 
pole bylo napojeno (zeď mezi aktuálním polem a sousedním polem byla odstraněna), neboť jinak by 
došlo k rozdělení bludiště na více vzájemně nedostupných oblastí. 
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Algoritmus pracuje do doby, než jsou všechna pole označena jako prozkoumaná. Tento 
algoritmus je velmi triviální, ale je velmi časově náročný (není zajištěno, že vůbec skončí, i když s 
narůstajícím časem se pravděpodobnost ukončení zvyšuje).  
Výsledné bludiště pak obsahuje poměrně značně vysoké množství slepých uliček a i správná 
cesta bludištěm je poměrně dlouhá. 
 
Obrázek 10: Bludiště vygenerované Aldous-Broderovým algoritmem, převzato z [13]  
2.2.7 Wilsonův algoritmus 
Tento algoritmus představuje vylepšenou verzi Aldous-Broderova algoritmu (a vychází z jeho 
vylepšené verze). Na začátku jsou stejně jako u Aldous-Broderova algoritmu všechna pole označena 
jako neprozkoumaná a všechny zdi jako přítomné. Poté je startovní pole algoritmu označeno jako 
prozkoumané. 
Následně je v každé iteraci náhodně vybráno vždy jedno neprozkoumané pole a z tohoto pole je 
provedena náhodná procházka,3 při které se hledá libovolné prozkoumané pole. Přitom u každého 
pole, kterým jsme v rámci náhodné procházky prošli, uložíme směr, kterým jsme pole opustili. 
Následně startovní pole náhodné procházky označíme jako prozkoumané a přesuneme se na pole 
podle směru, kterým jsme naposledy toto pole při procházce opustili a který jsme si pro pole uložili. 
Každé takové pole připojíme (tzn., označíme jej jako prozkoumané a odstraníme zeď mezi tímto a 
předchozím polem). Postupně takto připojujeme jednotlivá pole z náhodné procházky, dokud se 
nedostaneme do už prozkoumané části bludiště.  
To, že jsme dříve u polí z náhodné procházky ukládali směr, kterým jsme pole opustili, má za 
následek, že sice nutně nemusíme připojit všechna pole, kterými jsme při procházce prošli, ale zato 
nebude připojená část obsahovat žádné cykly. 
Výsledné bludiště má pak obdobnou charakteristiku jako bludiště vytvořená Aldous-
Broderovým algoritmem. 
                                                     
3
 Náhodná procházka je postup, kdy se následující krok vybírá zcela náhodně. V případě Wilsonova algoritmu 
pak můžeme navštěvovat i již navštívená pole. Algoritmus rekurzivního backtrackingu využívá taky jisté 
obdoby náhodné procházky, kdy ovšem nemůže navštívit již dříve navštívená pole. 
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Obrázek 11: Bludiště vygenerované Wilsonovým algoritmem, převzato z [13]  
2.2.8 Algoritmus Hunt-and-Kill 
Tento algoritmus je do značné míry podobný backtracking algoritmu, ale oproti němu nepotřebuje 
přídavné datové struktury v podobě zásobníku. Na začátku jsou všechna pole označena jako 
neprozkoumaná a všechny zdi jako přítomné. Ze startovního pole pak provádíme stejnou variaci 
náhodné procházky jako v případě Backtracking algoritmu. Tedy náhodně vybereme jednoho 
neprozkoumaného souseda aktuálního pole, označíme jej jako prozkoumaného a odstraníme zeď, 
která jej dělila od aktuálního pole. 
Pokud však žádného takového souseda není možné najít (Backtracking algoritmus by se v 
tomto případě vracel zpět pomocí zásobníku), přechází algoritmus do fáze vyhledávání. Postupně 
prochází jednotlivá pole a sekvenčně hledá neprozkoumané pole, které má alespoň jednoho 
prozkoumaného souseda. První takto nalezené pole je následně označeno jako prozkoumané a je 
odstraněna zeď mezi ním a jeho náhodně vybraným prozkoumaným sousedním polem. Toto vybrané 
pole pak dále slouží jako výchozí bod pro další náhodnou procházku (viz výše). Celý postup 
opakujeme do doby, kdy bludiště obsahuje nějaká neprozkoumaná pole. 
Vygenerované bludiště pak obsahuje méně křižovatek a slepých chodeb, ale chodby jsou delší. 
Stejně tak i správná cesta bludištěm je poměrně dlouhá. 
 
Obrázek 12: Bludiště vygenerované algoritmem Hunt-and-Kill, převzato z [13]  
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2.2.9 Algoritmus rostoucího stromu 
Na začátku jsou všechna pole označena jako neprozkoumaná a všechny zdi jako přítomné. Startovní 
pole je označeno jako prozkoumané a zároveň je zařazeno do seznamu potenciálních polí.  
V každé iteraci je pak vybráno jedno z potenciálních polí a je odstraněna zeď mezi tímto polem 
a sousedním neprozkoumaným polem. Takto připojené pole je označeno jako prozkoumané a zároveň 
je zařazeno do seznamu potenciálních polí. Pokud žádné takové neprozkoumané sousední pole není 
nalezeno, je odstraněno ze seznamu potenciálních polí. Algoritmus končí ve chvíli, kdy je seznam 
potenciálních polí prázdný. 
Výběr prvku ze seznamu potenciálních polí, který se provádí na začátku každé iterace, je velmi 
důležitý. Podle způsobu, kterým prvky vybíráme, měníme totiž velmi zásadně charakteristiku 
vygenerovaného bludiště. Pokud budeme vybírat vždy posledně přidaný prvek, dostaneme výsledek 
totožný s backtracking algoritmem. Pokud budeme vybírat naopak vždy nejstarší prvek, bude 
výsledek velice podobný Primově algoritmu. 
 
Obrázek 13: Bludiště vygenerované algoritmem rostoucího stromu, převzato z [13]  
 
2.2.10 Ellerův algoritmus 
Zajímavou vlastností tohoto algoritmu je jeho rychlost a paměťová náročnost. Patří totiž k 
nejrychlejším a zároveň vždy potřebuje údaje pouze o jednom řádku bludiště. Jedná se svým 
způsobem o obdobu Kruskalova algoritmu, ale s tím rozdílem, že pracuje pouze s jedním řádkem 
namísto celého bludiště. Díky této optimalizaci je ale Ellerův algoritmus jednoznačně 
nejkomplikovanější ze všech algoritmů pro tvorbu bludišť, které jsem v této práci použil. 
Budeme postupovat po řádcích odshora dolů. Nejprve tedy nastavíme první řádek, a to tak, že 
všechny vnitřní zdi řádku odstraníme (tzn. všechny spodní zdi a všechny vertikální kromě krajních).  
Dále algoritmus pokračuje v iteracích: 
a) Každému poli, které nemá přiřazené id (tedy po inicializaci prvního řádku nemá id žádné 
pole), je přiřazeno unikátní id.  
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b) Dále postupně zleva doprava náhodně přidáváme vertikální zdi (zeď odděluje pole nalevo 
s idL a napravo s idR).  
 Pokud mají dvě sousední pole stejné id (tedy idL=idR), vertikální zeď přidáme vždy 
(jinak by se v bludišti vytvořily smyčky).  
 Pokud se rozhodneme nepřidat zeď, sjednotíme id těchto polí, a to tak, že všechna id 
polí v tomto řádku, která mají idR, nahradíme idL. 
c) Dále postupně zleva doprava náhodně přidáváme spodní zdi. Je potřeba zajistit, aby 
alespoň jedno z polí, které mají stejné id, nemělo spodní zeď. Je také vhodné (ale ne 
nutné) zajistit, aby nenastala situace, kdy by dvě sousední pole se stejným id (která tedy 
nejsou oddělena vertikální zdí) nebyly obě bez spodní zdi. 
d) Pokud jsme aktuálně nepracovali s posledním řádkem, uložíme aktuální řádek jako 
hotový. Aktuálně uložený řádek nám poslouží jako základ příštího řádku, ale je potřeba na 
něm provést několik úprav: 
 Odstranit všechny vnitřní vertikální zdi 
 Odstranit id polí, která mají spodní zeď 
 Změnit všechny spodní zdi na horní (tzn., že horní zdi budou mít pouze pole, která 
měla spodní zeď, a spodní zeď se u všech polí odstraní) 
Pokud vytváříme poslední řádek bludiště, je v postupu iterace několik drobných změn: 
 v kroku c) je přidána spodní zeď každé buňce 
 na konec je ještě potřeba odstranit vertikální zdi, které oddělují buňky s rozdílnými id 
(tedy všechny buňky v posledním řádku jakoby měly stejné id) 
 
 
Obrázek 14: Bludiště vygenerované Ellerovým algoritmem, převzato z [13]  
2.2.11 Rekurzivní dělení 
Jak název algoritmu naznačuje, je oblast bludiště postupně rekurzivně dělena. Na začátku bludiště 
obsahuje pouze obvodové zdi. Následně je v každé iteraci bludiště zdí rozděleno na dvě části a další 
iterace probíhá rekurzivně nad jednotlivými částmi bludiště. Každou oblast je možné rozdělit buď 
 17 
horizontální, nebo vertikální zdí, přičemž u oblastí, které mají horizontální charakter (jsou širší než 
vyšší), se volí vertikální zeď a u oblastí s vertikálním charakterem se volí horizontální zeď. Ve 
vytvořené zdi je vždy na jednom místě vytvořen průchod. Dělení oblastí pak probíhá, dokud je to 
možné (tzn. oblast má šířku i výšku vyšší než jedna). 
Vytvořené bludiště se vyznačuje dlouhými chodbami a množstvím slepých uliček. Tento 
algoritmus patří mezi nejrychlejší. 
 
Obrázek 15: Bludiště vygenerované algoritmem rekurzivního dělení  
2.2.12 Algoritmus binárního stromu 
Jde o velmi jednoduchý (a rychlý) algoritmus. Jelikož je každá buňka vyhodnocována samostatně, 
nepotřebuje žádnou speciální inicializaci a ke své práci potřebuje pouze informace o jediné buňce. 
Každá buňka může ovlivnit pouze levou a horní zeď. Jedna z nich (náhodně vybraná) se označí 
jako přítomná, druhá jako nepřítomná. Pravá a spodní zeď pak bude ovlivněna polem napravo a dole. 
Jediným omezením jsou pak okraje bludiště, které algoritmus musí respektovat. Tedy v horním řádku 
nebudou žádné vertikální zdi a v krajním levém sloupci zase nebudou žádné horizontální zdi (kromě 
okrajových). 
Jednoduchost a efektivnost tohoto algoritmu má ale za následek bludiště s velmi přímočarým 
správným průchodem (který má typicky tvar diagonály, pakliže jsou startovní a koncové pole 
umístěna v levém horním a pravém spodním rohu bludiště). Vygenerované bludiště také nikdy 
neobsahuje čtyřsměrnou křižovatku. 
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Obrázek 16: Bludiště vygenerované algoritmem binárního stromu  
2.2.13 Sidewinder algoritmus 
Tento algoritmus vychází z algoritmu binárního stromu. 
Algoritmus začíná v pravém horním rohu bludiště a postupně vybírá pole po řádcích (mohl by 
začínat i v libovolném jiném rohu a postupovat libovolným směrem, pak by bylo jen potřeba provést 
příslušné úpravy). Stejně jako v předchozím algoritmu i zde algoritmus vybírá, zda bude odstraněna 
horní nebo levá zeď (a opět musí brát v úvahu nutnou přítomnost hraničních zdí bludiště). Algoritmus 
si však vede záznamy o aktuálním počtu odstraněných vertikálních zdí. Vždy, když se algoritmus 
rozhodne neodstranit vertikální (levou) zeď (tj. odstranit horizontální - horní), tak vybere jedno z 
posledních N polí, kde N je hodnota počitadla (odstraněných vertikálních zdí), a v tomto poli odstraní 
horní zeď. Poté se počitadlo vynuluje. 
Tento algoritmus produkuje složitěji vypadající bludiště, která mohou obsahovat čtyřsměrné 
křižovatky, a na rozdíl od předchozího algoritmu není cesta nahoru umístěna vždy v levém konci 
horizontální chodby. 
 
Obrázek 17: Bludiště vygenerované Sidewinder algoritmem  
 
Na závěr ještě uvádím srovnání charakteristik jednotlivých algoritmů pro generování 











Rekurzivní backtracking 10% 19.0% N2 (M + w*h) 240% 
Primův algoritmus 36% 2.3% N2 (M + w*h) 210% 
Kruskalův algoritmus 30% 4.1% N2 (M + w*h) 320% 
Aldous-Broderův 
algoritmus 
29% 4.5% N2 (M + w*h) 1600% 
Wilsonův algoritmus 29% 4.5% N2 (M + w*h) 51% 
Hunt-and-Kill algoritmus 11% 9.5% N2 (M + w*h) 550% 
Algoritmus rostoucího 
stromu 
10-49% 11.0% N2 (M + w*h) 430% 
Ellerův algoritmus 28% 4.2% N (w) 100% 
Rekurzivní dělení 23% 7.2% N2 (M) 80% 
Algoritmus binárního 
stromu 
25% 2.0% 0 (1) 70% 
Sidewinder algoritmus 27% 2.6% N (<w) 80% 
Tabulka 1: Srovnání algoritmů pro generování bludiště, převzato z [13] 
 Slepé uličky: Vyjadřuje počet polí z bludiště, která tvoří konce slepých uliček.  
 Délka správné cesty: Vyjadřuje, kolik polí z bludiště tvoří správnou cestu (při umístění začátku 
a konce bludiště do opačných rohů bludiště). 
 Paměťová náročnost: Vyjadřuje, kolik paměti algoritmus potřebuje pro svoji činnost. Vždy je 
uvedena třída a v závorce je podrobněji rozepsána (M znamená data pro výsledné uložení 
bludiště, w je šířka bludiště a h je výška bludiště). 
 Časová náročnost: Vyjadřuje průměrný čas potřebný k vygenerování bludiště o rozměrech 
100x100 vzhledem k Ellerově algoritmu. 
 
Jelikož všechny uvedené algoritmy (kromě prvního - Celulárního) generují tzv. Perfektní 
bludiště (všechna pole bludiště jsou dostupná a do každého vede z libovolného jiného pole právě 
jedna cesta), je velmi snadné určit vchod i východ z bludiště. Vchod (příp. východ) je často možné 
určit explicitně, neboť většina z uvedených algoritmů generuje bludiště z nějakého bodu - ten může 
posloužit jako vchod (nebo východ). Za východ (resp. vchod), případně vchod i východ pak můžeme 
určit libovolný z bodů bludiště (neboť všechny jsou dostupné), přičemž je samozřejmě možné (a 
vhodné) definovat určité upřesňující podmínky, např. že mezi vchodem a východem bude nějaká 
minimální definovaná vzdálenost, nebo že budou ležet na opačných stranách bludiště (jako je tomu v 
případě hry vytvořené v této práci), atp. 
2.2.14 Rozšiřující prvky bludiště 
Vlastnosti perfektního bludiště umožňují jednoduché automatizované rozšíření bludiště o celou řadu 
prvků, které činí průchod bludištěm zábavnějším a zajímavějším. Tyto prvky stačí umisťovat náhodně 
do prostoru bludiště - v objemovém modelu na volná pole a ve stěnovém modelu na libovolná pole. 
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Umisťování těchto prvků je možné (a vhodné) řídit určitými pravidly, která budou např. 
ovlivňovat počet těchto prvků, jejich vzájemnou polohu a vzdálenost, atp. 
Ve hře, která vzniká na základě této práce, jsem v bludištích pro oživení použil níže uvedené 
prvky: 
a) Světla - Základní a poměrně častý prvek. Má více podob, od prostých pochodní po závěsné 
lampy.  
 
Obrázek 18: Světlo v bludišti 
b) Pasti - Negativní prvek. Existuje opět více typů pastí - pily a ohnivé chrliče.  
 
Obrázek 19: Pasti 
c) Další objekty - Mají pouze dekorativní charakter - např. sud nebo sutiny. 
  
Kromě výše uvedených prvků slouží k ozvláštnění i fakt, že se mění charakter bludiště (jsou 
používány různé algoritmy, které generují různě vypadající bludiště). 
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2.3 L-Systémy 
L-systém (neboli Lindenmayerův systém) je paralelní obdobou formální gramatiky. Představil jej v 
roce 1968 maďarský biolog Aristid Lindenmayer jako způsob popisu a modelování růstu rostlin. 
Procedurální generování rostlin a jejich částí (listů, kořenů,…) je proto typickým příkladem využití 
L-systémů v prostředí počítačové grafiky a počítačových her. Dále je možné L-systémy efektivně 
využít pro modelování měst, cest a řek [4]. 
Já ve své práci využívám L-systémy (resp. jejich modifikaci) k modelování jednotlivých 
herních úrovní podzemí. 
Zásadní rozdíl mezi formální gramatikou a L-systémem je v tom, že ve formálních gramatikách 
jsou pravidla uplatňována postupně, kdežto v L-systémech paralelně (což odráží biologickou motivaci 
jejich vzniku). Kromě toho L-systémy obsahují oproti formálním gramatikám několik podstatných 
rozšíření (jako parametry a pravděpodobnostní přechody), která jsou zvláště pro tuto práci velmi 
významná. I přes to ale o definici L-systému hovoříme jako o jeho gramatice. 
Proces generování výstupu z gramatiky L-systému pak zahrnuje dvě na sebe navazující části: 
1. Aplikace přepisovacích pravidel – v této části je aktuální sada symbolů (kterou v první iteraci 
představuje startovní axiom – viz níže), v iteracích přepisována na základě přepisovacích 
pravidel gramatiky. V této fázi tedy probíhá transformace startovního axiomu na řetězec 
symbolů gramatiky. Tato fáze může být ukončena dvěma způsoby: buď se během poslední 
iterace nezměnil stav aktuální sady symbolů (tedy nebylo aplikováno žádné pravidlo, které by 
stav aktuální sady symbolů změnilo) anebo bylo dosaženo limitního počtu iterací (ochrana proti 
zacyklení). Na výstupu této fáze je tedy řada symbolů (teoreticky může být i prázdná) 
představující výstupní řetězec. 
2. Interpretace vygenerovaného řetězce – vstupem této fáze je výstup fáze předchozí. 
Jednotlivé symboly mohou být interpretovány celou řadou způsobů (časté je např. užití tzv. 
želví grafiky – viz níže). 
 
Ve své práci používám modifikované bezkontextové stochastické L-systémy s parametry, 
podmíněnými přechody a prostředím, které představují složitější kombinaci více různých typů 
L-systémů. V následující části práce tyto jednotlivé typy popíšu. 
2.3.1 Deterministické bezkontextové L-systémy 
Deterministický bezkontextový systém (zkráceně též D0L-system) představuje základní podobu 
L-systému a je formálně definován jako uspořádaná trojice: 
 PSG ,,  
 
 22 
Kde  je abeceda. 
S je startovní axiom, přičemž platí, že S (  značí pozitivní iteraci nad abecedou). 
P je množina přepisovacích pravidel, přičemž platí 
*P . 
Dále platí, že   PaaPaa  :* , neboli pro každý symbol z 
abecedy, který není na levé straně žádného přepisovacího pravidla, je implicitně 
vytvořeno pravidlo    . 
 
D0L-system je velmi podobný deterministické bezkontextové gramatice (BKG) s několika 
rozdíly: 
 BKG rozděluje abecedu na terminální a nonterminální symboly. Obdobou terminálních 
symbolů jsou v D0L-systémech takové symboly abecedy, které se nevyskytují na levé 
straně žádného pravidla (i když v rámci vlastního rozšíření L-systému zavádím jakousi 
obdobu terminálních symbolů - viz níže). 
 Startovní symbol BKG je právě jeden nonterminál, kdežto startovní axiom v 
D0L-systémech může být tvořen více symboly abecedy. Tuto vlastnost by ale bylo možné v 
BKG velmi snadno nasimulovat přidáním pravidla     do pravidel BKG, kde S je 
startovní symbol BKG a A je axiom D0L-systému (obdobného principu jsem se v rámci 
přehlednosti gramatiky rozhodl užít i ve své implementaci L-systému). 
Výstup L-systému je pak vytvářen v iteracích, přičemž všechna pravidla jsou aplikována 
současně. Toto rekurzivní generování je možné v libovolné iteraci ukončit. 
D0L-systémy mohou být velmi úspěšně použity pro tvorbu fraktálů - jako příklad 
deterministického bezkontextového L-systému uvádím gramatiku L-systému, který je možné použít 
pro generování části Kochovy vločky: 
                           
Pro vykreslení L-systémů ve 2D je možné použít princip želví grafiky4. Pokud při vykreslování 
interpretujeme jednotlivé symboly abecedy jako F="kresli čáru", l="otoč se doleva o 60°" a r="otoč 
se doprava o 60°", dostáváme pro výše uvedený L-systém v jednotlivých iteracích následující 
výsledky: 
                                                     
4
 Tento způsob vykreslování je podobný způsobu fungování některých vektorových tiskáren (plotterů). Kreslicí 
zařízení interpretuje postupně jednotlivé symboly podle předem daných pravidel (symboly mohou obsahovat 
instrukce pro kreslení, posun, rotaci, ale i pro práci se zásobníkem, jako třeba uložení a načtení pozice z vrcholu 
zásobníku, příp. ukládání vrcholů polygonu na zásobník a jeho následné vykreslení). 
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Obrázek 20: První tři iterace generování Kochovy vločky 
 
2.3.2 Zkracovací pravidla 
Obecně vzato jsou zkracovací pravidla taková pravidla, která na pravé straně obsahují kratší řetězec, 
než na straně levé. Jelikož u L-systémů (bezkontextových) je délka řetězce na levé straně rovna vždy 
právě jedné, je pravá strana zkracovacího pravidla (v bezkontextovém L-systému) vždy prázdná. 
Jedná se tedy o tzv. epsilon pravidla. Mnou vytvořený generátor přijímá i takováto epsilon pravidla. 
2.3.3 Stochastické systémy 
Stochastické L-systémy (zkráceně také 0L-systémy) pracují nedeterministicky a stejná iterace 
stejného 0L-systému tak může mít různou podobu. Tato vlastnost je pro generování herních úrovní 
klíčová, neboť jinak by všechny herní úrovně vypadaly stejně. 
Prvek náhody používají 0L-systémy na dvou různých úrovních: 
Náhodný výběr pravidla 
Toto rozšíření umožňuje, aby L-systém obsahoval více pravidel se stejnou levou stranou. Mezi nimi 
se pak vybírá nedeterministicky. U každého takového pravidla je pak možné uvést pravděpodobnost 
(nebo příp. váhu) jeho použití. Součet pravděpodobností pravidel se stejnou levou stranou musí být 
pochopitelně roven jedné (resp. 100%). 
Tyto pravděpodobnosti se pak obvykle zapisují nad symbol šipky, např. 
     
   
      
 
   
       
  
nebo v případě použití vah namísto pravděpodobností 
     
 
    
 
 
     
  
Ve své práci pak používám ještě kombinaci s parametry (viz níže), kdy umožňuji i 
parametrizaci váhy pravidla. Váhový zápis jsem oproti procentuálnímu upřednostnil z toho důvodu, 
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že mnou vytvořený L-systém umožňuje interpretovat i podmíněná pravidla (viz níže), a tak pro stejný 
symbol může L-systém užít v různých iteracích různý počet pravidel. 
Randomizace při interpretaci 
Toto rozšíření není přímo součástí samotného L-systému, resp. generování výstupu L-systému, ale 
interpretace tohoto výstupu. Např. v případě výše zmíněném případě vykreslování části Kochovy 
vločky pomocí želví grafiky by bylo možné náhodně volit úhly otočení. Mnou vytvořený generátor 
randomizaci při interpretaci nevyužívá, neboť tato funkce je nahrazena použitím tzv. post-process 
symbolů (viz kapitola 2.3.7). 
2.3.4 Parametrizace 
Druhým velmi významným rozšířením L-systémů je zavedení parametrů. Tyto parametry také značně 
odlišují L-systémy od formálních gramatik a umožňují generování složitějších modelů. Jak název 
napovídá, toto rozšíření obohacuje L-systémy (resp. jejich přepisovací pravidla) o parametry, které 
jsou jakousi obdobou proměnných, jaké se používají v programovacích jazycích. 
Lokální parametry 
Tyto parametry jsou velmi podobné lokálním proměnným používaným v programovacích jazycích. 
Použití přepisovacích pravidel má pak díky nim charakter volání funkcí. 
Přepisovací pravidla je totiž možné rozšířit tímto způsobem (předpis pro generování 
H-stromu): 
                                        
 
Levá strana přepisovacího pravidla pak kromě symbolu z abecedy obsahuje ještě seznam 
parametrů (uvedený v závorkách), přičemž s parametry je možné provádět jednoduché matematické 
operace. Tyto parametry mohou taky velice dobře (v kombinaci s podmíněnými pravidly - viz níže) 
posloužit jako počitadla. 
 
Pozn.: Oproti dříve uvedenému příkladu je rozšířena i interpretace symbolů, kdy F(x) značí 
příkaz pro kreslení úsečky o délce x, r(x) a l(x) značí příkazy pro rotaci doprava, resp. doleva o x°  a 
symboly [ a ] pak představují rozkazy pro uložení a načtení aktuální pozice ze zásobníku. 
Interpretace L-systému s takovýmto pravidlem pak může vypadat následovně: 
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Obrázek 21: 10. iterace H-stromu, převzato z http://cs.wikipedia.org/wiki/Soubor:H-tree-rooted.svg 
Globální parametry 
Globální parametry (nebo též proměnné/konstanty L-systému) mají charakter globálních 
proměnných. Jsou definovány zvlášť a jsou dostupné z libovolného pravidla. Typicky se jedná o 
konstanty (resp. nikde v literatuře jsem nenarazil na příklad, ve kterém by se hodnota těchto 
proměnných měnila). Nicméně sám v projektu používám pravidla, která změnu těchto globálních 
proměnných umožňují a vyžadují. Stejného efektu by sice bylo možné dosáhnout pomocí množství 
lokálních parametrů, které by byly předávány každému pravidlu, ale to by vedlo k značné 
nepřehlednosti vytvořených pravidel. 
Kromě možnosti využít je jako globální proměnné je samozřejmě i velmi užitečné jejich 
primární využití, tedy použít je jako konstanty. Pokud vhodně nadefinujeme pravidla, tak tyto 
konstanty mohou představovat parametry, jejichž změnami můžeme značně ovlivnit výslednou 
podobu vygenerovaného výstupu. To mi umožnilo definovat si např. parametry ovlivňující 
charakteristiky vygenerovaného prostředí jako třeba orientace (horizontální nebo vertikální), 
množství pastí a řadu dalších. Jejich vhodné použití mi umožnilo vytvářet výrazně se odlišující 
úrovně za použití pouze jedné sady pravidel. 
Příkladem může být rozšíření výše uvedeného pravidla o parametry, jejichž změnou můžeme 
snadno modifikovat výslednou podobu vygenerovaného obrazce (předpis pro generování H-stromu): 
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Obrázek 22: 10. iterace H-stromu s parametry R=0.69 a U=85, převzato z 
http://cs.wikipedia.org/wiki/Soubor:H-tree-85.svg 
Podmíněná pravidla 
Nakonec je možné parametry (jak lokální tak globální) využít k podmiňování pravidel. Tedy je možné 
pro každé pravidlo definovat podmínku, která musí být splněna, aby bylo možné pravidlo aplikovat. 
Pravidla pak mohou mít takovouto podobu: 
    
              
           
                 
  
Jak je vidět, tak je možné v podmínkách použít jak globální, tak lokální parametry.  
Pozn.: Nikde jsem se sice s použitím globálních parametrů v podmíněných pravidlech nesetkal, 
ale jejich použití mi přišlo velmi vhodné a umožnilo mi použít jedinou sadu pravidel pro různě 
vypadající prostředí, takže jsem ve svém interpretu L-systému toto rozšíření použil. 
Jako další užitečné rozšíření jsem zavedl klíčové slovo LAST. Pokud je v podmínce pravidla 
uvedeno, určuje, že pravidlo bude použito, pouze pokud pro daný symbol není možné použít žádné 
jiné pravidlo. 
2.3.5 Kontextové L-systémy 
Stejně jako u formálních gramatik existují kontextové gramatiky, existuje i kontextová varianta 
L-systémů. Tedy symbol uvedený v levé části pravidla (přepisovaný symbol) může mít levý a pravý 
kontext, tedy množinu znaků abecedy, které jsou umístěné vlevo a vpravo od něj, formálně pak: 
** ,;  RLRLP  
Taková pravidla se pak obvykle zapisují následujícím způsobem: 
               
Kde lc značí levý kontext a rc pravý kontext. 
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Oproti kontextovým gramatikám se zde zvlášť vyčleňují dvě skupiny: 
1L-systémy 
Tyto L-systémy mohou v každém ze svých pravidel obsahovat maximálně pouze levý, nebo pravý 
kontext, ale nikdy oba současně. V kontextových L-systémech (jak 1L-systémech, tak 2L-systémech) 
se pochopitelně mohou vyskytovat pravidla bez levého i pravého kontextu, jak vyplývá z definice. Při 
vyhodnocování pravidel má pak vždy přednost pravidlo kontextové. 
2L-systémy 
Tyto L-systémy se od 1L-systémů liší tím, že mohou ve svých pravidlech obsahovat současně levý i 
pravý kontext. 
2.3.6 L-systémy s prostředím 
Tzv. prostředí L-systému můžeme chápat jako speciální globální parametr. Jedná se o datovou 
strukturu, ze které může L-systém číst i do ní zapisovat. Takový L-systém pak nazýváme L-systémem 
s prostředím. Typickým využitím prostředí je informace o množství volného a využitého místa v 
prostoru. Ve své podstatě jsou velmi podobné kontextovým L-systémům, ale umožňují tvorbu 
silnějších a přehlednějších gramatik.  
V případě mnou vytvořeného L-systému má prostředí podobu 2D tabulky (neboť vytvořený 
L-systém generuje 2D prostředí, ale bylo by možné jej jednoduše rozšířit pro libovolnou dimenzi). 
Každé pole tabulky pak obsahuje povinně informaci o tom, zda je nebo není obsazeno. Kromě toho 
může ještě obsahovat sadu tzv. příznaků. Tyto příznaky mají podobu řetězce, přičemž hodnota 
příznaku se nijak neuvažuje – příznak je u pole buď přítomen, nebo ne. 
Použití prostředí vede tedy k tomu, že každý symbol má své souřadnice v této tabulce a má 
tedy i své sousedy – tj. symboly, jejichž souřadnice sousedí se souřadnicemi symbolu. 
Do tabulky prostředí je možné přistupovat třemi způsoby: 
1. Kontrola dostupnosti a rezervace místa – Každé pravidlo může mít definovánu 
obdélníkovou oblast v tabulce, nad kterou bude dále pracovat, a tato musí být neobsazená 
(tzn., že žádné pole z této oblasti nesmí být obsazené). Pokud je takové pravidlo zvoleno 
k přepsání, je tato oblast označena jako obsazená (tzn. každé pole z této oblasti je označeno 
jako obsazené). 
2. Podmínění pravidla příznaky – Kromě předchozího případu může být pravidlo 
podmíněno i sérií podmínek nad tabulkou prostředí. Každá taková podmínka specifikuje 
neprázdnou množinu příznaků pro jedno konkrétní pole v tabulce. Pokud je alespoň jeden 
z těchto příznaků pro dané pole nastaven, je podmínka splněna. 
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3. Zapisování do tabulky – Pravidlo může obsahovat definice jedné i více zapisovacích akcí. 
Každá taková akce pak může k jednomu poli v tabulce přidat nebo odebrat (je-li přítomen) 
jeden nebo více příznaků pole, anebo může měnit obsazenost pole. Tyto akce jsou 
provedeny ve chvíli, kdy je pravidlo vybráno k přepsání. 
 
2.3.7 Post-process symboly 
Toto rozšíření je čistě mou invencí, neboť jsem nikde v literatuře nenašel toto ani žádné podobné 
rozšíření L-systémů, ale přitom výborně odpovídá mým potřebám a značně zjednodušuje interpretaci 
řetězce vygenerovaného L-systémem. Toto rozšíření je také možné použít pouze pro L-systémy 
s prostředím. 
 Toto rozšíření umožňuje v gramatice definovat jeden či více tzv. post-process symbolů. Po 
skončení generování výstupu L-systému je postupně vždy pro jeden z post-process symbolů tento 
symbol připojen za vygenerovaný řetězec tolikrát, kolik je aktuálně polí v tabulce prostředí. Každému 
takto přidanému symbolu jsou pak nastaveny souřadnice právě jednoho pole z tabulky prostředí. Za 
každé pole v tabulce je tedy přidán jeden symbol (se souřadnicemi toho pole). Následně je nad takto 
upraveným řetězcem opět zahájen proces generování s obvyklými podmínkami. Tento postup se 
opakuje pro každý post-process symbol. 
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3 Herní engine Unity 
Jelikož oba generátory i hra, která slouží k demonstraci jejich možností, byly vytvořeny v enginu 
Unity, věnuji se v této kapitole krátce i tomuto enginu.  
Herní engine Unity má za sebou už poměrně dlouhou historii - jeho vývoj začal v roce 2001, 
ale relativně dlouho setrvával pouze na okraji zájmu herních vývojářů. Větší důležitosti získává až od 
roku 2010, kdy se engine rozšířil i na další platformy (mj. Android a vznikl také Unity WebPlayer). V 
současné době patří Unity k předním enginům herní scény. I když nedosahuje technické vyspělosti 
nejpokročilejších enginů jako je třeba CryEngine, UnrealEngine nebo idEngine, které pohánějí 
většinu nejmodernějších her, tak popularitu získal především svojí multiplatformností.  
Aktuálně Unity podporuje jedenáct platforem a do budoucna ohlásil podporu i pro novou 
generaci konzolí. Z toho důvodu se používá zejména pro tvorbu her pro mobilní zařízení, a jelikož 
tyto získávají v posledních letech na důležitosti, roste i význam Unity enginu. 
Velmi příznivě má Unity nastavené licenční podmínky, kdy licenci zdarma (na většinu 
platforem) je možné využívat i pro komerční projekty s ročním obratem nepřevyšujícím 100 000$, 
cena případné placené licence je pak také maximálně příznivá - cca 1500$ za platformu. 
Nadstandardní úrovně dosahuje také podpora vývojářů. Je k dispozici volně dostupná a velmi 
přehledná a podrobná dokumentace, celá řada oficiálních i neoficiálních tutoriálů, Unity tým pořádá 
videokonference, kde pro širokou veřejnost prezentuje zdarma novinky a postupy, a řada lidí z Unity 
týmu se i velmi aktivně zapojuje na oficiálním fóru. Zpravidla není problém získat do několika dní (či 
spíše hodin) relevantní odpověď na takřka libovolný dotaz. Kromě toho existuje i řada kvalitních 
publikací, které se tomu to enginu věnují a ze kterých jsem sám čerpal (např. [26], [26] a [27]). 
Kolem Unity engine vznikla také aktivní komunita tvůrců obsahu, který nabízí v oficiálním 
Asset Store [32]. Je tak možné zadarmo nebo za malý finanční obnos získat pohodlně kvalitní modely, 
textury, částicové efekty, animace a mnoho dalšího. Sám jsem tuto možnost při tvorbě své práce 
opakovaně využil. 
Unity se také velmi aktivně vyvíjí a každým rokem získává Unity engine řadu nových 
důležitých vlastností. Navíc také programátoři velmi poctivě reflektují přání a stížnosti herních 
vývojářů. 
Unity je také samozřejmě možné skriptovat a rozšiřovat pomocí vlastních programů a k 
dispozici jsou vývojářům tři programovací jazyky - C#, Javascript a Boo. 
V neposlední řadě Unity engine obsahuje prakticky vše potřebné, co je pro vývoj hry potřeba. 
Nesetkal jsem se s tím, že bych musel nějakou podstatnou část engine sám vytvářet nebo ji 
substituovat nějakou externí knihovnou, vše potřebné je výborně navrženo a integrováno a práce s 
Unity enginem je opravdu intuitivní a snadná. O několika málo důležitých principech a částech 
engine, které bylo nezbytné pro tvorbu této práce detailně nastudovat, se zmíním níže. 
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3.1 Hierarchie projektu 
Každý projekt je tvořen jednou nebo více Scénami. Scéna je jakýmsi ekvivalentem herní úrovně. Při 
přechodu mezi scénami je celá stará scéna zrušena (kromě výjimek, které je možné za běhu 




Obrázek 23: obsahuje 3 okna editoru: Hierarchy, kde je vidět seznam a hierarchie GameObjectů ve scéně, 




Každá scéna se skládá z množství GameObjectů. Každý gameObject představuje logickou 
reprezentaci objektu z herního světa. Herní objekty je možné hierarchicky uspořádat. Např. na 
obrázku 23 je vidět herní objekt ohnivyKos, který má dva potomky - Kos, který představuje 3D model 
koše a SmallFire, který představuje oheň v koši. Tento oheň se pak skládá z dalších částí. 
Každý gameObject může také obsahovat sérii Komponent. Komponent je vícero typů (např. 
Transform, Light, MeshRenderer, BoxCollider, Animator, SoundEffect a celá řada dalších). 
Komponenta Transform je pro každý gameObject povinná a uchovává informace o pozici, rotaci a 
velikosti gameObjectu. Specifickým zástupcem komponenty je pak skript. 
Z jednotlivých gameObjectů je možné vytvořit tzv. Prefaby. Tyto  prefaby je pak možné v 
editoru, ale i za běhu instanciovat, tedy vytvářet jejich kopie. Ale nejedná se o pouhé kopie - prefaby 
je možné instanciovat tak, aby si zachovaly svoji vazbu na prefab. Toho je možné využít k tomu, že 
úpravou původního prefabu je možné upravit všechny prefaby ve scéně, ale přitom naopak úprava 
jednoho gameObjectu ve scéně, který je napojen na prefab nemusí (ale může) ovlivnit ostatní takové 
gameObjecty.  
Tato poslední vlastnost byla pro tuto velmi podstatná, neboť mechanismus pro generování 
herních úrovní funguje tak, že umisťuje jednotlivé prefaby (resp. jejich instance-kopie) podle 
zvoleného postupu. S možností tvorby prefabů jsem tedy získal možnost si jednotlivé části herních 
úrovní předem přesně a přehledně připravit a následně je generátorem pouze vhodně instanciovat a 
umístit do scény. Uchování vazby mezi instanciovaným gameObjectem a prefabem je pak možné 
využít k hromadným úpravám již vytvořených scén (např. změna materiálu, světla, fyzikálního 
modelu aj.). 
3.2 Skriptovatelný editor 
Celý editor Unity engine má otevřené API, a tak je velmi jednoduše možné jej rozšířit, a to ve třech 
různých úrovních. V následujících odstavcích nebudu podrobně popisovat syntaxi ani všechny 
možnosti, které rozšíření Unity editoru nabízí, ale pouze základní myšlenku a principy. Případné 
detaily jsou pak přehledně uvedeny v oficiální dokumentaci [11]. 
3.2.1 Zpřístupnění proměnných Inspectoru 
Jedno z oken editoru, Inspector, umožňuje měnit hodnoty parametrů jednotlivých komponent 
gameObjectů (jak je vidět na obrázku 23). Pokud editujeme vlastní komponentu (tj. skript), je možné 
pomocí atributů5 (platí pro jazyk C#, v ostatních jazycích to funguje obdobně) určit, jaké proměnné 
(resp. fields a properties) mají či nemají být editovatelné pomocí výchozího inspectoru. Konkrétně se 
                                                     
5
 Atributy jsou jednou z méně známých částí jazyka C#. Umožňují pokročilejší definici sémantiky jednotlivých 
prvků (tříd, fields, properties,…). Více o tomto tématu je možné zjistit např. z [24] 
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jedná o atribut [HideInInspector]. A sama třída, kterou chceme takto editovat, musí být 
označena atributem [Serializable].  
Výchozí inspector jako takový je dost robustní a sám na základě datových typů exportovaných 
proměnných použije vhodně dialogové prvky pro jejich editaci. Zvládá editovat většinu základních 
datových typů (boolean, integer, float, string a dokonce i zřetězené seznamy těchto hodnot). 
 
Obrázek 24: Ukázka modifikace inspektoru - kód a editor 
Defaultní inspektor a jeho rozšíření jsem v této práci použil mnohokrát - takřka pro každý 
parametrizovatelný prefab, který byl dostatečně jednoduchý na to, aby se obešel bez vlastního 
inspectoru. Příkladem mohou být pasti, světla a podobně. 
3.2.2 Tvorba vlastního inspectoru 
Pokud nám pro editaci gameObjectů výchozí inspector z nějakého důvodu nedostačuje, je možné pro 
něj vytvořit vlastní rozšíření. Stačí vytvořit třídu dědící z třídy Editor a v metodě OnGUI() 
můžeme definovat libovolnou podobu okna inspektoru. K samotné editované třídě přistupujeme 
pomocí proměnné target. Třída, kterou takto chceme editovat, musí být opět označena atributem 
[Serializable]. Skript s touto třídou je nutné umístit do adresáře Editor.  
Toto rozšíření je možné velmi dobře kombinovat s předchozím přístupem. Pokud bychom totiž 
chtěli vlastní inspector použít třeba pouze na editaci jedné proměnné a pro ostatní proměnné by nám 
stačil výchozí inspector, je možné tuto jednu proměnnou podle výše uvedeného postupu skrýt před 
výchozím inspectorem, vytvořit vlastní inspector, který bude obsahovat pouze dialogové prvky 
týkající se té jedné proměnné a potom v něm voláním metody ShowDefaultInspector() 
zobrazíme i výchozí inspector. Ve výsledku tedy budeme mít dialogové prvky pro editaci všech 
potřebných proměnných, ale budeme muset vytvořit pouze nezbytné minimum kódu.  
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Příkladem vlastního inspectoru, který jsem vytvořil v rámci této práce, je 
CinematicCamera inspector, který umožňuje nastavení tzv. kinematografického módu6 kamery - 
tedy kdy, kam a jak se má kamera přesunovat.  
 
Obrázek 25: Vlastní inspector pro nastavení kinematografického módu kamery 
3.2.3 Vlastní okno editoru 
V předchozích dvou případech jsem demonstroval, jak je možné rozšířit jedno z mnoha oken editoru. 
Ale Unity engine umožňuje i vytvořit vlastní nové okno, které může plnit libovolnou funkci. Např. 
jedním z nových oken editoru, které jsem vytvořil v rámci této práce je MazeEditor - má za úkol 
generovat celou scénu bludiště. 
Ani vytvoření vlastního okna editoru není v Unity nikterak složité. Je opět potřeba ve složce 
Editor vytvořit skript obsahující třídu, která dědí ze třídy EditorWindow. A v ní jsou důležité dvě 
metody. Předně je to opět metoda OnGUI(), která je volána kdykoliv je potřeba překreslit oblast 
okna, obdobně jako v předchozím případě. A dále je to metoda OnOpen(), která se zavolá v 
okamžiku otevření okna editoru.  
U každého okna editoru je také možné specifikovat, do jakého menu a pod jakým názvem se 
umístí odkaz na otevření tohoto okna a je dokonce možné těmto oknům přiřadit klávesové zkratky. 
                                                     
6
 Tento mód ve hře slouží pro tvorbu cut-scén a je důležitým prvkem herního designu. 
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Obrázek 26: Ukázka vlastního okna editoru - Raná verze rozhraní generátoru bludiště 
3.3 Fyzika 
Velmi dobře zpracovanou částí Unity engine je fyzika. O fyzikální simulace se stará známý fyzikální 
framework PhysX od společnosti Nvidia. I přes jeho robustnost a složitost je ale jeho nastavení 
zpracováno velmi přehledně a přes bohaté možnosti, které skýtá, je možné už pomocí několika málo 
komponent vytvořit realisticky vypadající fyzikální simulaci. 
V následující části popíšu velmi stručně několik základních fyzikálních komponent, které Unity 
engine nabízí: 
 
 Kolizní obálky - jsou základem fyzikální simulace a definují fyzikální hranice objektů. Mohou 
být mnoha typů od předdefinovaných geometrických útvarů až po vlastní modely. 
 Rigidbody - definuje vlastnosti nestatických fyzikálních objektů - jejich hmotnost, působení 
gravitace atd. 
 Fyzikální materiály - definují fyzikální vlastnosti (jako tření, odrazivost aj.) kolizních obálek. 
 Klouby - mohou být mnoha typů a je u nich možné definovat stupně volnosti, sílu potřebnou k 
přetržení aj. 
  
Každá z těchto komponent skýtá bohaté možnosti nastavení. S fyzikou je také možné velice 
dobře pracovat na úrovni skriptů - je možné vytvořit metody, které se budou spouštěné na základě 
různých fyzikálních událostí (pokud dojde ke kolizi, pokud se kloub nebo látka roztrhne a velká řada 
dalších). Každý fyzikální objekt je také možné přiřadit do nějaké fyzikální vrstvy a pak v rámci 
celého projektu nastavit v matici, které fyzikální vrstvy spolu budou reagovat a které ne. 
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Obrázek 27: Ukázka fyzikálních komponent - jednotlivé fyzikální collidery (zelené) v podobě meshů jsou 
zde propojeny soustavou kloubů, které mohou být přerušeny (např. v reakci na fyzikální impulz, jako v 
tomto případě)  
3.4 Částicové efekty 
Ve vytvořené hře používám celou řadu částicových 
efektů - oheň, kouř, prach - v mnoha různých podobách. 
Pro práci s částicovými efekty nabízí Unity engine dva 
rozdílné částicové systémy. První (Legacy) je starší a je v 
engine obsažen pouze z důvodu zpětné kompatibility. 
Druhý (Shuriken) je doporučenou volbou pro tvorbu 
nových částicových efektů. Přesto ale bylo třeba 
pochopit fungování obou systémů, neboť velká část již 
vytvořených částicových efektů (např. v Asset Store) 
využívá zastaralý částicový systém.  
Naštěstí se možnosti i způsoby nastavení obou 
systémů vzájemně příliš neliší. Oba umožňují širokou 
škálu nastavení: Spoustu možností emitování (vč. např. 
subemitorů), animaci (i pomocí UV koordinátů), 
fyzikální interakci s okolím a mnoho dalšího. 
Stejně jako u všeho ostatního platí, že i z 
částicových efektů lze vytvářet prefaby. Částicové 
systémy také pracují s materiály (viz níže), takže je 
možné velmi jednoduše např. změnit barvu plamene. Obrázek 28: Bohaté možnosti nastavení 
částicového systému Shuriken 
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Při práci s oběma částicovými systémy jsem ale narazil na jednu jejich nepříjemnou vlastnost: 
Obtížnou změnu velikosti. Na rozdíl od ostatních gameObjektů není možné měnit jejich velikost 
pomocí změny scale v komponentě Transform (tato změna mění pouze velikost emitoru), ale je 
potřeba změnit celou řadu těchto vlastností. Z toho důvodu bylo pro změnu velikosti částicových 
efektů potřeba vytvořit rozšíření editoru, které mi umožnilo měnit velikost částicových efektů velmi 
jednoduše. 
3.5 Materiály 
Málokde se v Unity používá přímo textura. Namísto ní se používají materiály (v částicových 
systémech, mesh rendererech, atd.). Materiál je ve své podstatě kombinace textury a shaderu, resp. 
shaderu a nastavení všech jeho parametrů (což ve většině případů znamená alespoň jednu texturu). 
 
Obrázek 29: Ukázka materiálů - Ve scéně jsou dva stejné modely zdi, ale každý má jiný materiál - Bump 
shader s příslušnými texturami (vlevo) a jednodušší Diffuse shader (vpravo) 
Tento přístup má několik znatelných výhod: 
 
 Paměťovou optimalizaci - objekt materiálu je umístěn přímo v paměti GPU a můžeme materiál 
používat pro vykreslení více různých modelů. Je ovšem třeba mít na paměti, že častá změna 
parametrů materiálu (např. textury) má velký dopad na výkon, neboť velmi zatěžuje IO paměti 
GPU. V případě např. dvou textur, které bychom chtěli střídavě na modelu měnit, je daleko 
lepší mít vytvořené dva materiály a měnit pouze odkazy na ně, než v jednom materiálu stále 
znovu dokola přepisovat texturu. 
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 Změnou materiálu se změna promítne na všechny objekty, na které je materiál aplikovaný. 
Toho lze využít např. pro jednoduché změny všech textur ve scéně. Jedna úroveň třeba může 
být skalnatá a druhá mít texturu cihel a modely zůstanou zachovány. Stačí pouze vyměnit 
materiál. 
 Je vždy možné použít společně s texturou vhodný shader. Pokud bychom uvažovali předchozí 
příklad, tedy skalnatý a cihlový materiál, tak na cihly můžeme použít nějaký bump mapping 
(nebo paralax mapping) shader, kdežto na skálu bude stačit třeba obyčejný diffuse shader. 
3.6 Animace 
Pro práci s animacemi modelů poskytuje unity také dva animační systémy: Starý (Legacy), který je 
opět přítomen pouze z důvodu zpětné kompatibility a nový (Mecanim). 
Legacy animační systém poskytuje podporu animací pouze v té nejzákladnější podobě - tzn. 
úkony typu spustit/zastavit animaci, crossfade atp.  
Mecanim naproti tomu jde mnohem dál. Umožňuje řadu užitečných věcí, které mi práci na 
projektu velmi usnadnily: 
 Vzájemné mapování humanoidních koster. V různých modelech (humanoidních postav)  je 
možné svým způsobem dát jistým kostem sémantický význam - zejména namapovat kostru 
modelu na jakousi základní humanoidní kostru Mecanim systému (tzn. označit konkrétní kost 
jako pravé rameno, levé stehno atp.). Následně je pak možné použít takhle namapovanou 
animaci na libovolný takto namapovaný model. 
 Tvorba kontrolních automatů. Mecanim editor poskytuje rozhraní pro tvorbu přehledných 
stavových automatů, ve kterých každý stav představuje primárně jednu animaci (viz obrázek 
30). Mezi stavy (animacemi) je možné přecházet pomocí vlastní množiny definovaných 
parametrů (např. můžeme si nastavit, že proměnná představující rychlost postavy bude sloužit 
pro přechod mezi stavy Idle, Walk a Run). Místo jedné animace může stav obsahovat i tzv. 
BlendTree, který umožňuje pozvolný přechod mezi více animacemi na základě definovaného 
parametru. Tento parametr (blend factor) dokonce nemusí být jeden, ale i dva a pak se jedná o 
2D blend. 
 Tvorbu animačních layerů. V rámci předdefinované mecanim kostry (viz výše) je možné 
přiřadit jednotlivé části kostry různým layerům (vrstvám). Pro jednotlivé animace pak můžeme 
nastavit, jaké layery budou ovlivňovat. Např. můžeme mít v jednom layeru nohy, v jednom 
ruce a v jednom hlavu. Můžeme pak současně přehrávat třeba tři animace - animaci chůze, 
která bude ovlivňovat pouze nohy, animaci nápřahu zbraně, která bude ovlivňovat ruce a 
nakonec animaci rozhlížení se, která bude ovlivňovat pouze hlavu. Tato nastavení layerů se 
může pro různé animace měnit a je možné je efektivně zpracovávat v rámci stavového 
automatu, resp. vytvořit pro každý layer jeden stavový automat. 
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Obrázek 30: Ukázka stavového automatu Mecanimu 
Animační systém Mecanim má celou řadu dalších vlastností (např. inverzní kinematiku) a 
nastavení, ale tyto nejsou předmětem této práce, a proto jsem zde uvedl jen stručnou charakteristiku 
několika základních. Pro více informací doporučuji k četbě [8]. 
3.7 Světla 
Velmi podstatná je ve hrách práce se světlem a stíny. I v této oblasti není Unity engine nikterak 
pozadu a nabízí slušnou paletu možností. Bohužel právě na světlech (a stínech) se velmi projevilo 
použití free licence Unity. Bez placené licence totiž nelze použít jiné stíny než stíny od directional 
typu světla (ani tvrdé ani měkké). Také není možné použít pokročilejší osvětlovací techniky jako 
Deffered Lighting. 
S bezplatnou licencí Unity jsou k dispozici tyto tři druhy světel: 
1) Directional (směrové) - pro celou scénu, ideální pro simulaci statického vzdáleného zdroje 
světla (Slunce, Měsíc) 
2) Point (bodové) - všesměrové světlo, má omezený dosah. Onu všesměrovost je možné 
korigovat pomocí kubické alpha textury, která může definovat průsvitné a neprůsvitné oblasti. 
3) Spot (výsečové) - pouze plošný výsek bodového světla 
 
U světel je možné nastavovat i Halo (záři) a Lens Flare (čočkový efekt). Každé světlo také 
může mít vlastní barvu a může osvětlovat pouze určité vrstvy (podobně jako třeba fyzikální kolize 
platí pouze mezi některými vrstvami). 
V neposlední řadě je také možné využít lightmapping systém, který je v unity obsažen a nechat 
si světla a stíny (vč. ambient occlusion) předgenerovat do textur a tyto potom při běhu hry použít 
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místo toho, aby se scéna renderovala se světly v reálném čase. Tuto metodu je pochopitelně možné 
použít pouze na objekty, které jsou po celou dobu statické (tzn. jak světla, tak nasvícené objekty). 
Ukázky her vytvořených v Unity [9] 
V Unity engine vznikla (zvláště v poslední době) celá řada her, mezi nimiž je možné najít i velmi 
známé tituly a za nimi stojící vývojářská studia. Rád bych zmínil alespoň několik nejznámějších: 
 Dead Trigger 2 (Madfinger Games) 
 Wasteland 2 (inXile Entertainment) 
 Might & Magic X Legacy (Limbic Entertainment) 
 ARMA Tactics (Bohemia Interactive) 
 Dreamfall Chapters: The Longest Journey (Red Thread Games) 
 Bad Piggies (Rovio Entertainment) 
 DeusEx: The Fall (Edios Montreal) 
 
O rozšířenosti a oblibě tohoto engine svědčí i fakt, že v době psaní této práce eviduje Unity více než 6 
milionů registrovaných vývojářů. [10] 
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4 Návrh generátoru herních úrovní  
Na základě získaných znalostí jsem navrhl generátor úrovní pro plánovanou hru. Hra samotná bude 
obsahovat dva různé typy prostředí - bludiště a platformy. Každý z těchto druhů prostředí pak bude 
existovat speciální generátor. Pro každý z těchto generátorů pak bude vytvořen editor, který bude 
sloužit k interakci generátoru s enginem Unity. Zdrojové kódy obou těchto generátorů pak budou 
v oddělených namespace blocích, a budou samy o sobě představovat fungující jednotky, takže je bude 
možné využít (s případným minimálním množstvím úprav) i mimo vytvořené editory, anebo dokonce 
engine Unity.  
4.1 Generátor bludišť 
Návrh generátoru bludišť vychází z kapitoly 2.1. Bude generovat dvojrozměrná bludiště s poměrně 
malou plochou a ke generování bludišť bude používat jedenáct rozlišných algoritmů, jejichž popis je 
součástí téže kapitoly.  
Výsledek pak bude možné prezentovat pomocí dvou různých modelů (objemový a stěnový). 
K oživení hry bude přispívat i vkládání různých rozšiřujících prvků (viz kapitola 2.1.14). Toto 
vkládání se pak bude řídit řadou několika jednoduchých pravidel, jak je naznačeno v téže kapitole. 
Vkládání těchto prvků bude možné ovlivnit nastavením vhodných parametrů (množství světel, pastí, 
atp.). 
 
Obrázek 31: Postup generování bludiště 
4.2 Generátor platforem 
Tato část generátoru bude využívat vytvořený L-systém. Část symbolů abecedy tohoto L-systému pak 
bude odpovídat jednotlivým stavebním prvkům-prefabům (podlaha, past, …). Tyto symboly budou 
jakousi obdobou terminálních symbolů z formálních gramatik.  
Generátor platforem bude také udržovat a využívat informace o prostředí (tzn. o zaplnění 
prostoru), aby na sebe všechny prvky logicky navazovaly. Souřadnice jednotlivých symbolů pak 
budou odpovídat i reálným souřadnicím, neboť všechny stavební prvky budou mít stejnou velikost (v 










z rozšíření popsaných v kapitole 2.2, bude výsledná podoba bludiště do značné míry záviset na celé 
řadě parametrů, které budou figurovat v pravidlech L-systému.  
Rovněž chování interpretoru L-systému pak bude možné ovlivnit několika parametry, které 
budou mít dopad na výslednou podobu vygenerované herní úrovně. 
 
Obrázek 32: Postup generování úrovně s platformami 







5 Vytvořený generátor 
Na základě návrhu v předchozí kapitole jsem vytvořil dva editory – každý pro jinou část hry (bludiště 
a platformy). Oba tyto editory jsou vytvořeny jako „unity editory“ – viz kapitola 3.2.2 – a jsou tedy 
přímo integrované do prostředí Unity. Návrh těchto editorů a generátorů, které editory využívají, 
umožňuje, aby bylo možné tyto editory snadno použít v jiných projektech a do jisté míry dokonce i 
mimo engine Unity. 
5.1 Generátor bludišť 
Celý generátor bludišť je obsažen ve statické třídě MyMazeGenerator. Tato třída obsahuje statické 
funkce (GenerateMazeByWilson, GenerateMazeByPrim,…) pro generování bludišť. Tyto 
funkce implementují algoritmy tak, jak byly popsány v kapitole 2.2. Vygenerované bludiště je 
uloženo do datové třídy MyMazeData4WayVolume nebo MyMazeData4WayWall podle toho, 
zda algoritmus používá objemový nebo stěnový model bludiště. Obě tyto třídy umožňují načítání a 
ukládání vygenerovaného bludiště z/do textury a třída MyMazeData4WayVolume umožňuje navíc 
ještě konverzi do formátu (třídy) MyMazeData4WayWall (jak bylo popsáno v kapitole 2.2.1). 
Editor 
Editor bludišť umožňuje generování perfektních 
bludišť pomocí všech dostupných algoritmů a jeho 
podobu zachycuje obrázek 33.  
Pokud je zvolena volba "Volume model" je 
výsledný model bludiště převeden do objemového 
modelu. Tato volba tedy pro první algoritmus 
(Backtracking) nemá smysl, neboť tento algoritmus 
je nativně implementován nad objemovým 
modelem (viz kapitola 2.2.3). 
Volba "Save bitmap" umožňuje uložení 
vygenerovaného bludiště i ve formě obrázku (ve 
formátu png). Tento obrázek má podobu jakéhosi 
plánku bludiště (zachycuje chodby a zdi, anebo 
prázdná a plná pole) a je uložen do složky projektu 
pod názvem mazeX.png, kde X je nejmenší (i 
vícemístné) kladné celé číslo takové, že soubor 
mazeX.png v daném adresáři ještě neexistuje. 
Obrázek 33: Editor bludišť 
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Parametry Width a Height určují rozměry vygenerovaného bludiště a posuvníky "Amount of 
lights", "Amount od traps" a "Amount of objects" je možné nastavit procentuální množství světel, 
pastí a dekorativních objektů v bludišti. Hodnota posuvníku udává pravděpodobnost, že na jednom 
poli bludiště bude světlo, past nebo objekt. 
Kromě těchto hodnot, které ovlivňují podobu vygenerovaného bludiště, je možné upravovat 
pomocí editoru i globální nastavení zobrazení, a sice množství ambientního osvětlení a 
zapnutí/vypnutí mlhy. 
Nakonec je možné tlačítkem "Delete maze" smazat vygenerované bludiště. Stejně tak je 
vygenerované bludiště automaticky smazáno (existuje-li) před zahájením nového generování.  
 
Jako mezičlánek mezi třídou MyMazeGenerator (která může fungovat nezávisle na engine 
Unity) a editorem samotným, který představuje pouze GUI vrstvu, pak vystupuje třída 
UnityMazeGenerator, která na základě pokynů z editoru volá metody třídy 
MyMazeGenerator, a podle modelů bludišť, které dostává, tvoří scénu. Tato třída je rovněž 
využita pro generování bludiště ve vytvořené hře. Samotný proces tvorby scény je poměrně 
jednoduchý. Pro objemový i stěnový model existuje několik základních stavebních kamenů (prefabů), 
které jsou při tvorbě scény použity (obrázek 34).  
 
Obrázek 34 - prefaby pro labyrint 
Pro objemový model jsou to v podstatě jen dva prefaby a to prefab pro plné a prázdné pole. Pro 
stěnový model je prefabů již více, a zachycují jednotlivé možné kombinace zdí obklopujících jedno 
pole. Kromě toho jsou ještě použity prefaby světel, pastí a dekorativních objektů pastí. Tato fáze 
stavby scény je časově výrazně náročnější, než samotné generování bludiště - např. při generování 
bludiště o rozměrech 40x40 primovým algoritmem trvalo jeho vygenerování cca 0.06s, kdežto 
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sestavení scény (tedy vložení a nastavení jednotlivých prefabů do scény) trvalo cca 7s. I pro jiné 
algoritmy je časový odstup obdobně významný. 
5.2 Generátor platforem 
Generátor platforem se skládá ze dvou základních částí: 
1. L-systém generátoru, který na základě gramatiky generuje posloupnost symbolů (přičemž 
na výstupu by všechny takto vygenerované symboly měly být terminální – viz níže). Jeho 
strukturu zachycuje obrázek 35. 
2. L-systém interpretoru, který na základě vygenerovaných symbolů sestavuje scénu (herní 
úroveň). 
L-systém generátor 
Ústředním bodem celého L-systém generátoru je třída MyLSystem a její metoda Generate(). Ta 
transformuje postupnou aplikací přepisovacích pravidel startovní axiom na výslednou řadu terminálů. 
Generování probíhá v iteracích, přičemž aktuální sada symbolů je nahrazena nově vygenerovanou až 
po přepsání všech symbolů v aktuální sadě. To znamená, že nově generované symboly neovlivňují 
zbývající přepisovací pravidla z aktuální iterace. Z tohoto pravidla existují dvě výjimky, a sice 
tabulka prostředí je aktualizována okamžitě (z důvodu možného přepsání stejného místa dvěma 
různými pravidly) a rovněž změna globálních parametrů se do systému promítne okamžitě. 
Každý symbol obsahuje mj. i souřadnice do tabulky prostředí. Veškeré tabulkové souřadnice, 
které jsou definovány v gramatice (v přepisovacích pravidlech), jsou pak vždy interpretovány 
relativně k souřadnicím symbolu na levé straně. Je-li tedy symbol pomocí přepisovacího pravidla 




Obrázek 35 – Zjednodušený Diagram tříd L-systém generátoru 
Třída MyLSystem rovněž umožňuje zachycení průběhu generování v textové podobě. Pro 
jednotlivé iterace je možné ukládat stav aktuálního řetězce a tabulky prostředí. To je výhodné pro 
ladění gramatiky L-systému. 
Jak bylo nastíněno výše, generátor parametrického L-systému musí umět vyhodnocovat i 
matematické výrazy. Za to je zodpovědná třída MyExpression. Ta umožňuje vyhodnocovat výrazy 
libovolné délky s klasickými operacemi (+, -, *, /), závorkami a prioritami operátorů. Kromě 
celočíselných a desetinných čísel umožňuje i čtení hodnot z parametrů a to jak lokálních, tak 
globálních, přičemž při shodě názvu lokálního a globálního parametru mají vždy přednost lokální 
parametry. Dva lokální parametry stejného jména se vyskytnout nemohou (jednalo by se o 
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syntaktickou chybu). Vyhodnocení výrazů probíhá tak, že při inicializaci výrazu je provedena 
syntaktická analýza výrazu (vč. tokenizace atp.) a na jejím základě je sestaven binární strom operací 
(v uzlu je vždy buď hodnota, nebo název parametru, nebo operátor). Jednoduchým post-order 
průchodem tohoto stromu je pak možné získat hodnotu výrazu. 
 
Všechny třídy i struktury, ze kterých se L-systém generátor skládá, mají implementovány 
serializační i deserializační metody, takže je možné snadno celý L-systém načíst a uložit, čehož 
využívá přidružený editor. Formát souboru, ze/do kterého se L-systém načítá/ukládá bude podrobněji 
popsán níže. 
L-systém interpretor 
Tento interpretor není příliš složitý. Na vstupu dostává množinu terminálních symbolů, přičemž 
každý terminální symbol obsahuje pozici v tabulce prostředí a cestu k prefabu, který reprezentuje (viz 
výše). Interpretor tedy pro každý z vygenerovaných terminálů vloží do scény odpovídající prefab a 
upraví jeho pozici, která odpovídá pozici v tabulce prostředí. 
Na závěr ještě interpretor rozmístí potřebné množství prefabů reprezentujících pozadí scény. 
Parametry tohoto interpretoru souvisí s pozadím scény. Jsou to: cesta k prefabu pozadí, jeho velikost 
(v měřítku tabulky prostředí) a přesah pozadí v jednotlivých dimenzích (x, y). 
Editor 
Vstupní data (gramatiku a parametry) obou částí je možné definovat ve vytvořeném editoru: 
 
Obrázek 36 – PlatformerGenerator editor 
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Editor pro generování platformových úrovní je ryze účelný. Umožňuje načítat, editovat a 
ukládat gramatiku L-systému a rovněž umožňuje kontrolovat její validitu. Gramatika je ukládána 
v téže formě, jako je zobrazena v editoru, tudíž je možné ji snadno editovat i v jiných textových 
editorech. Syntaxe a sémantika gramatiky je popsána níže. Dále editor umožňuje načítání, editaci a 
ukládání parametrů interpretoru. Krom toho pochopitelně umožňuje vygenerovat na základě aktuální 
gramatiky úroveň.  
Editor obsahuje i dvě doplňkové pomocné funkce a to pro vymazání všech objektů ve scéně a 
pro zobrazení průběhu posledního generování (v textové podobě zobrazí jednotlivé iterace 
generačního procesu společně s měnící se tabulkou prostředí). 
5.2.1 Syntaxe a sémantika gramatiky 
Jelikož použitý L-systém obsahuje širokou paletu různých rozšíření, je i syntaxe gramatiky 
odpovídajícím způsobem obsáhlá. Při návrhu syntaxe gramatiky jsem se snažil o co nejvyšší 
podobnost s již existujícími programovacími jazyky, nebo gramatikami (např. [33]) z důvodu co 
největší přístupnosti. 
Podoba definičního souboru s gramatikou je zachycena vpravo. Je tedy takto rozdělen do pěti 
sekcí, jejichž pořadí je závazné: 
1. Sekce START: obsahuje pouze název startovního 
symbolu L-systému. 
2. Sekce  POST-PROCESS SYMBOLS: na 
jednotlivých řádcích obsahuje vždy jeden název 
post-process symbolu. 
3. Sekce  GLOBAL  PARAMS: na jednotlivých 
řádcích obsahuje vždy dvojici „název globálního 
parametru“ a „jeho hodnotu“ oddělené znakem =. 
4. Sekce  SYMBOLS: na jednotlivých řádcích 
obsahuje vždy jeden název symbolu gramatiky. 
Pokud se jedná o terminální symbol, je v podobě 
"symbol=cesta  k prefabu". Názvy symbolů, 
stejně jako názvy globálních i lokálních parametrů 
mohou obsahovat pouze písmena, čísla a 
podtržítka, přičemž nesmí začínat číslem a dělají 
rozdíly mezi velkými a malými znaky. 
5. Sekce  RULES: na jednotlivých řádcích obsahuje 
vždy definici jednoho pravidla. Syntaxe definice 
pravidla je složitější a bude definována níže. 
START: startSymbol  





















Libovolný řádek také může zůstat prázdný a bude ignorován. Stejně tak, je-li uvozen dvěma lomítky 
(//) - takto je možné opatřit gramatiku komentáři. 
Syntaxe pravidel 
Formálně je syntaxe pravidel definována takto: 
 
 vaha  -  Představuje váhu pravidla a kromě numerické celočíselné hodnoty může obsahovat i 
globální nebo lokální parametr. Váha není povinnou součástí definice, a pokud není 
definována, je nastavena na 1. 
 LevySymbol - Název symbolu na levé straně pravidla. 
 parametry  -  Seznam názvů lokálních parametrů oddělených čárkami. Dva lokální 
parametry v témže pravidle nesmí mít stejný název. Mohou existovat i pravidla bez 
parametrů a tato část je tedy nepovinná. 
 podminky - Tato část opět není povinná. Jednotlivé podmínky jsou od sebe odděleny 
středníkem. Podmínka může být dvojího druhu: 
o matematická (výrazová), a pak má podobu "výraz  operátor  výraz",  přičemž jako 
operátor je možné použít ==, !=, < ,> ,<= ,>=. Výraz pak může obsahovat celočíselné 
a desetinné konstanty (přičemž se používá výhradně desetinná tečka), názvy 
lokálních i globálních parametrů, operátory +, -, *, / a závorky. 
o nad tabulkou, a pak má podobu [x,y,priznak1,priznak2,...], kde x a y udává  
(relativní) souřadnice  v  tabulce  a  musí  být  splněn  alespoň  jeden  z  množiny 
příznaků  (podmínka  musí  obsahovat  alespoň  jeden  příznak).  Pokud je název 
příznaku uvozen vykřičníkem, je podmínka splněna, pokud příznak není pro dané 
pole buňky definován. Pokud je jako název příznaku uvedeno klíčové slovo FULL 
(příp. !FULL), pak se kontroluje obsazenost tohoto pole. 
Kromě toho může být podmínka tvořena klíčovým slovem LAST. V tom případě je pravidlo 
použito pouze v případě, že pro daný symbol nebylo nalezeno žádné jiné pravidlo. 
 globalniVyrazy  -  Tato  část není povinná a je možné v ní měnit hodnotu globálních 
výrazů.  Jednotlivé globální výrazy jsou od sebe odděleny středníkem a globální výraz má 
podobu globalniParametr=vyraz. 
 PraveSymboly - Seznam symbolů na pravé straně pravidla, přičemž tyto jsou odděleny 






Nazev  značí název symbolu, parametry představují seznam výrazů oddělených čárkami, 
které budou použity jako lokální parametry pro tento symbol (a jeho dále vybrané pravidlo) a 
poslední část ohraničená hranatými závorkami definuje operace nad tabulkou. Jednak jsou to 
nové (relativní) souřadnice symbolu a dále možnost nastavit nebo zrušit příznaky pro dané 
souřadnice. Stejně jako u podmínek nad tabulkou je zde možné použít klíčové slovo FULL 
k nastavení nebo zrušení obsazenosti pole tabulky. Tato část také není povinná. 
 oblastVtabulce - Definuje obdélník, který musí být neobsazen, a který bude v případě 
vybrání pravidla nastaven jako obsazený, a má podobu minX,minY;maxX,maxY (opět 
relativně vzhledem k pozici symbolu). Tato část není povinná. 
 
Vidíme tedy, že jedinou povinnou částí je název symbolu levé strany pravidla (a znaky -> pro 
oddělení levé a pravé strany pravidla). 
Příklady pravidel 
Jelikož je syntaxe definice pravidel poměrně složitá, uvedu na závěr několik příkladů: 
 e ->  
Tzv. „epsilon“ pravidlo – nejjednodušší možné pravidlo. 
 TRAP{TRAP_SAW==1} -> sawtrap  
Pravidlo s podmínkou. Parametr (globální) se musí rovnat jedné. 
 LADDER_UP(x) {x>1} -> ladder LADDER_UP(x-1)[0,1]  
Opět pravidlo s podmínkou, ale tentokrát nad lokálním parametrem. Krom toho pravidlo 
obsahuje i výraz x-1, který poslouží jako lokální parametr novému symbolu LADDER_UP. 
Tento symbol bude mít také změněné souřadnice – konkrétně se y-ová souřadnice zvýší o 1. 
 10: LADDER_UP(x) {x<=1}->ladder  
Toto pravidlo je podobné předchozím dvěma, ale jeho váha je 10. 
 post3 {GENERATE==0}->{GENERATE=1}  
Toto pravidlo negeneruje žádný výstup (jedná se tedy o epsilon pravidlo), ale oproti prvnímu 
příkladu nastavuje ještě globální parametr GENERATE na 1 (pokud je předním roven 0). 
 Fd(delay){delay <= 0;[0,0,!floor]} -> OBJECT[0,1,floor] F 
Pravidlo zmíněné v posledním příkladu má navíc jednu podmínku nad tabulkou prostředí. 
Tato podmínka zjišťuje, jestli nemá pole s (relativními) souřadnicemi 0,0 nastavený příznak 
floor. Dále také, pokud bude toto pravidlo vybráno, (mj.) nastaví nově vygenerovanému 





5.2.2 Stavební prvky 
Vytvořená gramatika používá celou řadu prefabů, ze kterých se herní platformové úrovně sestavují. 
V první řadě jsou to podlahy - ty jsou dvou typů - jednak vyplňující celé pole (obrázek 37) a 
jednak nízké (obrázek 38). Oba typy existují v pěti verzích (na obrázcích bráno zleva doprava): 
Navazující zprava, dvě podlahy navazující z obou stran, navazující zprava a nenavazující ani z jedné 
strany. Na obou obrázcích je ještě zachycen prefab představující pozadí (zadní stěna). 
 
Obrázek 37 - prefaby podlah vyplňující celé pole 
 
Obrázek 38 - prefaby nízkých podlah 
Na podlahy pak navazují prefaby představující hliněný podklad. Těch je celkem 16 a zachycuje 
je obrázek 39. Ty jsou opět více druhů:  
 Vyplňující celé pole: navazující zleva, zprava, z obou stran a z žádné strany 
 Nízké: navazující zleva, zprava, z obou stran a z žádné strany 
 Rohové: pro levý a pravý roh a pro oba rohy vždy navazující a nenavazující 
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Obrázek 39 - prefaby hliněného podkladu 
Hra navíc využívá několik dalších prefabů představujících objekty (obrázek 40). Jsou to (zleva 
doprava a shora dolů): Louč, závěs pro koš, ohnivá past, bodáky, sud, žebřík, zídka, brána, ohnivý 
koš a past v podobě pily. 
 
Obrázek 40 - prefaby objektů 
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5.2.3 Demonstrační gramatika 
V přílohách této práce je zdrojový soubor gramatiky, která slouží k demonstraci možností 
vytvořeného interpretoru L-systému a která je použita ve vytvořené hře pro generování 
platformových úrovní. Jelikož je vytvořená gramatika poměrně rozsáhlá (obsahuje více než 10000 
znaků bez mezer), nebudu ji zde podrobně rozebírat, ale zmíním jen zajímavější informace a méně 
triviální konstrukce. 
Gramatika obsahuje celkem 67 symbolů (z toho 35 terminálních a 4 jsou označené jako post-
process symboly), 11 globálních parametrů, 129 pravidel a 7 příznaků v tabulce prostředí. 
Základem gramatiky jsou symboly NEXTl, NEXTr, NEXTu a NEXTd, které slouží pro 
generování cest (chodeb) jedním ze 4 směrů (vlevo, vpravo, nahoru a dolů) a jejich pravidla. Pravidla 
těchto parametrů přijímají jeden lokální parametr, který definuje zbývající délku cesty. Celé 
generování pak spočívá v tom, že ze startovního pole jsou vedeny dvě cesty (vlevo a vpravo) s 
předdefinovanou délkou, přičemž na začátek a na konec těchto cest je umístěna brána (jedna startovní 
a jedna cílová). Cesta pak může měnit náhodně svůj směr (např. z levé-NEXTl na horní-NEXTu 
apod.). 
Další zajímavým momentem je samotné generování podlah a hliněného podkladu. Během 
generování je pouze do tabulky prostředí poznačeno, která pole mají zůstat volná (příznak empty), 
která mají obsahovat podlahu (příznak floor) a případně která mají obsahovat hliněný podklad 
(příznak dirt). Symboly pro vygenerování terminálů (F a DIRT) s příslušnými souřadnicemi jsou 
sice umístěny také, ale jejich rozgenerování (použití vhodného přepisovacího pravidla) je podmíněno 
správným nastavením globálního parametru, např. takto: 
Tento přístup jsem vybral z toho důvodu, že dokud není generování skončeno, tak není jisté, 
jak bude vypadat okolí daného pole, a tudíž generátor nemůže kvůli zachování návaznosti prefabů 
vědět, jaký konkrétní prefab (tedy terminální symbol) má na daném místě být. 
Po skončení generování prvního průchodu se postupně přidají a rozgenerují všechny post-
process symboly. 
Nejprve je to symbol post1, jehož pravidla zajistí, aby se do všech neobsazených polí zapsal 
symbol pro hliněné podloží. 
 
DIRT{GENERATE_FLOORS_AND_DIRTS==0}                       ->DIRT 
DIRT{GENERATE_FLOORS_AND_DIRTS==1;[-1,0,dirt];[1,0,dirt]}->dirt 
post1 {[0,0,!FULL]} -> DIRT[0,0,dirt] 
post1 {[0,0,FULL]}  -> 
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Dále symbol post2, který zvětší celou vygenerovanou oblast o jedno pole ve všech čtyřech 
směrech a na přidaná pole opět doplní symboly pro hliněné podloží. Tento symbol tak představuje 
ochranu proti tomu, aby se hráč mohl dostat na kraj mapy. 
Jelikož jsou nyní už vloženy všechny podlahy a hliněné podklady, zajistí další symbol 
(post3) přepnutí globálního parametru, který umožní vložení konkrétních terminálních symbolů pro 
podlahy a hliněný podklad. 
Poslední post-process symbol post4 pak slouží k tomu, aby na rozhraní míst, kde končí 
prázdný prostor a začíná hliněný podklad, vložil symboly pro generování nízkých hliněných 
podkladů. Tak je zajištěn plynulý přechod mezi prázdným prostorem a hliněným podkladem. 
 
post4 {[0,0,empty];[0,1,dirt]} -> DIRTb[0,0,dirtB,!empty] 
post4 {[0,0,!empty]}           -> 
post4 {[0,1,!dirt]}            -> 
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6 Vytvořená hra 
Vytvořené generátory jsou použity i pro generování herních úrovní jednoduché hry, která má 
prezentovat jejich možnosti. 
Hlavní část hry tvoří platformové úrovně. Hráč ovládá hrdinu, jehož úkolem je dostat se v 
každé takové úrovni od startovní brány k cílové a během cesty musí překonávat různé překážky. V 
této části hry je kamera natočena ze strany. Ukázku z platformové úrovně zachycuje obrázek 41. 
 
Obrázek 41 - Platformová úroveň 
Jakmile hrdina překoná 5 platformových úrovní, přesune se do jedné bludišťové úrovně 
(ukázka z bludišťové úrovně je na obrázku 42). Tam je opět jeho úkolem dostat se od startovní brány 
k cílové. Po dosažení této brány jej opět čeká 5 platformových úrovní. Bludiště je vždy vygenerováno 
podle náhodně vybraného algoritmu s konstantními rozměry 15x15 polí. Během průchodu bludištěm 
opět musí hráč dávat pozor na různé pasti. Hra je inspirována tzv. rogue-like hrami (viz výše), od 
kterých kromě procedurálně generovaného prostředí přebrala i princip permanentní smrti. Tedy platí, 




Obrázek 42 - Bludišťová úroveň 
Ovládání 
Hra je ovládána klávesami A a D pro pohyb hrdiny vlevo a vpravo, klávesa W slouží pro skok do 
dálky a zachycení se v pádu a klávesa mezerník pro výskok nahoru nebo vstup na žebřík ze spodu 
nebo ze stran. Po žebříku se hrdina pohybuje nahoru a dolů pomocí kláves W a S. Pro slezení ze 
žebříku dolů slouží klávesa S a pro slezení ze žebříku do stran klávesy A a D. Hrdina též může během 
běhu provést skluz, a to stisknutím klávesy S. Pomocí této klávesy může hrdina též seskočit z římsy, 
pakliže stojí na jejím okraji. Pokud stojí hrdina před popraskanou zdí, může ji rozbít stisknutím 
mezerníku. 
Na rozdíl od platformových úrovní je v bludišťové úrovni kamera v tzv. 1st person módu, 
neboli simuluje pohled z očí hrdiny. Ovládání je klasické pro tento kamerový mód, tedy W, A, S, D 
pro pohyb hrdiny a posun myší pro jeho otáčení. 
Tvorba hry 
Hra je vytvořena v engine Unity s využitím programovacího jazyka C# a využívá (mj.) komponenty 
popsané v kapitole 3 a generátory popsané v kapitolách 4 a 5. Přestože se jedná pouze o relativně 
jednoduchou demonstrační hru, obsahuje poměrně velké množství prvků, zejména animací (jen 
animací hrdiny je více než 30). Pro jejich správu, konfiguraci a ovládání je použit systém Mecanim 
(viz kapitola 3.6), který tento proces velice usnadnil. Část výsledného animačního konečného 
automatu je zachycena na obrázku 43.  
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Pro generování platformových úrovní používá hra gramatiku popsanou v kapitole 5.2.3. Tato 
gramatika je také obsažena na přiloženém DVD. Stejně tak jsou součástí příloh zdrojové soubory 
projektu této hry i spustitelná hra pro platformu Windows. 
 
Obrázek 43 - Konečný automat animací 
Hra je také od začátku koncipována tak, aby mohla být snadno přenesena na mobilní zařízení, 
takže i přes zachování kvalitní vizuální stránky byla intenzivně optimalizována - používá modely s 
nízkým počtem polygonů, optimalizované shadery, bump mapy, projekční stíny, animace místo 
fyzikálních simulací aj. 
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7 Pokračování projektu 
V budoucnosti bych rád rozšířil možnosti samotné stavby scény z vygenerovaného modelu bludiště. 
Proto bych třídu UnityMazeGenerator rád rozšířil o možnosti definice více různých prefabů a 
kromě použitých světel, pastí a dekorativních objektů bych rád přidal i další prvky jako např. brány, 
pavučiny, různé typy zdí atp., aby bylo dosaženo větší poutavosti hry ve shodě s kapitolou 2.1. 
Generátor platformových úrovní na druhou stranu považuji za téměř hotový. Ale i přes to bych 
jej rád v budoucnu doplnil o několik užitečných drobností, jako rozšíření výrazů gramatiky o funkci 
vracející náhodné číslo ze zadaného intervalu nebo funkci vracející maximum či minimum ze 
zadaných parametrů. Toto rozšíření by umožnilo tvorbu ještě jednodušších a přehlednějších gramatik. 
Do editoru platformových úrovní bych rád doplnil možnost přiřadit terminálním symbolům 
prefaby pomocí drag and drop přímo v prostředí Unity (namísto dosavadního textového zadávání) a 
ještě bych editor rád rozšířil o možnost ukládání speciálních definičních souborů, které by obsahovaly 
pouze iniciační hodnoty globálních parametrů. To by umožnilo jednoduše použít jedinou gramatiku a 
sérii těchto definičních souborů k vytvoření typově odlišných úrovní, což by mělo za následek 
celkové zjednodušení a vyšší odolnost vůči chybám.  
Nakonec bych oba editory rád publikoval na Unity Asset Store. 
  
Mé hlavní plány do budoucna se ale týkají práce na samotné hře. Jak bylo řečeno výše, 
automatizované generování umožňuje sice významné urychlení tvorby herních úrovní, ale na úkor 
originality a unikátních prvků, a jeho výlučné použití je tedy vhodné spíše pro jednodušší hry bez 
důrazu na příběh a atmosféru. Proto bych rád hru přepracoval do podoby, kdy bude sice základ 
jednotlivých úrovní předgenerován pomocí gramatiky, ale jejich finální podoba bude ještě upravena 
ručně, aby lépe odpovídaly zásadám kvalitního herního designu. Pro tyto účely bude třeba rozšířit 
vytvořenou gramatiku a dále vytvořit celou řadu dalších prefabů a herních mechanismů (vč. např. 
nepřátel a soubojového systému. Hra by měla klást důraz na atmosféru a příběh. Tuto hru bych rád 
vydal pro všechny tři hlavní mobilní platformy (Android, iOS a WP), které engine Unity podporuje. 
Měření 
Vytvořená hra je od začátku průběžně optimalizována, takže s fungováním na mobilních zařízeních 
by neměla mít problém. Hru jsem testoval na referenčním mobilním telefonu Samsung Galaxy Nexus 
s operačním systémem Android ve verzi 4.1.2 a na telefonu Nokia Lumia 520 s operačním systémem 
Windows Phone ve verzi 8.0, v obou případech ve WVGA rozlišení. Na obou telefonech si hra 
udržovala stabilní snímkovou frekvenci 30 FPS. Při běhu na PC (Intel i3-2120, 3,3GHz; 8GB DDR3 
RAM; AMD HD 7850 1GB GDDR5; Windows 7; 1600x900) se pohybovala (teoretická) snímková 
frekvence mezi 1000 a 3000 FPS. 
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Délka samotného generování (resp. sestavování úrovně z vygenerovaného modelu) velmi 
závisí na tom, zda je úroveň generována v editoru Unity nebo přímo ve hře. Generování ve hře je cca 
7x rychlejší než generování v editoru. Generování jedné úrovně ve vytvořené hře tedy na PC (s výše 
uvedenou konfigurací) trvá cca 0.3s (časy pro platformové i bludištní úrovně jsou podobné), což je 
maximálně dostačující. 
Propagace 
V rámci této práce jsem také pro účely propagace budoucí hry vytvořil internetovou prezentaci této 
hry a dále dvě propagační videa. Obě videa, zdrojová grafika internetové prezentace i odkaz na ni 
jsou součástí příloh. 
Pro tvorbu internetové prezentace jsem zvolil internetový portál IndieDB [34], který se 
zaměřuje na nezávisle vyvíjené hry. Jeho výhodou je kromě jednoduchosti tvorby internetové 
prezentace a provázanosti se sociálními sítěmi zvláště rozsáhlá komunita hráčů a vývojářů, od které je 




V této práci se zabývám automatizovanou tvorbou úrovní pro hru v Unity. V úvodní části jsou 
rozebrány různé způsoby využití automatizovaných generátorů při tvorbě her a je zde přítomna i 
krátká pasáž věnující se hernímu designu. Pro tuto práci jsem zvolil dva typy generátorů, a sice 
generátor bludišť a generátor prostředí založený na L-systému. Pro oba typy generátoru jsem 
podrobně popsal použité algoritmy a postupy, přičemž pro generátor založený na L-systému jsem 
podrobně popsal i několik vlastních rozšíření.  
Dále je v krátkosti představen herní engine Unity a některé jeho možnosti a komponenty 
zvláště se zaměřením na editory a hru, které jsou součástí této práce. 
Na základě těchto informací jsem provedl a v další části této textové zprávy popsal návrh 
generátoru herních úrovní dvojího typu - bludišť a platformových úrovní. Podle tohoto návrhu jsem 
dále vytvořil pro oba typy herních úrovní generátor a dále editory umožňující jejich obsluhu pomocí 
grafického uživatelského rozhraní. Oba generátory jsou tedy použitelné jak v prostředí Unity editoru, 
tak přímo ve hře, přičemž jádro obou editorů je dokonce do značné míry nezávislé na Unity enginu. 
Součástí této kapitoly je i popis ovládání obou editorů a podrobný popis syntaxe gramatiky 
L-systému. 
Další část práce se věnuje počítačové hře, kterou jsem nad rámec zadání vytvořil pro účely 
demonstrace funkčnosti výše zmíněných generátorů. Jedná se o 3D rogue-like hru, jejíž úrovně jsou 
automaticky generovány. Zde se věnuji popisu zmíněné hry včetně jejího ovládání. Dále jsem pro hru 
vytvořil gramatiku, která je využívána pro generování platformových úrovní hry. Některé méně 
triviální části této gramatiky jsem podrobněji popsal. Pro propagační účely této hry (a zejména jejího 
připravovaného následovníka) jsem připravil internetovou prezentaci a dvě prezentační videa. 
Závěrečná část práce je věnována plánovaným rozšířením a pokračováním jak generátorů, tak 
zejména vytvořené hry.  
V práci jsem tedy úspěšně splnil všechny body zadání a jejím výstupem jsou mj. dva funkční 
generátory a k nim přidružené editory úrovní pro engine Unity a nad rámec zadání vytvořená 
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Příloha 1. DVD s následujícím obsahem: 
 PDF verze technické zprávy diplomové práce 
 Zdrojové soubory generátorů a editorů úrovní  
 Zdrojové soubory demonstrační hry 
 Spustitelná verze demonstrační hry 
 Gramatika použitá v demonstrační hře 
 Dvě propagační videa z připravované hry 
 Zdrojová grafika internetové prezentace a odkaz na ni 
 
 
