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V diplomskem delu smo predstavili potek gradnje grafičnega uporabniškega 
vmesnika in sicer od začetnih korakov, povezanih z oblikovanjem same zamisli, do 
končnega izdelka, ki je posedoval vse zahtevane funkcionalne in splošne lastnosti. 
 
Uvodno poglavje predstavi splošen namen grafičnih vmesnikov, zatem pa 
pojasnilo, kakšen je namen uporabe grafičnega vmesnika, ki smo ga razvijali v okviru 
pričujoče naloge. 
 
V okviru drugega poglavja smo opisali merilni instrument Keysight 
DAQ970A, za katerega uporabo smo razvijali grafični vmesnik ter razširitveni modul 
DAQM901A. 
 
V tretjem poglavju smo predstavili programski jezik Python in njegove 
pomembnejše značilnosti. Posebno poglavje smo nato namenili še knjižnici Tkinter, ki 
razširja funkcionalnost Python-a.  
 
Četrto poglavje opisuje, kako je potekala gradnja grafičnega vmesnika, od 
izdelave glavnega okna, postavitve različnih nadzornih elementov, do končne oblike 
le-tega. Za lažjo predstavo, kako je izdelava potekala, smo dodali številne slike in 
ustrezno programsko kodo. 
 
Zatem sledi še poglavje, v katerem smo opisali testiranje in uporabo končnega 
izdelka. Zadnje poglavje je zaključek, kjer na kratko povzamemo glavne rezultate 
naloge in predstavimo možnosti nadaljnjih širitev lastnosti izdelanega grafičnega 
vmesnika. 
 










In this thesis, we present the course of the construction of a graphical user 
interface, from the initial steps relating to the creation of the idea itself to the final 
product, which possesses all the required functional and general characteristics. 
 
The introductory chapter presents the general purpose of graphical interfaces 
and then explains what the purpose of using the graphical interface we developed in 
this thesis is. 
 
In the second chapter, we described the Keysight DAQ970A data acquisition 
system for which we had developed the graphical interface, and hardware expansion 
module DAQM901A. 
 
In the third chapter, we presented the Python programming language and its 
more important features. A special chapter was then devoted to Tkinter library, which 
extends Python's functionality.  
 
The fourth chapter describes the construction of the graphical user interface, 
from the construction of the main window, to the layout of various control elements 
and to its final form. In order to facilitate the idea of how the development took place, 
we added a numerous of images and an appropriate software code. 
 
This is followed by a chapter in which we described the testing and use of the 
finished product. The final chapter is the conclusion, where we briefly summarize the 
main task results and present the possibilities for further expansion of the 
characteristics of the developed graphical interface. 
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1.  Uvod 
Grafični uporabniški vmesniki (angl. Graphical User Interface - GUI) 
omogočajo poenostavljeno komunikacijo med uporabnikom in različnimi 
elektronskimi napravami.  Z njimi se srečujemo vsak dan, kadar uporabljamo osebni 
računalnik ali pa različne pametne naprave, ki nas danes spremljajo na vsakem koraku. 
Prav zaradi vsakodnevne uporabe samih grafičnih vmesnikov moramo pri načrtovanju 
le-teh imeti stalno v mislih funkcionalnost samega sistema ter uporabnikovo znanje. S 
pospešenim razvojem tehnologije se veča tudi krog uporabnikov elektronskih naprav. 
Med njimi že dolga leta niso več le izkušeni uporabniki, ampak so vse pogostejši tudi 
neizkušeni uporabniki. Le-ti so lahko starejši ali mlajši, nekateri pa sodijo tudi med 
ljudi s posebnimi potrebami.  
 
Diplomsko delo je nastajalo tudi v sodelovanju s podjetjem MAHLE Electric 
Drives Slovenija d.o.o., kjer se ukvarjajo z razvojem elektro-motorjev, električnih 
pogonskih in mehatronskih sistemov, zaganjalnikov in alternatorjev. Omenjene 
izdelke se primarno prodaja industriji transportnih vozil, podjetjem kmetijske in 
gradbene mehanizacije ter avtomobilski industriji. 
 
Zelo pomembna faza razvoja vključuje tudi testiranje samih izdelkov. Med te 
sodijo tudi krmilniki, za katere omenjeno podjetje uporablja posebno merilno mizo z 
ustrezno opremo,  s pomočjo katere testirajo njihovo življenjsko dobo. Na merilni mizi 
bo nameščen tudi merilni instrument Keysight DAQ970A, ki bo prejemal potrebne 
podatke iz več testiranih krmilnikov. Zajeti podatki se bodo nato posredovali glavnemu 
programu, katerega naloga bo bila periodično shranjevanje podatkov v datoteke. Te 
podatke se potrebuje zaradi beležene statistike pri testiranih krmilnikih. 
 
V okviru diplomske naloge smo se osredotočili na izgradnjo grafičnega 
vmesnika, ki bo omogočal učinkovito rabo merilnega instrumenta Keysight 
DAQ970A.  
 
Nalogo smo zasnovali na sledeči način. V drugem poglavju smo najprej začeli z 
opisom grafičnega uporabniškega vmesnika, na kratko smo predstavili njegove 
začetke, kaj ga sestavlja in zakaj grafične vmesnike pravzaprav izdelujemo. Zatem 
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smo predstavili merilni instrument, ki smo ga uporabljali pri izdelavi diplomske 
naloge, njegov razširitveni modul ter nekatere ukaze, s katerimi upravljamo merilni 
instrument s pomočjo računalnika. 
 
Sledi poglavje o programskem jeziku Python. Na kratko smo opisali programski 
jezik, našteli razloge za njegovo množično uporabo in povedali kako se ga namesti na 
svoj računalnik. Predstavili smo tudi nekatera razvojna okolja in knjižnice, ki so na 
voljo. Ker smo grafični vmesnik izdelovali s pomočjo knjižnice Tkinter, smo posebno 
podpoglavje namenili še nji in njeni podrobnejši uporabi. 
 
V četrtem poglavju smo predstavili, kako je sama izdelava GUI-ja potekala. V 
petem poglavju pa smo prikazali njegovo uporabo tako, da smo merilni instrument 
upravljali le s pomočjo grafičnega vmesnika ter izmerili temperaturo s pomočjo 
priključenih termočlenov. 
 





2.  Predstavitev zahtev načrtovanja 
V okviru diplomske naloge je bilo potrebno izdelati grafični vmesnik za merilni 
instrument Keysight DAQ970A ter testirati njegovo delovanje z merjenjem 
temperature s pomočjo termočlenov. Diplomska naloga je predstavljala del večjega 
projekta, katerega cilj je preglednejše in bolj sistematično testiranje krmilnikov. 
Omenjeni merilni instrument je prikazan na sliki 1. 
 
Pred pričetkom dela smo se najprej natančno dogovorili in specificirali željene 
funkcionalnosti GUI-ja. Osrednji cilj je bil poenostavitev uporabe merilnega 
instrumenta Keysight DAQ970A tako, da bo upravljanje tega mogoče tudi preko 
računalnika. Posledično smo definirali osnovna pričakovanja glede izgleda grafičnega 
vmesnika. V ta namen smo tudi pripravili nekaj različnih možnih izgledov, ki smo jih 
Slika 1: Merilni instrument Keysight DAQ970A 
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nameravali v nadaljevanju izdelati in primerjalno ovrednotiti. Namen je bil izdelati 
čim preglednejši grafični vmesnik, ki bo uporabniku omogočal uporabo merilnega 
instrumenta brez predhodnega poglobljenega znanja o uporabi le-tega, saj je namenjen 
številnim sodelavcem. 
 
Potrebno se je bilo tudi pobližje spoznati z merilnim instrumentom in ukazi, s 
katerimi le-tega upravljamo ter osvojiti osnovno znanje programiranja v programskem 
jeziku Python.  
 
2.1  Grafični uporabniški vmesnik 
Začetki grafičnih uporabniških vmesnikov segajo v sedemdeseta leta prejšnjega 
stoletja, ko je bil razvit prvi osebni računalnik z grafičnim uporabniškim vmesnikom. 
Imenoval se je Xerox Alto. Grafični uporabniški vmesnik je nasledil prej uporabljani 
znakovni uporabniški vmesnik (angl. Command Line Interface - CLI), kjer je 
uporabnik ukaze vpisoval v pozivnik (angl. prompt). Posledično, uporabniku ni bilo 
več potrebno poznati različnih ukazov, oziroma slepo vpisovati le-teh, temveč je 
grafični vmesnik sam prikazal, katere funkcije so na voljo za uporabo. Osebni 
računalniki so s to lastnostjo grafičnih vmesnikov postali namenjeni tudi širši množici 
in ne samo poznavalcem. Praviloma so in še vedno morajo biti izdelani tako, da jih 
uporabnik lahko uporablja z minimalnim predznanjem. 
  
Sestavljajo ga različni elementi, oziroma tako imenovani nadzorni elementi 
(angl. widgets), kot so glavno okno, gumbi, okviri, meniji.... Našteti nadzorni elementi 
tvorijo vizualni jezik, ki je za uporabnika prijaznejši od tekstovnega jezika. Tekstovni 
jezik je že vnaprej določen nabor ukazov programa, ki jih lahko uporabnik poljubno 
vrši, pri tem pa mora slediti specifikaciji ukazov. V primeru vizualnega jezika, pa 
uporabnik lahko izbira med nadzornimi elementi s pomočjo miškinega kazalca ali 
preko zaslona občutljivega na dotik.  
 
Grafični vmesniki predstavljajo povezavo med uporabnikom in uporabljeno 
elektronsko napravo, zato moramo pri gradnji le-teh razumeti uporabnika in njegove 
sposobnosti. Pri tem nam je lahko v veliko pomoč poznavanje človeške psihologije ter 
smisel za grafično oblikovanje. Torej za izdelavo dobrega grafičnega vmesnika že 
dolgo časa ne potrebujemo več le znanja iz programerskih in inženirskih področij, 
ampak moramo pri tem upoštevati tudi psihološke aspekte. Če želimo doseči dobre 
rezultate pri izdelavi grafičnega vmesnika, moramo biti med samim procesom izdelave 
v interakciji tudi z uporabnikom. Namen tega procesa pa je uporabniku omogočiti 
pregledno, učinkovito in intuitivno uporabo. Dobro zasnovan GUI omogoča 
2.2  Merilni instrument Keysight DAQ970A 5 
 
uporabniku, da se ga hitro priuči, zaradi česar bo pri naslednji uporabi elektronske 
naprave učinkovitejši. Posledično, dobre uporabniške izkušnje niso pomembne samo 
zaradi učinkovite rabe, ampak imajo tudi ekonomske posledice, ki so v vsakem 
podjetju tudi pomembne [1]. 
2.2  Merilni instrument Keysight DAQ970A 
Merilni instrument Keysight DAQ970A omogoča povezavo z računalnikom 
preko dveh komunikacij: preko USB vodila ali preko lokalnega omrežja. Notranji 
digitalni multimeter ima natančnost prikazovanja na šest številk in pol. Instrument 
omogoča meritev enosmerne ter izmenične električne napetosti, enosmerni ter 
izmenični električni tok, električno upornost, frekvenco in kapacitivnost. Z uporabo 
termočlenov, oziroma temperaturnih senzorjev (angl. Resistance Temperature 
Detectors - RTD) pa lahko merimo tudi temperaturo. V primeru neželenega izpada 
električnega omrežja, DAQ970A omogoča tudi shranitev do 100kB podatkov, ki bi 
sicer bili izgubljeni [2]. 
 
Na hrbtni strani ima DAQ970A tri razširitvene reže, kar je razvidno na sliki 2. 
Namenjene so, razširitvenim modulom, ki jih proizvaja podjetje Keysight 
Technologies. S pomočjo razširitvenih modulov lahko omogočimo merilnemu 
instrumentu Keysight DAQ970A različne načine delovanja.  
 
 
Tri reže namenjene 
vstavitvi razširitvenih modulov 
Razširitveni modul DAQM901A 
Slika 2: Hrbtna stran merilnega instrumenta DAQ970A 
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DAQ970A je združljiv z 8 različnimi razširitvenimi moduli, kjer vsak od njih 
nekoliko spremeni delovanje omenjenega merilnega instrumenta. Naenkrat so lahko 
vstavljeni trije razširitveni moduli, med katerimi lahko uporabnik preklaplja. To 
pomeni, da imamo lahko le en merilni instrument, ki se s preklapljanjem med 
razširitvenimi moduli lahko obnaša na tri različne načine. Uporabnik identificira v 
kateri izmed rež se nahaja željeni razširitveni modul glede na napis (100, 200, 300), ki 
se nahaja ob vsaki od njih. 
2.3  Razširitveni modul DAQ901A 
Med izdelovanjem diplomske naloge smo uporabljali razširitveni modul 
DAQM901A, ki je prikazan na sliki 3. Omenjeni razširitveni modul ima v dveh vrstah 
razporejenih 20 kanalov, s pomočjo katerih smo izvajali meritve temperature in 
napetosti. Na zgornji strani kartice sta še dva dodatna kanala, ki omogočata meritev 
enosmernega ali izmeničnega električnega toka. Vseh 22 kanalov je sestavljenih iz 
tako imenovanih HI in LO priključkov [3]. 
 
2.4  Ukazi za upravljanje z merilnim instrumentom Keysight 
DAQ970A 
V nadaljevanju bomo predstavili nekatere ukaze, s katerimi smo omogočili 
izdelanemu grafičnemu vmesniku upravljanje z DAQ970A. Pri tem naj omenimo še, 
da smo pri diplomski nalogi potrebovali le ukaze za nastavitve meritev temperature. 
Številka kanala 21 in 22 
Številka kanala 11 - 20 
Številka kanala 1 - 10 
 
Slika 3: Razširitveni modul DAQM901A 
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Kljub temu pa smo zaradi možne nadaljnje nadgradnje grafičnega vmesnika, vključili 
tudi ukaze za nastavitve napetosti in toka. 
 
Omenjeni ukazi vsebujejo različne vrste oklepajev, ki imajo določene namene. 
Znotraj zavitih oklepajev ( { } ) vpišemo parametre, ki jih izberemo iz nabora. Ti 
parametri so med seboj ločeni z navpično črto ( | ). Okrogle oklepaje ( () ) vedno 
srečamo na koncu ukaza. Vanje je vedno potrebno vpisati vrednost, ki je sestavljena 
iz @ ter treh števk (npr. (@215)). Prva od števk je rezervirana za številko reže (angl. 
slot), v kateri je vstavljen uporabljen razširitveni modul, naslednji dve mesti pa sta 
namenjeni številki kanala (angl. channel) na katerem želimo opraviti meritev. Torej, 
če bi želeli opraviti meritev na 15. kanalu z razširitvenim modulom, ki se nahaja v reži 
številka 200, bi na koncu izraza napisali …, (@215). Če želimo meriti na več kanalih 
hkrati, bi uporabili naslednji niz …, (@204, 211, 218), oziroma če želimo vključiti 
večje število kanalov na določenem območju, lahko zapišemo tudi …, (@210:215). 
Sedaj, ko nam je struktura ukazov jasna, si lahko pogledamo še različne vrste ukazov. 
 
➢ Ukazi za nastavitve temperature (angl. temperature configuration 
commands) 
 
UNIT: TEMP {C | F | K}, (@<ch_list>) 
SENS: TEMP: TRAN: TYPE {TC | RTD | FRTD | THER}, (@<ch_list>) 
SENS: TEMP: TRAN: TC: TYPE {B | E | J | K | N | R | S | T}, (@<ch_list>) 
SENS: TEMP: TRAN: TC: RJUN: TYPE {INT | EXT | FIX}, (@<ch_list>) 
 
 S serijo prikazanih ukazov lahko na posameznih kanalih nastavimo v kakšni 
temperaturni enoti se bo izmerjena temperatura prikazala (vrstica 1), katero vrsto 
tipala bomo pri tem uporabili (vrstica 2), tip termočlena (vrstica 3)  ter njegov 
referenčni spoj (angl. reference junction) (vrstica 4). Več o uporabi ukazov za 
nastavitve temperature pa v nadaljevanju. 
 
➢ Ukazi za nastavitve enosmerne napetosti (angl. voltage configuration 
commands) 
 
SENS: VOLT: DC: RANG {<range>| MIN | MAX}, (@<ch_list>) 
SENS: VOLT: DC: RES {<resolution> | MIN | MAX}, (@<ch_list>) 
SENS: VOLT: DC: APER {<time> | MIN | MAX} , (@<ch_list>)  
SENS: VOLT: DC: NPLC {0.02 | 0.2 | 1 | 2 | 10 | 20 | 100 | 200 | MIN | MAX}, (@<ch_list>) 
INP: IMP: AUTO {OFF | ON}, (@<ch_list>) 
SENS: ZERO: AUTO {OFF | ONCE | ON}, (@<ch_list>) 
 
 Pri ukazih za nastavitve enosmerne napetosti lahko določimo območje v 
katerem bomo merili (vrstica 1), ločljivost (vrstica 2)  na katero vpliva integracijski 
čas (čas v katerem A/D pretvornik vzorči vhodni signal meritve). Integracijski čas 
lahko določimo tudi v sekundah, kar imenujemo čas zaslonke (vrstica 3). Nastavimo 
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lahko število napajalnih ciklov (vrstica 4), vklopimo, oziroma izklopimo samodejno 
vhodno upornost (vrstica 5)  ter z zadnjim ukazom lahko izberemo, če želimo 
upoštevati ničto meritev ali ne (vrstica 6). 
 
➢ Ukazi za nastavitve enosmernega toka (angl. current configuration 
commands) 
 
SENS: CURR: DC: RANG {<range>| MIN | MAX}, (@<ch_list>) 
SENS: CURR: DC: RES {<resolution> | MIN | MAX}, (@<ch_list>) 
SENS: CURR: DC: APER {<time> | MIN | MAX}, (@<ch_list>) 
SENS: CURR: DC: NPLC {0.02 | 0.2 | 1 | 2 | 10 | 20 | 100 | 200 | MIN | MAX}, (@<ch_list>) 
 
 Ukazi za nastavitve enosmernega toka so podobni ukazom za napetost, prav 
tako lahko izbiramo območje meritev (vrstica 1), ločljivost pri kateri se bodo opravljale 
meritve toka (vrstica 2), čas, ki jo lahko izrazimo z integracijskim časom reže (vrstica 
3) in številom napajalnih ciklov (vrstica 4). 
 
 V prikazanih ukazih so nekateri parametri odebeljeni, ti parametri so bili s 
strani proizvajalca izbrani za privzete, torej se pri meritvah izberejo samodejno, če 





3.  Predstavitev programskega jezika Python 
3.1  Značilnosti programskega jezika 
Začetki Python-a segajo v devetdeseta leta prejšnjega stoletja, od takrat pa je 
doživel nemalo sprememb. Danes je v uporabi že tretja različica tega programskega 
jezika (Python 3.x). 
 
Python sodi med odprtokodne programske jezike, kar pomeni, da je izvorna koda 
dostopna vsem uporabnikom, brezplačno. Razlog je zagotovo med pomembnejšimi, 
zakaj je programski jezik zelo priljubljen tako med posamezniki, kot tudi med 
mnogimi podjetji. Zaradi velike priljubljenosti, skupnost programerjev in uporabnikov 
tega programskega jezika tvori eno največjih tovrstnih skupnosti med vsemi 
odprtokodnimi jeziki. Prednosti velike skupnosti uporabnikov pa se kažejo na različne 
načine, kot so veliko število dostopnih knjižnic ter obilica informacij o reševanju težav 
uporabnikov na spletu. Oboje omogoča tako novemu, kot tudi izkušenemu uporabniku 
hitro napredovanje pri programiranju, kar je nepogrešljivo. 
 
Python je med programerji posebej priljubljen tudi zaradi enostavne sintakse ter 
lastnosti višjenivojskega jezika. Obe omenjeni lastnosti pa sta posebej privlačni za 
začetnike, ki se prvič srečujejo s programiranjem. Če primerjamo programsko kodo 
med programskim jezikom Python in drugimi popularnimi programskimi jeziki, kot 
sta recimo Java, oziroma C++, je dolžina programske kode istega problema, napisane 
v programskemu jeziku Python bistveno krajša. To pa pomeni, da je program mogoče 
razviti hitreje, poleg tega pa je zaradi krajše dolžine programske kode lažje sledljiva 
[5].  
 
Še ena pomembna lastnost programskega jezika Python je ta, da razvito kodo 
lahko izvajamo na vseh pomembnejših operacijskih sistemih, kot so Windows, Linux 
in Mac OS. Razlog za to se skriva v naslednji lastnosti. Python uvrščamo med 
programske jezike, ki jim pravimo tudi interpreter ali tolmač (angl. Interpreter). 
Tolmač se ob namestitvi programskega jezika Python namesti samodejno. Razlika 
med tolmačem in prevajalnikom (angl. Compiler) je v tem, da prevajalnik programsko 
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kodo najprej prevede v strojni jezik, medtem ko tolmač kar izvede že pripravljeno 
obliko programa, ki je napisana v visokonivojskem programskem jeziku. Metoda 
deluje tako, da program izvaja vrstico za vrstico in sočasno pošilja računalniku 
razumljive podatke (strojni jezik). Zaradi samega principa delovanja je tolmač 
počasnejši, omogoča pa preprostejše delo, kar je priročno za razvoj aplikacij [6]. 
Počasnejše delovanje programov napisanih v programskem jeziku Python, lahko 
rešimo tako, da dele programske kode, ki se morajo hitreje izvesti, napišemo v drugih 
programskih jezikih, recimo v C++, C ali Fortranu. Na tak način so denimo 
pripravljene številne knjižnice za Python.  
 
 Kljub enostavnosti programskega jezika, ta omogoča široko področje uporabe, 
predvsem zaradi velikega števila knjižnic in modulov, ki so bili razviti zanj. Python 
lahko uporabljamo za izdelavo spletnih strani, pri gradnji različnih namiznih in 
mobilnih aplikacij, pogosto se zanj odločajo tudi razvijalci strojnega učenja. Porast 
uporabe programskega jezika Python je viden tudi pri analizi podatkov in predstavitvi 
le-teh. Slika 4 prikazuje primer rabe programskega jezika Python pri prikazu cene 
Bitcoina v letu 2018. 
 
 
3.1.1  Namestitev programskega paketa Python 
Python je dostopen vsem, saj ga lahko preko uradne spletni strani brezplačno 
namestimo na svoj računalnik [7]. Pod zavihkom »Downloads« lahko izbiramo med 
različnimi različicami programskega okolja Python, ki so  kompatibilne z operacijskim 
sistemom Windows, Linux in Applovim operacijskim sistemom Mac OS.  
 
Po uspešni namestitvi, lahko njegovo delovanje tudi preizkusimo. S pritiskom 
na ikono pravkar nameščenega programskega paketa se nam odpre Python-ovo ukazno 
okno, ki je prikazano na sliki 5. V prvi vrstici se najprej izpiše različica programskega 
paketa, ki smo ga namestili. V našem primeru je to Python 3.7.2.. Nato pa v 3. vrstici, 
za znaki (>>>) lahko kreiramo programske ukaze. Problem pri uporabi ukaznega okna 
 
Slika 4: Grafična predstavitev cene Bitcoina v letu 2018 
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je v tem, da napisanih programov ne moremo shraniti, zato programerji uporabljajo 
namenska razvojna okolja. 
 
3.1.2  Razvojna okolja  
Zaradi lažjega pisanja programske kode in spremljanja ustreznosti njenega 
delovanja se programerji velikokrat poslužujejo različnih programskih orodji, ki to 
delo olajšajo. Taka orodja imenujemo razvojna okolja (angl. Integrated Develepoment 
Environment - IDE). V večini primerov, razvojna okolja sestavljajo urejevalnik 
programske kode, prevajalnik, oziroma tolmač ter razhroščevalnik (angl. debugger), 
ki ga uporabljamo za lažje iskanje napak v programski kodi. Zelo znano in tudi pogosto 
uporabljeno razvojno okolje za Python je na primer PyCharm, ki je razpoložljivo v 
plačljivi (Professional) in brezplačni, odprtokodni (Community) različici. PyCharm 
urejevalnik je dostopen za prenos na uradni spletni strani istoimenskega podjetja [8].  
 
Urejevalnikov pa je seveda še veliko več. Omenili pa bi mogoče samo še dva. 
Thonny denimo, je razvojno okolje namenjeno predvsem začetnikom in prenesemo ga 
lahko s pripadajoče spletne strani [9].  
 
Še zadnji urejevalnik, ki ga bomo omenili pa je Spyder. To je urejevalnik, za 
katerega smo se odločili za razvoj kode v okviru diplomske naloge. Spyder je 
odprtokodno razvojno okolje, katerega lahko prenesemo s spletne strani projekta, 
kateri razvija njegovo kodo [10]. Spyder je priljubljeno razvojno okolje uporabnikov, 
Slika 5: Interaktivno okno programskega paketa Python 
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ki se ukvarjajo s statističnimi podatki in analizo le-teh. Združuje vse osnovne lastnosti 
razvojnega okolja, dodatno pa še ponuja raziskovalec spremenljivk (angl. variable 
explorer), ki programerju omogoča pregled nad uporabljenimi spremenljivkami v 
programski kodi. Razvojno okolje je pregledno in uporabniku omogoča, da si 
izhodiščno grafično okno prilagodi, kot mu najbolj ustreza. Zaradi vseh opisanih 
lastnosti je primeren tako za začetnike, kot tudi za izkušene programerje [11]. Slika 6 




Python programe, ki jih napišemo v razvojnem okolju po navadi shranimo v 
obliki .py datoteke (Python datoteka) in jih ob naslednji uporabi lahko ponovno 
urejamo. Tako datoteke lahko po kreiranju odpremo in urejamo v poljubnem 
razvojnem okolju. Prav tako lahko s pomočjo razvojnih okolij urejamo in odpiram tudi 






Okno, kjer uporabnik  piše programsko 
kodo 
Izpis rezultatov pri izvedbi 
programske kode 
Prikaz uporabljenih spremenljivk 
znotraj programske kode 
Izvršitev napisane programske kode (F5) 
Slika 6: Izhodiščno grafično okno razvojnega okolja Spyder 
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3.1.3  Knjižnice programskega jezika 
Ob namestitvi programskega paketa Python je veliko knjižnic že samodejno 
nameščenih. Vse knjižnice je potrebno na začetku programske kode najprej uvoziti 
(angl. import) v program. Šele z uvozom posamezne knjižnice, lahko nato dostopamo 
do funkcij,  ki jih le-ta vsebuje. Kljub temu, da so knjižnice del samega programskega 
paketa, jih brez predhodnega uvoza ne moremo uporabljati. Sedaj bomo predstavili 
nekaj prednameščenih osnovnih knjižnic, ki se najpogosteje uporabljajo. 
 
➢ Knjižnica Math 
 
Knjižnica Math omogoča uporabo različnih matematičnih funkcij, kot so 
trigonometrične funkcije, numerične in logaritmične funkcije, hiperbolične funkcije, 
različne konstante na primer Pi in e, ter pretvorbe med radiani in stopinjami. Skratka 
vsebuje funkcije, ki vrnejo rezultat v obliki realnih števil. V primeru, da je rezultat 
kompleksen, to sproži izpis opozorila, kar programerju omogoči hitrejšo odpravo 
napake. 
➢ Knjižnica Cmath 
 
S knjižnico Cmath omogočimo uporabo funkcij, ki lahko vsebujejo 
kompleksna števila, mogoča je uporaba celih in decimalnih števil, kompleksnih števil, 
uporabljamo pa lahko tudi pretvorbo v polarne kote in iz njih. 
 
➢ Knjižnica Datetime 
 
Elemente knjižnice Datetime, kot že samo ime nakazuje, uporabljamo pri 
operacijah, ki so povezane z datumom in časom. Knjižnica omogoča dostop do 
podatkov o različnih časovnih pasovih in operiramo lahko z različnimi časovnimi 
enotami, kot so leto, mesec, dan, ure in sekunde. Uporabljamo jo tudi za pretvarjanje 
med različnimi enotami. 
 
➢ Knjižnica Csv 
 
Omenjeno ime knjižnice je okrajšava za »Comma-separated values - CSV«. 
Knjižnico potrebujemo v primerih, ko zapisujemo različne podatke in jih moramo 
kasneje tudi prebrati. Podatki se zapisujejo v posebne tako imenovane .csv datoteke. 
Do teh datotek lahko dostopamo na primer s pomočjo programa Excel, oziroma 
katerega drugega urejevalnika besedila, prav tako jih lahko v omenjenih programih 
tudi urejamo [12]. Omenjeno knjižnico, smo uporabljali pri izdelavi našega grafičnega 
vmesnika. 
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 Poleg omenjenih ima programski jezik Python tudi veliko število knjižnic, 
katere je potrebno posebej namestiti, če jih želimo uporabljati. Nekatere izmed njih 
bomo na kratko predstavili v nadaljevanju. 
 
➢ Knjižnica Matplotlib  
 
Knjižnica Matplotlib je zelo poznana. Njene elemente uporabljamo za grafični 
prikaz različnih podatkov. Brezplačno jo lahko prenesemo iz uradne strani, kjer so tudi 
navodila za njeno namestitev [13]. Slika 7 prikazuje primer rabe knjižnice Matplotlib. 
 
➢ Knjižnica Numpy 
 
Knjižnica ponuja podporo velikim večdimenzionalnim nizom in matrikam, 
skupaj z veliko zbirko matematičnih funkcij na visoki ravni [14]. Prav tako je tudi ta 
knjižnica brezplačna in dostopna na spletni strani, kjer so tudi navodila za namestitev 
[15].  
 
➢ Knjižnica Visa 
  
Visa je okrajšava za »Virtual Instrument Software Architecture - VISA«. Ta se 
uporablja pri vzpostavljanju povezave med računalnikom in elektronsko napravo, ki 
je povezana preko Ethernet priključka, USB vodila, oziroma preko priključka RS232. 
Knjižnico je mogoče prenesti brezplačno iz uradne spletne strani, kjer so tudi navodila 




Slika 7: Primer grafične predstavitve podatkov z uporabo knjižnice Matplotlib 
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3.2  Knjižnice za izdelavo grafičnih vmesnikov 
Najbolj znane knjižnice, s katerimi lahko gradimo uporabniške vmesnike v 
programskem jeziku Python so: Tkinter (okrajšava za Tk interface), PyQt in 
WxPython. 
 
➢ Knjižnica PyQt  
 
Knjižnica Pyqt vsebuje znano odprtokodno ogrodje Qt oziroma njeno knjižnico, 
ki se uporablja za gradnjo grafičnih vmesnikov. Prenesemo jo lahko iz spletne strani, 
kjer so tudi navodila za njeno namestitev [17]. 
 
 
➢ Knjižnica WxPython  
 
Knjižnica WxPython je zasnovana na knjižnici programskega jezika C++, 
imenovani wxWidgets. Od drugih knjižnic se razlikuje po tem, da načeloma ne 
uporablja svojih oblik za različne nadzorne elemente, kar pomeni, da je izgled 
grafičnega vmesnika podoben platformi, na kateri izdelujemo sam GUI. Knjižnica je 
prosto dostopna na spletni strani iz katere jo lahko prenesemo na svoj računalnik [18]. 
 
➢ Knjižnica Tkinter 
 
Pri izdelavi našega grafičnega vmesnika smo uporabljali knjižnico Tkinter, ki je 
osnovana na priljubljenem grafičnem vmesniku imenovanem Tcl/Tk. Odlikuje jo 
relativna enostavnost uporabe in prenosljivost med različnimi operacijskimi sistemi. 
Zaradi velike uporabnosti knjižnice obstaja veliko priročnikov in spletnih strani, ki 
razlagajo njeno rabo [19]. V naslednjem podpoglavju bomo uporabo knjižnice Tkinter 
natančneje opisali. 
 
3.2.1  Knjižnica Tkinter 
Knjižnice Tkinter ni potrebno dodatno namestiti, saj se le-ta namesti že s 
programskim paketom Python. Če je pravilno nameščena, lahko preverimo tako, da v 
ukazni poziv vpišemo ukaz »python -m tkinter« in ga izvršimo [20]. Če se odpre testni 
primer grafičnega vmesnika, pomeni, da je knjižnica nameščena, kar prikazuje tudi 
slika 8. V pojavnem oknu grafičnega vmesnika lahko vidimo, katero verzijo knjižnice 
imamo nameščeno. Ker je z novejšo različico programskega jezika Python (Python 
3.x) prišlo do manjših sprememb v poimenovanju knjižnice Tkinter, jo je potrebno 
pisati z malo začetnico (tkinter) in ne z veliko (Tkinter), kot je veljalo za starejše 
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različice (Python 2.x). Zato smo tudi v ukazni poziv napisali ime knjižnice z malo 
začetnico. V nasprotnem primeru bi prišlo do napake, ker je Python ne bi prepoznal 
po napisanem imenu. 
 
 
Če želimo izdelati grafični vmesnik v programskem jeziku Python, potrebujemo 
knjižnico Tkinter. Zato jo moramo na začetku programske kode, tako kot vse ostale 
knjižnice najprej uvoziti. Knjižnico Tkinter uvozimo tako, da napišemo ukaz »import 
tkinter«. Lahko napišemo tudi »import tkinter as tk«, kar pomeni, da lahko namesto 
»tkinter« pišemo skrajšano »tk«. Uporablja se tudi »from tkinter import *«, kar 
pomeni, da uvozimo vse funkcije, ku se nahajajo znotraj obravnavane knjižnice. 
 
Sedaj, ko smo omogočili dostop do elementov znotraj same knjižnice, lahko 
ustvarimo glavno okno (angl. main window). Glavno okno je ogrodje grafičnega 
vmesnika, v katerega nato vstavljamo nadzorne elemente. Lahko mu določimo naslov 
(ukaz »title«) in nastavimo največjo (ukaz »maxsize«) ter najmanjšo (ukaz »minsize«2) 
velikost.  Na sliki 9 je prikaz glavnega okna, ki smo ga poimenovali ter določili 
njegovo velikost, v kateri naj se le-ta prikaže na zaslonu. Zaradi enakih parametrov pri 
največji in najmanjši velikosti smo onemogočili ročno spreminjanje  glavnega okna. 
Če glavnemu oknu ne določimo velikosti, se le-ta prikaže z minimalno velikim 
okvirjem, kar je samodejna lastnost okna.  
Slika 8: Testni primer grafičnega vmesnika izdelanega s knjižnico Tkinter 
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Grafični vmesnik je program, ki se neprestano izvaja, oziroma ponavlja, pri tem 
pa čaka na uporabnika, da izvede kakšno akcijo (pritisk gumba, odpiranje meni-ja, 
itd.). Znotraj samega GUI-ja se izvaja neskončna zanka, ki se imenuje zanka dogodkov 
(angl. mainloop). To zanko je potrebno vključiti na koncu vsake programske kode in 
sicer v glavno okno. Če zanke dogodkov ne vključimo, se bo ob zagonu programske 
kode le-ta izvedla samo enkrat, to pa pomeni, da se glavno okno grafičnega vmesnika 
ne bo prikazalo na zaslonu. 
 
Nadzorni elementi so z drugimi elementi v določenih relacijah, po katerih se 
določa hierarhija posameznih nadzornih elementov. Nadzorni element, v katerega 
vstavljamo nek drug nadzorni element je višje v hierarhiji, oziroma mu pravimo 
»starševski« nadzorni element (angl. »parent« widget). Glavnemu oknu, ki je na 
najvišjem nivoju,  so drugi nadzorni elementi podrejeni.  
 
Poudariti je potrebno, da je vsak element potrebno najprej ustvariti, nato pa ga 
moramo tudi ustrezno prikazati v glavnem oknu, oziroma, kjer želimo, da se le-ta 
prikaže. Knjižnica Tkinter omogoča različne načine postavitev nadzornih elementov: 
 
➢  Paket (angl. pack) omogoča uporabniku kreiranje posameznih 
nadzornih elementov znotraj glavnega okna, oziroma znotraj 
»starševskega« nadzornega elementa, glede na izbrano stran (angl. side) 
(TOP, BOTTOM, LEFT, RIGHT). Lahko jih tudi razširi (angl. expand) 
po razpoložljivem prostoru znotraj glavnega okna, oziroma nadzornega 
elementa in zapolni (angl. fill) vzdolž X-osi, Y-osi, oziroma v obeh 
smereh. Način paket uporabniku dopušča najmanj svobode pri kreiranju 
različnih nadzornih elementov.  
Ukaz za uporabo paketa: »nad_el.pack(pack_nastavitve)« 
 
➢ Mreža (angl. grid) razdeli glavno okno, oziroma nadzorni element v 
katerega vstavljamo druge nadzorne elemente v navidezno mrežo. 
Uporabnik posamezne nadzorne elemente kreira s pomočjo vrstic (angl. 
row) in stolpcev (angl. column), lahko pa jih tudi razširi čez več 
stolpcev/vrstic (angl. columnspan/rowspan).  
Slika 9: Programska koda za prikaz kreiranja glavnega okna 
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Ukaz za uporabo mreže: »nad_el.grid(grid_nastavitve)« 
 
➢ Položaj (angl. place) je zadnji izmed načinov, s katerim lahko uporabnik 
kreira različne elemente na točno določenih lokacijah. Lokacijo lahko 
določimo s številom slikovnih točk (angl pixels) v smeri X-osi in Y-osi, 
na enak način pa je mogoče tudi določanje višine (angl. height) in širine 
(angl. width). Nadzorne elemente lahko tudi »zasidra« (angl. anchor) 
znotraj »starševskega« nadzornega elementa v straneh neba (N, S, E, W, 
itd.). 
Ukaz za uporabo položaja: »nad_el.place(place_nastavitve)« 
 
Kadar posamezen »starševski« nadzorni element uporablja določen 
geometrijsko način, naj bo to paket, mreža, oziroma položaj, imajo posledično vsi 
njemu podrejeni nadzorni elementi enako podedovano lastnost. To pomeni, da 
podrejenega nadzornega elementa ne moremo kreirati na primer s položajem, če je bil  
»starševski« nadzorni element kreiran z mrežo. 
 
3.2.2  Nadzorni elementi v knjižnici Tkinter in njihova uporaba 
Knjižnica Tkinter ponuja veliko število nadzornih elementov, s katerimi lahko 
uporabnik ustrezno kreira grafični vmesnik ob upoštevanju podanih zahtev. Med njimi 
so gumb (angl. button), okvir (angl. frame), izbirni gumb (angl. radiobutton), vnos 
(angl. entry), meni (angl. menu), oznaka (angl. label), novo okno (angl. toplevel), 
sporočilo (angl. message), platno (angl. canvas), opcijski gumb (angl. checkbutton), 
drsnik (angl. scrollbar), spustni seznam (angl. listbox), sporočilno okno (angl. 
messagebox), itd.. 
 
Nekatere izmed njih bomo v nadaljevanju tudi podrobneje predstavili, omenili 
bomo nekatere nastavitve ter ilustrirali osnovno sintakso. Pri tem smo si pomagali s 
spletno stranjo Tutorialspoint, kjer se začetniki lahko med drugim spoznajo tudi s 




Sintaksa: nad_el= Button (»starševski« nadzorni el., nastavitve, … ) 
 
Nastavitve, ki jih omogoča gumb: višina (ukaz »height«) in širina (ukaz »width«) 
gumba, ki ju določamo s številom vrstic in stolpcev, ki jih besedilo na gumbu lahko 
zavzame, ali s številom slikovnih točk, če je na njem prikazana slika. Spreminjamo 
lahko tudi barvo ozadja (ukaz »bg«) in barvo besedila (ukaz »fg«). Na gumbu lahko 
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prikažemo besedilo (ukaz »text«) ali pa sliko (ukaz »image«). Na gumb lahko prav 
tako vežemo tudi različne funkcije (ukaz »command«), ki se ob aktivaciji nanj 
izvedejo, itd.. 
 
Akcije, ki jih ponuja gumb: bliskanje elementa ob njegovi aktivaciji (ukaz 
»flash()«), samodejna izvedba funkcije nadzornega elementa (ukaz »invoke()«), kar 
pomeni, da se funkcija, ki je vezana na gumb izvrši, ne da bi bilo potrebno pritisniti 
nanj. 
 




Sintaksa: nad_el=  Frame (»starševski« nadzorni el., nastavitve, … ) 
 
Nastavitve, ki jih omogoča element okvir: višina (ukaz »height«) in širina (ukaz 
»width«) okvirja, ki jo določamo s številom slikovnih točk, ozadje (ukaz »bg«), obroba 
(ukaz »bd«), katera je samodejno nastavljena na 2 slikovni točki, itd.. 
 
Kreiranje okvirja ilustrira slika 11. 
  
Slika 11: Programska koda za prikaz kreiranja okvirja 
Slika 10: Programska koda za prikaz kreiranja gumba 
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➢ Novo okno 
 
Sintaksa: nad_el=  Toplevel (nastavitve, … ) 
 
Nastavitve, ki jih omogoča element novo okno: višina (ukaz »height«) in širina 
(ukaz »width«) novega okna, ki jo določamo s številom slikovnih točk, barva ozadja 
(ukaz »bg«), različne pisave za prikazana besedila (ukaz »font«), itd.. 
 
Akcije, ki jih omogoča element novo okno: največja (ukaz »maxsize(width, 
height)«) in najmanjša velikost (ukaz »minsize(width, height)«) okna, določena s 
številom slikovnih točk, naslov okna (ukaz »title(string)«), umik okna (ukaz 
»withdraw()«), itd.. 
 
 Kreiranje novega okna ilustrira slika 12. 
 
➢ Izbirni gumb 
 
Sintaksa: nad_el=  Radiobutton (»starševski« nadzorni el., nastavitve, … ) 
 
Nastavitve, ki jih omogoča nadzorni element izbirni gumb so enake kot pri 
gumbu. 
 
Akcije, ki jih omogoča element izbirni gumb: aktivacija (ukaz »select()«) 
oziroma deaktivacija (ukaz »deselect()«) izbirnih gumbov ob prižigu GUI-ja, bliskanje 
elementa ob njegovi aktivaciji (ukaz »flash()«), samodejna izvedba funkcije 
nadzornega elementa (ukaz »invoke()«), itd.. 
 
Slika 12: Programska koda za prikaz kreiranja novega okna 
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 Kreiranje elementa izbirni gumb ilustrira slika 13. 
  
Izbirni gumb smo se odločili prikazati na nekoliko drugačen način. Iz 
programske kode na sliki 13 je razvidno, da smo uporabili tudi funkcijo »izbira«, 
katera se izvrši na prej omenjen element. Znotraj funkcije smo sprogramirali dva 
različna ukaza, ki se prikažeta v nadzornem elementu – sporočilno okno. Omenjen 
izbirni element smo v drugi vrstici samo preimenovali v »messagebox«, da nam ni bilo 
potrebno pisati imena »tkinter.messagebox«. Ob aktivaciji enega izmed izbirnih 
gumbov se nam odpre sporočilno okno z besedilom, ki je skladno z izbranim izbirnim 
gumbom. 
 
 Za tako predstavitev omenjenega elementa smo se odločili zato, ker smo na 




Sintaksa: nad_el=  Entry (»starševski« nadzorni el., nastavitve, … ) 
 
Nastavitve, ki jih omogoča element vnos: višina (ukaz »height«) in širina (ukaz 
»width«) vnosa, barva ozadja (ukaz »bg«), barva prikazanega besedila (ukaz »fg«), 
različne pisave za prikazana besedila (ukaz »font«), obroba (ukaz »bd«), itd.. 
 
Slika 13: Programska koda za prikaz kreiranja izbirnega gumba 
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Akcije, ki jih omogoča element vnos: izpis niza znakov znotraj vpisanega 
besedila vnosa (ukaz »get()«), brisanje izbranih znakov (ukaz »select_clear()«), 
vračanje vrednosti true ali false (ukaz »select_present()«), brisanje znakov znotraj 
vnosa (ukaz »delete(first, last=None)«), itd.. 
 
Kreiranje elementa vnos ilustrira slika 14, kjer smo za prikaz delovanja znotraj 
njega vpisali poljubno fakulteto. 
 
➢ Seznamsko polje 
Sintaksa: nad_el=  nad_el=  Listbox (»starševski« nadzorni el., nastavitve, … ) 
 
Nastavitve, ki jih omogoča element seznamsko polje: višina (ukaz »height«) in 
širina (ukaz »width«), barva ozadja (ukaz »bg«), barva prikazanega besedila (ukaz 
»fg«), obroba (ukaz »bd«), «), različne pisave za prikazana besedila (ukaz »font«), itd.. 
 
Akcije, ki jih omogoča element seznamsko polje: izpis števila vrstic znotraj 
seznamskega polja (ukaz »size()«), izbris poljubnih vrstic (ukaz »delete(first, 
last=None)«), izpis izbranih vrstic v obliki nizov znotraj oklepajev (ukaz »get(first, 
last=None)«), itd.. 
 
Kreiranje elementa seznamsko polje je prikazan na sliki 15. 
 
 
Slika 14: Programska koda za prikaz kreiranja vnosa 
Slika 15: Programska koda za prikaz kreiranja seznamskega polja 




Sintaksa: nad_el=  Menu (»starševski« nadzorni el., nastavitve, … ) 
 
Nastavitve, ki jih omogoča element meni: barva ozadja (ukaz »bg«), aktivno 
barvno ozadje (ukaz »activebackground«), ki se obarva v določeno barvo kadar, je 
miškin kazalec na posameznem meniju, barva prikazanega besedila (ukaz »fg«) ter 
aktivna barva prikazanega besedila (ukaz »activeforeground«), različne pisave za 
prikazana besedila (ukaz »font«), prikaz slike na meniju (ukaz »image«), itd.. 
 
Akcije, ki jih omogoča element meni: možnost dodajanja menijev znotraj 
»starševskega« menija (ukaz »add_cascade(options«), dodajanje različnih elementov 
(ukaz »add_command(options)«), izbirnih gumbov znotraj menija (ukaz 
»add_radiobutton(options«), ločilnih črt (ukaz »add_separator(options«), itd.. 
 
 Kreiranje elementa meni je prikazan na sliki 16. 
 
 
Slika 16: Programska koda za prikaz kreiranja menija 
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4  Izdelava grafičnega vmesnika 
4.1  Izdelava glavnega okna 
Iz programske kode prikazane na sliki 17 je razvidno, da smo grafični vmesnik 
programirali znotraj razreda (angl. class)  z imenom »mygui()«.  
 
Znotraj razreda, smo nato ustvarili posebno funkcijo »__init__«, kateri pravimo 
inicializacijska funkcija. Funkcija se izvede, ko ustvarimo objekt, oziroma instanco. V 
nadaljevanju smo znotraj te ustvarili celoten grafični vmesnik. V opozorilo bralcu, 
funkcijam, ki se nahajajo znotraj razreda pravimo metode. 
 
V programski kodi, bomo velikokrat opazili besedo »self«, ki se bo nahajala 
znotraj vsake metode. Ta označuje referenco našega objekta. Na ta način ločimo med 
Slika 17: Izsek programske kode za izdelavo glavnega okna 
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metodami objekta in funkcijami, oziroma spremenljivkami. Vsem spremenljivkam, ki 
smo jih ustvarili znotraj inicializacijske funkcije, smo jim pred ime dodali »self«. 
Funkcija »__init__« ima poleg parametra »self« tudi prameter »glavno_okno« s 
katerim kreiramo naše glavno okno. 
 
Prej omenjeni razred program uporabi tako, da iz razreda izdela objekt, oziroma 
instanco razreda. V našem primeru smo za instanco razreda izbrali ime »test«, ki je 
razvidna iz vrstice 761 na sliki 18.  Tak način programiranja imenujem objektno 
orientirano programiranje. Zanj smo se odločili zaradi lažjega programiranja 
grafičnega vmesnika.  
 
Glavno okno predstavlja izhodišče oziroma temelj na katerem gradimo grafični 
vmesnik. Tega smo najprej poimenovali po merilnem instrumentu (Keysight 
DAQ970A), za katerega je GUI namenjen. Zatem smo mu določili fiksno velikost, v 
kateri se ob zagonu prikaže uporabniku. Na tak način je uporabniku onemogočeno 
spreminjanje njegove velikosti. Velikost smo prilagodili tako, da bodo ob prižigu GUI-
ja vidni vsi nadzorni elementi, katere smo kasneje vključili v glavno okno. Ker smo 
izdelovali grafični vmesnik v okviru podjetja, smo poleg imena dodali tudi njihov 
logotip in avtorske pravice, ki smo jih postavili na spodnjo stran glavnega okna. Na 
koncu smo glavno okno razdelili še na posamezne okvirje, kateri so nam kasneje 
omogočali lažje kreiranje različnih nadzornih elementov. Slika 19 prikazuje izgled 
grafičnega vmesnika, na začetku izdelave. 
Slika 18: Instanca razreda 
Slika 19: Prikaz grafičnega vmesnika na začetku izdelave 
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Na sliki 20 so zbrane spremenljivke, ki smo jih potrebovali pri izdelavi 
grafičnega vmesnika. Kot je razvidno iz omenjene, spremenljivke pred imenom nimajo 




Slika 20: Uporabljene spremenljivke 
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4.2  Povezava merilnega instrumenta in računalnika 
Za namen vzpostavitve povezavo med našim računalnikom in merilnim 
instrumentom, je bilo potrebno napisati del programske kode, ki je prikazan na sliki 
21 in sicer med vrsticami 111 in 133. Pri tem delu smo potrebovali knjižnico Visa, ki 
smo jo omenjali v 3. poglavju. 
 
Program najprej pregleda katere elektronske naprave so priključene na naš 
računalnik. Nato med njimi preveri, če se nahaja tudi merilni instrument, ki v imenu 
vsebuje niz znakov »DAQ970A«. Priključene naprave se prikažejo v meniju, ki smo 
ga izdelali znotraj okvirja na levi strani glavnega okna. Pod njim smo izdelali dodaten 
okvir, ki ga bomo kasneje potrebovali za seznamsko polje, več o tem pa v nadaljevanju. 
Izdelava menija je prikazana med 100 in 109 vrstico programske kode na sliki 21. 
 
Na sliki 22 je prikazan izpisa v razvojnem okolju Spyder in sicer povezava med 
računalnikom (TCPIP0 - povezava preko Ethernet priključka) ter elektronskimi 
napravami (Keysight Technologies, DAQ970A, MY58000809 - ID naprave). 
Slika 22: Izpis priključenih elektronskih naprav na računalnik 
Slika 21: Izsek programske kode za izdelavo menija ter povezavo med napravama 
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4.3  Vstavljanje izbirnih gumbov 
Razširitveni modul DAQM901A, ki smo ga uporabljali ima 22 kanalov. Na 
enem kanalu lahko istočasno merimo le eno fizikalno veličino. Na prvih dvajsetih 
kanalih lahko merimo izključno temperaturo ali električno napetost. 21. in 22. kanal 
pa sta namenjena le za merjenje električnega toka. Del programske kode na sliki 23 
prikazuje, kako smo izdelali izbirne gumbe. 
 
Najprej smo izdelali izbirne gumbe za prvih 20 kanalov. Izbirni gumb z  imenom 
»Prazen kanal«, ponazarja kanale v neuporabi, temu smo tudi določili samodejno 
aktivacijo ob prižigu grafičnega vmesnika. To prikazujejo vrstice 164 in 194 znotraj 
programske kode. Zatem smo izdelali še izbirna gumba z imenom »Temperatura« in 
»Napetost«, ki ob aktivaciji prikažeta izbirne menije za nastavitve meritev 
temperature, oziroma napetosti.  
 
Nato smo ločeno izdelali še izbirna gumba za 21 in 22 kanal. Ponovno smo 
izdelali izbirni gumb »Prazen kanal«, kateri ima isto funkcionalnost in temu dodali še 
Slika 23: Del programske kode, ki prikazuje kreiranje izbirnih gumbov 
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izbirni gumb z imenom »Tok«, ki na pritisku nanj prikaže izbirne menije s tokovnimi 
nastavitvami.  
 
Iz slike 23 sta razvidni dve »for« zanki, s pomočjo katerih smo najprej izdelali 
prvih 20 kanalov in zatem na enak način še 21 in 22 kanal. S takim načinom izdelave 
smo dosegli, da se pri prvih 20 kanalih prikažejo trije različni izbirni gumbi, pri zadnjih 
dveh kanalih pa samo dva. Znotraj zank smo ustvarili nadzorni element nalepka (angl. 
label), ki smo jo potrebovali za imena kanalov in izbirnih gumbov. V oklepaju znotraj 
ukaza za izdelavo izbirnega gumba je lastnost »command« s katero se izvršijo različne 
funkcije, ko je izbirni gumb aktiviran. S pomočjo te lastnosti smo na njih vezali prikaz 
izbirnih menijev, več o tem pa v naslednjem poglavju. Znotraj lastnosti »command« 
vidimo tudi besedo »lambda«. »Lambda« je anonimna funkcija, ki se uporablja takrat, 
kadar moramo definirati funkcijo za pravilno delovanje same programske kode. To 
funkcijo smo pri izdelavi grafičnega vmesnika uporabili tam, kjer smo imeli opravka 
z odzivi na dogodke, ob aktiviranju različnih nadzornih elementov. 
 
Postavitev izbirnih gumbov v glavno okno je prikazana na sliki 24. 
 
Za izbirne gumbe smo se odločili zaradi lažje uporabe grafičnega vmesnika. 
Tako lahko uporabnik za vsak kanal izbira med tremi različnimi izbirnimi gumbi 
oziroma pri zadnjih dveh kanalih, med dvema. Ker smo izbrali omenjen element, smo 
tudi onemogočili, da bi prišlo do napačne izbire pri zahtevi po izvajanju meritev.  
 
 
Slika 24: Kreirani izbirni gumbi znotraj glavnega okna 
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4.4  Izdelava izbirnih menijev  
Določenim nadzornim elementom je mogoče dodeliti različne funkcije, ki se 
izvedejo ob njihovi aktivaciji. Ta princip smo uporabili tudi pri kanalih in njim 
dodeljenih izbirnih gumbih.  
 
Vsakemu izmed treh izbirnih gumbov, ki prikazujejo kaj želimo z njimi meriti, 
smo določili svojo funkcijo, ki se sproži ob izbiri le-tega.  Ideja je bila, da se ob pritisku 
na izbirni gumb, prikažejo temu primerni izbirni meniji, ki prikazujejo možnosti 
znotraj ukazov, med katerimi lahko uporabnik izbira. Omenjene ukaze smo predstavili 
v drugem poglavju. Na sliki 25 je prikazan del programske kode s funkcijo 
»menu_temp«, ki se izvrši ob aktivaciji izbirnega gumba »Temperatura«. 
 
Slika 25: Izsek programske kode s funkcijo »menu_temp« 
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Znotraj funkcije »menu_temp« so napisane vse prej omenjene možnosti, za 
posamezne ukaze, ki so potrebni pri merjenju temperature. Ti so napisani med 
vrsticami 312 in 342. Zatem sledi zaporedje ukazov, s katerimi pobrišemo izbirne 
menije z napetostnimi nastavitvami, če preklapljamo med izbirnima gumboma 
»temperatura« in »napetost«. 
 
Na enak način smo izdelali tudi funkcijo »menu_volt«, ki se izvede ob pritisku 
na izbirni gumb »Napetost«. Slika 26 prikazuje seznam možnosti ukazov, ki so 
napisani znotraj funkcije »menu_volt«. Na začetku funkcije so napisane možnosti, ki 
se prikažejo znotraj izbirnih menijev za nastavitve napetosti, zatem pa sledijo ukazi za 
izbris izbirnih menijev s temperaturnimi nastavitvami. 
 
 
Slika 26: Izsek programske kode s funkcijo »menu_volt« 
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Na sliki 27 je prikazana še programska koda za funkcijo »menu_curr«, kjer je 
postopek enak. Edina razlika pri tej funkcij je ta, da na koncu nima ukazov za izbris 
izbirnih menijev, ker uporabnik lahko izbira le med izbirnima gumboma »Prazen 
kanal« in »Tok«. 
 
Kot smo že omenili, izbirni gumb »Prazen kanal« uporabnika o tem obvesti. 
Ob preklopu na nanj pa lahko pobrišemo prikazane izbirne menije. Na sliki 28a je 
prikaz funkcije Slednje smo sprogramirali v funkcijo »skrij_menu«, katere koda je 





Slika 27: Izsek programske kode s funkcijo »menu_curr« 
Slika 28a: Izsek programske kode s funkcijo »skrij_menu« 
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Za prikaz delovanja izbirnih menijev smo aktivirali nekatere izbirne gumbe, ki 
so prikazani na sliki 29. 
Slika 28b: Izsek programske kode s funkcijo »skrij_menu« 
Slika 29: Prikaz izbirnih menijev ob aktiviranih izbirnih gumbih 
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4.5  Zagon grafičnega vmesnika in shranjevanje podatkov 
V grafični uporabniški vmesnik smo dodali še dva gumba,  gumb za shranjevanje 
in gumb za začetek izvajanja meritev, katerih programska koda je ilustrirana na sliki 
30. 
  
Z gumbom SAVE lahko uporabnik shrani konfiguracije, ki jih je nastavil na 
uporabljenih oziroma aktivnih kanalih. Zaradi namena shranjevanja določenih 
nastavitev smo na začetku programske kode uvozili knjižnico Csv, ki smo jo opisali v 
tretjem poglavju. Podatki o nastavitvah uporabljenih kanalov se ob pritisku na gumb 
SAVE shranijo v .csv datoteko, ki jo lahko odpremo in urejamo s programom 
Notepad++ ali katerim drugim tekstovnim urejevalnikom. Slika 31 prikazuje del 
programske kode, ki je namenjen prej opisanemu. 
 
Znotraj te funkcije »save_gumb« imamo »for« zanko,  ki se izvede 22-krat 
enkrat za vsakega izmed kanalov merilnega instrumenta. V vsaki od iteracij prej 
omenjene »for« zanke, program kreira prazen seznam (angl. list) »kanal_list« v 
Slika 30: Izdelava gumbov SAVE in START 
Slika 31: Prikaz programske kode za izdelavo funkcije "save_gumb" 
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katerega nato zapisuje vrednosti različnih spremenljivk izbirnih gumbov (kanalov) in 
menijev. Na koncu vsake iteracije program zapiše vrednost seznama »kanal_list« v 
seznam »csv_list«, kar je sicer sprogramirano v vrstici 640. Program odpre v naprej 
pripravljeno .csv datoteko, v našem primeru je to »DAQ.csv« v katero zapiše vrednosti 
posameznega elementa seznama »csv_list«. Vsakega od elementov (seznam 
»kanal_list«) loči z novo vrstico. Po končanem zapisu, to datoteko tudi zapre.  Opisano 
prikazujejo vrstice med 642 in 646. 
 
Ob naslednjem vklopu grafični vmesnik shranjene podatke prebere iz omenjene 
datoteke ter jih prikaže znotraj izbirnih menijev. Odsek programske kode, ki je 
potreben za to, je prikazan na sliki 32. 
 
Program je napisan tako, da se najprej izdela nov seznam »csv_list_read«. Nato 
program preveri, če je mogoče odpreti prej omenjeno .csv datoteko in jo prebrati. V 
primeru, da je to mogoče, program prebere in zapiše .csv datoteko v seznam 
»csv_list_read« (koda  med vrsticami 217 in 225). V nasprotnem primeru program javi 
Slika 32: Del programske kode, potrebne za branje iz .csv datoteke 
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napako (vrstice med 226 in  229). V primeru uspešno prebrane datoteke, program 
posreduje prebrane informacije grafičnemu vmesniku (vrstice med 230 in 257). 
  
S tem uporabniku omogočimo učinkovitejšo rabo samega merilnega 
instrumenta, saj mu ob naslednji rabi grafičnega vmesnika, le-ta prikaže kanale in 
njihove nastavitve, ki jih je shranil. 
  
Z namenom, da bi bil uporabnik sposoben poslati merilnemu instrumentu signal 
za pričetek izvajanja meritev znotraj GUI-a, je bilo potrebno izdelati poseben gumb 
START. Za nameček smo še nadgradili funkcionalnost omenjenega gumba tako, da 
ko je ta v aktivnem stanju, se besedilo iz START spremeni v STOP. Slika 33 prikazuje 
del programske kode, ki je prej opisanemu namenjen.  
 
Pri tem, ko uporabnik aktivira gumb START se izvede tudi funkcija »running«, 
katera je definirana med vrsticami 693 in 734, na sliki 34.  
 
V funkciji »running« so zbrani ukazi nastavitev za temperaturo, napetost in tok.  
Funkcija najprej pregleda, kateri kanali so aktivni in nato ukaze ustrezno dopolni z 
vhodnimi podatki uporabnika. Znotraj prvega zavitega oklepaja ( {} ), funkcija najprej 
vpiše vrednosti posameznih izbirnih menijev, kateri prikazujejo možnosti, ki jih izbere 
uporabnik. V naslednjem zavitem oklepaju pa funkcija vpiše vrednost aktivnega 
kanala ter temu prišteje vrednost 100, ki označuje številko reže v kateri je razširitveni 
modul. Ko program sestavi potrebne ukaze jih nato s pomočjo funkcije 
»temp_meritve« pošlje merilnemu instrumentu. Ker smo v sklopu diplomske naloge, 
želeli prikazat le merjenje temperature, smo ustvarili le funkcijo »temp_meritve«. 
Vrstica 684 prikazuje, kako prej omenjena funkcija pošlje merilnemu instrumentu 
ukaz za pričetek merjenja temperature. Zatem sledijo le še ukazi za dodatno formatiran 
izpis rezultatov teh meritev v razvojnem okolju Spyder. Prikaz teh pa bo viden v 
naslednjem poglavju, kjer smo opisali uporabo GUI-ja. 
 
  
Slika 33: Programska koda za izvedbo funkcije "start_gumb" in "stop_gumb" 
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Ko uporabnik pritisne na omenjeni gumb, grafični vmesnik najprej prebere vse 
kanale in nato kanalom, ki so v uporabi, na podlagi izbranih nastavitev, sestavi 
določene ukaze in jih pošlje merilnemu instrumentu. Ta na podlagi prejetih ukazov 
lahko prične izvajati meritve na izbranih kanalih. Izvajanje meritev nato prekinemo s 
ponovnim pritiskom na gumb STOP. Slika 35 prikazuje grafični vmesnik z dodanima 
gumboma SAVE in START. 
  
Slika 34: Del programske kode s funkcijama "temp_meritve" in "running" 
Slika 35: Postavitev gumbov SAVE in STAR v glavno okno 
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4.6  Končen izgled grafičnega uporabniškega vmesnika 
 Zaradi lažje preglednosti nad samim grafičnim vmesnikom smo na koncu 
dodali še en element in sicer seznamsko polje, kateri izpiše kanale, ki jih je uporabnik 
izbral. Kako smo ga izdelali prikazuje del programske kode na sliki 36. 
Za prikaz izbranih kanalov znotraj seznamskega polja smo potrebovali dve 
funkciji. S funkcijo »log« najprej preverimo katere nastavitve uporabljamo na 
posameznem kanalu pri čemer si pomagamo z vrednostmi izbirnih gumbov (vrstica 
746, 749 in 752). Na koncu s pomočjo funkcije »izpis« sestavimo niz znakov, ki se 
nato prikažejo v seznamskem polju (vrstica 741). Opisano je prikazano na sliki 37.   
Med izdelovanjem je prišlo do različnih sprememb pri izgledu in delovanju 
našega grafičnega vmesnika. Sproti smo spreminjali različne postavitve nadzornih 
elementov, ker smo le-tega želeli izdelati uporabniku prijaznega. Na sliki 38 je 
prikazan končni izgled grafičnega vmesnika. 
Slika 36: Programska koda za kreiranje seznamskega polja 
Slika 37: Prikaz izdelanih funkcij "izpis" ter "log" 
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Slika 38: Končna oblika izdelanega grafičnega vmesnika 
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5  Testiranje in uporaba grafičnega uporabniškega 
vmesnika 
Pravilnost delovanja grafičnega uporabniškega vmesnika smo na koncu 
preverili. Z  izdelanim grafičnim vmesnikom smo želeli upravljati merilni instrument 
Keysight DAQ970A ter na priključenih termočlenih izmeriti temperaturo. 
 
V razširitveni modul DAQM901A smo na kanale 5, 6 in 15 priključili 
termočlene, kot je prikazano na sliki 39. Termočlen izmeri temperaturo, oziroma 
razliko temperatur med merilnim in primerjalnim stičnim mestom. Za namene 
testiranja smo uporabili termočlen tipa K, ki je najpogosteje uporabljani termočlen, 
sestavljen iz dveh različnih prevodnikov. Prepoznamo ga po zeleno-beli barvni 
kombinaciji žic. Barvne kombinacije žic termočlenov določa mednarodni standard 
(angl. International Electrotechnical Commission - IEC) IEC 60584-3 [22].  
 
Razširitvenemu modulu smo namestili zaščitno plastiko ter ga vstavili na hrbtno 
stran merilnega instrumenta v režo številka 100. Ob prižigu le-tega je potrebno najprej 
trenutek počakati, da se inicializacija uspešno zaključi, šele nato je merilni instrument 
pripravljen na uporabo. 
 
Ob odprtju glavnega okna uporabniškega grafičnega vmesnika, smo najprej 
preverili, da se merilni instrument prikaže med razpoložljivimi napravami oziroma, da 
je povezava vzpostavljena. Nato smo na kanalih 5, 6 in 15 izbrali izbirne gumbe za 
Slika 39: Priključeni termočleni na razširitveni modul DAQM901A 
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prikaz izbirnih menijev za nastavitve temperature. Istočasno so se izbrani kanali 
izpisali tudi v seznamskem oknu na levi strani grafičnega vmesnika. 
 
Pred začetkom meritev je potrebno vsak kanal, ki je v uporabi najprej 
konfigurirati. Izbrati moramo tipalo, s katerim se bodo izvajale meritve. Če se 
uporablja termočlen, je potrebno izbrat tudi tip termočlena. Nato se določi še enoto, v 
kateri se meritev izpiše in na koncu še referenčni spoj. 
 
Ker smo v razširitveni modul priključili termočlene, smo v prvem izbirnem 
meniju izbrali možnost TC, ki označuje termočlen (angl. thermocouple - TC). V 
naslednjem izbirnem meniju, v katerem lahko izbiramo med različnimi tipi 
termočlenov, smo izbrali možnost K, saj smo uporabljali termočlene tipa K. 
 
Naslednji korak je bil izbira temperaturne enote. Merilni instrument ponuja 
prikaz izmerjene temperature v treh temperaturnih enotah, zato smo se odločili, da za 
prikaz delovanja grafičnega vmesnika prikažemo izpis izmerjene temperature v vseh 
treh enotah. Pri kanalu 5 smo izbrali možnost C, ki označuje stopinje Celzija, pri 
kanalu 6 smo izbrali F, kar pomeni izpis temperature v Fahrenheitih in pri kanalu 15 
pa K, torej Kelvinih. 
 
 Zadnji korak je bil še izbira referenčnega spoja. Ker ima uporabljeni 
razširitveni modul vgrajen referenčni spoj, smo v izbirnem meniju izbrali možnost INT 
(angl. internal - INT). Na sliki 40 so prikazane izbrane nastavitve za vse tri kanale.  
 
Ko smo izbrali vse potrebne nastavitve za izbrane kanale, smo s pritiskom na 
gumb SAVE le-te tudi shranili v .csv datoteko, ki se ob naslednji uporabi grafičnega 
Slika 40: Izbrane nastavitve za kanale 5, 6, 15 
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vmesnika ponovno prikažejo. Programsko kodo, ki je na sliki 41 je prikazana s 
pomočjo programa Notepad++, prikazuje shranjene nastavitve kanalov 5, 6 in 15. Iz 
programske kode je razvidno, kateri kanali so izbrani in kakšne nastavitve smo pri teh 
kanalih določene. 
 
Na koncu smo z gumbom START pričeli izvajati meritve temperature na 
termočlenih. Vsako sekundo nam je merilni instrument vrnil temperaturo, ki jo je 
izmeril na vseh treh termočlenih in jo izpisal v razvojnem okolju Spyder. Ko smo imeli 
dovolj meritev, smo program ustavili s ponovnim pritiskom na gumb STOP. Slika 42 
prikazuje izmerjeno temperaturo izpisano v Spyder-ju. 
  
Slika 42: Izpis izmerjene temperature na termočlenih 
Slika 41: Prikaz shranjenih nastavitev kanalov 






6  Zaključek 
Raba grafičnih uporabniških vmesnikov je danes prisotna na različnih področjih. 
Z razmahom elektronskih naprav se povečuje tudi potreba po učinkovitih grafičnih 
vmesnikih, ki lajšajo njihovo uporabo. Kot smo že pojasnili, grafični vmesniki 
predstavljajo povezavo med uporabnikom in strojno opremo, bodisi računalnikom ali 
pa drugo elektronsko napravo. Znanje učinkovite gradnje grafičnih vmesnikov je torej 
v današnjem času pomembno, saj lahko na ta način močno olajšamo in tudi pohitrimo 
uporabo elektronske naprave. Prav zaradi tega sem tudi vesel, da sem imel možnost 
spoznati celoten potek dela pri izgradnji tovrstnega sistema. 
  
Cilj diplomske naloge je bil izdelava grafičnega vmesnika za učinkovito in 
priročno uporabo merilnega instrumenta Keysight DAQ970A. S pomočjo grafičnega 
vmesnika lahko uporabnik upravlja omenjeni merilni instrument tako, da mu ta 
omogoča izvajanje meritev temperature, napetosti, oziroma toka. Uporabo grafičnega 
vmesnika smo testirali tako, da smo v razširitveni modul priključili 3 termočlene in 
izvajali meritev temperature, pri tem pa so se rezultati meritev izpisovali na računalnik. 
 
Delovanje grafičnega vmesnika se lahko seveda še razširi. Zgrajena različica 
grafičnega vmesnika dopušča le upravljanje razširitvenega modula, katerega smo imeli 
na voljo tekom priprave diplomskega dela. Posledično, ena od možnih nadgradenj bi 
lahko bila omogočiti GUI-ju interakcijo z vsemi 8 razširitvenimi moduli. To pa bi bilo 
mogoče nadgraditi tako, da bi grafični vmesnik sam prepoznal, v kateri reži se nahaja 
posamezen razširitveni modul in pri tem dopušča uporabniku, da sam izbere, kateri 
razširitveni modul bo v določenem času uporabljal. 
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