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9Sommario
Un impianto domotico può essere definito come un insieme di dispositivi e un sistema 
per la comunicazione fra essi che permette l’automatizzazione e la coordinazione delle 
funzioni di gestione del benessere abitativo.
Il flusso di progettazione di un impianto domotico, attualmente, è basato solamente su 
strumenti CAD che permettono la realizzazione dell’impianto dal punto di vista di 
componenti utilizzati,  indirizzi assegnati per l’identificazione del componente nella rete e 
ausilio nell’installazione dell’impianto stesso.
Purtroppo, non c’è nessuna possibilità da parte del progettista di poter simulare il 
comportamento energetico dell’impianto al fine di valutarne pregi o difetti, e fare 
comparazioni oggettive tra progetti diversi. Tale comparazione potrebbe essere interessante
per comparare i costi operativi tra soluzioni diverse a parità di costo di installazione o meno.
In tale contesto nasce quindi l’esigenza di creare uno strumento che possa arricchire di 
questa funzionalità gli attuali CAD, completandoli con un simulatore sia del comportamento 
energetico dell’edificio che del sistema di controllo.
Vista la notevole complessità nel progettare ex-novo un simulatore energetico è stato 
pensato di utilizzare uno strumento già esistente, molto accurato nei calcoli e del quale fosse 
disponibile il codice sorgente. Tale simulatore è stato individuato in Energy Plus sviluppato 
dal DOE (Department Of Energy) statunitense e che è disponibile sia su piattaforma Linux 
che su piattaforma Windows. Tuttavia questo simulatore integra tutte le componenti sopra 
indicate, rendendo quindi difficile sperimentare il comportamento di sistemi di controllo 
diversi da quelli previsti al suo interno.
Obiettivo della tesi è stato quindi quello di modificare il codice sorgente del 
simulatore Energy Plus in modo da disaccoppiare simulatore energetico e sistema di 
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controllo. Permettendo così di demandare esternamente lo scheduling di: 
accensione/spegnimento e potenza di funzionamento delle luci; apertura e chiusura di 
tapparelle o regolazione delle alette delle veneziane; stabilire la potenza di funzionamento di 
un apparato per il riscaldamento.
Tale funzionalità, tramite un accurato mappaggio dell’impianto progettato sui modelli 
disponibili per il simulatore Energy Plus, permette la verifica del comportamento 
dell’impianto domotico per i fini sopra indicati. Da rilevare inoltre che può essere anche di 
ausilio per i progettisti che intendono realizzare un nuovo dispositivo nel quale vogliono 
implementare un controllo che non può basarsi sui modelli fisici dell’ambiente circostante 
perché questi non sono disponibili o perché il dispositivo deve poter essere usato in ambienti 
diversi.
Nella realizzazione del tool sono state individuate le parti di codice che 
implementavano il sistema di controllo alle quali è stata aggiunta la funzionalità di richiesta di 
scheduling esterna. La scelta effettuata in questa fase è stata quella di rendere le modifiche il 
più trasparenti possibili in modo da poter continuare ad utilizzare il simulatore anche con i 
propri controlli quando le funzionalità aggiunte non risultassero necessarie.
Il simulatore di per se riceve in ingresso file testuali per la descrizione dell’edificio e 
scrive i risultati sempre su file di testo che devono essere ulteriormente elaborati. Sono 
disponibile a tali scopi diversi tool user friendly e anche vere e proprie interfacce grafiche 
soprattutto per la delicata e difficile creazione del file d’ingresso per la quale esiste un 
manuale di oltre 1000 pagine.
Vista l’architettura del simulatore poteva essere scelta la via di aggiungere tali 
funzionalità anche in fase di creazione del file d’ingresso, tuttavia è stato preferito il 
mappaggio sui modelli esistenti al fine di poter continuare ad utilizzare i tool e le interfacce 
grafiche esistenti, sulle quali non potevamo agire non disponendo del codice sorgente.
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Nella versione attuale è stata implementata la possibilità di controllo dei dispositivi di 
oscuramento delle finestre, gestione dell’impianto di illuminazione e anche di un dispositivo 
di riscaldamento elettrico.
Oltre ad un’estensione delle funzionalità del tool soprattutto nella gestione dei 
dispositivi energetici, i possibili sviluppi futuri sono da individuarsi nella creazione di un 
ulteriore strumento automatico per il mappaggio dell’impianto domotico sul file d’ingresso 
del simulatore.
Tale applicazione una volta completa avrebbe un grande interesse commerciale viste 





Con il termine domotica ci si riferisce all’automazione di edifici non solo per utilizzo 
residenziale come lascia presagire l’etimologia della parola (domus = casa ), bensì anche di 
edifici del settore terziario e industriale. In letteratura, se pur ancora piuttosto limitata, si fa 
uso anche di altri termini, per lo più anglismi come home automation, home system, smart 
house. Ognuno di questi termini porta in se la apparente restrizione del termine domotica che 
spesso può risultare forviante da quelle applicazioni che riguardano il settore terziario ed 
industriale. Utilizzeremo domotica quindi nel senso più ampio del termine [1 - pag. 21].
Non esiste una definizione universalmente riconosciuta del termine domotica, ma ne 
esistono diverse, tutte corrette sotto il profilo formale, ciascuna delle quali mette in rilievo 
determinati aspetti piuttosto che altri. Ne riportiamo alcuni [1- pag. 21-22].
La domotica è:
“tutto ciò che in una casa è automatizzabile e programmabile grazie all’elettronica”.
“un processo o un sistema che provvede  a migliorare lo stile di vita degli abitanti, rende la 
casa più confortevole, sicura ed efficiente”.
“insieme delle tecniche di gestione automatizzata applicata all’abitazione (confort, sicurezza, 
comunicazione)”.
“insieme delle tecniche e degli studi tesi a integrare nell’abitazione ogni automatismo in 
materia di sicurezza, gestione energetica, comunicazione, ecc ”.
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“insieme delle tecniche che trasformano un’abitazione con tutte le sue apparecchiature e i suoi 
(sotto)sistemi in un edificio intelligente, autopilotato, nel quale il comfort degli abitanti 
costituisce il centro dei bisogni”.
“l’utilizzo dell’informatica per integrare tutti i sistemi a comando elettrico in un unico sistema 
di gestione globale”.
“la disciplina che si occupa dell’integrazione dei dispositivi elettronici, degli elettrodomestici 
e dei sistemi di comunicazione e di controllo che si trovano nelle nostre abitazioni”.
“l’insieme dei servizi dell’abitato assicurati mediante sistemi che realizzano più funzioni e 
che possono essere connessi tra loro a delle reti interne ed esterne di comunicazione”.
Volendo quindi dare una nostra definizione di domotica si potrebbe dire che:
“ La domotica è quel processo di integrazione dei vari sottosistemi dell’edificio, che grazie 
all’interoperabilità e intercambiabilità dei vari dispositivi, permette di automatizzare le varie 
attività, connesse all’utilizzo degli impianti di cui è dotato l’edificio, migliorandone la 
gestione energetica e perseguendo come obiettivo il confort, la sicurezza e la comunicazione 
di coloro che vivono, lavorano o comunque frequentano l’edificio stesso.”
Possiamo mettere in risalto i vari punti chiave della definizione appena data:
1) Integrazione dei vari sottosistemi
2) Interoperabilità e intercambiabilità
3) Automazione delle attività
4) Gestione energetica
5) Comfort, sicurezza, comunicazione dei fruitori
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La gestione energetica è di rilevante importanza perché è stato una dei fattori 
scatenanti la ricerca in ambito domotico. Infatti con il passare degli anni si è visto un aumento 
del consumo di energia elettrica nella vita delle persone. In Germania ad esempio dal 1954 la 
richiesta di energia elettrica rispetto alla richiesta complessiva di energia sotto altre forme è 
più che triplicata [2 - Cap. 1.1].
Vista la recente crisi energetica mondiale e l’aumento della richiesta di energia, se da 
una parte si stanno cercando nuove fonti di energia dall’altro si cerca di combattere il grande 
spreco dell’energia stessa. In tale ambito la domotica può essere di notevole aiuto.
1.1.1 Integrazione
L’integrazione dei vari sottosistemi è di fondamentale importanza per il 
raggiungimento degli scopi che la domotica si prefigge (punti 3, 4 e 5). Solo attraverso un 
corretta integrazione si possono automatizzare efficientemente tutte le funzionalità richieste.
Integrazione è quindi la “parola d’ordine” irrinunciabile nell’automazione degli edifici, infatti 
tanto più i componenti sono integrati, e quindi in grado di comunicare fra loro, tanto più 
l’edificio acquisirà un grado di “intelligenza” superiore, permetterà di raggiungere un 
maggiore coordinamento delle varie attività. In un certo senso si potrebbe dire che 
l’intelligenza di un’abitazione domotica è inversamente proporzionale al numero di comandi 
che l’uomo deve attivare in modo diretto, sia sui singoli apparati sia sul sistema nella sua 
interezza [1 – pag. 102]. Maggiore intelligenza quindi maggiore automazione.
Se pensiamo ad un intervallo di circa 20 anni, solo il 25% dei costi complessivi di un edificio 
sono imputabili alla costruzione, il restante 75% è imputabile alla fase di esercizio [2 - pag. 
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4]. Pertanto un ripensamento in fase di progettazione sembra necessario al fine una maggiore 
coordinamento e integrazione.
Pensiamo ad esempio un’applicazione in cui venga chiusa la valvola del  termosifone se viene 
aperta la finestra (per cambiare l’aria) per poi magari riaccendersi quando questa verrà 
richiusa. Tale applicazione consentirà di risparmiare così l’energia per il riscaldamento del 
termosifone che sarebbe andata altrimenti perduta. E’ chiaro che anche questo banale esempio 
mostra i limiti nel suddetto modo di agire. Nel suddetto caso ad esempio sarebbe opportuno 
dotare la stanza di sistemi di aerazione con recupero del calore, in modo da non sprecare tutta 
l’energia che era stata consumata fino a quel momento per riscaldare la stanza, inoltre il tutto 
può essere gestito con l’ausilio di sensori di presenza. Questo banale esempio mostra come sia 
di fondamentale importanza l’integrazione dei vari sottosistemi, congiunta alla necessità di un 
ripensamento della fase di progettazione stessa.
1.1.2 Interoperabilità e intercambiabilità
Quando si parla di interoperabilità  si intende la capacità di apparati diversi di 
funzionare in modo continuo e coordinato, scambiandosi informazioni e dati attraverso una 
sola operazione di configurazione e senza l’esigenza di realizzare interfacce specifiche per 
l’applicazione. Per quanto riguarda invece l’intercambiabilità invece si fa riferimento alla 
possibilità di sostituire un apparato di un costruttore con uno analogo di un altro senza 
l’esigenza di dover riconfigurare il sistema [1 - pag. 101].
Interoperabilità e intercambiabilità sono quindi il mezzo per poter raggiungere una concreta 
integrazione dei vari sottosistemi. 
Appare chiaro che non ci potrà essere interoperabilità e intercambiabilità se i vari costruttori 
non stabiliscono un insieme di regole comuni che vanno poi a costituire uno standard di 
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comunicazione. Viene creato così un sistema aperto, cioè un sistema che permetta a progettisti 
e installatori di scegliere tra i prodotti di diverse aziende in base a fattori come design, 
funzionalità o costo senza pregiudicare la funzionalità dell’intero impianto. In Europa in 
risposta a tale esigenza è stato creato uno standard comune chiamato KONNEX del quale 
parleremo ampiamente nel capitolo 2.
1.1.3 Il cablaggio 
Il cablaggio rappresenta un aspetto fondamentale nel campo della domotica [1 – pag. 
80]. Rappresenta infatti il mezzo per la comunicazione dei vari dispositivi. Per quanto 
riguarda gli edifici di nuova costruzione emerge l’importanza di una opportuna 
predisposizione dell’ambiente ai fini della sua automazione. Risulta necessaria una 
progettazione flessibile, capace di “accogliere” le continue innovazioni tecnologiche. D’altro 
canto “design for change” è il motto che sta alla base di ogni attività ingegneristica. Nel caso 
di edifici preesistenti invece la questione è più complicata poiché un freno all’adozione di 
sistemi domotici è rappresentato infatti dai costi e dai fastidi dovuti alle murature ovvero dagli 
interventi necessari alla posa dei cavi. In questo contesto grande attenzione viene rivolta ai 
sistemi wireless.
Il problema di una strutturazione che potesse essere indipendente dall’applicazione e 
quindi in grado di supportare più tipi di trasmissioni ha condotto alla definizione del 
cosiddetto “cablaggio strutturato” ovvero cablaggio per uso generale. Con questo termine si 
intende un insieme di dispositivi (cavi, connettori, telai di interconnessione ecc.) realizzati 
all’interno di un edificio tipicamente nel momento della sua costruzione o ristrutturazione, 
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destinati a portare tutta la gamma di servizi di telecomunicazione e Information Technology. 
In altri termini, questo tipo di cablaggio nasce con l’intento, di separare il supporto 
trasmissivo dalle applicazioni, ossia di spingersi oltre il cablaggio di tipo proprietario.
I mezzi trasmissivi possono essere molteplici, i più frequentemente utilizzati sono:
· twisted pair
· cavi coassiali schermati e non
· fibre ottiche
La scelta dell’uno o dell’altro viene dettata dallo standard scelto per l’installazione. L’ente 
normativo di uno standard avrà fatto la sua scelta in base a caratteristica quali velocità 
trasmissive raggiungibili con il mezzo, isolamento dalle interferenze, considerazioni sui 
costi/benefici del tipo di mezzo. Talvolta lo stesso standard permette cablaggi di tipo diverso 
ma richiede accoppiatori aggiuntivi per il collegamento dei dispositivi al mezzo.
1.2 Progettazione dell’impianto e limiti attuali
Per la progettazione di un impianto domotico con lo standard europeo KONNEX è 
stato creato un strumento software chiamato ETS. Si tratta sostanzialmente uno strumento 
CAD, che permette la verifica formale del progetto ed inoltre è di ausilio alla fase di 
installazione permettendo la programmazione e la verifica dell’effettiva installazione di tutti i 
dispositivi. Purtroppo però non permette la simulazione del comportamento dell’impianto dal 
punto di vista energetico. Solamente l’esperienza del progettista può quindi garantire che la 
soluzione soddisfi i requisiti richiesti dall’utente e permetta il raggiungimento di una oculata 
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gestione oculata dell’energia mantenendo come obiettivo il comfort del fruitore. Tale 
limitazione non solo non permettere la verifica del comportamento dell’impianto ma rende 
molto arduo il confronto di prestazioni fra diversi scenari a parità di costi di installazione;
confronto che diviene praticamente impossibile se si volessero confrontare scenari a differenti 
costi.
Non potendo fare una obiettiva valutazione dei comportamenti energetici diviene 
inoltre molto improbabile una corretta valutazione ad esempio del tempo di recupero dei costi 
dell’impianto. Secondo stime fatte da Siemens più il sistema è capillare e maggiore è 
l’integrazione maggiore è la possibilità si ha di risparmiare sui costi di esercizio [2 – pag. 50]. 
D’altro canto però una maggiore presenza di dispositivi porta un maggior consumo di potenza 
per il controllo ed inoltre un aumento dei costi di installazione. Arriverà infatti il momento in 
cui l’aggiunta di ulteriori sensori non migliora le performance dell’impianto ma ne aumenta i 
costi. Il progettista dovrà quindi trovare il giusto tradeoff fra costi di installazione, costi di 
funzionamento e risparmio energetico. Appare quindi evidente che senza la possibilità di tale
simulazione non può essere fatta una obiettiva valutazione di tutte le variabili in gioco.
1.3 Contesto del lavoro di tesi
Il presente lavoro di tesi nasce proprio dalla sopraggiunta necessità di uno strumento 
di simulazione energetica di ausilio alla progettazione. L’idea è quella di cercare di eseguire 
una simulazione energetica tramite il simulatore energetico Energy Plus sviluppato dal DOE 
(Department Of Energy) statunitense che sta divenendo uno standard de facto per la sua 
accuratezza. Tale simulatore è liberamente scaricabile ed inoltre si ha la possibilità di 
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richiederne i sorgenti dietro pagamento di licenza con le limitazioni imposte per la licenza 
stessa. 
Potendo effettuare una simulazione energetica possono essere messe in evidenza i difetti della 
soluzione proposta e prendere le contromisure atte a superarle prima di effettuare 
l’installazione stessa. Inoltre il progettista può proporre al cliente soluzioni diverse anche a 
costi diversi evidenziandone le differenze di prestazione. Viene così inoltre permessa la 




Il primo sforzo per la creazione di un protocollo per lo scambio di messaggi tra 
dispositivi di controllo dell’ambiente e per la sicurezza fu fatto a partire dal 1976 con la 
creazione di X-10. L’ideatore, Peter Lesser, concentrò i propri sforzi nel cercare di utilizzare 
il normale impianto elettrico di casa come supporto per la trasmissioni di segnali. X-10 
riscosse un grande successo e che ancora mantiene una salda posizione nel panorama 
mondiale, soprattutto Stati Uniti, delle soluzioni domotiche. 
Negli anni successivi, si vide un proliferare di molte tecnologie proprietarie 
incompatibili fra loro. Questo vincolava un progettista o un installatore alla scelta di una 
tecnologia piuttosto che un’altra senza possibilità di ripensamenti. Non appena si avvertì il 
problema le varie associazioni normative crearono uno standard comune per i produttori 
afferenti, con il risultato a livello europeo di almeno 3 grandi standard. 
· Batibus: creato dall’associazione francese BCI (Batibus Club International).
· EIB: creato dall’associazione tedesca EIBA (European Installation Bus 
Association).
· HES: creato dall’associazione HESA (European Home System Association).
Ben presto in Europa si capì che c’era bisogno di uno standard comune. Il primo 
annuncio di tale intenzione fu fatto dall’associazione BCI e dall’associazione EIBA, il 19 
marzo 1996 a Birmingham in occasione della fiera “Living Home”. Successivamente nel 
dicembre 1996 alla mostra Elect di Parigi BCI e EIBA ai quali si aggiunse anche 
l’associazione HESA (European Home System Association), si presentarono sotto un unico 
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stand illustrando il progetto di realizzare uno standard unico a livello europeo. Tale standard 
ha poi preso il nome di KONNEX [1 - pag. 111].
Faremo una breve presentazione di ognuno di questi standard anche per capire meglio 
le motivazioni che portarono in Europa a creare uno standard unico dei tre già esistenti.
Figura 2-1: Gli standard domotici nel mondo
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2.2 Standard Americani (USA)
2.2.1 X10
Rappresenta lo standard storico per l’automazione domestica e vanta già almeno 5 
milioni di applicazioni nelle case americane. Si tratta di un protocollo di comunicazione ad 
onde convogliate che sfrutta lo zero crossing della tensione alternata.
Dal punto di vista tecnico il principio costitutivo è piuttosto semplice e si basa 
sull’installazione di una centralina a cui fanno riferimento sia tutti i dispositivi connessi alla 
rete domestica e indirizzabili con un proprio codice, sia tutti gli apparati che ricevono e 
inviano dati via infrarosso o via onde radio. La centralina può anche essere sostituita da un PC 
con un’apposita scheda elettronica. In tal caso il sistema è correlato da un software di gestione 
con interfaccia grafica che permette configurazione e riconfigurazione del sistema.
La facilità di installazione e l’approccio “fai da te” caratteristico dei mercati USA 
favori la diffusione che consentì un ulteriore abbassamento del prezzo che generò un’ulteriore 
incremento delle vendite. Viene venduto in moduli implementabili e acquistabili a poche 




Protocollo per la realizzazione di sistemi bus brevettato e realizzato nel 1990 dalla 
Echelon Corporation. Si tratta di una piattaforma multimediale per la gestione di dispositivi 
connessi in rete. Si tratta di un’architettura aperta, le cui specifiche possono essere  utilizzate 
da chiunque e su qualunque sistema senza il riconoscimento di royalties; soltanto in seguito a 
una procedura di certificazione il prodotto può utilizzare il logo LonWorks (Echelon
Corporation). I tipi di mezzi trasmissivi possono essere il doppino, le onde convogliate, il 
cavo coassiale, la fibra ottica o i sistemi wireless (radiofrequenza, raggi infrarossi).
L’associazione offre componenti hardware, firmware, software, oltre a strumenti 
complementari di vario tipo, per la costruzione di una rete chiamata LON (Local Operative 
Network). Da precisare che LonTalk è il protocollo di comunicazione in ambiente LON, 
mentre il network (hardware, software ecc) viene chiamato LonWorks.
Il principio di funzionamento della tecnologia LON si basa su un circuito integrato 
chiamato Neuron Chip, che tra le altre cose contiene nella propria ROM il Neuron Chip 
Firmware, un sistema operativo completo, che include l’implementazione del protocollo di 
comunicazione LonTalk. Le comunicazioni fra i vari nodi di una rete LON avvengono in 
seguito al cambiamento di uno stato o di un evento programmato. Tali comunicazioni 
vengono definite rapporti. 
In una rete LonWorks non vi è un singolo punto centrale di controllo, bensì l’insieme 




2.3.1 HBS (Home Bus System)
Nacque nel settembre 1988 come soluzione standard proposta da un consorzio di 
società giapponesi (Electronic Industries Association of Japan) con il contributo di agenzie 
governative e associazioni commerciali.
Si tratta di un protocollo per lo sviluppo di apparati Home Automation (HA) con 
particolare riferimento alle utenze elettriche, ai telefoni e alle apparecchiature audio-video. 
Tutte queste apparecchiature vengono connesse da due cavi coassiali e da otto coppie di fili 
intrecciati twisted-pair, formando una rete denominata Home BUS System. I due cavi 
coassiali vengono utilizzati per formare un canale bi-direzionale per le trasmissioni 
analogiche quali audio e video (es videocitofono) in modulazione di frequenza. Le otto coppie 
twisted-pair sono utilizzati per formare un canale bi-direzionale per le trasmissioni digitali.
Il sistema consente il controllo (centralizzato e distribuito) di ogni apparecchio 
domestico con particolare attenzione rivolta alla gestione dei dispositivi audio-video. Il 
sistema è predisposto per l’accesso ai servizi esterni alla casa, come la telemedicina, lo 
shopping “domestico”, l’apprendimento a distanza e-learning ecc.
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2.4 Standard in Europa
2.4.1 Batibus
Standard creato nel 1989 dall’associazione BCI (Batibus Club International) è 
caratterizzato da una estrema facilità di installazione degli apparati. Ciascuno di essi è 
connesso al bus ed individuabile mediante un indirizzo. La connessione fra i dispositivi ha un 
topologia fisica libera (stella, anello, punto-punto) facilitandone eventuali ampliamenti. La 
connessione avviene tramite twisted-pair eventualmente schermato e può avere interfacce 
verso altri mezzi come infrarosso, onde radio, onde convogliate ecc.
Ogni nodo della rete è identificato da 3 codici: 
· Indirizzo: 240 indirizzi per ogni tipo di nodo
· Tipo: tipologia di dispositivo (es 05 ingresso binario, 04 uscita binaria, OE
· comando manuale, 01 trasmettitore telefonico ecc)
· Estensione: bit addizionali per ampliare il dominio di indirizzamento (00: 
senza estensione, 04 indirizzo esterno)




· Esteso (indirizzo esterno)
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2.4.2 EIB (European Installation Bus)
Si tratta del protocollo di comunicazione per l’automazione degli edifici più diffuso in 
Europa. EIB è stato realizzato e promosso dall’associazione EIBA (European Installation Bus 
Association). Il sistema risulta “decentralizzato” (non contempla la necessità di una centrale 
di controllo). La distribuzione dei segnali avviene su twisted-pair (tale protocollo è comunque 
implementabile anche su rete elettrica, radio frequenza e infrarosso) mentre per quanto 
riguarda la topologia fisica non esistono limitazioni, bus, anello, stella, albero o con topologia 
mista, e permette il collegamento di fino a 61.455 dispositivi. Modifiche ed eventuali 
ampliamenti risultano facilmente operabili, è possibile infatti interrompere in un qualsiasi 
punto il BUS ed effettuare una derivazione. Vista la piena compatibilità dello standard 
KONNEX non ci soffermeremo ulteriormente su questo protocollo rimandando al capitolo su 
quest’ultimo.
2.4.3 EHS (European Home System)
Sviluppato da EHSA (European Home System Association) nell’ambito dei 
programmi europei Eureka ed Esprit nasce nel 1987 con l’intento di sostenere e favorire i 
produttori europei del settore. In particolare EHS nasce con la finalità primaria di garantire la 
comunicazione fra apparecchiature presenti all’interno di una rete domestica o di un piccolo 
ufficio. Il sistema può controllare milione di indirizzi, corrispondenti ad altrettanti dispositivi 
collegati alla rete e riuniti in gruppi di 256 elementi/componenti.
Non si tratta si un vero e proprio sistema a bus ma di una sorta di predisposizione degli 
apparati per l’inserimento su impianti esistenti, energia elettrica, cavo coassiale della TV, 
27
doppino telefonico ecc. La caratteristica più importante del sistema è rappresentata dalla 
funzionalità Plug & Play. In tal senso tutti gli apparati possono essere collegati o inseriti alla 
rete senza particolari necessità di configurazione di installazione. Dispone inoltre di un 
affidabile metodo di correzione degli errori che lo rende particolarmente affidabile.
2.5 KONNEX: LO STANDARD EUROPEO
Konnex rappresenta lo standard di convergenza dei principali standard sopra descritti 
grazie alla collaborazione delle rispettive associazioni.
Una volta che i principali produttori, e di conseguenza le associazioni a cui 
appartenevano, capirono che la difesa dei propri particolari interessi non avrebbe giovato a 
nessuno, anzi avrebbe disincentivato il mercato all’adozione di uno piuttosto che l’altra 
tecnologia e probabilmente indirizzato verso altre già ampiamente affermate altrove (vedi 
USA), le associazioni perseguirono (a partire dal 1996) un’azione congiunta volta alla 
definizione di un protocollo aperto che definisse una piattaforma comune per le automazioni 
in Europa.
Da notare che nelle tre associazioni BCI, EIBA ed HESA convergono praticamente 
tutti i maggiori produttori europei di impianti elettrici e sistemi elettronici, per fare alcuni 
nomi: ABB, BTicino, Electrolux, Gewiss, Honeywell, Merloni Elettrodomestici, Philips, 
Siemens, Urmet, Vimar, Zanussi ecc ed inoltre enti che non si occupano di produzione ma che 
influenzano enormemente il mercato come ANCISS, ANIE AIACE ecc.
Konnex (KNX) è stato riconosciuto dalla normativa europea (CENELEC) come 
standard per la Home Building e Building Automation. Non esistono royalties per i membri 
dell’associazione Konnex ed il sistema di adesione si caratterizza per una procedura di 
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certificazione obbligatoria che conduce al rilascio del marchio KNX per i dispositivi a 
garanzia dell’interoperabilità nativa tra i prodotti di costruttori diversi. Konnex Association ha 
contratti di partnership con oltre 20.000 aziende di installazione e circa 70 università ad 
indirizzo tecnico. KNX è stato, altresì, per diventare un marchi di qualità ed aiutare i 
consumatori nell’orientarsi nell’offerta dei componenti per la domotica.
KNX basa la propria operatività sulle migliori caratteristiche delle tre tecnologie di 
partenza. Di fatto poggia sul cuore del più diffuso standard EIB, con cui mantiene una totale 
compatibilità, integrando le modalità di configurazione e i mezzi trasmissivi di Batibus ed 
EHS.
2.5.1 Il protocollo di comunicazione
La trasmissione è asincrona e seriale e l’accesso al mezzo utilizza il protocollo 
CSMA/CA (Carrier Sense Multiple Access with  Collision Avoidance). In questa particolare 
implementazione del CSMA/CA abbiamo una differenziazione fra i livelli fisici sul bus, con 
lo 0 logico come livello dominante e l’ 1 logico livello recessivo. Quando il bus non è 
occupato è sul livello recessivo. Ogni dispositivo ascolta permanentemente il bus e quando 
voglia iniziare a trasmettere, dopo aver visto il bus libero per una durata pari a 50 volte il 
tempo di bit, dovrà portare il bus al livello dominante (0 logico). Una trasmissione inizierà 
dunque sempre con uno 0 logico (START bit). Conseguentemente alla trasmissione dello 
START bit si aprirà la cosiddetta fase di arbitraggio, durante la quale i dispositivi che stanno 
trasmettendo continuano ad ascoltare il bus e non appena uno rileva il livello dominante 
mentre aveva trasmesso il livello recessivo interromperà la trasmissione. Da notare che in 
questo modo non viene perso alcun telegramma poiché anche in caso di collisioni almeno uno 
dei dispositivi continuerà a trasmettere [3 - pag. 73].
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Le trasmissioni tra i vari dispositivi avvengono tramite telegrammi. I telegrammi 
consistono in una sequenza di caratteri. Ogni carattere è formato da 11 bit: uno START bit 
seguito da 8 bit dati, un bit di parità (dispari) e da uno STOP bit.
START B7 B6 B5 B4 B3 B2 B1 B0 P (odd) STOP



























· Campo di controllo nel quale si trovano informazioni di sistema, come priorità 
di trasmissione, la specifica se si tratta o meno di un telegramma inviato per la 
prima volta o di una ripetizione. Considerando la tipologia di protocollo 
CSMA/CA possiamo notare come la priorità sarà tanto più alta quanto saranno 
il numero di 0 logici successivi. Il telegramma con priorità più alta sarà infatti 
quello che verrà trasmesso senza interruzioni anche in caso di collisioni.
· Campo indirizzo: composto da indirizzo sorgente e indirizzo destinazione. 
L’indirizzo sorgente è un indirizzo fisico dell’apparecchio trasmittente mentre 
l’indirizzo destinazione può essere o un indirizzo fisico oppure un indirizzo di 
gruppo. L’indirizzo fisico identifica univocamente un apparecchio. L’indirizzo 
30
di gruppo viene assegnato a uno o più apparecchi per lo svolgimento di 
un’azione congiunta. Allo stesso apparecchio possono essere assegnati più 
indirizzi di gruppo oltre all’indirizzo fisico. L’assegnazione dei vari indirizzi 
viene fatta in fase di installazione. Rimandiamo al paragrafo 
sull’indirizzamento per maggiori dettagli.
· Campo dati con l’informazione di servizio di lunghezza opportuna. 
· Campo sicurezza ha la funzione di verifica e controllo dell’errore. 
Una volta che è stato trasmesso un telegramma, il bus rimane libero per un certo 
intervallo di tempo (pari al tempo di trasmissione di 1 carattere) dopo di che il o i riceventi 
trasmetteranno la segnalazione di ACKnowledge (ACK) per confermare la corretta ricezione 
del telegramma (Campo conferma). Il bus rimarrà di nuovo libero per un intervallo di tempo 
pari alla durata di trasmissione di 2 byte.
Nel caso in cui uno o più destinatari abbiano rilevato qualche errore nella ricezione del 
telegramma questi invieranno al posto del segnale di  ACK una segnalazione di NAK (Not
AcKnoledge) per notificare al mittente la necessità di ripeter il telegramma (Campo 
conferma). Un dispositivo può ripetere il telegramma fino a 3 volte. Un messaggio NAK 
avendo una priorità più elevata di un messaggio ACK determinerà sempre la ripetizione del 
telegramma da parte del mittente [2 - pag 13].
2.5.2 Topologia
Il mezzo trasmissivo tipico per le installazioni Konnex è il doppino (twisted-pair),  ma 
sono disponibili anche altri mezzi trasmissivi come la onde convogliate, la radio frequenza e 
l’infrarosso.
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L’unità di impianto più piccola è la linea. Ad ogni linea, compresa quella principale, 
possono essere collegati e funzionare fino a 64 apparecchi bus. Mediante accoppiatori di linea 
(line coupler – LC – o “router” ) possono essere collegate fra loro al massimo 12 linee in una 
struttura detta campo o zona (area in inglese). Mediante accoppiatori di zona (zone coupler –
ZC – o Bbc) possono essere collegati fino a 15 zone di questo tipo. Gli accoppiatori di zona 
sono collegati alla linea dorsale (o backbone) che potrà poi a sua volta essere collegata verso 
altri sistemi. Sulla linea dorsale non è ammesso l’impiego di ripetitori. In questo modo si 
possono collegare fino a 64×12×15=11520 apparecchi.
Figura 2-2: Topologia Konnex basata sul twisted-pair come mezzo trasmissivo.
Se in una linea sono necessari più di 64 apparecchi si possono collegare fino a 4 
segmenti di linea mediante ripetitori (max. 3). Al massimo in una linea, quindi possono essere 
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installati 4×64=256 apparecchi bus in una linea.  L’utilizzo di ripetitori è assolutamente da 
evitare nelle nuove installazioni. Ogni segmento di una linea necessita di un alimentatore.
La suddivisione in linee e campi ha il vantaggio che limita il traffico sulle linee, alle 
funzioni necessarie al loro interno. Gli accoppiatori linea/zona non propagano nelle altre linee 
i telegrammi che devono essere trasferiti solo all’interno di una linea. In questo modo è 
possibile la trasmissione contemporanea su più linee.
Attraverso tale suddivisione gerarchica è possibile in ogni momento una chiara messa 
in funzione, diagnosi e manutenzione.




· Mista fra le precedenti
All’interno di ogni linea devono essere rispettate le seguenti regole, riguardanti la
disposizione del cavo:
· Lunghezza massima di una linea: 1000 m 
· Distanza massima fra due apparecchi: 700 m
· Distanza massima fra un apparecchio e l’alimentatore: 350 m
· Distanza minima fra due alimentatori all’interno di una linea: 200 m
33
2.5.3 Indirizzamento




L’indirizzo di un dispositivo che lo identifica univocamente. Viene impostato sul 
dispositivo nella fase di installazione. Nel caso di installazione basata sul doppino l’indirizzo 
è strutturato coerentemente con la topologia Konnex:
· 8 bit che ne identificano il dispositivo all’interno di una linea
· 4 bit che ne identificano la linea all’interno dell’area
· 4 bit che ne identificano l’area
Indirizzamento di gruppo
Ad ogni dispositivo possono essere assegnati anche uno o più indirizzi di gruppo. 
Questo tipo di indirizzamento è indipendente dalla locazione topologica del dispositivo, e 
quindi dispostivi disposti topologicamente in linee o aree differenti possono essere 
raggruppati insieme. 
Un indirizzo logico e suddiviso come segue:
· Numero di sottogruppo (11 bit per 2048 sottogruppi) che denota la funzione 
del gruppo.
· Numero del gruppo principale (4 bit ) che specifica l’area di appartenenza del 
gruppo.
Da notare che un bit dell’indirizzo è inutilizzato. 
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2.5.4 ETS 3
Ets3 è un tool software sviluppato dall’associazione EIBA inizialmente per la 
progettazione di impianti instabus EIB è stato poi adottato per la progettazione degli impianti 
KONNEX vista la completa compatibilità di quest’ultimo con il primo.
Tale tool permette la progettazione, messa in servizio e diagnosi degli impianti 
Konnex. Mediante ETS progettisti ed installatori possono progettare l’intero impianto, 
impostare i parametri per i singoli apparecchi in funzione delle loro esigenze nonché 
realizzare il coordinamento funzionale tra sensori e attuatori.
La progettazione avviene grazie ad una interfaccia grafica con 3 finestre simultanee, 
ognuna delle quali presenta una diversa visione del progetto. 
Una delle finestre (riquadro in alto a sinistra fig. 2-3) permette la visione sotto il 
profilo della topologia Konnex. Gli apparati vengono raggruppati per aree e all’interno di 
questi per linee.
La seconda finestra (riquadro in basso a sinistra fig. 2-3) permette una visione per 
gruppi di indirizzi.
Infine la terza ed ultima finestra (riquadro di destra fig. 2-3) permette la visione 
topologica dell’edificio (piano, settore, stanza ecc).
Ogni finestra è suddivisa in due sottoriquadri affiancati, il primo dei quali (quello a 
sinistra) permette la navigazione tramite un albero all’interno della vista, l’altro che permette 
la visualizzazione delle informazioni caratteristiche del componente selezionato nel primo.
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Figura 2-3: ETS 3 Screenshot
Dopo la progettazione è possibile esportare i singoli step di lavoro e metterli a 
disposizione dell’installatore. In ETS è integrata la funzione messa in servizio dell’impianto 
che permette la programmazione degli indirizzi nei vari dispositivi. Inoltre ETS mette a 
disposizione funzionalità di diagnostica sull’operatività dell’impianto come la registrazione 
dei telegrammi che viaggiano sul bus.
ETS permette di importare nel proprio database, i prodotti certificati KONNEX di 
qualsiasi produttore in modo da poterli utilizzare nel progetto. Ogni produttore potrà così 
dopo aver fatto certificare i propri prodotti, crearne un database metterlo a disposizione dei 
clienti o potenziali clienti, tramite internet o qualsiasi altra forma essi vogliano. 
Frequentemente, i produttori fanno scaricare dal proprio sito internet il database mettendo 
anche a disposizione una mailing list alla quale il cliente si può registrare in modo da essere 
informato dell’aggiornamento del database stesso con i nuovi prodotti. Viene inoltre messo a 
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disposizione un ulteriore help on-line con le informazioni sui passi di elaborazione per ogni 
prodotto.
Purtroppo da ETS non è possibile lanciare una simulazione energetica per verificare il 
comportamento dell’impianto, che permetterebbe anche di poter confrontare dal punto di vista 
energetico soluzioni diverse. Tale limitazione è ciò che ha portato allo sviluppo della presente 




L’aumento della potenza di calcolo da parte dei computer ed il raffinamento dei 
modelli matematici in ambito termico, acustico ed illuminotecnico hanno permesso negli 
ultimi anni di poter sviluppare simulatori energetici sempre più accurati per verificare il 
comportamento di un edificio con la presenza o meno di impianti di riscaldamento, 
raffreddamento e di illuminazione. Tali simulatori permettono ai progettisti di studiare e 
analizzare i benefici relativi all’utilizzo di materiali più o meno isolanti, diverse 
configurazioni di disposizione e geometrie di finestre e porte, apparati termici ed impianti di 
illuminazione artificiale al fine di ridurre gli sprechi energetici.
Purtroppo come già più volte accennato tali simulatori ancora non contemplano la 
possibilità di una gestione energetica da parte un impianto domotico al fine di ridurre gli 
sprechi energetici e poter valutare le differenze fra diversi tipi di politiche di gestione da parte 
dell’impianto domotico stesso.
3.2 I simulatori
Molti sono i simulatori presenti nel panorama mondiale. Una lista molto ampia si può 
reperire sul sito web del DOE (Department Of Energy) statunitense al seguente link 
http://www.eere.energy.gov/buildings/tools_directory/alpha_list.cfm .
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Esistono simulatori per tutte le esigenze, da quelli specifici per una particolare 
funzione a quelli più generali che tengono conto delle influenze reciproche delle varie forme 
di energia.
La nostra scelta è caduta sul simulatore sviluppato dal DOE stesso di nome 
EnergyPlus, che è nato basandosi sull’esperienza dello sviluppo di BLAST e DOE-2 dei quali  
integra tutte le funzionalità, ma che dal punto di vista dell’implementazione è stato riscritto da 
zero.
Le motivazioni di questa scelta sono da ricercarsi in:
· Supporto multipiattaforma.
· Possibilità di download gratuito del binario del simulatore.
· Possibilità di ottenerne il codice sorgente dietro pagamento di licenza.
· Esistenza di interfacce grafiche per la creazione dello scenario della 
simulazione.




EnergyPlus è un programma di simulazione energetica di edifici per modellizzare 
riscaldamento, raffreddamento, illuminamento, ventilazione, ed altre forme di energia 
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dell’edificio stesso. Basato sui simulatori BLAST e DOE-2 ne integra le funzionalità e ne 
include di nuove.
EnergyPlus ha una strutturazione modulare, ogni componente della simulazione è 
racchiuso in un modulo a se stante mentre la gestione della simulazione è fatta da pochi 
moduli che richiamano opportunamente i moduli coinvolti nella simulazione. Questa struttura 
dovrebbe permette di aggiungere nuovi moduli senza dover toccare il cuore della simulazione 
stessa.
Il programma non ha interfaccia grafica ma è un motore di calcolo che prende in input 
un file ASCII e produce in output molti file ASCII come richiesto dal file di input.
Nel file di input viene specificata al simulatore la geometria dell’edificio ed i 
parametrici caratteristici dei materiali utilizzati.
3.3.2 Principi di funzionamento in Energy Plus.
Il concetto di zona è di fondamentale importanza in Energy Plus, ed è un concetto di 
tipo termico e non geometrico.  In particolare una zona viene definita come un volume d’aria 
a temperatura uniforme più tutte le superfici di trasferimento e di immagazzinamento di calore 
che circondano o fanno parte del volume stesso di aria. Per superfici di trasferimento di calore 
si intendono le interfacce che separano volumi di aria a differenti temperature, mentre per 
superfici di immagazzinamento di calore si intendono le interfacce che separano volumi di 
aria alla stessa temperatura. 
Il concetto di zona rappresenta l’unità fondamentale per la quale si possono ottenere i 
dati sull’andamento della simulazione, questo può risultare restrittivo quando si ha a che fare 
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con zone medie e grandi dimensioni che vorremmo suddividere in più parti per ottenerne 
informazioni.
3.3.3 Modelli
Il modelli matematici implementati nel simulatore sono ricavati dalla letteratura 
tecnica. Sul sito web del simulatore è possibile scaricare l’intera bibliografia di riferimento. A 
corredo del simulatore viene fornita anche documentazione in formato elettronico. In 
particolare vengono spiegati in modo abbastanza fruibile da una persona con preparazione 
scientifica, anche se non specificamente “addetto ai lavori”, i modelli implementati per ogni 
modulo mettendone in rilievo le conseguenze sulla simulazione stessa.
3.3.3.1 Illuminamento
Per quanto riguarda l’illuminamento, EnergyPlus fa un accurato calcolo 
dell’illuminamento naturale considerando non solo la luce diretta ma anche quella riflessa dal 
terreno o da ostruzioni nonché le ombre provocate da altre costruzioni.
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Figura 3-1: Esempi di riflessione della luce solare che viene considerata nel calcolo dell’illuminamento 
entrante da una finestra.
Permette inoltre di simulare la luce che attraverso le finestre esterne penetra 
direttamente in una zona con una finestra interna. Non viene quindi considerato il contributo 
della luce riflessa nel calcolo dell’illuminamento entrante da una finestra interna.
Figura 3-2: Sezione verticale di un edificio che mostra l’illuminamento solare attraverso finestre interne. 
Le linee tratteggiate mostrano che il reference point RP1 riceve luce diretta dalla finestra esterna EW1 
attraverso la finestra interna IW1; il reference point RP2 riceve luce diretta dalle finestre esterne EW1 ed 
EW2 attraverso la finestra interna IW2; il reference point RP3 riceve luce diretta dalla finestra esterna 
EW2 attraverso la finestra interna IW3.
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Per ogni zona possono essere definiti al più due punti di riferimento per i quali il 
simulatore calcola illuminamento e bagliore1. Non viene quindi effettuato un calcolo punto 
per punto.
Nel file di input è richiesta la specifica di molti parametri caratteristici del vetro della 
finestra, per l’accuratezza della simulazione stessa. In particolare sono da sottolineare:
· Trasmittanza della luce solare, dello spettro della luce visibile e di quella 
infrarossa.
· Riflessività sia frontale che posteriore con angolo di incidenza normale alla 
superficie del vetro sia per quanto riguarda la luce solare che per lo spettro 
della luce visibile
· Emissività della luce infrarossa sia frontale che posteriore.
· Diffusività della luce attraverso il vetro.
Figura 3-3: Propagazione di un raggio solare nel caso di vetro non diffusivo (figura di sinistra) e vetro 
diffusivo (figura di destra).
· Conduttività del vetro stesso.
· Divisori nella finestra.
  
1 Il bagliore può essere identificato una sovra illuminamento da parte di raggi incidenti superiore ai 500 lux [7] .
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Figura 3-4: Finesta con frame divisori. I frame influiscono nel calcolo della luce entrante dalla finestra.
· Presenza di dispositivi elettrici di oscuramento (e considerazione del flusso 
dello strato fluido tra vetro e dispositivo di oscuramento) o di vetri con 
caratteristiche auto-oscurati.
Figura 3-5: Sezione verticale (a) e vista prospettica (b) di un vetro con uno strato interno fluido oscurante. 
Per maggiori informazioni sulle variabili inserite in figura riferirsi al manuale ingegneristico fornito con il 
simulatore.
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· Presenza di veneziane con indicazione della distanza dal vetro, degli angoli che 
possono assumere le alette, e indicazione della possibilità di automatizzazione 
della chiusura e apertura delle stesse per aggiustarne l’inclinazione.
Figura 3-6: (a) Vista laterale di una finestra con veneziane esterne, che mostra le informazioni da 
specificare al simulatore e che verranno poi utilizzate nel calcolo dell’illuminamento entrante attraverso la 
finestra. (b) Orientamento delle alette per la specifica dell’angolo al simulatore. L’angolo delle alette può 
variare fra 0°, quando il davanti dell’aletta è rivolto verso il vetro e l’aletta è parallela al vetro, e 180° 
quando è il dietro dell’aletta che è rivolto verso il vetro con l’aletta parallela al vetro stesso. In ogni caso 
gli angoli minimi e massimi assumibili delle alette sono determinati dallo spessore, lunghezza e distanza 
fra le alette stesse. 
Tutti questi parametri permettono al simulatore l’accuratezza del calcolo della luce e 
del calore che penetra attraverso una finestra.
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3.3.3.2 Bilancio Massa-Calore
Sostanzialmente EnergyPlus fa un bilancio di massa e calore all’interno di ogni zona 
definita nella simulazione e tra zone adiacenti per modellizzare le influenze reciproche.
Deve essere fornito al simulatore un file d’ingresso sui dati meteorologici della località 
in cui si trova l’edificio. Tali file possono essere scaricati dal sito di EnergyPlus stesso. Tali 
file contengono l’andamento della situazione meteorologica della località in relazione alle 
rilevazioni fatte nel passato. Si possono trovare tutte le più importanti località del mondo, in 
particolare, quelle dove c’è un aeroporto o comunque una stazione meteorologica. Tale file 
permette un’accurata simulazione energetica poiché fornisce, pur su base statistica, 
l’andamento di temperature, umidità, vento e precipitazioni che chiaramente influenzano la 
località.
Per quanto riguarda il bilancio del calore il simulatore considera guadagni o perdite 
attraverso tutte le interfacce di una zona, quali porte, finestre, muri, pavimento, soffitto e 
viene modellizzato con un equivalente elettrico. 
Figura 3-7: Equivalente elettrico utilizzato per la modellizzazione del bilancio di calore.
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A tal fine richiede la specifica di tutti i parametri dei materiali di interfaccia. Nel file 
di input, infatti, viene specificata la geometria dell’edificio,  angolo rispetto al nord di uno dei 
vertici esterni della struttura. In particolare è necessario definire tutti quei parametri necessari 
a determinare il passaggio di calore da un lato all’altro dell’interfaccia quali ad esempio 
resistività, emissività, assorbimento del calore, colore per il calcolo della luce riflessa ecc.
Attraverso l’utilizzo di moduli ad-hoc vengono inoltre simulati gli scambi termici con 
dispositivi di riscaldamento e condizionamento. Ogni tipologia di questi dispositivi viene 
simulata tramite un modulo e ulteriori tipologie possono essere aggiunte, codificando 
seguendo le linee guida del simulatore, senza il cambiamento del cuore del motore di 
simulazione stesso. 
Per quanto riguarda invece il bilancio delle masse, questo viene fatto sotto due aspetti 
principali. Il primo deriva dal moto dei flussi di aria dovuti a fenomeni di convezione o per 
aperture tra zone diverse. Il fenomeno della convezione naturale può essere simulato più o 
meno accuratamente attraverso l’utilizzo di modelli diversi tutti presenti in EnergyPlus e 
scelti attraverso la specifica nel file di input. Nei modelli più accurati vengono calcolati gli 
strati delle masse di aria a diversa temperatura all’interno di una stanza. 
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Figura 3-8: Rappresentazione di tre punti di temperatura e del gradiente di temperatura.
Per quanto i flussi di aria dovuti al trasferimento delle masse tra zone diverse, il 
calcolo viene effettuato pur con qualche limitazione attraverso il simulatore COMIS 
(Conjunction Of Multizone Infiltration Specialists) anch’esso sviluppato dal DOE, le quali 
funzionalità sono state integrate dentro EnergyPlus stesso.
Figura 3-9: Vista di un possibile flusso di aria che potrebbe venirsi  a creare con le finestre e porte aperte 
come in figura.
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Figura 3-10: Vista di un altro possibile flusso di aria che potrebbe venirsi con le finestre e porte aperte 
come in figura.
Viene modellizzato il fenomeno di ricircolo dell’aria che potrebbe verificarsi in 
relazione alle dimensioni della stanza rispetto alle aperture che generano il flusso d’aria 
principale.
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Figura 3-11: Esemplificazione del ricircolo di aria che potrebbe crearsi in relazione alle dimensioni della 
stanza rispettivamente a quelle delle aperture che generano il flusso d’aria principale
Inoltre vengono considerati anche i quei moti di aria che vengono forzati dai 
dispositivi, quali ventilatori sia come dispositivi a se stanti che come parti integranti di un 
dispositivo che chiameremo composti (poiché modellizzato come più dispositivi elementari) 
come un condizionatore (serpentina di assorbimento di calore + ventilatore).
3.3.4 Interfacce Grafiche per EnergyPlus
Sebbene il motore sia molto accurato, la creazione del file di input tramite un normale 
editor di testo, se pur possibile risulta al quanto complessa. Tale difficoltà è dovuta soprattutto 
50
alla necessità di conoscere a priori i componenti che si possono utilizzare, i  vincoli 
reciprochi, i parametri obbligatori e opzionali da specificare.
Per superare tale necessità, lo stesso DOE se pur solo per piattaforma Windows, ha 
messo a disposizione uno specifico editor che fornisce tramite menu a tendina l’elenco dei 
moduli da voler includere nel file di input con l’attivazione automatica di tutti i valori da 
specificare e la verifica delle dipendenze reciproche. I soli campi opzionali possono essere 
lasciati in bianco. Viene inoltre messa a disposizione un’ulteriore pseudo-interfaccia grafica 
per il lancio della simulazione, tramite la simulazione del file d’ingresso, del file 
meteorologico e permettendo la pianificazione di simulazioni multiple. Alla fine della 
simulazione è inoltre possibile aprire agevolmente i file di output prodotti da EnergyPlus. Tali 
file necessiteranno di ulteriori elaborazioni per poter essere presentati in formato grafico.  
Pur con la presenza dell’ editor risulta comunque abbastanza complicata la produzione 
di un file di input soprattutto per chi non abbia mai utilizzato questo simulatore. Sono state 
allora create da società o associazioni terze tool o interfacce grafiche per la creazione del file 
di input e/o l’ottenimento dell’output in formato grafico.
L’elenco di queste interfacce e altri tool collegati a EnergyPlus è reperibile 
all’indirizzo http://www.eere.energy.gov/buildings/energyplus/interfaces_tools.html .
In particolare per quanto riguarda le vere e proprie GUI (Graphic User Interface) 
quella che spicca fra tutte per funzionalità, personalizzazioni e semplicità d’utilizzo è Design 
Builder che integra un semplice quanto potente CAD per la creazione della struttura 





Obiettivo della tesi era quello di modificare il codice sorgente del simulatore 
EnergyPlus in modo demandare esternamente lo scheduling di: accensione/spegnimento e 
potenza di funzionamento delle luci; apertura e chiusura di tapparelle o regolazione delle 
alette delle veneziane; stabilire la potenza di funzionamento di un apparato per il 
riscaldamento.
Tale idea nasce dalla volontà di applicare al simulatore energetico la politica di 
automazione dell’edificio in relazione a quello che è il progetto dell’impianto domotico, in 
modo da poterne verificare i comportamenti energetici, valutarne pregi e difetti, e poter 
effettuare comparazioni tra soluzioni differenti.
4.2 La struttura del tool
Il paradigma di progettazione utilizzato per il tool è stato quello client-server tipico dei 
sistemi in cui uno dei componenti è uno scheduler o comunque un decisore.
Il simulatore energetico, opportunamente modificato e corredato delle necessarie 
funzionalità riveste in questa architettura il ruolo di client che durante l’avanzare della 
simulazione interroga, previo invio dei dati sulla situazione attuale, attraverso una richiesta 
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http,  lo scheduler (lato server) composto da un server http (Apache, Tinyhttp o qual si voglia) 
e dallo scheduler vero e proprio che abbiamo scelto di codificare nel linguaggio di 
programmazione php. Tale architettura permette inoltre di separare fisicamente, simulatore e 
scheduler, su macchine remote a seconda delle situazioni o esigenze. 
Figura 4-1: Diagramma di Flusso del simulatore Energy Plus con lo scheduler esterno.
La via scelta per demandare il controllo esterno è stata quella di invocare, con gli 
opportuni controlli, lo scheduling esterno attraverso un’unica funzione di interfaccia scritta in 
linguaggio C. Tale funzione, attraverso l’ausilio di molte funzioni di utilità, opportunamente 
scritte, confeziona la richiesta http e la invia al server, ottenuti i risultati li elabora e li rende 
nuovamente disponibili al simulatore.
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4.3 Analisi Codice Sorgente EnergyPlus
La versione per la quale abbiamo ottenuto i sorgenti del simulatore energetico è la 
1.2.031 che risulta portabile sia su piattaforma Linux che Windows. Essa è composta da 186 
file sorgenti scritti nel linguaggio di programmazione Fortran90. 
Insieme ai sorgenti, viene messo a disposizione anche un piccolo file di testo con le 
varie FAQ (Frequently Asked Questions - Domande poste più frequentemente) riguardanti 
informazioni relative compilazione. Viene inoltre reso disponibile, coerentemente con la 
versione, il file Energy+.idd contenente il “dizionario” relativo alle opzioni disponibili per il 
file d’ingresso per la simulazione. Tale file viene utilizzato nel momento del lancio della 
simulazione per il parsing del file che esplicita lo scenario da simulare (in.idf). 
Da notare che come ulteriore input il simulatore utilizza un file con le specifiche 
meteorologiche (in.epw) che potrà essere scaricato a parte dal sito del DOE relativamente alla 
località nella quali si trova l’edificio di cui vogliamo simulare il comportamento energetico.
Vengono inoltre messe a disposizione due librerie (.lib) disponibili solo per 
piattaforma Windows, per le quali non è disponibile il codice per problemi di licenza, che 
mettono a disposizione funzionalità aggiuntive a EnergyPlus. Per utilizzare o meno tali 
librerie si hanno due versioni diverse di due file (ognuno relativo ad una sola libreria) che 
sostanzialmente utilizzano o meno le funzionalità.
Si ha inoltre la possibilità di non includere la funzionalità di calcolo dei moti dei flussi 
d’aria fatta dal sottoprogramma COMIS per il quale si hanno comunque i sorgenti. A tal fine 
si deve sostituire uno dei file relativi a tale modulo e possono essere omessi dalla 
compilazione altri 8 file sorgenti relativi a tale sottoprogramma.
Il programma ha una dimensione del codice sorgente di circa 15 MB per un totale di 
336.156 righe di codi
54
Per capire il funzionamento del motore è stato necessario analizzare circa 40 file per 
un totale di circa 80.000 righe di codice, i quali rappresentano il cuore del motore della 
simulazione.
4.3.1 Difficoltà
La pressoché totale mancanza di documentazione relativamente alla codifica e la 
grande quantità di codice hanno rappresentato una delle maggiori difficoltà per la 
realizzazione degli obiettivi posti.
A tale difficoltà vanno aggiunte anche quelle di lettura del codice che risulta non 
sempre indentato correttamente ed inoltre lo scarso utilizzo di funzioni alle quali è stata 
preferita la riscrittura in linea del codice.
Il simulatore è strutturato in un  insieme di moduli per la gestione della simulazione 
(rappresentano il cuore del motore di simulazione), che chiameremo manager, e moduli che 
implementano l’aspetto simulativo di un particolare apparato (riscaldamento, condizionatori, 
apparati per l’illuminamento artificiale, apparati per l’oscuramento delle finestre ecc). La 
codifica dei modelli per un determinato apparato doveva essere quindi confinata nel suo 
modulo. Si è potuto invece notare come questo principio di progettazione non sia stato sempre 
rispettato. Infatti l’implementazione del modello spesso non è stata effettuata solamente in 
funzioni codificate all’interno del modulo,  ma è stata sparpagliata anche nel cuore del motore 
di simulazione. Tale situazione poteva assolutamente essere evitata ricorrendo, là dove 
fossero necessarie azioni o contromisure da far intraprendere ai manager, all’utilizzo di 
funzioni anch’esse da codificare nel modulo del componente stesso che potevano poi essere 
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invocate dai vari manager. In questo modo il programmatore nella sola analisi di un modulo 
avrebbe potuto avere il quadro completo dell’impatto del componente sulla simulazione.
L’insieme di tutti questi fattori hanno reso quindi molto difficile la comprensione 
dell’effettivo funzionamento del simulatore e ha impedito di poter demandare esternamente il 
controllo per tutti i moduli senza un ripensamento degli stessi.
Si è cercato di strutturare le modifiche al codice nel modo più raccolto possibile 
creando dei blocchi ben identificabili anche visivamente. In questo modo l’analisi e il 
debugging delle modifiche risulta più agevole. 
4.3.2 Moduli scelti e modificati
La nostra scelta, fermi restando i nostri obiettivi, è caduta su quei moduli che avevano 
una più chiara  e compatta codifica e strutturazione il più possibile confinata dentro il modulo 
stesso o comunque al più in due file sorgenti. 
La seguente tabella mostra per ogni file le funzioni che vi sono state modificate:











Visti gli obiettivi, la nostra scelta non poteva prescindere da quei moduli che erano 
implicati nel calcolo dell’illuminamento naturale ai punti di riferimento e pertanto nel modulo 
di gestione dei dispositivi di oscuramento delle finestre. Tale aspetto simulativo è stato 
individuato nelle funzioni windowShadingManager() e dayLtgInteriorIllum()
implementate rispettivamente nei file SolarShading.f90 e
DaylightingManager.f90. Tramite l’utilizzo congiunto di tali funzioni si può 
impostare la posizione dei vari dispositivi di oscuramento in relazione alla situazione di 
illuminamento e bagliore al punto di riferimento relativamente al set-point. Da notare che per 
esigenze di codifica è stato necessario modificare anche il file 
HeatBalanceSurfaceManager.f90. 
Sempre visti gli obiettivi non si poteva prescindere da quei moduli implicati nella 
decisione della potenza di funzionamento delle luci, quando queste fossero dimmabili in 
modo continuo o a step. Tale necessità è stata invidiata questa volta in due file 
DaylightingManager.f90 e HeatBalanceInternalHeatGains.f90 e in 
particolare rispettivamente nelle funzioni dayLtgElecLightingControl() e 
ManageInternalHeatGains(). Il nome del secondo file fa capire come la potenza 
delle luci elettriche influenzi, giustamente, il comportamento termico per il calore da queste 
prodotto.
Per quanto riguarda la parte termica da voler includer nel nostro lavoro, la scelta è 
stata molto più dura poiché era proprio per questi moduli che si presentava la situazione di 
“sparpagliamento” del codice di simulazione. Dopo aver analizzato tutti i moduli relativi ai 
dispositivi più comuni e averne fatta un’analisi costi-benefici la nostra scelta e caduta su i 
moduli RadiantSystemHighTemp.f90 e RadiantSystemLowTemp.f90 e 
rispettivamente nelle funzioni CalcHighTempRadiantSystem() e 
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CalcLowTempElecRadiantSystem() che presentano la medesima struttura e 
implementano due tipologie di riscaldatori.
Si doveva inoltre prevedere anche la possibilità di lanciare la simulazione senza 
nessuna ulteriore specifica da riga di comando con o senza la possibilità di scheduling 
esterno. Tale necessità derivava dal fatto di poter eseguire il simulatore anche attraverso tool e 
interfacce grafiche già esistenti e sulle quali non avevamo il controllo. Tale possibilità è stata 
incorporata, attraverso la modifica del file EnergyPlus.f90 che rappresenta per così dire 
la funzione main() del programma e fa partire e terminare la simulazione.
Nella presentazione dei vari moduli Fortran verrà sempre fornita una spiegazione di 
ciò che una variabile, un tipo di dato, un’istruzione, rappresenta in linguaggio C che viene 
preso come linguaggio di riferimento.
4.3.3 Moduli e file aggiunti
Prima di procedere nella spiegazione di come sono stati modificati in dettaglio i vari 
moduli prima presentati, risulta necessario introdurre quali file e moduli di codice è stato 
necessario aggiungere per il funzionamento del tool nel suo complesso.
I file che è stato necessario aggiungere sono elencati nella seguente tabella






Innanzitutto è stato necessario aggiungere un modulo scritto in fortran 90, nel quale 
vengono definite tutte le strutture dati che verranno utilizzate per il passaggio dei dati alla 
funzione di interfaccia C. Tale modulo, al quale abbiamo dato il nome di 
DataExternalScheduler.f90 non è nient’altro che quello che in C e in altri linguaggi 
di programmazione viene chiamato header, e trova il suo corrispondente in un file C chiamato 
data.h che ha appunto l’estensione tipica degli header per il linguaggio C. Da sottolineare 
che il nome del modulo Fortran ricalca perfettamente le specifiche sulle convenzioni per gli 
sviluppatori di moduli per EnergyPlus.
Nel file comunication.c è stata implementata la funzione C di interfaccia con   
EnergyPlus e tutto ciò che era necessario per confezionare la richiesta http ed elaborare le 
decisioni prese dallo scheduler.
Lo scheduler vero e proprio è stato implementato nel file scheduler.php tenendo 
in considerazione il fatto che viene invocato dal server http.
4.3.4 DataExternalScheduler.f90
È il modulo Fortran che contiene le strutture dati da passare alla funzione di interfaccia 
C al fine di confezionare la richiesta http. Rappresenta quello che in altri linguaggi viene 
definito un file header. Il nome come da specifiche sulle convenzioni per gli sviluppatori 
EnergyPlus inizia con la parola Data. Analizzeremo ogni tipo e variabile definito in modo da 
spiegare le scelte fatte.
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Innanzi tutto sono state definite due variabili logiche. La prima di esse dal nome 
debugScheduling è stata utilizzata per includere codice di debug in fase di sviluppo e 
verifica del funzionamento in modo da poter attivare e disattivare tali sezioni semplicemente 
impostando rispettivamente a TRUE o FALSE tale variabile. Tale metodologia è stata 
utilizzata per la fase di debug del codice che viene comunque inclusa nel binario anche nella 
compilazione per il rilascio, non potendo ricorrere ad una compilazione condizionale, 
indipendente da uno specifico compilatore, come con il linguaggio C.
La variabile logica ExternalScheduling viene utilizzata al fine di attivare o 
meno le sezioni di codice per le richieste allo scheduler esterno. Il valore di questa variabile, 
peraltro inizializzato a FALSE,  è significativo dopo la prima richiesta di comunicazione con 
lo scheduler. Si tratta di una sorta di prova di comunicazione, per la quale il codice C genera 
un’apposita richiesta e attende una determinata risposta prima di settare la variabile ret a 0, 
indicazione che tutto è andato in modo corretto.
La variabile ret appena introdotta viene utilizzata come ulteriore argomento nella 
chiamata della funzione di interfaccia C e viene considerata come variabile di ritorno. Verrà 
settata dal codice C se nella comunicazione con lo scheduler non si sono verificati errori, 
altrimenti verrà settata a -1, per indicare che si è verificato un errore. A tal fine si deve notare 
che in Fortran il passaggio delle variabili avviene sempre per indirizzo e non esiste il ritorno 
di una funzione; abbiamo utilizzato quindi la variabile ret come ulteriore argomento della 
funzione, il quale valore può essere modificato dalla funzione chiamata scrivendo nella 
locazione di memoria che grazie a questo argomento viene passata.
La variabile parametrica MaxxRefPoints indica il numero massimo di punti di 
riferimento nei quali il simulatore può calcolare illuminamento e bagliore. Non è nient’altro 
che una copia della variabile MaxRefPoints presente nel file DataDaylighting.f90. 
Una programmazione secondo i principi basilari dell’informatica prevedrebbe di non 
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duplicare tale informazione poiché in caso di modifica di una delle due non è assicurata la 
modifica dell’altra; tuttavia nel caso in questione è stato ritenuto opportuno o per meglio dire 
necessario utilizzare questa via poiché sono stati riscontrati problemi di compilazione con 
almeno un paio di compilatori testati, se pur versioni ormai superate , quasi certamente dovuti 
a un bug nel compilatore stesso, derivanti dall’inclusione del modulo 
DataDaylighting.f90 nel modulo in questione.
Prima di introdurre il dato successivo, vogliamo soffermare la nostra attenzione sulle 
differenze di nomenclatura Fortran e C. Nel primo caso una struttura dati derivata viene 
chiamata TYPE (tipo), il nome vuole mettere in evidenza che è un nuovo tipo di dato da 
considerare come entità unica pur essendo composto da molti sottocampi. Nella nomenclatura 
C invece si utilizza la parola chiave struct per la definizione e quindi ci si riferisce a questa 
entità come ad una struttura. Noi utilizzeremo i due termini intercambiabilmente e 
indipendentemente dal contesto in cui ci troviamo.
TYPE zoneLightingData
INTEGER :: TotalDaylRefPoints        = 0   
REAL, DIMENSION(MaxxRefPoints) :: DaylIllumAtRefPt =0.0
REAL, DIMENSION(MaxxRefPoints) :: GlareIndexAtRefPt=0.0
REAL, DIMENSION(MaxxRefPoints) :: FracZoneDaylit  =0.0  
 REAL, DIMENSION(MaxxRefPoints) :: IllumSetPoint   =0.0  
INTEGER :: LightControlType          = 0
 REAL :: MinPowerFraction          = 0.0
REAL :: MinLightFraction          = 0.0 
 INTEGER :: LightControlSteps         = 0
END TYPE zoneLightingData
Il tipo zoneLightingData contiene tutte quelle variabili che è sembrato 
necessario passare in input allo scheduler al fine di prendere le sue decisioni. Tali 
informazioni non sono legate a un particolare dispositivo bensì risultano utili per tutti i 
dispositivi relativi all’illuminamento quali quelli di oscuramento o di illuminazione artificiale.
61
Allo scheduler verrà passato un array di questa struttura, dove ogni elemento 
rappresenta una zona. A tal proposito si deve notare come gli array in Fortran abbiano come 
indice del primo elemento il valore 1, mentre in C e in php l’indice del primo elemento sia il 
valore 0. Tale situazione di ambiguità si è cercato di risolverla strutturando il codice in modo 
tale che il programmatore non dovesse prendere ogni volta le misure correttive. La dove è 
comunque stato necessario è stato evidenziato tramite un chiaro commento il perché ci si 
riferisse non all’i-mo elemento bensì all’(i+1)-mo o all’(i-1)-mo a seconda del contesto.
Il campo TotalDaylRefPoints indica il numero dei reference point definiti nella 
simulazione per la zona in questione.
I campi DaylIllumAtRefPt, GlareIndexAtRefPt, IllumSetPoint, 
FracZoneDaylit, rappresentano rispettivamente la illuminamento, il bagliore, il set point, 
e la frazione di zona coperta da ogni reference point definito nella zona e pertanto sono degli 
array.
I campi LightControlType,  MinPowerFraction, MinLightFraction, 
LightControlSteps, si forniscono informazioni sulla tipologia di luci artificiali che per 
vincoli del simulatore devono essere di una sola tipologia per ogni zona.
TYPE illuminanceData
INTEGER :: ZoneNum = 0
REAL, DIMENSION(MaxxRefPoints) :: stepFrac = 0
END TYPE illuminanceData
Il tipo illuminanceData contiene il campo ZoneNum per l’identificazione della 
zona di appartenenza che è stato necessario includere poiché il simulatore effettua una 
richiesta per ogni zona in modo da informare lo scheduler su quale è la zona relativa alla 
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richiesta. Il campo stepFrac rappresenta l’informazione da schedulare e in particolare la 
frazione o il numero di step di comando delle luci artificiali a seconda del dispositivo con per 
la regolazione (lineare o a gradini). Da notare come questo campo sia formato da due elementi 
ognuno dei quali rappresenta l’informazione relativamente a un reference point. La 
percentuale di zona coperta dalle luci relative a un reference point è la stessa considerata per 
l’illuminamento naturale ed è ricavabile dalla struttura zoneLightingData. Tale campo
prima della chiamata conterrà il valore indicante lo scheduling che avrebbe eseguito il 
simulatore. Come già accennato, essendo l’identificatore della zona inizializzato dal codice 
Fortran, per essere utilizzato come indice di un array in C o in php (es. per la lettura di 
informazioni nella struttura zoneLightingData) dovrà essere decrementato di 1.
TYPE windowShadingData
INTEGER :: controlled = 0
INTEGER :: zoneNumber = 0
INTEGER :: shadingType = 0
INTEGER :: angleControlled = 0
REAL :: slatAngle = 0
END TYPE windowShadingData
Il tipo windowShadingData contiene le informazioni relative alla gestione dei 
dispositivi di oscuramento per ogni finestra.  La variabile zoneNumber indicherà la zona di 
appartenenza della finestra.
Le variabili controlled e angleControlled indicano allo scheduler se si tratta 
di una finestra sulla quale è in grado (valore 1) o meno (valore 0) di agire. In particolare la 
prima indica che la finestra ha un dispositivo di oscuramento gestibile automaticamente 
(possono esserci infatti finestre che non lo hanno), la seconda indica se anche l’angolo delle 
alette può essere variato poiché in questo caso si tratta di una veneziana, ad esempio, invece 
che di un avvolgibile.
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Il campo shadingType contiene la mappatura, così come gestito da EnergyPlus, del 
tipo di dispositivo e se questo è a ON/OFF oppure potrà essere attivato successivamente. 
Rimandiamo ai commenti sul codice per l matura. Questo campo insieme a  slatAngle  
rappresentano i valori da schedulare. Quest’ultimo conterrà l’impostazione dell’angolo per le 
alette la dove si abbia un dispositivo idoneo. Questi due campi prima della chiamata 
conterranno i valori come impostati dal simulatore in modo da poterne mettere a conoscenza 
lo scheduler qualora la schedulazione posa trarne vantaggio. 
TYPE radiantSystemData
INTEGER :: RadSysNum = 0
INTEGER :: ZoneNum = 0
DOUBLE PRECISION :: Temp = 0
REAL :: HeatFrac=0
END TYPE radiantSystemData
Il tipo radiantSystemData contiene le informazioni relative ai riscaldatori 
elettrici dei quali si vuole decidere la potenza di funzionamento, variabile heatFrac, 
passata in input così come impostata dal simulatore. A questa si aggiungono le variabili 
identificative della zona ZoneNum, e identificative del dispositivo RadSysNum, unite 
all’indicazione della temperatura della zona Temp per quello step di simulazione.
TYPE interiorIllumData
INTEGER :: controlled = 0
REAL :: IllumFromWinAtRefPt = 0
REAL :: switchingFactor= 0
END TYPE interiorIllumData
Il tipo interiorIllumData contiene le informazioni relative ai dispositivi di 
oscuramento di ogni finestra. La richiesta viene zona per zona allocando un array grande 
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quanto è il numero di finestre esterne in quella zona. Ogni elemento si riferisce quindi a una 
finestra e l’indice dell’array rappresenta l’identificatore per la finestra. Il campo 
controlled indica allo scheduler se si tratta di una finestra con un dispositivo di 
oscuramento sul quale è in grado di agire (valore 1) o meno (valore 0). Il campo 
IllumFromWinAtRefPt indica il contributo della finestra nell’illuminamento al reference 
point. Il campo switchingFactor rappresenta la variabile da schedulare e indica la 
percentuale di oscuramento della finestra da parte del dispositivo (es. percentuale di 
abbassamento di un’avvolgibile: 0 tutto su (finestra per niente oscurata) 1 tutto giù quindi 
dispositivo completamente in oscuramento della finestra).
Subito dopo la definizione dei vari tipi di dato viene definita una variabile di tipo 
parametrico (una costante) dal nome size seguito dal nome del tipo di dato appena definito. 
Essa contiene la dimensione, in byte, del tipo appena definito e viene utilizzata per il 
passaggio della grandezza del dato durante la chiamata alla funzione di interfaccia C. La 
definizione di tale costante è risultata necessaria vista la mancanza in fortran del costrutto 
sizeof() che esiste ad esempio in C come in altri linguaggi di programmazione. La scelta 
di questa modalità operativa ha la funzione di gestione degli errori e in alcuni casi permette di 
ricavare il numero di elementi di un array di un determinato tipo di dato come ad esempio 
quello dell’array di tipo zoneLightingData. Tale modalità è stata preferita al passaggio 
diretto dell’informazione sul numero di zone perché risulta più generica e permette anche un 
maggior controllo sull’errore.
Infine è stato definito per ogni tipo di dato un array di dimensioni allocabili 
dinamicamente. Per ragionare in termini C, si tratta sostanzialmente di un puntatore al quale a 
run-time tramite la funzione intrinseca ALLOCATE del Fortran 90 viene assegnato 
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l’indirizzo della zona di memoria allocata di dimensione necessaria a contenere il numero di 
elementi specificati alla ALLOCATE.
4.3.5 data.h
Vi sono definite le strutture dati presenti nel file DataExternalScheduler.f90
del quale ne rappresenta la corrispondenza in linguaggio C. Vi sono inoltre definite una serie 
di direttive per il precompilatore sia da un punto di vista di macro che da un punto di vista di 
compilazione condizionale. Il ricorso all’utilizzo di macro è stato perseguito per aumentare la  
leggibilità del codice. Le compilazioni condizionali sono invece risultate necessarie per 
l’adattamento alle esigenze di portabilità del codice stesso. Si rimanda al capitolo 4.4 per 
chiarificazioni in merito a tale necessità. Una nota da evidenziare, in questa sede, è il ricorso a 
due porte differenti per il sistema operativo Linux e quello Windows. Tale situazione è 
derivata da una nostra particolare situazione per la quale avevamo la porta 80 già utilizzata da 
un’altra applicazione e in particolare un proxy di rete per il controllo antivirus del quale non 
potevamo cambiare le impostazioni. In ogni caso indirizzo e porta possono essere riadattate a 
seconda delle esigenze dell’utilizzatore e simulatore e scheduler possono stare anche su 
macchine diverse come è chiaro visto il paradigma client-server scelto. Questa possibilità di 
riadattamento necessita la ricompilazione della parte di codice C e una nuova fase di linking  
con il codice Fortran. Appare evidente che la strada del passaggio come parametri di tali 
informazioni da riga di comando non era percorribile, per la già citata esigenza di 
funzionamento anche con interfacce grafiche e tool già esistenti. L’unica alternativa poteva 
essere quella di predisporre un file di testo ausiliario dove l’utente potesse settare le proprie 
impostazioni. Questa possibilità è comunque per adesso stata scartata (questo poiché è 
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necessario scrivere una grande quantità di codice con le relative compilazioni condizionali 
che almeno in questa prima versione non sembravano importanti).
4.3.6 comunication.c
Tale file oltre naturalmente ad un main() di prova peraltro disattivabile tramite 
compilazione condizionale contiene innanzi tutto la funzione che genericamente chiameremo 
comunication() che rappresenta l’interfaccia con il codice Fortran. Per quanto riguarda il 
sistema operativo Linux il nome di questa funzione sarà comunication_ mentre per 
quanto riguarda il sistema operativo Windows sarà COMUNICATION. Tale diversità è stata 
gestita tramite compilazioni condizionali ed è dovuta alle diverse regole di comportamento 
nella generazione della tabella dei simboli per il linker del compilatore Fortran,  pur della 
stessa società produttrice, per i sistemi operativi Linux e Window. Rimandiamo al capitolo 
4.4 sulla portabilità per ulteriori chiarimenti.
Per comprendere più chiaramente le funzioni contenute in questo file è necessario 
soprattutto comprendere il flusso di esecuzione di una generica chiamata allo scheduler che 
rappresenteremo nel seguente grafico.
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Figura 4-2: Flusso di esecuzione di una chiamata allo scheduler esterno.
Una volta invocata la funzione comunication() da parte di EnergyPlus verrà 
aperta la comunicazione con il server HTTP tramite la funzione openComunication()
che si preoccupa sostanzialmente della creazione di un socket e la connessione con il server. 
L’operazione speculare di chiusura del socket viene fatta invece tramite la funzione 
closeComunication() e dopo la quale torna la chiamante. 
La creazione delle corpo della richiesta HTTP avviene considerando il primo 
argomento per identificare qual è stata la funzione che l’ha invocata e in conseguenza di 
questo chiama quindi le opportune funzioni per il confezionamento della richiesta http. Tale 
compito è svolto della funzioni <nomeStruttura>ToAscii() che ognuna con la propria 
parte, creeranno la stringa che rappresenterà il corpo della richiesta http. Si tratta 
sostanzialmente della serie nome=valore separati dal carattere ‘&’ delle informazioni da 
passare allo scheduler. Per quanto riguarda il valore questo viene codificato in caratteri 
ASCII. Purtroppo durante tale conversione per i numeri in virgola mobile non può essere 
sempre priva di perdita, si pensi ad esempio a un numero periodico, è stata allora scelta la 
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notazione scientifica con 16 cifre significative per la mantissa, sia nella richiesta che nella 
risposta. Tali funzioni si avvalgono della funzione di utilità mySprintf() la cui codifica è 
risultata necessaria per la generalità della soluzione. Più specificamente poiché il numero di 
zone di un edificio può essere grande a piacere vista la dinamicità del simulatore stesso era 
necessario avere a disposizione una stringa sufficientemente grande per poter contenere il 
body di ogni richiesta. Poiché tale grandezza non poteva essere quindi nota a priori si è 
dovuto ricorrere a questa funzione, che, nel caso in cui le informazioni da spedire non 
possano esservi più contenute, aumenta dinamicamente la grandezza di tale stringa.
Pronto il body può essere inviata a richiesta in modo da confezionare l’header con 
l’indicazione della grandezza del body stesso. Tale modalità è stata preferita a quella 
dell’invio della richiesta senza l’indicazione del body perché avrebbe portato ad una  
problematica gestione della chiusura e riapertura della connessione secondo le specifiche 
HTTP. Del confezionamento ed effettivo invio dell’header se ne occupa la funzione 
sendHttpHeader() dopo di che viene inviato il body e ci si mette in attesa di ricevere la 
risposta.
Una volta ricevuta la risposta dal server viene richiamata la funzione 
parseResponseHeader() che si preoccupa di fare il parsing dell’header della risposta 
per capire secondo le regole HTTP la correttezza della risposta e lunghezza del body stesso. 
La creazione dell’header della richiesta e il parsing dell’header della risposta sono HTTP/1.1 
compliant in base alla specifiche RFC 2616. Soprattutto in fase di parsing dell’header della 
risposta si è cercato di considerare la più ampia varietà di composizione dello stesso. Tale 
varietà, compatibilmente con le specifiche RFC 2616 sono dovute al sistema operativo, al tipo 
di server HTTP e alle impostazioni del server stesso.
La funzione parseOutput() invoca, a seconda della funzione chiamante, 
l’apposita funzione per il parsing del body della risposta che riassegnerà gli opportuni valori 
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alle variabili. Il nome delle funzioni di parsing assumono la convenzione 
<nomeFunzioneChiamante>Parse().
Nella codifica del file è stato effettuato il più possibile il controllo e la gestione degli 
errori. La dove possibile ogni funzione ritorna il valore 0 nel caso tutto sia andato 
correttamente mentre ritorna -1 se si è verificato un errore in modo da notificarlo al 
chiamante. Là dove questo tipo di ritorno non era possibile si è utilizzato un argomento 
aggiuntivo per la funzione dove poter codificare con la stessa regola il successo o fallimento 
della stessa. Questo è il caso ad esempio come già spiegato della funzione 
comunication() di interfaccia con il Fortran, visto che quest’ultimo non prevede valori di 
ritorno.
Tramite la definizione di 4 macro sono stati definiti altrettanti livelli di messaggi su 
standard error per il debug. Tali macro sono state utilizzate abbastanza pesantemente in tutto 
il codice e hanno permesso e permettono la verifica degli errori e funzionalità del codice a 
run-time.
Da evidenziare sono i particolari comportamenti della prima e ultima chiamata alla 
funzione di interfaccia C che abbiamo mappato con le macro START e STOP e che assumono 
rispettivamente i valori interi 0 e -1 passati attraverso il primo argomento della finzione 
comunication().
In particolare con la prima chiamata che chiameremo START viene invocata dentro il 
costrutto case la funzione di utilità generateDbName()che genera in modo random il 
nome per il database sul server. Tale funzionalità è risultata necessaria al fine di rispettare il 
paradigma di programmazione client-server dove il server può accettare connessioni 
contemporanee da più client. Infatti senza questo trucco se più client avessero effettuato 
richieste di simulazione concorrentemente i dati da memorizzare nel database si sarebbero 
sovrapposti determinando un scorretto funzionamento dello scheduler. Non si è potuto infatti 
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ricorrere alla memorizzazione di una variabile lato server per la sessione poiché per scelta 
implementativa si è scelto di aprire e chiudere la connessione con il server invece di 
mantenerla attiva per tutta la durata della simulazione.
Il nome generato per il database verrà passato come ulteriore argomento nel body di 
ogni richiesta in modo da comunicare allo scheduler a quale database ci riferiamo. All’atto 
della prima invocazione il server genererà il database con le tabelle necessarie al suo 
funzionamento. Da notare come con la chiamata della START viene inizializzata a 0 la 
variabile timeStepNumber il cui scopo è quello di comunicare al server quale time step di 
simulazione è in corso vista l’impossibilità, come per il nome del database, di mantenere tale 
informazione sul server.
L’ultima chiamata al server, che chiameremo STOP, comunicherà al server che la 
simulazione è terminata e nell’attuale implementazione fatta lato server distrugge il database 
passato come parametro nel body non essendo necessaria, in questa versione del tool, la 
conservazione dei dati per analisi future.
4.3.7 scheduler.php
La scelta, per la codifica lato server, del linguaggio php è derivata dalla flessibilità che 
tale linguaggio offre. Il php è un linguaggio di scripting molto versatile con una grande 
quantità di funzioni di libreria incluse e che spesso presentano interfaccia e regole delle 
corrispondenti funzioni C. Da sottolineare che il php permette l’utilizzo degli array associativi 
che semplificano moltissimo il lavoro al programmatore. Utilizzando tale linguaggio 
71
l’utilizzatore del tool può codificare rapidamente la propria politica di scheduling e 
immediatamente verificarne il funzionamento.
Figura 4-3: Flusso di esecuzione scheduler.php
Il file contiene la funzione main() che grazie agli array associativi, in base al tipo di 
richiesta provvede automaticamente a richiamarne l’opportuno scheduler. Tale modalità di 
operare permette l’aggiunta di una nuova funzionalità al tool con l’aggiunta di una riga di 
codice in questa funzione e l’aggiunta di due nuove funzioni, una per lo scheduling e l’altra 
per il parsing della richiesta. Quest’ultima non sarebbe strettamente necessaria vista la 
modalità di passaggio nome=valore dei vari dati separati dal carattere ‘&’, e la considerazione 
del fatto che il php non è un linguaggio tipato. A nostro avviso è risultata comunque 
opportuna per una più veloce e chiara codifica della funzione di scheduling vero e proprio. Il 
nome di queste funzioni è stato scelto per convenzione nella seguente forma 
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<nomeFunzioneChiamante>Scheduler() per quanto riguarda la funzione di 
scheduling vero e proprio e <nomeDellaStrutturaC>ToData() per quanto riguarda la 
funzione di parsing del body della richiesta.
Come già accennato nel paragrafo precedente le due particolari funzioni 
startScheduler() e stopScheduler() rispettivamente generano e distruggono il 
database relativo a una simulazione il cui nome viene passato dal client come argomento nel 
body della richiesta. Oltre a tale funzionalità viene invocata da entrambe le funzioni 
okResponse() che inserisce nel body della risposta il messaggio di OK che verrà 
identificato dal client come indicazione che le operazioni sul server sono avvenute tutte 
correttamente.
4.3.7.1 Esempio di codifica e di scheduling
function dayltgInteriorIllumScheduler(){
 global $debug;
 $zoneNumber = $_POST['zoneNumber'];









 //Connect to database and locking on the table
 $dbHost = 'localhost';^M
 $dbUsername = 'root';^M
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 $dbPasswd = 'mamma';
 $connection = mysql_connect("$dbHost","$dbUsername","$dbPasswd") or die
("Couldn't connect to mysql server.");
 mysql_select_db($dbName, $connection) or die("Couldn't select 
database.");






 // Set parameters for PI controller
 $kp = 0.00005;
 $ki = 0.0000015;
 $T = 600; //Imposto che il timestep sia di 10 minuti (vincolo per la 
simulazione) quindi 600 sec
 $fp=fopen('/home/desperados/risultati.txt','a');
 // Calculating error at previous timestep by query to the database
 // if this is the second, the error will be 0
 // if is the first timestep
 $lastError = 0;
 if($timeStepNumber>0){
 $query = "SELECT daylIllumAtRefPt, illumSetPoint FROM 
zoneLightingTable WHERE zoneNumber=$zoneNumber AND step=($timeStepNumber-
1)";
 if($debug){
 echo "DEBUG: ".$query."\n";
 }
 $risposta = mysql_query($query);
 if($debug){




 $lastError = $riga['daylIllumAtRefPt'] - $riga['illumSetPoint'];
 if($debug){
   echo "DEBUG: riga della risposta: ";
 var_dump($riga);




 // Calculating error at the current timestep




 echo "DEBUG: actualError: ".$actualError."\n";
 }
 // Inserting into database the infrmation about illuminance at the 
current
 // timestep for the next one




 echo "DEBUG: ".$query."\n";
 }




 // Cycle on the exterior windows to calculate
 // the switchingFactor




 $lastSwitchingFactor = 1;
 // Retriving from database the switchingFactor 
 if($timeStepNumber>0){
 $query = "SELECT illumFromWinAtRefPt, switchingFactor FROM 
interiorIllumTable WHERE zoneNumber=$zoneNumber AND step=($timeStepNumber-
1) AND windowNumber=$i";
 if($debug){
 echo "DEBUG: ".$query."\n";
 }
 $risposta = mysql_query($query);
 if($debug){






  echo "DEBUG: riga della risposta: ";
 var_dump($riga);






 //FORMULA FILTRO PI y(k)= Kp * (  (1+ Ki*T/(2kp)) * e(k) - (1-
Ki*T/(2kp)) * e(k-1)  ) + y(k-1)
  $interiorIllum[$i]['switchingFactor'] = $kp * (
(1+$ki*$T/(2*$kp))*$actualError - (1-$ki*$T/(2*$kp)) * $lastError ) +
$lastSwitchingFactor ;
 // Saturazione del PI
 if($interiorIllum[$i]['switchingFactor'] > 1){
 $switchingFactor = 1;
 }
 else{
 if($interiorIllum[$i]['switchingFactor'] < 0 ) {
 $switchingFactor = 0;
 }
 else{








 $stringa = $stringa."switchingFactor=".$switchingFactor."\n";




 echo "DEBUG: ".$query."\n";
 }
 mysql_query($query) or die("Inserimento ENTRY NON RIUSCITA: " .
mysql_error());











Consideriamo come esemplificazione lo scheduling relativo alla percentuale di 
abbassamento delle tapparelle delle finestre esterne a una zona. Nella funzione main() viene 
invocata la funzione dayltgInteriorIllumScheduler() così come specificato dal 
corpo della richiesta HTTP. Verranno così invocate le due funzioni 
zoneLightingToData() e interiorIllumToData() per il “parsing” del body 
della richiesta che memorizzare i valori passati nel body in opportuni array associativi e che 
avranno lo stesso nome della struttura in C. 
Verrà poi effettuata la connessione al database, specificato nel body della richiesta, per 
la simulazione in corso e la richiesta di LOCK sulle tabelle per l’accesso in mutua esclusione. 
Dopo aver effettuato tali operazioni effettuerà delle richieste al database per conoscere 
l’errore al time-step precedente. Tale richiesta verrà chiaramente effettuata solamente dopo il 
time-step 0. Dopo questo lo scheduler effettuerà per ogni finestra controllabile (finestra con 
tapparelle automatizzate) la richiesta al database del comando al time-step precedente. 
L’insieme di queste informazioni permetterà tramite una implementazione di un controllore 
PI di calcolare i comando per il time-step corrente.
Calcolata tale informazione verrà inclusa nel body della risposta e verrà aggiunta una 
entry alla tabella del database per l’interrogazione al successivo time-step.
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4.3.8 I moduli modificati










Già introdotti i moduli scelti per le modifiche andiamo adesso ad analizzare il 
comportamento scelto in fase di codifica degli stessi cercando di entrare il più possibile nei 
dettagli implementativi pur con le difficoltà derivanti dal non poterne rilasciare tutto il codice 
ma solo le patch per problemi di licenza. Nella descrizione verranno identificati il numero di 
blocchi di istruzioni aggiunti per lo scheduling esterno e verrà fornita una descrizione delle 
operazioni svolte in ogni blocco. Tra questi però tralasceremo sia numericamente che a livello 
di descrizione i blocchi di dichiarazione di variabili e il blocco di inclusione del modulo 
DataExternalScheduler presente in ognuna delle funzioni modificate.
La prassi che ha guidato la modifica del codice del simulatore è stata quella di far 
prendere al simulatore le proprie decisioni per poi poterle comunicare allo scheduler 
attraverso la chiamata alla funzione di interfaccia C. La chiamata a tale funzione è stata 
inserita il più tardi possibile nel codice e cioè nella riga dopo la quale le decisioni prese 
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avrebbero avuto la loro influenza sulla situazione della o delle zone coinvolte. Ogni volta 
dopo la chiamata alla funzione comunication() ne è stato verificato il ritorno della 
variabile ret poiché in caso di errore (-1) nella comunicazione non si doveva procedere alla 
sovrascrittura delle decisioni. In ogni chiamata sono state incluse l’intero con il quale si 
codificava la funzione chiamante, l’array della struttura con i dati di solo input e la 
dimensione di essa, l’array della struttura con i dati di output e la dimensione di essa e infine 
la variabile per il ritorno. In caso di mancanza dei dati di solo input è stata utilizzato 
nuovamente l’intero per la codifica della funzione chiamante. In questo caso si è scelto di 
utilizzare, nel codice C, tale ridondanza per un aggiuntivo controllo dell’errore.
Per quando riguarda la modifica al file SolarShading.f90 che contiene la 
funzione windowShadingManager() vengono inviate, una volta per ogni time-step di 
simulazione, le informazioni complessive su tutte le zone. 
Le prime operazioni di questa funzione, nel caso in cui sia attivo il controllo esterno, 
sono quelle di allocare gli array windowShading e zoneLighting rispettivamente della 
grandezza pari al numero totale di superfici (muri pavimenti, soffitti, finestre e dispositivi di 
oscuramento) e del numero totale di zone. Le variabili contenute in ogni elemento dell’array 
zoneLighting vengono inizializzate con gli opportuni valori. Viene da chiedersi perché il 
primo array non sia stato fatto della dimensione dei soli dispositivi di oscuramento, la 
motivazione è da ricercarsi nell’implementazione del simulatore nel suo complesso e quindi 
anche della funzione in questione. Infatti successivamente è definito un ciclo ripetuto tante 
volte quante sono le superfici per l’individuazione dei soli dispositivi di oscuramento nel 
quale a seconda dell’input si imposta a on, off, oppure a “attivabile successivamente” il 
dispositivo di oscuramento. 
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Una volta che il simulatore ha effettuato tali operazioni assegniamo alle preposte 
variabili nella struttura zoneLighting le impostazioni effettuate dal simulatore. 
Successivamente nel caso in cui si tratti di veneziane il simulatore stabilisce l’angolo 
delle alette e anche tale operazione viene memorizzata nelle preposte variabili della struttura 
zoneLighting. 
Dopo la fine del ciclo tutte le variabili saranno impostate con gli opportuni valori per 
essere comunicate alle scheduler esterno. Viene quindi invocata la richiesta di scheduling 
esterno attraverso la funzione di interfaccia C, dopo di che viene effettuato un nuovo ciclo su 
tutte le superfici per andare a sovra scrivere le impostazioni come comunicate dallo scheduler 
esterno, previo controllo del valore di ritorno della variabile ret. Vengono anche effettuate le 
operazioni relative al calcolo di parametri dipendenti dall’angolo schedulato per la 
consistenza della simulazione. Vengono infine deallocati gli array allocati precedentemente.
Per il corretto funzionamento della richiesta effettuata nella funzione 
dayLtgInteriorIllum() del file DaylightingManager.f90 è stato necessario 
modificare anche la funzione chiamante InitSurfaceHeatBalance() nel file 
HeatBalanceSurfaceManager.f90. dayLtgInteriorIllum() viene invocata 
una volta per ogni zona, una volta in ogni time step. Nella richiesta vengono inviate le sole 
informazioni relative a quella zona. 
Nella funzione InitSurfaceHeatBalance() possiamo identificare 3 blocchi di 
istruzioni aggiunti per lo scheduling esterno.
Nel primo di questi fuori dal ciclo sulle zone viene allocata una istanza della struttura 
zoneLighting che verrà poi deallocata fuori dal ciclo stesso nel terzo blocco. Da notare 
come sia l’allocazione che la deallocazione della memoria avvengono oltre che sotto la 
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condizione in cui sia attivo lo scheduling esterno anche sotto la condizione in cui sia stata 
settata precedentemente nella simulazione la variabile SunIsUp poiché è sotto questa 
condizione che viene chiamata la funzione dayLtgInteriorIllum().
Nel secondo blocco, dentro il ciclo sulle zone, vengono inizializzate le variabili della 
struttura zoneLighting che serviranno per la richiesta. L’inizializzazione oltre che sotto le 
condizioni sopra citate avviene in dipendenza di altre due condizioni dipendenti dalla zona. 
La scelta di inserire al di fuori del ciclo l’allocazione e la deallocazione invece che dentro i 
ciclo stesso è derivata da motivi di efficienza. Infatti l’operazione di allocazione e 
deallocazione risulta molto costosa a run-time e inoltre può portare a seconda del gestore della 
memoria alla generazione di una grande quantità di garbage. 
Queste operazioni e quelle di inizializzazione di variabili vengono effettuate solamente 
sotto le stesse condizioni in cui viene invocata la funzione dayLtgInteriorIllum()
che dentro la quale avviene l’invocazione della richiesta vera e propria e che andiamo a 
illustrare.
Nella funzione dayLtgInteriorIllum() possiamo identificare 5 blocchi di 
istruzioni aggiunti per lo scheduling esterno. Nel primo blocco avviene l’allocazione della 
memoria per l’array interiorIllum per un numero di elementi pari al numero di finestre 
esterne nella zona. Viene inoltre fatta una inizializzazione delle variabili per scongiurare errati 
valori di passaggio per quegli elementi che non verranno poi considerati nei cicli successivi. 
Alla variabile ret viene assegnato il numero della zona per la quale viene effettuata la 
richiesta. In questo particolare caso infatti oltre che per la verifica del successo o fallimento 
viene utilizzata anche come ulteriore input.
Nel secondo blocco di memoria che si trova dentro un ciclo sulle finestre esterne viene 
settata a 1 la variabile controlled a indicare che tale finestra può essere gestita dallo 
scheduler esterno per lo scheduling del dispositivo di oscuramento. 
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Nel terzo blocco possiamo identificare la chiamata allo funzione di interfaccia C per la 
richiesta di scheduling esterno.
Nel quarto blocco, situato all’interno di un nuovo ciclo sulle finestre esterne, possiamo 
trovare l’assegnamento dello switchingFactor così come deciso dallo scheduler esterno 
sempre che questo sia stato invocato e la comunicazione sia avvenuta correttamente. Viene 
inoltre ricalcolato il valore di una quantità, attraverso la formula inversa di quella utilizzata 
dal simulatore per determinare lo switchingFactor.
Nel quinto blocco infine, viene deallocato l’array interiorIllum.
Per quanto concerne la richiesta di scheduling invocata dalla funzione  
dayLtgElecLightingControl() è stato necessario modificare 2 file sorgenti. Questa 
situazione è derivata dal fatto che tale funzione viene invocata nel file 
HeatBalanceInternalHeatGains.f90 e più precisamente nella funzione 
ManageInternalHeatGains() in un ciclo sulle zone una volta per ogni zona. Si è 
avvertita infatti la necessità di far conoscere la situazione globale d’illuminamento in tutto 
l’edificio, per poter prendere la decisione sulla potenza di funzionamento delle luci elettriche. 
Si pensi ad esempio una politica di accensione delle luci basata sul carico in termini di KW 
considerando l’edificio nel suo complesso. Lo scheduler certamente dovrebbe conoscere la 
situazione di tutte le zone per dare ad esempio meno potenza a quelle più luminose e più 
potenza a quelle meno luminose pur accettando di non raggiungere l’illuminamento target. 
Tale politica potrà essere adottata solo conoscendo la situazione di tutte le zone nel loro 
complesso e per tale motivo abbiamo scelto di seguire questa via. Il file al quale appartiene 
dayLtgElecLightingControl() è DaylightingManager.f90 .
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Nella funzione ManageInternalHeatGains() possiamo identificare l’aggiunta 
di 2 blocchi di istruzioni per lo scheduling esterno. Nel primo avviene l’allocazione dell’array 
zoneLighting per una grandezza pari al numero di zone, e l’inizializzazione di tutte le 
variabili che ogni elemento contiene. Nel secondo avviene semplicemente la dellocazione 
dell’array.
Nella funzione dayLtgElecLightingControl() possiamo identificare 
l’aggiunta di 3 blocchi di istruzioni per lo scheduling esterno. Nel primo di essi viene allocata 
la memoria per un’istanza della struttura illuminance. 
Il secondo blocco si trova all’interno di un ciclo sui reference point dopo che il 
simulatore ha calcolato la frazione o il numero di step relativi alla potenza di funzionamento 
per le luci artificiali. Tale informazione viene assegnata alla variabile stepFrac definita 
dentro la struttura illuminance per la comunicazione allo scheduler esterno.
Alla fine di questo ciclo avendo a disposizione tutte le informazioni necessarie viene 
effettuata la richiesta allo scheduler e dopo averne verificato la variabile di ritorno viene 
sovrascritta la potenza di funzionamento delle luci e vengono ricalcolate, per la consistenza 
della simulazione, le quantità ad essa legate.
I file RadiantSystemHighTemp.f90 e RadiantSystemLowTemp.f90,
nelle rispettive funzioni CalcHighTempRadiantSystem() e 
CalcLowTempElecRadiantSystem(), presentano la stessa struttura e l’aggiunta di un 
blocco unico di istruzioni. In particolare subito dopo che il simulatore ha preso la decisione 
sulla percentuale di funzionamento viene allocata un’istanza della struttura dati 
radiantSystem che viene inizializzata con gli opportuni valori e dopo la richiesta di 
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comunicazione con lo scheduler rassegnata la potenza di funzionamento scelta alla variabile 
HeatFrac. Viene infine deallocata la memoria.
Il file EnergyPlus.f90 infine effettua due sole chiamate allo scheduler, la prima 
serve sostanzialmente per testare la comunicazione con lo scheduler stesso e notificare l’inizio 
di una nuova simulazione. Il corretto scambio di messaggi, testato attraverso il valore della 
variabile ret, fra le due parti permette al simulatore di supporre di poter dialogare 
correttamente con lo scheduler esterno, viene quindi settata a TRUE la variabile logica 
ExternalScheduling, definita in DataExternalScheduler.f90, al fine di 
attivare a run-time tutte le successive richieste durante la simulazione. La seconda subito 
prima di terminare la simulazione per comunicare la terminazione di questa.
Come già spiegato sul server a fronte di queste richieste vengono effettuate operazioni 
di preparazione dell’ambiente per le effettive richieste di simulazione.
4.4 Portabilità
Il simulatore EnergyPlus è disponibile sia per piattaforma Linux che per piattaforma 
Windows, nello sviluppo del tool è stato fatto un grande sforzo per mantenere tale 
caratteristica.
Sia per quanto riguarda la parte di codice scritta in Fortran 90 che quella scritta in 
linguaggio php non si sono riscontrati particolari problemi per il perseguimento della 
portabilità.
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Ben altro discorso va fatto per quanto riguarda la parte di codice scritta in linguaggio 
C. Si è dovuti ricorrere a compilazioni condizionali abbastanza diffusamente. Tale necessità è 
stato dovuta soprattutto alla non piena compatibilità delle librerie di sistema di Windows con 
lo standard POSIX. Soprattutto per quanto riguarda la parte di comunicazione sui socket, tale 
sistema operativo adotta caratteristiche proprie di cui abbiamo dovuto tenere di conto.
Dall’analisi del codice del file comunication.c si può subito notare come già in 
ambito di inclusione delle librerie vi sia una notevole differenza tra i due sistemi operativi. 
4.4.1 Compilazione sotto il sistema operativo Linux
Per la compilazione sotto il sistema operativo Linux sono stati utilizzati i compilatori 
Intel Fortran Compiler 9.0 e il compilatore gcc 3.4.4. Il primo è gratuitamente scaricabile, per 
scopi non commerciali, al seguente indirizzo 
http://www.intel.com/cd/software/products/asmo-na/eng/compilers/flin/282048.htm . 
Un’ottima guida per questo compilatore può essere reperita al seguente link 
http://www.ira.cnr.it/manuals/intel-fc-90/main_for/index.htm .
Tale guida è stata di grande ausilio per la comprensione delle convenzioni sulle 
chiamate di funzione e passaggio dei parametri tra linguaggi Fortran e C.
Ai fini della compilazione è stato creato un Makefile che viene reso disponibile in
appendice.
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4.4.2 Compilazione sotto il sistema operativo Windows
Per la compilazione sotto il sistema operativo Windows sono stati utilizzati i 
compilatori Intel Visual Fortran Compiler 9.1, e Intel Visual C++ Compiler 9.1 scaricabili in 
evaluation license della durata di un mese al seguente indirizzo 
http://www.intel.com/cd/software/products/asmo-na/eng/download/eval/index.htm .
Ai fini del linkaggio finale  fra codice Fortran e codice C è stata necessaria una 
ulteriore compilazione condizionale per adattare il nome della funzione di interfaccia 
comunication(). 
Sono stati creati 2 file batch (.bat)  che eseguono le azioni di compilazione e di 
“pulizia” del codice compilato in modo da poter effettuare in un solo comando tutte le 
operazioni di compilazione e linkaggio fra i vari moduli oggetto.
Prima della fase di esecuzione sarà necessario copiare in system32 le librerie 
msdbg2.dll e msvcr80d.dll per non avere un errore in fase di esecuzione. Tali librerie possono 
facilmente essere scaricate in rete.
Da notare inoltre che è stata necessaria una PATCH al file BranchInputManager.f90
per un bug riscontrato nel compilatore Intel.
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5 Utilizzo e modifica del tool
La simulazione energetica di un progetto domotico può essere di notevole importanza 
sia per la verifica del desiderato comportamento dell’impianto progettato che per il confronto 
tra i costi di esercizio dell’edificio.
Un altro importante aspetto è rappresentato dalla possibilità, data a un progettista di 
dispositivi per il controllo dell’ambiente, di poter simulare prima della realizzazione il 
comportamento del controllo che intende realizzare, senza doverlo realizzare. Nella 
realizzazione del controllo infatti, quasi mai è possibile avere un modello accurato del 
sistema. 
5.1 I controlli esterni
Per poter demandare il controllo esternamente, è necessario rispettare alcuni vincoli 
nella creazione del file d’ingresso al simulatore (in.idf). In particolare è necessario impostare i 
vari tipi di controllo che attivano le sezioni di codice per lo scheduling. Il tipo di scelta fatta è 
stata quella di utilizzare tipi di controllo già esistenti e non crearne di nuovi, al fine di poter 
sfruttare le interfacce esistenti e poter sfruttare la doppia funzionalità del tipo di controllo 
interno o esterno.
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5.1.1 Gestione dei dispositivi di oscuramento
La gestione dei dispositivi di oscuramento avviene includendo la sezione  
windowShadingControl nel file d’ingresso, a tal fine sono significativi i campi di 
specifica del “Shading control type” e “Type of slat angle control”. 
Per maggiori informazioni riguardo a questa sezione riferirsi al file 
inputOutputReference.pdf fornito come guida insieme a Energy Plus.
Per quanto riguarda il  campo “Shading control type” è necessario 
impostarlo a “MeetDaylightIlluminanceSetpoint”, in quanto è per questo tipo di 
ingresso che il simulatore attiva le sezioni di calcolo per poter soddisfare il raggiungimento di 
un determinato set point di illuminamento. La scelta di questo tipo di controllo tra quelli 
esistenti è stata vincolata dall’implementazione del simulatore stesso, poiché solo in questo 
caso vengono messi in atto tutti i calcoli illuminotecnici necessari a gestire dispositivi di 
oscuramento attivi.
Dal punto di vista dello scheduler esterno è necessario modificare nel file 
scheduler.php l’implementazione delle funzioni 
dayltgInteriorIllumScheduler() e 
windowShadingManagerScheduler(). In particolare quest’ultima si occupa 
solamente di impostare quelli che sono i dispositivi controllabili ed eventualmente l’angolo 
delle alette del dispositivo. Sarà poi nella funzione 
dayltgInteriorIllumScheduler() che verrà attivato il controllo su quanto 
abbassare le tapparelle.
Per quanto riguarda, invece, il  campo “Type of slat angle control”
questo dovrà essere impostato a “FixedSlatAngle”. Tale scelta può apparire in un primo 
momento non logica, poiché settiamo per il simulatore le alette delle veneziane ad un angolo 
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fisso mentre poi il nostro scheduler può comunicare un angolo diverso. Se pur tale critica 
possa risultare opportuna la nostra scelta è caduta su questo tipo di valore per due ragioni 
fondamentali:
· Creazione del file d’ingresso direttamente con l’interfaccia Design Builder
· Implementazione
L’implementazione è tale che le diverse sezioni per le varie opzioni calcolano l’angolo 
delle alette e poi questo viene sfruttato per i successivi calcoli illuminotecnici, ai fini del 
controllo esterno quindi una scelta valeva l’altra.
Si deve notare che per lo scheduling dell’angolo delle alette viene coinvolta la sola 
funzione windowShadingManagerScheduler(), nel file  scheduler.php, ed è 
quindi tale funzione da dover modificare per poter attuare il proprio tipo di controllo. 
L’angolo scelto verrà poi successivamente utilizzato nel calcolo dell’illuminamento al 
reference point solamente se la finestra verrà oscurata come deciso nella funzione 
dayltgInteriorIllumScheduler().
5.1.1.1 Esempio di controllo dell’oscuramento
Come esemplificazione abbiamo scelto di realizzare un semplice modello di un 
edificio con una sola zona ed una sola finestra. Tale struttura è stata molto utile soprattutto in 
fase implementativa nella scelta del tipo controllo per l’oscuramento delle finestre.
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Figura 5-1: Vista esterna dell’edificio utilizzato come modello per l’analisi del sistema.
Dopo la modellizzazione effettuata con Matlab e Simulink e l’analisi del sistema, la 


































y(z): Uscita del controllore (switching factor)
KP : Costante moltiplicativa della parte proporzionale del regolatore PI
KI : Costante moltiplicativa della parte integrativa del regolatore PI
e(z) : Errore
T :  Tempo di campionamento
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Riportando tale formula nel dominio del tempo, e considerando che nella 


































Dove k rappresenta il passo della simulazione.




T = 600 s (10 minuti)
Dalla teoria sui controlli sappiamo che il sistema viene ad essere più stabile riducendo 
il tempo di campionamento. Per tale motivo è stato scelto questo valore per T essendo il più 
piccolo utilizzabile dal simulatore. 
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L’andamento dell’illuminamento con tali valori viene ad essere la seguente:



















Figura 5-2: Andamento dell’illuminamento al reference point nella stanza dell’edifico con i 
dispositivi di oscuramento gestiti dallo scheduler esterno (linea rossa). Nel grafico è anche 
rappresentata la curva dell’andamento di illuminamento al reference point se non ci fosse 
alcun dispositivo di oscuramento (linea nera). È stata inoltre tracciata la linea relativa al set 
point pari a 350 lux (linea blu). Il grafico è relativo alla simulazione effettuata per il 29 
Giugno.
Mostriamo l’andamento dell’uscita del controllore PI.




















Figura 5-3: Il grafico mostra l’andamento dell’uscita del controllore PI implementato, con il quale 
abbiamo ottenuto l’andamento di illuminamento nel precedente grafico. Simulazione relativa al 29 
Giugno.
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Come possiamo notare l’andamento del comando assume lo stesso profilo 
dell’illuminamento al reference point se non vi fossero dispositivi di oscuramento.
Il risultato ottenuto sull’andamento dell’illuminamento al reference point ricavata con 
il controllore PI appare di notevole importanza. Mostra, infatti, la possibilità di 
implementazione di uno scheduling sui dispositivi di oscuramento completamente scorrelato 
dalla necessità di avere un modello della finestra e del dispositivo di oscuramento stesso.
5.1.2 Illuminazione artificiale
Lo scheduling per le luci artificiali dovrà essere implementato nella funzione  
dayLtgElecLightingControlScheduler(). Lo scheduling dovrà essere realizzato a 
seconda del dispositivo le cui caratteristiche sono ricavabili dai campi dell’array associativo 
$zoneLighting:
lightControlType: rappresenta il tipo di controllo: on-off; stepped; dimmable;
minPowerFraction: Indica la minima potenza in percentuale che può essere data 
alle luci quando queste sono dimmabili.
minLightFraction: Indica la frazione minima di luce alla minima potenza 
specificata nel capo sopra.
lightControlSteps: significativo quando il lightControlType è a step, ne 
indica il numero di step.
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Il controllo dovrà semplicemente comunicare la frazione rispetto al valore massimo o 
il numero di step da applicare alle luci relative ad ogni reference point. Purtroppo il 
simulatore non permette un controllo più fine di quello appena descritto. Questo implica che 
nella creazione del file d’ingresso e nell’implementazione dello scheduling si abbia ben 
presente quale gruppo di luci si vogliono per così dire collegare ad un reference point e quali 
all’altro. La frazione dovrà mappare il comportamento d’insieme del gruppo di luci collegate 
al reference point. (Es. se si decide di collegare due luci uguali ad un reference point e si 
volesse tenerne accesa una completamente e l’altra spenta la frazione da comunicare dovrà 
essere 0.5 come se fossero entrambe funzionanti a metà potenza, infatti il simulatore vedrà il 
tutto come un’unica luce con capacità di illuminazione doppia).
5.1.3 Gestione Termica
Per quanto riguarda lo scheduling dei riscaldatori lo scheduling andrà implementato 
nella funzione calcTempRadiantSystemScheduler() nel file scheduler.php. 
L’informazione da comunicare al simulatore sarà in questo caso la percentuale della potenza a 
cui vogliamo far lavorare il riscaldatore. A tal fine viene fornita la temperatura della zona in 
cui il riscaldatore si trova, insieme all’informazione sul numero della zona stessa.
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5.2 Aggiunta di una nuova funzionalità
Come già accennato più volte, la progettazione del tool è avvenuta secondo il principio 
del “design for change” poiché è apparso chiaro fin dall’inizio la necessità di sviluppi futuri 
con aggiunta di nuove funzionalità non pianificate in questa prima release.
Di seguito illustreremo le modalità di aggiunta di una nuova funzionalità al fine di 
rendere la stessa il più omogenea possibile con la struttura esistente. Tale spiegazione avverrà 
per step successivi in modo in modo da poter fornire a chi intendesse estendere il tool una 
procedura uniforme e ben standardizzata.
I passi da affrontare nell’aggiunta di una nuova funzionalità saranno i seguenti:
· Individuazione, dentro Energy Plus, del modulo da modificare per poterne 
demandare lo scheduling esternamente .
· Individuazione delle quantità da schedulare in modo che influenzino la 
simulazione in modo consistente.
· Individuazione delle quantità da comunicare esternamente allo scheduler che 
possano essergli utili nella scelta.
· Creazione delle strutture dati contenenti tali informazioni in linguaggio Fortran 
ed in linguaggio C.
· Modifica del file comunication.c e inserimento delle funzioni di 
creazione della richiesta e gestione della risposta.
· Modifica del file scheduler.php e inserimento delle funzioni di recupero 
dei dati e della funzione di scheduling.
Analizzeremo in dettaglio ognuno dei punti sopra citati mettendo in evidenza le 
convenzioni utilizzate.
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5.2.1 Individuazione del modulo ed identificazione delle grandezze utili.
Una volta identificato il componente per il quale si vuole aggiungere la funzionalità di 
scheduling esterno dovremo andare ad identificare il modulo nel quale viene implementata la 
simulazione. Tale implementazione potrà risultare suddivisa in una o più funzioni. Di queste 
andrà identificata quella nella quale viene simulato il comportamento del componente in 
termini di modifica delle variabili d’ambiente. Più specificamente dovrà essere identificata la 
porzione di codice (se esistente) nel quale il simulatore sceglie il valore delle grandezze 
variabili del sistema (per esempio potenza del riscaldamento, potenza dei ventilatori, potenza 
di illuminazione). Se esistenti tale o tali grandezze saranno i valori che dovranno essere 
determinati dallo scheduler. Per una corretta analisi del codice sarà necessario un esame di 
ampio respiro. Questo implicherà l’analisi non solo della funzione individuata ma anche delle 
funzioni chiamanti e delle chiamate successive al fine di individuare possibili successive 
variazioni che possano modificare la scelta fatta. Purtroppo questo rappresenta uno dei 
problemi maggiori nella corretta aggiunta di ulteriori funzionalità. 
Dovrà quindi essere definita nel file data.h una macro con il nome della funzione (tutto 
maiuscolo) di seguito alle altre già esistenti. Il valore intero che assumerà tale macro dovrà 
essere il successivo al più grande già utilizzato. Nella definizione attuale essendo utilizzato il 
valore 5 per la funzione DAYLTGINTERIORILLUM, il nuovo valore utilizzato sarà il 6. 
Tale intero dovrà essere passato come primo valore nella chiamata alla funzione d’interfaccia 
C.
Una volta effettuata l’operazione di identificazione della grandezza da schedulare 
risulterà necessario identificare le ulteriori grandezze che potranno essere utili come input allo 
scheduler. Durante questa operazione non si dovrà perdere di vista la necessità di essere il più 
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generici possibile, adoperando buon senso. Con questo si vuole sollecitare lo sviluppatore a 
comunicare allo scheduler il maggior numero di informazioni possibile utili a un decisore. 
Questa fase risulta quindi di fondamentale importanza perché influenzerà le funzionalità dello 
scheduling esterno.
5.2.2 Creazione delle strutture dati
Una volta identificate le quantità da comunicare allo scheduler e quelle che 
rappresenteranno la sua decisione sarà necessario creare almeno due strutture dati. Da questo 
punto in poi utilizzeremo le parole input e output con riferimento allo scheduler che viene 
realizzato nel file scheduler.php. Le informazioni di input per lo scheduler saranno di 
output per il simulatore e viceversa . 
La prima struttura dati da creare dovrà contenere le sole informazioni generali 
sull’ambiente che si ritiene importante comunicare allo scheduler ma che non riguardino 
esplicitamente il componente sul quale agisce lo scheduler. 
Nella seconda dovranno essere incluse le informazioni di input e output dello 
scheduler più specificamente riguardanti il componente per il quale si vuole prendere la 
decisione.
Da notare che la prima delle due strutture dati può non essere necessaria. In tal caso si 
utilizzerà la convenzione di passare come parametro sostitutivo nella chiamata l’intero già 
utilizzato per la codifica del nome della funzione.
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Per quanto riguarda il nome si consiglia di utilizzarne uno esplicativo dell’insieme 
delle informazioni contenute. Per quanto riguarda il nome per la definizione del tipo è stata 
scelta la convenzione <nomeSceltoPerLaStruttura>Data in linea con le specifiche 
guida degli sviluppatori Energy Plus e per il puntatore utilizzato per l’allocazione dinamica 
dell’array della struttura il solo <nomeScelto>. Questo sia per quanto riguarda la 
definizione nel linguaggio Fortran nel file DataExternalScheduler.f90, che nel 
linguaggio C nel file data.h. Si raccomanda per omogeneità l’utilizzo della convenzione 
inizio del nome minuscolo seguito dalle successive parole che iniziano con lettere maiuscola. 
Nonostante il linguaggio Fortran non sia case sensitive si consiglia di comportarsi come se lo 
fosse.
5.2.3 Modifica del file comunication.c
In questo file sarà innanzi tutto necessario codificare le funzioni per la creazione della 
richiesta che trasformano in formato ASCII i dati presenti nelle strutture definite al passo 2, 
per convenzione tali funzioni prenderanno il nome 
<nomeSceltoPerLaStruttura>ToAscii .
Dovrà poi essere modificata la funzione comunication() aggiungendo nel 
costrutto switch una direttiva case(NOMEFUNZIONEFORTRANCHIAMANTE), dove  
NOMEFUNZIONEFORTRANCHIAMANTE rappresenta la macro con il nome della funzione 
che invoca lo scheduling esterno che era stata definita al primo passo 1. Nel blocco del case 
dovranno essere effettuate le chiamate alle funzioni precedentemente create.
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Dovremo poi procedere alla definizione della funzione 
<nomeFunzioneFortranChiamante>Parse() dove dovrà essere implementato il 
parsing del body della risposta dello scheduler.
Infine dovrà essere aggiunto nuovamente un blocco 
case(NOMEFUNZIONEFORTRANCHIAMANTE) nella funzione parseOutput(). In tale 
blocco dovrà essere effettuata la chiamata alla funzione di parsing della risposta.
5.2.4 Modifica del file scheduler.php
Sarà necessario inserire una funzione con il nome 
nomeFunzioneFortranChiamanteScheduler() nella quale verrà implementato lo 
scheduling. La prima operazione da effettuare da parte di questa funzione sarà la chiamata alle 
funzioni (da aggiungere) per la trasformazione in array associativi dei dati passati sotto forma 
di caratteri ASCII. Il nome di queste funzioni  sarà del tipo 
<nomeSceltoPerLaStruttura>ToData(). Sebbene non strettamente necessaria 
l’aggiunta di queste funzioni rende più veloce e chiara la codifica dello scheduling stesso.
Grazie alle funzionalità del linguaggio php la chiamata alla funzione per lo scheduling  
è stata fatta ricorrendo ad un puntatore a funzione come array associativo, modalità molto più 
chiara, compatta ed elegante rispetto all’utilizzo del costrutto case. Basterà aggiungere alla 





La presente tesi è stata sviluppata nell’ambito del progetto “La Sterpaia”, grazie al 
quale le ex scuderie reali della tenuta di San Rossore si trasformeranno in un luogo di 
produzione artistica, dove giovani di talento, selezionati in tutto il mondo, lavoreranno fianco 
a fianco con i protagonisti della cultura contemporanea per ricercare e sperimentare i nuovi 
linguaggi della comunicazione.
“La Sterpaia” nasce da un’idea di Oliviero Toscani con il sostegno della regione 
Toscana, dall'Ente Parco di San Rossore, dalla Provincia di Pisa, dai Comuni di Pisa e di San 
Giuliano Terme, in collaborazione con Enel, Università degli studi di Pisa e la Scuola 
Normale Superiore di Pisa. 
Obiettivo di fondo del progetto la creazione di un luogo sperimentale che sia punto 
d'incontro tra creatività e imprenditorialità, tra formazione e produzione e in cui siano 
utilizzati tutti i canali espressivi della comunicazione: dalla fotografia al cinema, dalla tv alla 
musica, dalla grafica all'architettura, dall'informatica alla moda. “La Sterpaia” diventerà 
quindi un'autentica bottega dell'arte della comunicazione moderna in grado di ideare e 
produrre strumenti assai eterogenei: dal video all'oggetto di design, dalla sfilata di moda al 
sito internet. Allo stesso tempo “La Sterpaia” rappresenterà anche il luogo di un incontro 
possibile, e anzi auspicabile, tra la creatività e la natura, tra l'arte e l'ambiente. Collocata in un 
parco di 23mila ettari, il centro potrà essere stimolato dalla bellezza e dalle suggestioni degli 
spazi naturali, e a sua volta restituire all'ambiente una proposta artistica compatibile, capace di 
valorizzarlo e di promuoverlo.
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Enel creerà, nelle prossimità delle scuderie, una piccola centrale a biomassa per la 
creazione di energia elettrica al fine di rendere “La Sterpaia” indipendente dal punto di vista 
energetico.
Tale progetto prevede oltre alla ristrutturazione delle scuderie la realizzazione di uno 
di un sistema di automazione degli edifici per il centro che consenta di ottenere il duplice 
obiettivo di massimizzare il livello di “benessere” dei frequentatori, fornendo loro un 
ambiente di lavoro e studio “ideale” in termini di temperatura, umidità, ventilazione, 
illuminamento, e, al contempo, minimizzare i consumi complessivi di energia, in modo da 
contribuire all’obiettivo di rendere La Sterpaia indipendente e autonoma dal punto di vista 
energetico. 
A tale scopo sarà necessario dispiegare un sistema di intelligenza d’ambiente, cioè un 
sistema di controllo dell’ambiente basato su una fitta rete di sensori (di temperatura, 
pressione, umidità) e una sistema ad alta densità spaziale di attuatori (dei sistemi di 
riscaldamento, condizionamento, ventilazione, illuminazione).
Il tool da noi sviluppato permette l’analisi e la comparazione di diversi progetti del 
sistema domotico per quanto riguarda l’aspetto energetico e poterne così fare un’analisi costi 
benefici.
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Figura 6-1: Vista esterna dell’ala della Sterpaia




6.1 Applicazione a “La Sterpaia”
Simulazioni con il tool sviluppato sono state effettuate sull’auditorium de “La 
Sterpaia”. Per quanto riguarda i dispositivi di oscuramento sono stati utilizzati i modelli del 
simulatore relativi a tende mobili. 
Per il controllo abbiamo utilizzato un controllore PI la quale formula espressa in 

































y(z): Uscita del controllore (switching factor)
KP : Costante moltiplicativa della parte proporzionale del regolatore PI
KI : Costante moltiplicativa della parte integrativa del regolatore PI
e(z) : Errore
T :  Tempo di campionamento
Riportando tale formula nel dominio del tempo, e considerando che nella 



































Dove k rappresenta il passo della simulazione. Nell’implementazione abbiamo 
utilizzato i seguenti valori:
KP = 0.00005
KI = 0.0000015
T = 600 s (10 minuti)
Grafichiamo l’andamento dell’illuminamento al reference point nell’auditorium con i 
dispositivi di oscuramento controllati dallo scheduler esterno e senza dispositivi di 
oscuramento. Riportiamo l’andamento di due giorni differenti, uno in estate al 29 giugno e 
l’altro in inverno al 1 febbraio. Riportiamo inoltre il grafico degli switching factor restituiti 
dallo scheduler esterno al simulatore con il controllo presentato.
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Figura 6-3: Andamento dell’illuminamento al reference point nell’auditorium della sterpaia 
con i dispositivi di oscuramento gestiti dallo scheduler esterno (linea rossa). Nel grafico è 
anche rappresentata la curva dell’andamento dell’illuminamento al reference point se non ci 
fosse alcun dispositivo di oscuramento (linea nera). È stata inoltre tracciata la linea relativa 
al set point pari a 300 lux (linea blu). Il grafico è relativo alla simulazione effettuata per il 29 
Giugno.




















Figura 6-4: Il grafico mostra la curva creata dal comando fornito dal controllore PI implementato, con il 
quale abbiamo ottenuto l’andamento di illuminamento nel precedente grafico. Simulazione relativa al 29 
Giugno.
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Figura 6-5: Andamento dell’illuminamento al reference point nell’auditorium della sterpaia con i 
dispositivi di oscuramento gestiti dallo scheduler esterno (linea rossa). Nel grafico è anche rappresentata 
la curva dell’andamento dell’illuminamento al reference point se non ci fosse alcun dispositivo di 
oscuramento (linea nera). È stata inoltre tracciata la linea relativa al set point pari a 300 lux (linea blu). Il 
grafico è relativo alla simulazione effettuata per l’ 1 di Febbraio.


















Figura 6-6: Il grafico mostra la curva creata dal comando fornito dal controllore PI implementato, con il 
quale abbiamo ottenuto l’andamento di illuminamento nel precedente grafico. Simulazione relativa all’ 1 
di Febbraio.
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Tali grafici mostrano la possibilità di riuscire ad effettuare un controllo 
sull’illuminamento senza la necessita di avere un modello accurato delle finestre e dei 
dispositivi di oscuramento. Senza di esso il simulatore avrebbe garantito il set point basandosi 
sui modelli forniti e attraverso i quali può determinare a priori lo switching factor di ogni 
tenda. Dal punto di vista implementativo il tipo di controllo che Energy Plus implementa non 
ha una valenza reale poiché utilizza l’apporto di illuminamento al reference point finestra per 
finestra, e grazie a queste informazioni determina lo switching factor. Chiaramente nella 
realtà questo non ha senso poiché un sensore di illuminamento non può conoscere la quantità 




Appare evidente che uno strumento completo per la simulazione energetica eseguibile 
direttamente da ETS 3 permetterebbe una valutazione delle performance di progetti diversi 
potendo permettere una oggettiva analisi costi benefici.
Questo permettere inoltre anche ad un progettista di un singolo dispositivo di controllo 
di effettuare una valutazione del comportamento del dispositivo stesso per valutarne il 
funzionamento prima dell’affettiva implementazione e sperimentazione reale.
Appare altresì evidente che a tal fine dovrebbe essere utilizzato un simulatore più 
consono alle esigenze di un’infrastruttura domotica oppure l’utilizzo di EnergyPlus stesso con 
una previa ridefinizione di alcuni concetti che stanno alla base dello stesso quali ad esempio il 
concetto di zona. Quest’ultima via a nostro avviso risulterebbe la più consona in quanto 
permetterebbe di poter riutilizzare tutte le conoscenze ed esperienza che hanno portato alla 
realizzazione di tale simulatore. Inoltre essendo un tool che avrebbe comunque una utilità 
propria permetterebbe un aggiornamento più frequente dello stesso e quindi una maggiore 
accuratezza dei modelli implementati alla luce del miglioramento dei modelli disponibili in 
letteratura.
Non da meno notare che tale progetto avrebbe comunque un’importanza commerciale 
notevole senza contare l’utilità che avrebbe al fine di una diffusione sempre maggiore 
nell’efficienza della gestione energetica vista la crisi mondiale in questo settore.
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