Abstract-This research examines the structural complexity of software and, specifically, the potential interaction of the two dominant dimensions of structural complexity, coupling and cohesion. Analysis based on an information processing view of developer cognition results in a theoretically driven model with cohesion as a moderator for a main effect of coupling on effort. An empirical test of the model was devised in a software maintenance context utilizing both procedural and object-oriented tasks, with professional software engineers as participants. The results support the model in that there was a significant interaction effect between coupling and cohesion on effort, even though there was no main effect for either coupling or cohesion. The implication of this result is that, when designing, implementing, and maintaining software to control complexity, both coupling and cohesion should be considered jointly, instead of independently. By providing guidance on structuring software for software professionals and researchers, these results enable software to continue as the solution of choice for a wider range of richer, more complex problems.
INTRODUCTION
F EW activities are as complex as the effective design, implementation, and maintenance of software. Since the early criticisms of the difficulties in managing so-called "spaghetti code," software engineering (SE) has attempted to use software measures and models to reduce complexity and, thereby, achieve other goals, such as greater productivity. However, complexity cannot always be reduced. Problems, especially practically important ones, have an inherent level of complexity and it can be argued that it is desirable for organizations to continue to attack problems of increasing complexity. Solving a problem with software tends to add its own complexity beyond that of the problem itself. Unfortunately, increases in problem complexity may lead to supralinear increases in software complexity and increases in software complexity may lead to supralinear impacts on managerial outcomes of interest, such as increasing the effort to design, implement, and maintain software and reducing its quality [7] .
Software complexity has multiple facets, including algorithmic complexity [24] and structural complexity [1] . The structural complexity of a program has been defined as "the organization of program elements within a program" [21, p. 191] ). This paper focuses on structural complexity because dealing with structural complexity primarily expends intellectual resources, whereas algorithmic complexity primarily consumes machine resources. Thanks to four decades of Moore's law, the availability of machine resources per unit cost continues to grow exponentially. On the other hand, intellectual resources per unit cost are becoming scarcer; this comparison may explain why Business Week's industry review found productivity in the software industry to have slightly declined during the 1990s [22] .
The objective of this paper is to understand how software design decisions affect the structural complexity of software. This is important because variations in the structural complexity of software can cause changes in managerial factors of interest, such as effort and quality [12] .
Measures of structural complexity are internal attributes, i.e., they are specific to the software code artifact. They are distinct from external attributes that are measures of more direct managerial interest, such as effort and productivity. Prior research has contributed models and measures of both internal software quality attributes and external attributes such as comprehensibility and maintainability (e.g., [18] ). Although the relationships between internal and external attributes can be intuitive, e.g., more complex code will require greater effort to maintain, the precise functional form of those relationships can be less clear and is the subject of intense practical and research concern. The consideration of multiple theoretical perspectives, including human cognition, provides a solid foundation upon which to derive an integrative model relating internal and external attributes of software quality. And, a well-designed empirical study serves to clarify and strengthen the observed relationships. This approach is consistent with Kitchenham et al. [33] who state "Other scientific disciplines search for a deep hypothesis that arises from an underlying theory, so that testing the hypothesis tests the validity of the theory. For example, rather than merely documenting a relationship between cyclomatic number and faults found, we can use theories of cognition and problem-solving to help us understand the effects of complexity on software" (p. 724). This approach and the consequent results represent a useful approach for SE practice and research.
Any study of past research on the structural complexity of software leads to the conclusion that coupling and cohesion are fundamental underlying dimensions. Coupling and cohesion are understood here in the sense of "measurable concepts" as defined in Annex A of ISO standard 15939, rather than as specific measures. The current research leads to the recognition of the interdependent nature of coupling and cohesion, particularly with regard to their effect on project outcomes such as effort. An experimental study with professional software engineers reinforces the finding that coupling and cohesion are interdependent and should be considered jointly with regard to the structural complexity of software.
This paper makes a number of research and practical contributions. The critical role of the concepts of coupling and cohesion in structuring software is theoretically established. This assists in moving from a general notion of software structure to an understanding of specific factors of structural complexity. Complexity analysis typically proceeds by considering coupling and cohesion independently. Based on theoretical and empirical evidence, this research argues that they must be considered together when designing software in order to effectively control its structural complexity. By studying software at higher levels, the effect of design decisions across the entire life cycle can be more easily recognized and rectified. And, it is at the design stage that these results are potentially the most significant, as, the larger the system, the more difficult complexity choices can be. And, in addition, the earlier in the life cycle the intervention is, the more flexible those choices are. Finally, this paper is not about proposing new measures, but, rather, focusing attention more directly on coupling and cohesion as essential and interrelated indicators of the underlying dimensions of structural complexity.
The remainder of this paper is organized as follows: The theoretical threads that underpin this paper are outlined in Section 2. These threads are integrated into a research model and predictions based on the model are outlined in Section 3. Section 4 describes an empirical research design to test the model. Section 5 presents the results of an experiment involving 17 professional software engineers as subjects. Section 6 discusses the results, some limitations, and concludes the paper by summarizing its contributions and suggesting a number of future research directions.
CONCEPTUAL BACKGROUND
It is widely believed that software complexity cannot be described using a single dimension [47] . The search for a single, all encompassing dimension has been likened to the "search for the Holy Grail" [17] . To find such a dimension would be like trying to gauge the volume of a box by its length, rather than a combination of length, breadth, and height. Early attempts to determine the key dimensions of software complexity have included identifying factors in single or small numbers based on observing programmers in the field (e.g., [48] ) or adapting, refining, and/or improving existing factors (e.g., [11] ). However, although useful, neither of these two approaches enables a direct answer to what the important software complexity characteristics are. In fact, the SE literature is replete with calls for theoretical guidance on this issue (e.g., see [3] , [9] , [23] , [27] , [42] ).
In order to develop a theoretically-based model for the research, two theoretical perspectives are employed. Wood's task complexity model is examined for its insights into task complexity in general, and software complexity in particular [54] . Wood's model is generally representative of task complexity approaches [10] , but it is more closely studied in this paper because it has already been found to be useful in a software maintenance context [5] . Wood's model is also valuable to this research as it describes the essence of the structural complexity of a general solution to a given problem; as such, its contribution to unearthing the fundamental dimensions of the structural complexity of software can be a significant asset to progress in the field.
Once the dimensions of structural complexity are identified, a natural managerial question is what are the relationships among the chosen dimensions to effort? To answer this question, theories of human cognition are used. Understanding cognition in general is difficult and it is clear that a general understanding does not provide an extensive guide to understanding the specifics of software maintenance cognition [10] . As a result, beyond straightforward notions, such as the use of a modular approach that has become the norm in software engineering, there is very little parsimony in modeling software design, programming, and maintenance activities. Despite the difficulty in conceptualizing the cognitive processes for software design, implementation, and maintenance, it is widely believed that cognition must be considered to add credibility to the identification of complexity dimensions, given cognition's role as the likely major source of variation in software design, development, and maintenance [6] , [32] , [51] .
Wood's Task Complexity Model
Wood's Task Complexity Model considers tasks to have three essential concepts: products, required acts, and information cues [54] . Products are "entities created or produced by behaviors, which can be observed and described independently of the behaviors or acts that produce them" [54, p. 64 ]. An act is "the pattern of behaviors with some identifiable purpose or direction" [54, p. 65] . Information cues are "pieces of information about the attributes of stimulus objects upon which an individual can base the judgments he or she is required to make during the performance of a task" [54, p. 65] . Using these concepts, three sources of task complexity are defined: component, coordinative, and dynamic.
Component complexity is defined as a "function of the number of distinct acts that need to be executed in the performance of the task and the number of distinct information cues that must be processed in the performance of those acts" [54, p. 66]. Coordinative complexity covers the "nature of relationships between task inputs and task products" [54, p. 68] . The form, the strength, and the sequencing of the relationships are all considered to be aspects of coordinative complexity. Dynamic complexity refers to the "changes in the states of the world which have an effect on the relationships between tasks and products" [54, p. 71] . Over the task completion time, parameter values are nonstationary. The performance of some act or the input of a particular information cue can cause ripple effects throughout the rest of the task. The predictability of the effects can also play a role in dynamic task complexity. Total task complexity is then a function of the three types of task complexity.
The Information Processing Perspective on Cognition
The information processing view of cognition is described in terms of a very familiar analogy-the computer. A computer has primary storage (e.g., RAM) and secondary storage (e.g., hard disks, CD-ROM, etc). In order for a computer to "think," it must hold all the (program) instructions and all the relevant data (input and, ultimately, output) in primary storage. This primary-secondary storage mechanism is very similar to the way many cognitive psychologists believe people's minds work [2] . It is believed that people have a primary storage area called short-term memory (STM) and that they must have all of the data and instructions in STM before they can "think." Accessing a process or data in secondary storage (called long term memory or LTM) is generally slower compared to accessing something in STM, although LTM generally has more capacity. What is believed different between the computer and the mind is that, for the mind, an item or, rather, a unit of storage is not as homogenous as a byte for computer storage. The relevant units of mental storage are chunks and what constitutes a chunk seems likely to vary by person and domain [2] . A fundamental approach to improving software development has been to modularize the design by splitting the implementation of the solution into parts [15] , [41] . Program parts can sometimes be termed modules. In turn, modules often consist of data structures and one or more procedures/functions. The term part can also be used to mean just a single procedure/function. In the object-oriented (OO) programming paradigm, the parts are usually thought of as classes, rather than modules or procedures/functions. This paper will use the term "program units" to refer generically to modules, procedures, functions, and classes.
Coupling and Cohesion
The literature in SE has suggested coupling and cohesion as two essential dimensions of software complexity [18] . In the following sections, the research on coupling and cohesion measurement is briefly reviewed from the procedural and object-oriented paradigms.
Coupling and Cohesion in the Procedural
Programming Paradigm
The source for much of the original thinking on coupling and cohesion is Stevens et al. [48] . Some of these authors went on to write books on the subject of structured design [39] , [55] and both books devote a chapter each to coupling and to cohesion. Although Myers [39] made no reference to any form of cognition when discussing coupling and cohesion, Yourdon and Constantine [55] included a chapter titled "Human Information Processing and Program Simplicity" (pp. 67-83). The chapter discussed people's limited capacity for information processing, citing Miller's work on the magic number of "7 AE 2." The rest of the chapter built on that notion, laying much of the groundwork for later work on coupling and cohesion measure development and validation. It is commonly cited (and noted in the abstract of [48] ) that the ideas expressed in the original paper and the later books came from nearly 10 years of observing programmers by Constantine. Though later criticized for a lack of theory and rigor (e.g., [34] , [40] ), the work of [48] represents the roots of the first paradigm in coupling and cohesion; many later works on coupling and cohesion start from that point. "Relatedness" of program parts is how coupling is widely understood [26] . Cohesion was originally described as binding-"Binding is the measure of the cohesiveness of a module" [48, p. 121] . Cohesion subsequently replaced binding as the term used for this type of software complexity [8] . The original definition and subsequent treatments of this form of complexity rely on the notion of "togetherness" of processing elements within a module to define cohesion. For both coupling and cohesion, ordinal scales were provided.
It has often proven difficult to distinguish coupling and cohesion results from other software measure results. Nevertheless, some empirical work exists, primarily in the procedural programming paradigm. Some subsequent work on measure development for coupling and cohesion is listed chronologically in Table 1 . Most of the work is observational or conceptual in nature, with only a small amount of work done to empirically validate various measures. Progress in this area has been very gradual, taking a decade of observation to outline the original coupling and cohesion measures and more than another decade to refine the levels and specify measures for each level.
Coupling and Cohesion in the OO Programming Paradigm
The OO programming paradigm has emerged as a widely considered alternative to the procedural programming paradigm. Because the original coupling and cohesion research was couched in procedural terms, the OO paradigm needed to specifically consider the differences between the two paradigms [16] . Early approaches to specification of coupling and cohesion, including the original works, came under significant criticism due to lack of theory [3] . The newer OO programming paradigm and the push for more theoretically-based measures led to the development of the Chidamber and Kemerer suite (hereafter, CK suite) of six software measures for the OO programming paradigm [13] . The suite contained one cohesion measure (LCOM) and two coupling measures (CBO and RFC). The essential characteristics of coupling and cohesion (relatedness and togetherness, respectively) are retained by the CK conceptualization of coupling and cohesion.
A recent review of OO software measurement [43] listed dozens of cohesion and coupling measures for OO. Many of the measures listed are based on the CK suite and the suite has also been extensively empirically validated. For example, empirical work on C++ and Java classes has shown an impact of a subset of the CK suite on defects after controlling for size [49] . Other work has set out to specifically consider the usefulness of coupling and cohesion as structural complexity dimensions and predictors of design quality. For example, in [50] , the author used the notion of a concept to achieve lower coupling and higher cohesion to better restructure software modules. As another example, [6] makes it clear that there are only certain instances where the effort of restructuring is worth the cost of performing the restructuring.
CONCEPTUAL DESIGN CHOICES AND THE STRUCTURAL COMPLEXITY OF SOFTWARE
This paper derives the dimensions of structural complexity based on Wood's theory of task complexity. If software activities such as design are considered to be tasks, then software tasks are subject to analysis by the models and methods of task analysis. Wood's model is a general theory that has been applied to analyzing tasks, including software (e.g., [6] ). Structural complexity was defined earlier as "the organization of program elements within a program" [21, p. 191] . The definition highlights that structural complexity is a function of the solution (i.e., the software), rather than an aspect of the problem. Building software provides many opportunities to make design, implementation, and maintenance decisions that lead to different structures for the same problem. The definition also highlights that complexity must be evaluated for the whole program. While particular program units can be the subject of focus during complexity analyses, improving the complexity of certain program units may increase the complexity of other program units, leading to a neutral impact across the entire program.
While the definition cited above provides some guidance, it is a relatively crude representation of the intuition on structural complexity and includes very little material upon which to select units of analysis. For example, it is unclear as to what elements the definition is referring. Thus, to articulate the notion of the structural complexity of software, it is necessary to look further. Section 3.1 explores the impacts of structural complexity in the context of software maintenance, the focus of this research. Section 3.2 examines how the general notions of structural complexity from Wood's model translate into the structural complexity of software and illustrates the significance of coupling and cohesion. Section 3.3 addresses the interaction effect of coupling and cohesion on effort.
Structural Complexity and Maintenance Effort
It is emphasized that effort is meant in the context of operating "on" the software rather than "with" the software, i.e., effort is an issue for software designers rather than for users of the software. The structure of a program is an accumulation of all of the design, implementation, and maintenance choices made to that point in the program's evolution. Although there is no "best" structure for a solution to a given problem, there are definitely better and worse structures-the distinction is typically made largely as a matter of intuition combined with experience. The reason for examining structural complexity is to more clearly outline what might constitute better and worse structures, thereby aiding in creating structurally optimal programs that are most easily comprehended.
In this study, effort is considered in the context of software maintenance tasks. Software maintenance is the third and last major stage in the life of software, following design and implementation. Maintenance activities are generally classified as corrective, adaptive, preventative, and perfective [30] , [46] . In economic terms, maintenance is recognized as far more important than design or implementation, representing as much as 80 percent of resources consumed [5] , [28] , [51] . The problem of how to optimally implement a given design has not yet been satisfactorily solved [52] , [53] . Therefore, it should not be surprising that the trend is for comprehension models to be generally found in the domain of design and coding, rather than maintenance. Though not explicitly done, some of the programming comprehension models are sufficiently generalizable so that they can also be used to understand and explain maintenance cognition (e.g., [52] ). There is also research into cognitive processes during maintenance. For example, there exist controlled experimental studies (e.g., [20] , [45] , [51] ), although some of these studies have been criticized for using inexperienced programmers as subjects [27] . Finally, there also exists evidence of the link between complexity and maintenance in the commercial arena (e.g., [4] , [19] ).
Coupling and Cohesion as Dimensions of the Structural Complexity of Software
It is necessary to draw parallels between Wood's model to the specific domain of this paper, software. Consider the three atomistic and essential components of Wood's model: acts, products, and information cues. In software terms, a distinct act is a program unit (e.g., a function or an object). Each program unit is unique and can be accessed or called from other points in the program (overall task). Products are equivalent to the outputs of a program unit. Information cues could be, to use Bieman and Ott's terminology, data tokens [8] . The three sources of task complexity, component, coordinative, and dynamic, also have parallels in the software domain.
Component complexity is a function of each of the distinct acts and the information cues that must be attended to and processed for each act. It is valuable to consider how this mechanism was conceived. Wood's first approach on component complexity was to simply calculate the number of distinct acts [54] . But, as each act is different, this was not a sufficiently encompassing method of calculating component complexity. Each act needed to be considered individually. Hence, each act was weighted by the number of information cues processed by that act before that act was added to the total for component complexity [54] .
In the software domain, an act is a program unit and information cues are the data tokens specific to that program unit. Cohesion is the concept in software that considers the complexity of a program unit as a function of the elements directly encompassed by that program unit and is a measure of the "togetherness" of a single program unit or "act." In other words, at the level of a single program unit, cohesion is effectively equivalent to component complexity. Cohesion is an inverse indicator of complexity in that the more cohesive a program unit is, the less complex that program unit is considered to be and the lower the effort required to maintain it. In addition, Wood's model points toward a mechanism to "scale up" from considering cohesion at the level of a single program unit to consideration at the level of the whole program. Thus, Hypothesis 1: Hypothesis 1. For the more highly cohesive programs, maintenance effort is lower.
Coordinative complexity is a function of the precedence relations for an act, summed across all of the acts required to complete the task. Coupling measures the "relatedness" of a program unit to other program units. That same relatedness is effectively equivalent to precedence at the level of a single program unit as completion of an act requires the resolution of all links for that act. For a given program unit, a greater relatedness to other program units increases the complexity of that program unit and, consequently, the effort required to maintain it. Again, Wood's analysis allows generalizing from consideration of a single program unit to the whole program. Thus, Hypothesis 2:
Hypothesis 2. For the more highly coupled programs, maintenance effort is higher.
Drawing on Wood's model, it is apparent that part of a task should be able to stand by itself as much as possible; the lower the degree of coupling of the part, the better. The reverse is true for cohesion; for a given entity, all of its components should be as related as possible-it should not be possible to divide up the entity much further. Lower coupling and higher cohesion are taken as design and implementation goals [8] . For both concepts, it is recognized that it is not desirable or feasible to completely remove all coupling or to have complete cohesion. Therefore, the practical challenge is in selecting an acceptable level for either measure.
Implementation will add complexity above and beyond that of the complexity inherent in the design. At implementation, the decisions made impact both coupling and cohesion. And, for a given piece of software, its structural complexity can be significantly altered based on the placement of a code segment, but the size of that software, in terms of the number of lines of code, is hardly affected. In other words, coupling and cohesion tap different complexity factors other than size, a point that is further developed in the next section.
The Relationship between Coupling and Cohesion
Given that Wood's task complexity model is applied to identify the two complexity dimensions of coupling and cohesion, the second research question focuses on how to resolve conflicts and to make trade-offs between these two dimensions. It is at this point that insights from the cognition literature are drawn, particularly with regard to the information processing perspective on cognition and its fundamental concepts of STM, LTM, and chunks. Little empirical evidence and few theoretical propositions exist to guide resolution of the issue. However, the notion of limited cognitive resources clearly implies a joint effect for coupling and cohesion on effort. In Wood's model, the three components of task complexity are presented as independent from one another and as having an additive effect on total task complexity. However, Wood later recognizes possible interdependencies between the components in his model [54] . Complexity grows at a much faster rate for code that increases coupling as compared to code that reduces cohesion. Consider the cases illustrated by Fig. 1 . If a programmer needs to comprehend program unit 1, then the programmer must also have some understanding of the program units to which program unit 1 is coupled. In the simplest case, program unit 1 would not be coupled to any of the other program units. In that case, the programmer need only comprehend a single chunk (given that program unit 1 is highly cohesive). In the second case, if program unit 1 is coupled to program unit 2, then just one more chunk needs to be comprehended (given that program unit 2 also shows high cohesion). If program unit 1 is also coupled to program unit 3, then it can be expected that STM may fill up much more quickly because program unit 3 shows low cohesion and thus represents several chunks. But, the primary driver of what needs to be comprehended is the extent to which program unit 1 is coupled to other units. If coupling is evident, then the extent of cohesion becomes a comprehension issue.
In the SE literature, coupling and cohesion are generally examined separately and are often tested independently. Although it is possible to analytically examine coupling and cohesion independently, their theoretical effect on complexity is expected to be interactive. The main effect for cohesion prevalent in the SE literature could be seen as a joint effect with some level of coupling, rather than a main effect by itself. This suggests Hypothesis 3:
Hypothesis 3. For the more highly coupled programs, higher levels of cohesion reduce maintenance effort.
The proposed model is summarized in Fig. 2 .
RESEARCH DESIGN
To test the model proposed in the previous section, a controlled lab experimental design was chosen in order to maximize the causal inferences that can be made from the results. To increase generalizability, professional software engineers were selected as subjects. The participants attempted two perfective software maintenance tasks: One task was performed under the procedural programming paradigm using the C programming language and the other task was performed under the OO paradigm using the C++ programming language. Effort was measured in terms of the total length of time to complete both tasks without errors (no time limit was specified). The experimental design manipulated the structural complexity of the code that was maintained. Both coupling and cohesion are independently manipulated across two levels, high and low, producing a fully crossed four-cell design, as illustrated in Fig. 3 .
Tasks
For each of the two tasks, there are four variants where each variant corresponds to a cell in Fig. 3 . However, apart from the variation in the structure of the code to be maintained, the essence of the two tasks is preserved across each variant. Specifically, both tasks are perfective maintenance tasks and the specification in each case is precisely the same across all four variants. For both tasks, the original specification and the perfective task were described on a single printed page and the existing code was provided in a single file. The specification of the procedural programming task -"Analyst"-is contained in Appendix A. The task is based on the specifications for a well-documented and widely used exercise (the "B series" of exercises found in Appendix D of Humphrey [25] . Analyst is capable of reading in data (either from the keyboard or a file), displaying, and writing out data to a file. The data is in pairs of one x value and one y value (one observation). The participants were asked to add functionality to the existing code so that the program will calculate and display some basic ordinary least squares regression parameters. The specification was the same regardless of which variant the participant receives. However, given that there are four different structures in existence, the path to task completion was significantly different, depending on which variant the participant actually received.
The specification of the OO task-"UNIDB"-is contained in Appendix B. It is also based on a previously documented maintenance task [14] . UNIDB is a database for a university environment. It currently has lecturer and staff classes as well as corresponding lecturer node and staff node classes that facilitate the implementation of a linked list to store lecturer and staff objects. Participants added a professor class that operates in a fashion similar to that of the existing classes. As with the Analyst task, the UNIDB task is the same for all participants, regardless of the treatment. Only the structure of the code varied with the cell.
Participants
Lab experiments in SE are sometimes criticized for using novice undergraduate students as participants. In order to provide a more rigorous test of the proposed model, only software engineers with multiple years of professional experience were selected as subjects. All of the invited participants were engaged in a Master's in Software Engineering program, a professional degree program at a private university in the Eastern half of the US. To be admitted to the program, the students must have a minimum of two years of professional SE experience. In actuality, those in the program typically have professional SE careers of over four years. Each experimental participant was asked to complete one task set (i.e., one of the four variants of the Analyst and one of the four variants of the UNIDB task). For their participation, subjects were paid $20 and the top one-third performers received another $20. The participants were randomly distributed to one of the four cells. The order of task presentation was counterbalanced to minimize order effects. A variety of data was collected from each participant in order to be able to test for possible confounding correlates.
Coupling and Cohesion
Software measures such as specific instantiations of the concepts of coupling and cohesion typically focus around a specific program unit such as a function or a class. Coupling and cohesion are examined at a program level rather than at the level of one program unit. The shift in unit of analysis is achieved by averaging the program unit measure across all program units. It can be shown that taking the average of the measures across program units instead of the sum produces a more accurate program level measurement.
For the Analyst task, a guide to the structure is presented in Fig. 4 . Each further level of indentation implies that the previous procedure is calling the procedure that is indented. For example, enter_data (called from main) calls keyin_data that in turn calls true_data. The table is based on the C code for the variant in the HiCpl-HiCoh cell (see Fig. 4 ).
For the Analyst task, coupling was manipulated through the presence or absence of the keyin_data and change _obs procedures. In the higher coupling variant, procedure enter_data calls procedure keyin_data. In the lower coupling variant, the content of procedure key_in (including the call to true_data) was placed in the body of procedure enter_data. Removing part of the code and placing it in an additional procedure increases the average amount of coupling for the program.
Cohesion was manipulated through the placement of the dataexist variable. In the higher cohesion variant, the dataexist variable appears (and is changed) only in the main procedure. In the lower cohesion variant, the dataexist is sent to and manipulated in more procedures, including enter_data, savefile_data, getfile_ data, modify_data, and display_data. Sending the dataexist variable (as a reference parameter) deeper into the calling structure lowers the average cohesion for the program.
For the UNIDB task, the class diagram abstracted from the C++ code is presented in Fig. 5 . The table lists the instance variables and the methods for each of the four classes. For the class diagram, the constructor method, the destructor method, and single statement access methods have all been omitted for clarity, though they were present in the code. Fig. 5 is based on code for the variant in cell two.
For the UNIDB task, coupling was manipulated by the presence of method calls from one class to another. In the higher coupling variant, the staff::calc_tax method called the lecturer::calc_tax method. In the lower coupling variant, the staff::calc_tax performed the complete calculation without calling the lecturer:: calc_tax method. Cohesion was manipulated through the presence or absence of the lect_node::tax_report method as part of the lect_node class. In the higher cohesion variant, the tax_report method was part of the lect_node class. In the lower cohesion variant, the code necessary to complete the tax report was placed in the main procedure of the program. For the OO paradigm, cohesion is a function of the number of instance variables accessed by each method in a given class. The more instance variables accessed by each method, the higher the level of cohesion for that class. Given that the tax_report method accesses all of the instance variables of the lect_node class, the existence of this method in the lect_node class increases cohesion for the lect_node class, thereby increasing average cohesion for the program.
Total Task Time (Effort)
The participants utilized a task timer running on their PCs that recorded how long they took to complete the tasks. The total effort was a combination of the two task times. Each task time represented the effort to produce defect free code. Though the two times were for different tasks, the total effort taken for both tasks is considered to be the most representative of the maintenance effort given that a particular participant was in the same cell for both tasks. This is analogous to combining the verbal and mathematical scores in the GMAT to achieve an overall test score.
Effort was singled out of the multidimensional phenomenon that is comprehension performance. The code submitted by the participants was run and checked by the researchers to ensure it conformed to the specification and delivered the specified results before the subjects left the experimental setting. Thus, the expectation was that the primary analyses would be able to focus on the effort required without having to make potentially arbitrary comparisons between quicker, but perhaps lower quality, results [44] .
Covariates
A number of individual factors can potentially impact effort. These include previous programming experience in terms of the length of experience (measured as length of experience with the programming languages used in the experiment, length of programming career, and general age), the breadth of experience (number of computer languages known), and general ability (undergraduate GPA). The data for each participant were captured on a questionnaire and assessed as potential covariates for the model.
Procedure
At the beginning of the first task session, the experimental procedure was explained in a seminar room to the participants. A packet of materials was randomly distributed to each of the participants. The packet contained a consent form, a task specification, and a floppy disk (containing the code). Half of the participants received the procedural task and half of the subjects received the OO task. The participants were asked to read and sign the consent form.
For the task performance itself, the participants moved to cubicles in a computer lab. Each of these cubicles had a similarly equipped PC. The participants used Microsoft's Visual C++ to complete both tasks. Once participants indicated task completion, their task time was noted and their work was checked for errors. If no errors were found, they completed the postexperiment questionnaire. If errors were found, the participants would be asked to continue work on the task until they could produce defect-free code and the time required to do this would be tracked. Finally, the experimental materials were collected, including the changed code. In the second task session, another packet of materials was distributed. The participants that received the procedural task in the first session received the OO task in the second session and vice versa. If a participant received a task in the HiCpl-LoCoh cell (see Fig. 3 ) during the first task session, then that participant received a task in the same cell during the second session. Once the participant completed the second task, their task time was noted. Their work was checked for errors and, if no errors were found, their participation was complete. If errors were found, the participants would be asked to continue work on the task until they could produce defect-free code and the time required to do this would be tracked.
RESULTS
The decision to use only experienced software engineers as subjects resulted in a total of 17 participants. Given the relatively small sample size, an outlier analysis was performed to identify potential outliers that could be anticipated to have a substantial effect on the results. One of the participants was observed to have an outlying (large) value for the total length of time to perform both tasks. Where relevant, the analysis below is performed both with and without this subject. All of the tests in the paper were evaluated using version 12 of the SPSS statistical package.
As a preliminary test of potential learning effects from session one to session two, a paired t-test was performed to compare the time taken in the first session and the time taken in the second session. No statistically significant difference was found between the two sessions, leading to a conclusion that order and learning effects were minimized.
Five factors were assessed as potential covariates for the model (see Section 4.5; the descriptive statistics are reported in Table 2 ). Correlations of total effort and the individual task times with the potential covariates are shown in Table 3 ; none of the covariates was significantly correlated with task time (at the p = 0.05 level). In a series of two-way ANOVAs, with each of the potential covariates as the dependent variables and coupling and cohesion as the independent variables, none of the covariates yielded a significant model, implying that the null hypothesis of a homogeneous distribution of the covariates across the four cells could not be rejected.
The experiment utilized a two treatment (with coupling and cohesion as the two treatments) fully crossed design with a single dependent variable (effort). Such a design naturally lends itself to analysis via two-way univariate ANOVA. Table 4 shows the results of such an analysis. Testing the hypotheses in this fashion enables a test for an interaction of the two treatments in addition to the conventional direct effects for each of the individual treatment effects.
The research model (Fig. 2) predicts main effects for coupling and cohesion, as well as an interactive effect of coupling and cohesion on effort, i.e., a nonlinear effect (as predicted in Hypothesis 3). The main effects for coupling and cohesion were in the hypothesized direction, although neither was statistically significant at usual levels. Thus, neither Hypothesis 1 nor 2 can be accepted based on the results reported from this experiment. However, the results reveal a significant interaction effect at the p = 0.05 level. Thus, support is provided for Hypothesis 3. Graphically, the interaction can be seen in Fig. 6 . Though the analysis is reported for total effort, the interaction pattern is also observed for the individual effort in each of the two tasks.
Such a combination of effects, no main effects and a significant interaction, is sometimes referred to as a complete interaction and its interpretation can be that "it shows the effect of an independent variable depends completely on the level of the other" [31, p. 201] . In addition, the statistically significant interaction effect alone does not indicate which concept, coupling or cohesion, is the main relationship and which represents the moderator. It is only theory that allows such an assertion and, from the discussion in Section 3, it is reiterated that coupling is believed to be the main relationship and cohesion the moderator.
DISCUSSION AND CONCLUSIONS
This paper has endeavored to theoretically define cohesion and coupling drawing on theories of task complexity and human cognition. It has validated experimentally that these two concepts do affect structural complexity (in terms of program comprehension and time to perform a maintenance task). The theoretical foundation for cohesion and coupling and the experimental results showing that cohesion and coupling jointly affect comprehension are new and represent contributions to the SE research and practice.
One way to illustrate the value of the results is to look at the insights that would be obtained without considering the interactive effects of coupling and cohesion. Testing the model without the interaction term for the data set reveals nonsignificant effects for both coupling and cohesion. This is because such a test is dependent on averages for the main effects and they tend to cancel one another out as the best model (as suggested by theory and tested with the data) of the underlying situation indicates that it is the interaction that is important, rather than the individual effects in isolation. Without testing for the interaction, a researcher could conclude that neither design dimension, coupling, nor cohesion was significant, a result that would be incorrect and, if acted upon by practitioners, would fail to take advantage of the effect found in this research.
Implications for Research on Structural Complexity
Coupling and cohesion stand out from other internal software attributes as having what has been noted elsewhere to be a "considerable longevity" [29] . Coupling and cohesion are also interesting because they have been applied to both procedural and OO programming languages. And, a new programming paradigm based on a modular approach would likely readily yield to analysis using coupling and cohesion measures. Furthermore, coupling and cohesion dimensions have proven ubiquitous across a wide variety of structural complexity contexts, including evaluating 4GLs [36] and even in significantly different fields (for an example in business systems planning, see [35] and, in product architecture, [37] ). A major contribution of this work lies in the premise that coupling and cohesion have merit above other concepts in the complexity of software structure. Although the idea that coupling and cohesion are important indicators of structural complexity has long been suggested (e.g., [48] ), the theoretical approach taken in this paper explicates and solidifies the theoretical basis for coupling and cohesion's essential importance.
Implications for Structuring Software
The practical value of this research lies in recognizing that the effect of coupling and cohesion on effort is joint and that levels of coupling and cohesion are unlikely to be able to be changed without some impact on the other. A focus on improving one concept to the exclusion of the other may not necessarily reduce the overall structural complexity of the software. For example, a focus on cohesion will produce many program units, with each individual program unit demonstrating a high level of cohesion. However, a high number of program units implies a high level of coupling among the program units. A focus on coupling will produce a small number of program units, with each program unit demonstrating a low level of cohesion. Though coupling among the program units would be low, understanding individual program units would be difficult. In structuring programs, both coupling and cohesion should be jointly considered to arrive at the most desirable structure for the program. This research shows that a higher level of structural complexity (combining coupling and cohesion) is associated with more effort. The logical conclusion is that if some effort were expended in reducing structural complexity, such effort would be repaid in terms of reducing later effort. Structural complexity can be considered at the program, class, or system level. The greater the level of complexity, the greater the utility in considering coupling and cohesion. And, it is at the system level, where the largest amount of complexity is likely to be present, that the application of coupling and cohesion decisions will have the most return in analyzing, and ultimately controlling, structural complexity. In terms of the software lifecycle, as software evolves, it grows in complexity, all else being equal. Thus, a change made early in the life of a piece of software is easier to accomplish than that same change made later. Structural complexity can be assessed once a piece of software has achieved some level of specification, even early in its design before much code exists. Assessing and reducing the structural complexity of software in the early stages of development (e.g., at the end of the design stage) is likely to have substantial advantageous impacts on effort during later stages. It is at the design stage where the insights from this paper can be most influential, when the structure is the most flexible and changing it is the least troublesome. Doing so would have the largest positive benefit for software through its impact on effort. And, the key insight is to consider structural complexity in terms of the interaction of coupling and cohesion, not simply each independently.
Limitations
Readers are generally cautioned against making too broad a generalization from these results as experimental designs can have limitations based on their setting. Moreover, the relatively small scale of problem could lead to conclusions different from those that might be divined in field settings. However, there is a high degree of confidence in the results given the opportunity for experimental control.
Every effort was made to maximize the ability to generalize results. Experienced software engineers were recruited to participate. The experimental design also manipulated the independent construct of interest (structural complexity) rather than observing the correlation of its variance with dependent variables (such as effort), enabling a stronger case to be made for causation between the independent and dependent variables. Finally, each participant completed a task in each of the two major programming paradigms rather than a single one, increasing both the robustness of the results and generalization across both of the programming paradigms.
Nevertheless, certain research design decisions indubitably bound the generalizability of these results. For example, only a single type of task (perfective maintenance) was studied. It may be that other types of maintenance will best suit a different model. However, though there is some variance in reported maintenance task distributions [46] , most would argue that perfective maintenance is a dominant type of maintenance (e.g., [30] ), hence its selection for the experimental type of task. Finally, a limited set of internal software attributes have been studied in this paper. Though the approach and results are of significance to the field, they can also be used as stepping stones to open up new ways to consider a wider set of internal attributes, such as control flowgraphs and cyclomatic complexity, their interrelationships, and their independent and interdependent effect relationship on comprehension performance.
Conclusions and Future Research
Comprehension performance is a rich and varied phenomenon under intense scrutiny. Though this paper focused on effort, the literature has discussed other dimensions, including quality (e.g., [44] ). It would be valuable to extend this work to other aspects of comprehension performance and under a wider range of contexts, such as corrective maintenance. It may be that the nonlinear effect of coupling and cohesion on effort would be repeated for other dimensions of comprehension performance (for such a result, see [38] ). Though the particular research design for testing the model is experimental, the model could be applied in a much larger context, including large-scale systems. The concepts of coupling and cohesion can be operationalized and applied throughout the software life cycle, including during design and across different levels of software, such as small code segments all the way to large systems. This is also why there is such a value in examining the deep structure of problems and deriving a model from blending multiple theoretical abstractions. Furthermore, it is software designers who, it is believed, would most benefit from the insights in the paper as it is at the design stage that issues of structure tend to be most relevant and flexible, whereas, at later stages in the life of software, the structure tends to be more rigid and changing it is much more expensive.
It is a fundamental premise of this work that the concepts of coupling and cohesion have merit above and beyond many other software complexity concepts. Coupling and cohesion have historically been described and discussed; their role as essential indicators of the structural complexity TABLE 5  Test Data   TABLE 6 Attributes for New Professor Class of software has been further explicated and reinforced by this experiment. Acceptance of this premise opens up new horizons for software complexity measurement. Future research efforts can then focus on confirming and refining coupling and cohesion measures and models. Practice can be aided by the development of better tools to facilitate the use of such measurement. Pedagogically, progress can be made in elevating programming courses and classes beyond lessons in syntax to consider the implications of design decisions. In addition, coupling and cohesion have been conventionally considered as independent concepts, something that these results begin to question, although further studies would clearly be desirable.
In closing, this paper considers the concepts of coupling and cohesion well developed and explored. In addition, the concepts are exceptionally well endowed with operationalizations and measures. By the time the next modular programming paradigm is widely adopted, coupling and cohesion are expected to continue to facilitate complexity evaluation and prediction. What is far less clear is the direction that should be taken in further exploring measurement of these concepts. Researchers need to take stock of the existing measures and concentrate on building models based on theory and rigorous testing of those models. This paper represents a first step in fulfilling such a goal.
APPENDIX A PROCEDURAL TASK

A.1 Analyst
The Analyst application is being prepared to perform regression analysis. A user can enter new data or retrieve, display, and modify existing data. Error checking is performed on data entry, file input, and menu choice entry.
You have been asked to enhance the Analyst so that it can perform basic regression calculations, i.e., to calculate the linear regression coefficients using the ordinary least squares method. You have been provided with the test data shown in Table 5 . The first three columns represent the test data (which can also be found in the file test.txt), while the last two columns are provided to facilitate the example calculation shown below the table. The enhanced version of Analyst will add a single menu item that will first calculate and then display all four of the following terms: x avg , y avg , 0 , and 1 . Add your code to the existing code file.
APPENDIX B OOP TASK B.1 UNIDB
The UNIDB application is being prepared to perform database functions in a university environment. The main entities already in existence are lecturers and staff. You have been asked to enhance the UNIDB by adding a new professor class and a new professor list class (in the same way that the lecturer and staff classes have corresponding list classes). The new professor class will have the attributes listed in Table 6 .
The Professor class should be able to construct an object using parameters and, like any of the existing classes, be able to set all of the attributes when required.
In addition, your professor node class must create a method that lists all of the professors followed by their annual salary and their annual taxes. Also, as each professor is a head of department, you must create a method to list the lecturers in the department of each professor (this would be done in a manner similar to the way the lect_node class lists all of the subordinates for each of the lecturers in method lect_node::list_subords).
To test your work, create three new professors with the data in Table 7 .
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