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Abstrakt
Bakalárˇská práce uvádí do problematiky testování softwaru a její hlavní soucˇástí je noveˇ
vytvorˇená funkcionalita nástroje, který dokáže pracovat v rámci testování sekvencˇního
kódu a prˇináší tak nové možnosti rozšírˇení techniky testování. Práce se zameˇrˇuje na pod-
poru testování sekvencˇního kódu a tvorbu jednoduchých unit testu˚. Cˇtenárˇu˚m prˇiblíží
samotné testování, debugování, verifikaci a paralelní systémy. Dále objasní rozširˇovaný
nástroj a rozebere možnosti rˇešení daného problému a uvede jedno z rˇešení, které bylo
implementováno. Hlavním prˇínosem této práce je vytvorˇená funkcionalita pro umožneˇní
testování jednotlivých prˇechodu˚ v testovacím prostrˇedí a generování nové zjednodušené
síteˇ. Z takto zjednodušené síteˇ je následneˇ generován kratší (jednodušší) kód, což umožní
prˇehledneˇjší práci s kódem v libovolném externím IDE, naprˇ. pro úcˇely debuggování.
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Abstract
The Bachelor thesis gives an insight into the issue of software testing. The main part
of the thesis is a new functionality of a tool which is able to work in the sequentional
code testing frame. It brings us this way the new extended testing possibilities. The the-
sis is focused on the support of the sequentional code testing and the simple unit-tests
development. It brings the reader into testing area, debugging, verification, and parallel
systems. Further, it illustrates a peddled tool and looks at options to solve the problem
and gives one of the solutions, which have been implemented. The main benefit of this
thesis is the fully developped functionality for giving us the posibility of the interfaces
testing in test environment and generation of the new simplified network. From these
simplified network is subsequently generated less (simpler) code, allowing clearer work
with the code in any external IDE, e.g. for debugging purposes.
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Seznam použitých zkratek a symbolu˚
MPI – Message Passing Interface
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51 Úvod
Pro svou bakalárˇskou práci jsem si zvolil vytvorˇení vlastní nové funkcionality pro nástroj
Kaira, která umožnˇuje testování sekvencˇního kódu v rámci pru˚beˇhu prˇechodu. Použití
nástroje je velmi dobrˇe využitelné v aplikaci paralelních aplikací s distribuovanou pa-
meˇtí. Nástroj se jmenuje Kaira. Programování zde kombinuje principy tzv. vizuálního
programování s beˇžným kódováním. Vizuální cˇást je inspirována barevnými Petriho sí-
teˇmi a slouží k popisu komunikace mezi procesy v programu, zatímco výkonná cˇást je
napsána v jazyce C/C++.
Testování sekvencˇního kódu v síti bylo dosud možné pouze za pomoci použití ex-
terních nástroju˚, vygenerováním kódu pro celou sít’, ne jen pro jeden prˇechod, což bylo
zdlouhavé a pro testování nedostatecˇneˇ intuitivní. Hlavním problémem však byla ne-
možnost úplného komplexního prˇenosu vstupních informací do onoho externího ná-
stroje.
Noveˇ vytvorˇená funkcionalita umožnˇuje generovat menší nezávislé síteˇ, ze kterých
poté uživatel vytvárˇí vlastní testy. Generování probíhá bud’ do stejného projektu jako
podsít’, nebo do projektu nového. Z dané síteˇ poté uživatel vytvárˇí vlastní jednotkové
testy, které mu˚že automaticky kompilovat a poté spoušteˇt v testovacím prostrˇedí. Všechny
generované síteˇ se automaticky prˇidávají k projektu jako test. Pokud chce uživatel prˇidat
vlastní test, který není generovaný novou funkcionalitou, mu˚že tak ucˇinit v testovacím
prostrˇedí. Noveˇ vytvorˇená funkcionalita umožnˇuje dále ukládat vstupní hodnoty prˇe-
chodu, které se promítají do všech vygenerovaných projektu˚. Vše potrˇebné je v práci
popsáno a zárovenˇ podloženo prˇiloženým programem.
Ve druhé kapitole je definováno testování a chyby v programu. Následneˇ je testování
rozdeˇleno do neˇkolika kategorii. Protože se práce zameˇrˇuje na generování automatic-
kých jednotkových testu˚, jsou v práci uvedeny nejpoužívaneˇjší testovací nástroje, které
jsou založeny na nejpoužívaneˇjší architekturˇe testovacích frameworku˚, xUnit. Na konci
kapitoly je cˇtenárˇ seznámen s jinými zpu˚soby hledání chyb. Ladeˇní programu, které se
využívá více k rˇešení chyb, než ke hledání a verifikace, která hledá chyby z pohledu
matematických du˚kazu˚.
Ve trˇetí kapitole jsou uvedeny pojmy proces, vlákno a paralelismus. Paralelní systémy
jsou pote rozdeˇleny do kategorii a je prˇiblížena architektura pameˇtí, které jsou používány
v paralelních systémech. Také je uveden a rozveden pojem MPI a prˇiblížen samotný ná-
stroj Kaira.
Ve cˇtvrté kapitole je prˇiblíženo samotné zadání. Jsou uvedeny dveˇ možnosti rˇešení,
jejich výhody a nevýhody.
V páté kapitole je popsána implementace prototypu jednoho z rˇešení krok po kroku.
Je také uveden manuál použití nové funkcionality.
Šestá kapitola popisuje poslední cˇást zadání, a to možnost, jak by se daly testovat
fragmenty kódu na hranách a inicializacˇní kód míst.
Sedmá kapitola popisuje zhodnocení a záveˇr práce, ve kterém je shrnutí celé práce.
V možnostech rozšírˇení jsou kromeˇ veˇcí, kterými lze navázat na tuhle práci, uvedeny
problémy, které se mi nepodarˇily vyrˇešit.
62 Testování
Testování je nedílnou soucˇásti vývoje softwaru. Testování slouží k odhalení chyb v soft-
waru. Testování lze popsat jako proces získávání informací o stavu a vlastnostech sys-
tému za úcˇelem jejich dalšího zpracování[2].
2.1 Chyby v programu
Programátorská chyba je neˇco, co mu˚že zpu˚sobit, že funkce neplní požadovanou funkcˇ-
nost.
Programátorské chyby deˇlíme na syntaktické a sémantické. Syntaktická chyba prˇed-
stavuje prohrˇešky vu˚cˇi gramatice používaného programovacího jazyka. Takové chyby
ale prˇekladacˇ vždy odhalí. Druhým druhem chyb jsou sémantické chyby. Sémantická
chyba znacˇí prohrˇešek proti požadované logice programu. Všechny tyto chyby nelze de-
tekovat automaticky, proto zpu˚sobují chybný beˇh programu a na jejich odhalení se za-
meˇrˇuje práveˇ testování a ladeˇní (debugování) programu. Sémantické chyby lze odhalit
testováním, ladeˇním, nebo verifikací. Zvláštním prˇípadem chyb v programu jsou vneˇjší
chyby. Vneˇjší chyby jsou ty, které jsou zpu˚sobeny hardwarem, nebo dokonce softwarem.
Prˇíkladem této chyby je naprˇíklad to, že operacˇní systém neprˇideˇlí naši aplikaci dostatek
volné pameˇti, nebo software, se kterým pracuje náš systém najednou nebude fungovat
jak má. Za tyto chyby nenese programátor prˇímou zodpoveˇdnost[5].
2.2 Rozdeˇlení testování
Testování se deˇlí do neˇkolika kategorií. V teˇchto kategoriích se používají ru˚zné kombi-
nace druhu˚ a typu˚ testu˚. Všechny kategorie ale mají podobný pru˚beˇh testování. Ten se
dá rozdeˇlit na 3 cˇásti:
• Plánování testu˚ - Definice projektu, v jakých iteracích a jak testovat a vyhodnocovat.
• Analýza a prˇíprava testu˚ - Návrh jednotlivých testovacích prˇípadu˚ a prˇíprava tes-
tovacích dat.
• Provedení a vyhodnocení testu˚ - Provedení testu˚ a zaznamenání jejich výsledku˚.
Analýza a vyhodnocení, zda jsme dosáhli ocˇekávaného výsledku.
Testování lze dále rozdeˇlit podle ru˚zných ukazatelu˚: jaké jsou požadavky na kvalitu kon-
troly programového kódu, jakým zpu˚sobem se testy provádeˇjí, rozmeˇr kvality, které testy
oveˇrˇují a v jaké fázi vývoje se vývoj softwaru nachází[2, 3].
2.2.1 Míra znalosti testovaného kódu
Míra znalosti testovaného kódu se dá charakterizovat jedním z teˇchto dvou pojmu˚ tes-
tování cˇerné skrˇínky a testování bílé skrˇínky. Prˇi testování cˇerné skrˇínky tester neví, jaká je
logika daného kódu a nemu˚že se na ni podívat. Má k dispozici pouze definované vstupy
a jim odpovídající definované výstupy.
7Prˇi testování bíle skrˇínky tester zná logiku daného kódu, mu˚že nahlédnout prˇímo do
zdrojového kódu programu, zná jeho datový model a strukturu. Jeho zkoumání mu tak
mu˚že napomoci prˇi tvorˇení a vyhodnocování testu˚.
2.2.2 Statické vs. Dynamické testování
Testy deˇlíme také na statické a dynamické. Pro statické testy není potrˇeba spoušteˇt apli-
kaci. Testuje se zde to, co nebeˇží - to znamená, že zkoumaný objekt prohlížíme a kontro-
lujeme. Mezi statické testování se dále rˇadí kontrola zdrojového kódu. Daný kód mu˚že
být prˇedán neˇkomu dalšímu, který kód kontroluje a hledá v neˇm chyby ješteˇ drˇíve, než
se daný kód spustí. Dynamické testování je pravým opakem. Testujeme tak, že software
spustíme a pracujeme s ním (testujeme ho).
Mezi statické testování lze také zarˇadit testování specifikací softwaru. Specifikaci si
lze prˇedstavit jako dokument, jež vznikl složením neˇkolika studií z ru˚zných zdroju˚ -
studie použitelnosti, marketingové studie atd. Zkoumá se, zda specifikace neobsahují
možné chyby, které v pozdeˇjší fázi vývoje mohou urcˇit špatný smeˇr.
2.2.3 Funkcˇní vs. Nefunkcˇní testy
Funkcˇními testy oznacˇujeme takové testy, které neˇjakým zpu˚sobem kontrolují samotnou
funkcˇnost produktu. Kontrolují se zde všechny cˇásti a funkce produktu tak, aby odpoví-
daly požadavku˚m zadání, aby neobsahovaly chyby atd.
Nefunkcˇními testy rozumíme takové testy, které netestují funkce a vlastnosti pro-
duktu. Rˇadíme zde takové testy, které oveˇrˇují naprˇ., jak se bude produkt chovat prˇi ru˚z-
ných konfiguracích, prˇi výkonnostním testování, nebo jak se bude produkt chovat pod
veˇtší záteˇží, zda bude dostatecˇneˇ rychlý a s malou odezvou (veˇtší množství uživatelu˚
pracujících v produktu v jednu chvíli). [4]
2.2.4 Manuální vs. Automatické testy
Testy lze dále rozdeˇlit na testy, které provádí cˇloveˇk a na testy, které jsou provádeˇny pro-
strˇednictvím speciálních softwarových nástroju˚. U manuálních testu˚ testování provádí a
vyhodnocuje cˇloveˇk. Provádí testování podle jednotlivých kroku˚ popsaných v testova-
cích scénárˇích, a poté zaznamenává výsledek. Nevýhodou teˇchto testu˚ je to, že jeden test
mu˚že trvat neˇkolikanásobneˇ déle, než test, který je automatizován. Na druhou stranu
mu˚že lépe reagovat na prˇípadné neocˇekávané zmeˇny.
Automatizované testování provádí speciální nástroje, nebo speciální jazyky, pomocí
kterých jsou tvorˇeny testovací prˇípady, které bud’ rozširˇují funkcˇnost základních progra-
movacích jazyku˚, nebo se úplneˇ liší. Daný test je napsán jako skript do automatizovaného
nástroje, ale také existují prˇípady, kdy je test psán pomocí kompilovaného kódu. Lze zde
provádeˇt velké množství testu˚ v krátkém cˇase. Prˇíkladem tohoto druhu testu˚ jsou naprˇ.
selenium testy (testují funkcˇnost webových formulárˇu˚), nebo jednotkové (unit) testy. Prˇí-
kladem rozšírˇení programovacího jazyka je testovací framework JUnit, který rozširˇuje
funkcˇnost jazyka Java. Využívá architektury xUnit pro jednotkové testy.
8Dále se budeme spíše zameˇrˇovat na automatické jednotkové testy.
2.3 Jednotkové testy
Jednotkový test je speciální prˇípad automatických testu˚. Jednotkové testy píše vývojárˇ a
používají se k oveˇrˇování neˇkterých funkcí a oblastí, nebo jednotek kódu v pru˚beˇhu vý-
voje softwaru. To znamená, že pro každou funkci a množinu vstupních hodnot se mu˚že
urcˇit, zda funkce vrací správné hodnoty pro zadané vstupní, nebo mezní hodnoty a ha-
varuje, nebo indikuje výjimku pro neplatný vstup. Tohle vše pomáhá identifikovat nedo-
statky v algoritmech, nebo samotné logice.
2.4 Testovací nástroje
Ve všech moderních programovacích jazycích existuje nástroj, který umožní jednotkové
automatizované testování. Prˇíkladem takového nástroje jsou naprˇ. JUnit, PyTest, NUnit
nebo Google C++ Testing framework. Všechny tyto testovací nástroje využívají architek-
turu xUnit.
2.4.1 xUnit
xUnit je název pro skupinu testovacích frameworku˚ založených na stejné architekturˇe.
Jméno je odvozeno od prvního z nich, JUnit. Pu˚vod tohoto frameworku zacˇal jazykem
Smalltalk. Kent Beck byl velký fanoušek automatizovaných testu˚ v období vývoje a tak
vymyslel jednoduchý framework pro chod jednotkových testu˚. Du˚raz byl kladen na to,
aby mohl programátor snadno definovat test za použití jeho vývojového prostrˇedí pro
Smalltalk, a poté je mohl snadno a rychle poušteˇt po jednom, nebo všechny naráz[9].
Testovací nástroje, z této rodiny frameworku˚, nabízí základní komponenty architek-
tury, s ru˚znými druhy implementace[10].
• Test runner - program, který spouští jednotlivé testy implementované pomocí fra-
meworku z rodiny xUnit a vykazuje výsledky jednotlivých testu˚.
• Test case - Základní trˇída, z které deˇdí všechny jednotkové testy.
• Test fixtures - je to množina podmínek nebo stavu˚ potrˇebných ke spušteˇní testu.
Programátor by meˇl vytvorˇit funkcˇní stav aplikace prˇed testem a po ukoncˇení testu
zase navrátit stav aplikace do pu˚vodního stavu.
• Test suite - sada testu˚, jenž sdílejí stejné prˇíslušenství. Nezáleží na porˇadí provádeˇní
testu˚.
• Test result - sbeˇr výsledku˚ testovacích funkcí.
• Assertion - funkce, metoda nebo makro, které oveˇrˇuje stav nebo chování jednotky
v rámci testu. Selhání tvrzení obvykle vyvolá výjimku a zastaví vykonávání aktu-
álního testu.
9Nová funkcionalita obsahuje neˇkteré z teˇchto znaku˚ xUnit architektury. Jsou jimi naprˇí-
klad Test runner, Test result nebo Assertion.
Porovnání nejpoužívaneˇjších testovacích nástroju˚ z rodiny xUnit pro neˇkteré z nej-
známeˇjších programovacích jazyku˚ se nachází níže.
• JUnit1 - je testovací nástroj pro programovací jazyk Java. Testy se zde píší do trˇíd,
které jsou umíst’ovány do speciálních složek. Jednotlivé testy se zde oznacˇují anota-
cemi (@Test) a jeden test tvorˇí jedna metoda trˇídy. V anotaci lze urcˇit, která výjimka
se ocˇekává, že bude vyvolána @Test(Expected=IOException.class).
• NUnit2 - je testovací nástroj pro programovací jazyky z rodiny .NET. Testy se zde
také píši do trˇíd (trˇída musí být oznacˇena atributem [TestCase]), kdy jeden test
reprezentuje jedna metoda oznacˇená atributem [Test]. Lze také urcˇit zda se ocˇe-
kává vyvolání výjimky pomocí [ExpectedException( typeof( Argument-
Exception ) )]
• Google C++ Testing Framework3 - Testovací nástroj pro jazyk C++ vyvinutý firmou
Google. Testovací funkce se zde píší jako makra. Každé makro má dva parametry:
test case name a test name. Testovací soubor má prˇíponu .cc a spouští se celý soubor
naráz. Funkce assertion (tvrzení) zde existují.
• PyTest4 - Je testovací framework pro programovací jazyk Python. Jednotlivé testy
se do souboru píšou jako globální funkce. Testy se poté spouští jako jeden soubor.
Všechny tyto nástroje mají podobné ovládání. JUnit a NUnit mají hromadné spoušteˇní
testu˚, kontrolu výsledku˚ testu˚, spoušteˇní pouze neúspeˇšných testu˚ atd. zabudované prˇímo
ve vývojovém prostrˇedí jazyka (naprˇ. Visual Studio, NetBeans). Zato testovací nástroj pro
C++ a Python spoušteˇjí testy prˇes samotné spušteˇní testovaného souboru s testy v prˇíka-
zovém rˇádku, nebo z jiného spustitelného souboru.
2.5 Další možnosti hledání chyb
Kromeˇ testování existují ješteˇ dveˇ možnosti, jak nalézt chyby. Jeden zpu˚sob je matematic-
kého pu˚vodu - verifikace. Druhý zpu˚sob se používá prˇevážneˇ k rˇešení chyb - debuggo-
vání. Uživatel už prˇibližneˇ ví, kde se nachází chyba, ale krokováním jednotlivých rˇádku˚
kódu se snaží nalézt prˇesná prˇícˇina.
2.5.1 Ladeˇní programu
Ladeˇním obvykle rozumíme systematické hledání chyb pomocí krokování v debuggeru.






daný kód programu tak, že dosadí vlastní zarážky na místa, kde je definována zarážka
(breakpoint) a umožní tak pozastavit beˇh programu na daném prˇíkazu, nebo umožní
beˇh programu krokovat po prˇíkazech, poprˇ. rˇádcích zdrojového kódu. V okamžiku po-
zastavení programu si lze prohlížet cˇi meˇnit obsah pameˇti konkrétních promeˇnných, stav
zásobníku˚, registru˚ a podobneˇ. Tímto zpu˚sobem mu˚žeme oveˇrˇit, zda program splnˇuje
funkcˇnost, která byla zamýšlena[5].
2.5.2 Formální verifikace
Stanovení vlastností softwarového nebo hardwarového návrhu používající logiku, nikoli
jen testování nebo neformální argumenty. Jedná se o formální specifikaci požadavku˚, for-
mální modelování implementace a prˇesná pravidla k odvozování, aby se prokázalo, zda
daná implementace splnˇuje specifikaci. Formální verifikace je cˇinnost, která potvrdí nebo
vyvrátí správnost systému s ohledem na jeho vlastnosti nebo formální specifikace[8].
Prˇi klasickém testování softwaru, není jistota, že jsou nalezeny veškeré chyby, které
se v softwaru mohou nacházet. Na rozdíl od verifikace, která využívá oveˇrˇování správ-
nosti softwaru na základeˇ matematických formálních metod. Formální verifikace oveˇrˇuje
vlastnosti systému, které musí být definovány na zacˇátku. Prohledává celý stavový pro-
stor a hledá takové stavy, které splnˇují prˇedem stanovené podmínky.
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3 Paralelní systémy
Procesem se myslí aplikace, nebo program, který zavedl do operacˇní pameˇti operacˇní
systém. OS pro každý proces vytvárˇí tzv. virtuální adresní prostor, tedy pameˇt’ový pro-
stor, který náleží danému procesu a ve kterém se proces nachází.
Vláknem se myslí objekt OS, ve kterém beˇží programový kód. Vlákno je skutecˇnou
pracovní jednotkou. Prˇi vytvorˇení nového procesu vzniká proces a jeho adresní prostor a
vytvorˇí se vlákno, ze kterého se aplikace spustí. Toto vlákno se nazývá primární a OS ho
vytvárˇí zcela automaticky.
Primární vlákno mu˚že tvorˇit nové vlákna. Tak samo mu˚že i každé vytvorˇené vlákno
vytvárˇet další vlákna. Takových vláken mu˚že být libovolné množství. Všechna vlákna
jednoho procesu využívají tentýž spolecˇný virtuální adresní prostor procesu. Adresní
prostor je definován procesem, ne vláknem, proto je možné sdílet data procesu více
vlákny.
Úloha (Task) je objekt, jehož kód se sekvencˇneˇ vykonává. Každému vláknu procesu
odpovídá jedna úloha[7, 11].
3.1 Paralelismus
Systém, v neˇmž mu˚že probíhat neˇkolik procesu˚ soucˇasneˇ, oznacˇujeme jako paralelní sys-
tém. Paralelismus má využití ve zvyšování výkonu cˇíslicových systému˚ vhodným rozdeˇ-
lením úkolu˚ mezi jednotlivé složky paralelního systému. Mu˚žeme tedy provést neˇkolik
operací soucˇasneˇ, tím se zkrátí doba pro vykonání zadaného úkolu a tak dochází k ru˚stu
efektivity celého systému. Tento ru˚st efektivity je ale omezen, jak velikostí komunikace,
tak samotným pocˇtem procesoru˚. Také je zde omezení ohledneˇ rozdeˇlení velkého pro-
blému na menší, nelze rozdeˇlovat problém do nekonecˇna.
Paralelními systémy lze také chápat jako systémy, které paralelneˇ rˇeší výpocˇetneˇ slo-
žité problémy rozdeˇlením na menší podproblémy, které se dále paralelneˇ zpracovávají.
Úrovneˇ granularity paralelního procesu vyjadrˇují, jak velké celky se zpracovávají sou-
cˇasneˇ[6].
• Hrubozrnná granularita - Hovorˇíme zde o systémech s více než jedním procesorem,
kde je paralelismus na úrovni procesu˚
• Jemnozrnná granularita - Hovorˇíme zde o paralelismu na úrovni prˇíkazu˚.
Paralelní systémy se dále deˇlí na homogenní a heterogenní. Homogenní systémy jsou
tvorˇeny procesory stejného typu se stejnou sadou instrukcí. Heterogenní systémy mohou
tvorˇit ru˚zné pocˇítacˇe s ru˚znými procesory, s ru˚znou architekturou, s ru˚znými operacˇními
systémy a ru˚zným zobrazením dát.
3.2 Rozdeˇlení paralelních systému˚
Výpocˇetní systém je zarˇízení, do kterého vstupuje jeden nebo více typu˚ dat a jeden nebo
více typu˚ instrukcí, které zpracování dat rˇídí.
Výpocˇetní systémy se deˇlí podle charakteristických vlastností:
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• SI (Sigle Instruction) - Zpracování jednoho toku instrukcí
• MI (Multiple Instruction) - Zpracování více toku˚ instrukcí
• SD (Sigle Data) - Zpracování jednoho toku dat
• MD (Multiple Data) - Zpracování více toku˚ dat
Dále se výpocˇetní systémy rˇadí do ru˚zných kategorií podle zpracování instrukcí a dat
(viz tabulka 1). Obrázek 3.1 popisuje nejpoužívaneˇjší typy architektury paralelních sys-
tému˚. Existují také SISD a MISD typy. Typ SISD je zpracovávaní dat sérioveˇ podle jedné
instrukce. V dnešní dobeˇ se již tato architektura nevyužívá. Prˇíkladem tohoto typu je von
Neumannu˚v pocˇítacˇ. Typ MISD je zpracování jedneˇch dat více instrukcemy. Vyžaduje















Obrázek 3.1: Ukázka Flynnovy klasifikace paralelních systému˚ (Flynnová taxonomie).
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3.3 Organizace pameˇti
Kromeˇ pocˇtu procesoru˚, jejich rychlosti a topologie jejich propojení, je výkon pocˇítacˇe
ovlivneˇn také velikostí a rychlostí pameˇti.
Rychlost pameˇti deˇlíme na vybavovací dobu a cyklus pameˇti. Vybavovací doba je
doba, ve které se vykoná jeden zápis nebo cˇtení z pameˇti. Cyklus pameˇti je délka inter-
valu mezi dveˇmi po sobeˇ jdoucími požadavky na pameˇt’.
Pro snížení cyklu˚ pameˇti se používá pameˇt’ s prokládanými cykly. Pameˇt’ je zde roz-
deˇlena do bloku˚, kde každý blok je nezávislý na ostatních, pracuje samostatneˇ a je scho-
pen provádeˇt cˇtecí nebo zapisovací cyklus nezávisle na ostatních. Každý procesor poté
komunikuje strˇídaveˇ s ru˚znými pameˇt’ovými bloky. Díky tomu mohou jednotlivé cykly
probíhat paralelneˇ a komunikace pameˇti s procesorem se zrychlí[6].
3.3.1 Sdílená pameˇt’
Bloky hlavní pameˇti jsou pro všechny procesory spolecˇné, tzn. pameˇt’ je sdílená pro
všechny procesy. K propojení se využívá propojovacích sítí, které umožnˇují propojit li-
bovolný procesor s libovolným blokem pameˇti. Toho se využívá v komunikaci mezi pro-
cesory, kdy spolu komunikují prostrˇednictvím dat, které ukládají do pameˇti. Proto jsou
vhodné pro úlohy s velkou rychlostí komunikace a s velkými nároky na rozsah. Mu˚že
nastat konflikt prˇi komunikaci a to problém s konzistencí dat.
3.3.2 Distribuovaná pameˇt’
Každý procesor má svu˚j blok pameˇti a také mu˚že mít i vlastní soubor periferií. Stává se
tak jádrem pocˇítacˇového uzlu. Všechny tyto uzly spojuje propojovací sít. Výhodou tako-
vého rozdeˇlení procesoru˚ a pameˇtí je, že nemu˚že nastat konflikt dat a prˇístup procesoru k
pameˇti mu˚že prˇistupovat plnou rychlostí bez vyrušení ostatními procesory. Procesy mezi
sebou komunikují formou zasílání zpráv prˇes propojené síteˇ.
3.3.3 Hybridní pameˇt’
Hybridní architektura pameˇti je kombinací sdílené a distribuované pameˇti. Uzel je zde
reprezentací více procesoru˚, které mají spolecˇnou sdílenou pameˇt’. V uzlu tedy platí to,
co pro architekturu sdílené pameˇti. Distribuovaná architektura se zde promítá v komuni-
kaci mezi jednotlivými uzly. Aby mezi sebou mohly komunikovat, posílají si mezi sebou
zprávy.
3.4 MPI - message passing interface
MPI - Message Passing Interface je knihovna specifikující rozhraní pro (explicitní) pro-
gramování paralelních aplikací na jednom nebo více pocˇítacˇích s distribuovanou pameˇti.
Startuje neˇkolik procesoru˚, které si mezi sebou zasílají zprávy, prˇicˇemž každý má svu˚j
vlastní blok pameˇti. Pokud chceme docílit maximálního výkonu a odstraneˇní zpoždeˇní
prˇepínáním kontextu, prˇideˇlíme každému procesoru jeden proces. MPI je nezávislé na
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programovacím jazyce, ale prˇevážneˇ se setkáme s implementacemi v jazycích C, C++ a
Fortran. Existuje mnoho implementací této knihovny, naprˇíklad OpenMPI5, MPICH6 a
LAM7. MPI je standardizováno na MPI fóru8[1].
3.5 Nástroj Kaira
Nástroj Kaira9 je open-source vývojové prostrˇedí pro tvorbu paralelních systému˚ s dis-
tribuovanou pameˇtí pomocí rozhraní MPI. Samotný nástroj má sloužit k jednotnému
prostrˇedí pro vývoj, testování, ladeˇní, predikci výkonu a verifikaci aplikací. Programo-
vání zde kombinuje principy tzv. vizuálního programování s obvyklým popisem cˇásti
programu formou textu. Vizuální jazyk je inspirován barevnými Petriho síteˇmi10, které
slouží pro popis komunikace mezi jednotlivými procesy (viz 3.2), zatímco výkonné cˇásti
jsou psány pomocí programovacího jazyka C/C++.
Hlavní cílem Kairy je zjednodušit vývoj paralelních aplikací s distribuovanou pameˇtí.
Kaira umožnˇuje navrhovat grafické modely paralelních systému˚, vkládat sekvencˇní kód
do prˇechodu˚ modelu, generovat konecˇnou aplikaci, která využívá rozhraní MPI, zobra-
zovat simulaci, ladit samotný kód, nebo testovat sekvencˇní kód libovolného prˇechodu
pomocí noveˇ vyvinutého rozhraní pro testování.
Prˇechod, který má na všech svých vstupních místech v jednom okamžiku asponˇ je-
den token, se nazývá proveditelný. Prˇechod obsahuje prˇechodovou funkci, která se pro-
vádí prˇi každém provedení prˇechodu. Tato prˇechodová funkce obsahuje sekvencˇní kód.
Sekvencˇní kód mu˚že uživatel libovolneˇ upravovat, vkládat si zde své fragmenty kódu
a používat definované globální funkce a promeˇnné z hlavicˇkového kódu projektu. Tento
hlavicˇkový kód se píše v nastavení projektu. Zvláštním prˇípadem prˇechodu je Kolektivní
prˇechod. Je to typ, který neobsahuje sekvencˇní kód. Jeho úkolem je zajistit neˇjaký druh
kolektivní komunikace mezi všemi procesy aplikace. Na obrázku 3.3 lze videˇt editor sek-
vencˇního kódu v nástroji Kaira.
Pokud sít’ obsahuje více proveditelných prˇechodu˚ soucˇasneˇ, jsou zde dveˇ možnosti,
jak se rˇeší jejich provedení. Pokud jednotlivé prˇechody nemaji úrcˇenou svojí prioritu
provedení, není zarucˇena posloupnost provedení teˇchto prˇechodu˚ a jsou libovolneˇ pro-
vádeˇny a mohou být provádeˇny i soucˇasneˇ. Pokud ale prˇechod má úrcˇenou prioritu,
funguje zde provádeˇní jako v prioritní fronteˇ. Prˇechody s veˇtší prioritou jsou provedeny
drˇíve, než prˇechody s nižší prioritou.
Kromeˇ prˇechodu˚ mohou obsahovat sekvencˇní kód také místa. Pro místa je tento sek-
vencˇní kód pouze inicializacˇní. To znamená, že prˇi spušteˇní simulace se naplní místo
hodnotami, spustí se inicializacˇní kód, a poté už se v simulaci kód znovu neprovádí.
Oproti tomu sice hrany obsahují pouhé fragmenty kódu, ty se ale provádí prˇi každém








taxe fragmentu kódu na hranách, od C++ syntaxe, je popsána v disertacˇní práci autora
nástroje Kaira [1]
Pokud hrana obsahuje pouze název promeˇnné, kterou prˇedává, nevzniká komuni-
kace mezi jednotlivými procesy. Pokud ale hrana obsahuje fragment kódu, který by zna-
cˇil, že prˇedává data na jiný proces (kód smeˇrˇující promeˇnou na jiný proces má tvar
název_promeˇnné@cˇíslo_procesu), funguje zde komunikace jako na obrázku 3.2, kde
tyto prˇechody mezi procesy znacˇí cˇárkovaná šipka. Každý proces vlastní svoji vlastní ko-
pii síteˇ.
Obrázek 3.2: Ukázka komunikace mezi jednotlivými procesy pomocí barevných Petriho
sítí v nástroji Kaira.
Obrázek 3.3: Editor sekvencˇního kódu prˇechodu v nástroji Kaira.
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4 Podpora testování sekvencˇního kódu
Hlavním nedostatkem Kairy byla nemožnost testování sekvencˇního kódu uvnitrˇ prˇe-
chodu. Drˇíve to bylo možné pouze za pomocí externích nástroju˚. Zárovenˇ zde byl reálný
problém se sekvencˇním kódem psaným v C/C++. Jelikož jsou zde typicky použity pouhé
fragmenty kódu, které jsou napojeny na vizuální cˇást programu, není tak možné snadno
je prˇenést do externího nástroje. Hlavním úkolem je tedy umožnit uživateli vygenerovat
si vlastní samostatnou sít’ pro konkrétní prˇechod a z této síteˇ poté nechat uživatele vytvo-
rˇit si test. Tato sít’ bude nezávislá na zbytku programu a bude ji dále možno jednoduše
prˇevést do externího vývojového prostrˇedí, a to vygenerováním C/C++ kódu nástrojem
Kaira. V externím vývojovém prostrˇedí lze poté generovaný kód naprˇ. debugovat.
Zárovenˇ je potrˇeba vytvorˇit funkcionalitu, která by umožnila testovat daný fragment
kódu aplikace v samotné Kairˇe tak, aby meˇl uživatel prˇipraveny veškeré testovací funkce,
které by potrˇeboval pro porovnávání hodnot. Mohl by si dále sekvencˇní kód upravit dle
svých požadavku˚. To by meˇlo zajistit možnost testovat kód prˇímo v nástroji Kaira bez
potrˇeby dále ho generovat a prˇevádeˇt do externího vývojového prostrˇedí.
4.1 Možnosti rˇešení
Je více možností jak implementovat funkcionalitu, která rˇeší tento úkol. První možností
je upravit vygenerovaný kód síteˇ tak, aby obsahoval pouze funkcˇnost prˇechodu a jeho
okolí. Další možností rˇešení problému je generování nových testovacích sítí, které vytvárˇí
novou sít’ ze síteˇ již existující, a to tak, že se odeberou komponenty, které blízce nesouvisí
s testovaným prˇechodem.
4.2 Úprava vygenerovaného kódu
Prˇi sestavení a simulaci navržené síteˇ uživatelem se generuje výsledný C/C++ kód, který
reprezentuje aplikaci navrženou v Kairˇe. Tento kód se generuje automaticky v nástroji.
Toho by se dalo využít prˇi tvorbeˇ testovací síteˇ tak, že by se generoval pouze kód, který
blízce souvisí s daným prˇechodem, tedy prˇechodová funkce prˇechodu a funkce vstup-
ních a výstupních míst a hran. Daný kód by potom obsahoval jen to potrˇebné pro testo-
vání sekvencˇního kódu a tím pádem by byl obsahoveˇ menší, byl by uživateli více srozu-
mitelný a kód by prˇedstavoval pouze okamžik, kdy se uživatel nachází prˇed a po prove-
dení prˇechodu.
Výhodou tohoto rˇešení je zkrácený vygenerovaný kód, který je kratší než celý pu˚-
vodní program. Nevýhodou tohoto rˇešení ale je, že daný kód se nedá opeˇt vizualizovat
v Kairˇe a upravovat ho zde. Proto by bylo potrˇeba využít externí vývojové prostrˇedí.
4.3 Generování nových podsítí
Podstatou tohoto rˇešení je dát možnosti jednoduššího exportu testu do externího nástroje
generováním výsledné aplikace, které je obsahoveˇ menší, umožnující pracovat pouze s
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testovaným prˇechodem a využitím testovacích funkcí assert, které jsou typické pro tes-
tovací nástroje z architektury xUnit. To vše v samotném nástroji Kaira.
Hlavní podstatou je vygenerování nové síteˇ do již stávajícího projektu, poprˇípadeˇ
do nového, kdy noveˇ vygenerovaná sít’ bude mít pouze testovaný prˇechod a vstupní a
výstupní místa daného prˇechodu. To umožní pracovat pouze s testovaným prˇechodem.
Du˚ležitou funkcˇností obou rˇešení je možnost uložit si hodnoty na vstupních místech prˇe-
chodu prˇed jeho provedením. Pro generování nových podsítí je ale tato funkcˇnost du˚le-
žiteˇjší. Díky této funkcˇnosti lze pracovat s testovanou sítí jako se sítí celou, jen díky tomu,
že vstupní místa si nacˇtou uživatelem uložené hodnoty, které se prˇi simulaci generované
podsíteˇ vizualizují v samotném nástroji Kaira, a které se poté po jednom posílají do prˇe-
chodu jako vstupní hodnoty. Testovaná sít’ se díky tomu chová jako by se vše prˇed tím
a potom provedlo neˇkde mimo a uživatel se mu˚že veˇnovat pouze tomu, aby si otesto-
val sekvencˇní kód testovaného prˇechodu. Osamostatneˇní prˇechodu a jeho okolí do nové
síteˇ lze využít pro snadneˇjší export do externího vývojového prostrˇedí, protože výsledný
vygenerovaný kód obsahuje jen funkcˇnost spojenou s prˇechodem.
Výhodou implementace tohoto rˇešení je, že Kaira nabízí generování a vizualizaci sítí.
To umožní vygenerovat novou sít’ z prˇedešlé umazáním komponent síteˇ a vizualizovat
ji v Kairˇe jako novou sít’, se kterou lze dále pracovat, jako by to byla samotná aplikace
vyvíjená v Kairˇe. Další výhodou je zkrácený vygenerovaný kód, který je kratší než celý
pu˚vodní program.
4.4 Porovnání možností
Obeˇ možnosti rˇešení zkracují vygenerovaný kód výsledné aplikace. Kód je díky tomu
více srozumitelný a obsahuje pouze tu cˇást síteˇ, která závisí na testovaném sekvencˇním
kódu. Možnost úpravy generovaného kódu ale neumožnˇuje následné úpravy síteˇ a tes-
tovaní v nástroji Kaira. Je tudíž potrˇeba pro následnou tvorbu testu˚ a provádeˇní testu˚
použít externí nástroj. Oproti tomu, generování nových podsítí umožnˇuje úpravu vyge-
nerované podsíteˇ v samotném nástroji, vytvorˇení testu z podsíteˇ a následné spoušteˇní
jednotlivých testu˚ v testovacím prostrˇedí nástroje Kaira.
18
5 Implementace nové funkcionality
Bylo vybráno rˇešení Generování nových testovacích sítí, kvu˚li již implementovanému ge-
nerátoru sítí v samotném vývojovém prostrˇedí, a díky tomu není pro samotné testování
potrˇeba použití externích nástroju˚. Rˇešením je noveˇ vyvinutá funkcionalita, která dovo-
luje testovat sekvencˇní cˇást libovolného nekolektivního prˇechodu v modelu aplikace v
nástroji Kaira. Rozhraní navíc umožnˇuje ukládat aktuální hodnoty všech vstupních míst
prˇechodu a zárovenˇ využít definovaných funkcí store_binding a load_binding.
Tyto funkce mu˚že uživatel použít pro ukládání hodnot a nacˇítání uložených hodnot
prˇímo v kódu. To znamená, že mu dává na výbeˇr mezi použitím kontextového menu
v simulaci a napsáním si této funkcˇnosti sám do sekvencˇního kódu míst. Protože je po-
trˇeba zajistit konzistenci a aktuálnost uložených dat ze simulace, ukládá si každý projekt
informace o tom, jaké testovací síteˇ z neˇj byly vytvorˇeny. Když se poté uloží hodnoty v
simulaci, aktualizují se všechny data do všech vytvorˇených testovacích sítí, které byly
generovány do nových projektu˚.
Nakonec umožnˇuje používat definovanou assert metodu, která vyhodnocuje a testuje
ocˇekávané hodnoty s aktuálními hodnotami v jednotlivých krocích simulace. Uživatel
si mu˚že do této metody vložit vlastní definovanou porovnávací funkci ve tvaru bool
name(T first, T second), díky které dostává volnost v porovnávání objektu˚. Sa-
mozrˇejmeˇ uživatelem definovaná funkce nemusí porovnávat, ale musí vracet True/False,
podle kterého se poté vyhodnocuje, zda hodnota prošla nebo ne. Pokud se porovnávané
objekty nerovnají nebo metoda vrací False, uživatel je upozorneˇn v konzoli na neúspeˇš-
nost testu a mu˚že být ukoncˇen beˇh programu. Pokud se rovnají, beˇh aplikace pokracˇuje
dále a uživatel si mu˚že zvolit, zda chce být upozorneˇn na úspeˇšné provedeˇní testu.
Kromeˇ samotného tvorˇení testu, nabízí nová funkcionalita také testovací prostrˇedí,
které umožní uživateli spoušteˇt sadu testu˚, upravovat jednotlivé sady testu˚ a procházet
výsledky jednotlivých testování.
5.1 Vytvorˇení nové síteˇ a její spušteˇní
Pro vytvorˇení nové síteˇ je potrˇeba vytvorˇit nový projekt. Nový projekt se vytvorˇí z menu
Project. Po jeho vytvorˇení se objeví horní lišta s nabídkou komponent, které se mohou
prˇidat do síteˇ. Také je zde možnost upravit nastavení projektu a jeho hlavicˇkový kód,
který se ve výsledku chová jako globální. Tento kód se dá upravit v menu Edit pod Edit
head code. Prˇidáním pár komponent a jejich úpravou lze vytvorˇit sít’ jako na obrázku 5.1.
Tato sít’ má za úkol vypocˇíst pocˇet prvocˇísel v úrcˇitém rozsahu, který vychází ze soucˇtu
promeˇnných WAIT_IN a NUMB_IN. Místo WAIT slouží k odložení hodnoty NUMB_IN
na další provedení prˇechodu.
Vyvoláním kontextového menu prˇechodu lze editovat jeho sekvencˇní kód (viz Edit
code). Pro editaci sekvencˇního kódu se otevrˇe vestaveˇný editor, viz obr: 3.3. Pokud prˇe-
chod obsahuje sekvencˇní kód, je zobrazen jako obdelník s dvojitou cˇarou (viz prˇechod
COUNT PRIMES na obr.: 5.1).
Existuje tedy vytvorˇená spustitelná sít’. Volbou menu Simulation - Run Simulation se
spustí simulace síteˇ. Pokud má projekt v nastavení prˇidané parametry, zobrazí se prˇed
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Obrázek 5.1: Ukázka libovolné síte v nástroji Kaira.
samotným spušteˇním dialog s nastavením hodnot parametru˚. Jinak se zobrazí dialog
pouze s natavením pocˇtu procesu˚, které bude sít’ využívat. Jak vypadá sít’ v simulaci lze
videˇt na obrázku 5.2.
Obrázek 5.2: Ukázka simulace libovolné síte v nástroji Kaira.
5.2 Pocˇátek testování
Po dobu provádeˇní prˇechodu˚ v simulaci mu˚že uživatel narazit na hodnoty, které jsou
podle neˇj neocˇekávané. Proto je dobré vygenerovat si sít’, kde lze otestovat sekvencˇní
kód prˇechodu. Tento kód lze poté upravovat nezávisle na zbytku síteˇ, nezmeˇní se prˇitom
celková funkcˇnost aplikace, dokud se opravený kód neumístí zpeˇt do hlavní síteˇ. Tes-
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tovací sít’ by meˇla v prˇípadeˇ nutnosti generovat novou aplikaci, která bude obsahovat
pouze kód potrˇebný pro spoušteˇní testu˚ pro testovaný prˇechod.
Pro vygenerování testovací síteˇ a pro ukládání hodnot, tedy ovládání všech imple-
mentovaných funkcí testování, slouží kontextové menu libovolného prˇechodu, které lze
videˇt na obrázku 5.3. Kontextové menu nabízí 4 možnosti, dveˇ možnosti generování tes-
tovací síteˇ a dveˇ možnosti ukládání hodnot, které se poté promítají do testovaných sítí
jako inicializované hodnoty. Ukládání hodnot je ale možné pouze u prˇechodu, který je
v danou chvíli proveditelný. Pro prˇechody, které jsou kolektivní není povolena žádná
možnost pro testování. Je to z toho du˚vodu, že kolektivní prˇechod nemu˚že obsahovat
sekvencˇní kód, tudíž nemá smysl testovat takovýto prˇechod.
Pokud uživatel nechce tvorˇit síteˇ pro test generováním sítí, nabízí se mu možnost vy-
tvorˇit si takovou sít’ sám. Jediné cˇím se bude tvorba testovací síteˇ lišit je to, že si uživatel
nebude generovat sít’ automaticky, ale upraví si sít’ tak, aby z ní byl test. Tedy odstraní
nepotrˇebné komponenty síteˇ a dodá prˇechod QUIT TRANSITION, který poté korektneˇ
ukoncˇí test. Mu˚že také využít rozhraní pro využití testovacích funkcí a poté svu˚j vlastní
test prˇidat do testovacího prostrˇedí. Nemusí si tak nechat vygenerovat sít’ generátorem a
prˇesto smí použit funkcˇnosti nové funkcionality.
Obrázek 5.3: Kontextové menu proveditelného prˇechodu v nástroji Kaira.
5.3 Generování testovacích sítí
První volbou kontextového menu prˇechodu je Generate testing subnet. Po zvolení této
možnosti se generuje nová testovací sít’, která se poté nachází ve stejném projektu jako
hlavní sít’. Na obrázku 5.4 lze videˇt noveˇ vygenerovanou sít’ pro prˇechod s názvem
COUNT PRIMES ze síteˇ na obrázku 5.1.
Generování testovací síteˇ probíhá tak, že se jako první znovu nacˇte celá sít’, která se
poté zkopíruje do pameˇti. Noveˇ zkopírovaná sít’ zmeˇní každé komponenteˇ síteˇ id. Poté
se prochází jednotlivé komponenty síteˇ a kontroluje se, zda blízce souvisí s testovaným
prˇechodem. To znamená, že pokud je prvek vstupním nebo výstupním místem anebo
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vstupní nebo výstupní hranou, tak poté tento prvek blízce souvisí s testovaným prˇecho-
dem. Pokud se tedy prˇi procházení síteˇ narazí na prvek, který blízce nesouvisí, tak se z
testovací síteˇ odstraní.
Kromeˇ smazání neˇkterých komponent síteˇ se provádí neˇkolik dalších veˇcí, prˇidání no-
vého prˇechodu, nastavení priorit a nastavení sekvencˇního kódu vstupním místu˚m. Všem
vstupním místu˚m se maže jejich sekvencˇní kód a vkládá se jim nový. A to ca::load(
place_data_file, place_id). Tato funkce zajišt’uje nacˇtení uložených hodnot ze
simulace.
Aby byl proces provádeˇní síteˇ vždy rˇádneˇ ukoncˇen, nastavuje se testovanému prˇe-
chodu priorita 1 a prˇidává se do generováné síteˇ jeden nový prˇechod. Prˇechod se nazývá
QUIT TRANSITION a má nastavenou prioritu 0. Tento prˇechod obsahuje sekvencˇní kód,
který zarucˇí správné ukoncˇení procesu síteˇ a tím kódem je ctx.quit(). Tento prˇíkaz
ukoncˇí všechny vlákna, uvolní pameˇt’ a poté ukoncˇí samotný proces síteˇ.
Generování testu˚ je omezeno. Pokud byl test vygenerován do stejného projektu, je
znemožneˇno generovat další testy pro stejný prˇechod v tom samém projektu. Prˇesto lze
generovat další testy ze stejného prˇechodu do jiných projektu˚. Jakmile bude smazána sít’,
která obsahuje vygenerovaný test pro daný prˇechod, možnost generovat testy pro stejný
prˇechod do stejného projektu se znovu povolí.
Zvláštním prˇípadem prˇi generování testu je vstupneˇ-výstupní místo. Prˇíkladem to-
hoto místa je místo WAIT v ukázkové sítí na obr.: 5.1. Dochází zde totiž k rozdeˇlení z
jednoho místa na dveˇ. Ukázka rozdeˇlení je videˇt na obr.: 5.4. Du˚vodem rozdeˇlení je to, že
na vstupní a výstupní hraneˇ mohou být ru˚zné výrazy, které se potrˇebují zachovat. Tedy
vstupní hodnoty jsou videˇt na vstupním místeˇ, které je zárovenˇ i inicializované. Výstupní
hodnoty z prˇechodu lze videˇt na výstupním místeˇ. Nerozdeˇlením místa by se také poté
u neˇj hromadili výstupní tokeny prˇechodu, které by se vmíchaly do teˇch vstupních.
Dalším zvláštním prˇípadem, který navazuje na prˇedešlý je dvojitá (bidirectional) vazba.
Tato vazba zasílá tokeny na obeˇ strany. Tato vazba ale zu˚stává nezmeˇneˇna. Nerozpadá
se tedy na dveˇ místa jako vstupneˇ výstupní místo. Ukázka takové dvojité vazby je na
obrázku 5.5. Tato vazba se nerozdeˇluje, protože výraz na hranách je vždy stejný, proto
není potrˇeba rozdeˇlovat tuto vazbu.
Obrázek 5.4: Vygenerovaná testovací sít’ v nástroji Kaira.
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Obrázek 5.5: Dvojitá vazba mezi místem a prˇechodem v nástroji Kaira.
5.4 Nový projekt
Volba Generate testing subnet to new project generuje testovací sít’ do nového projektu. Po
zvolení umísteˇní a názvu nového projektu se vygeneruje nová sít’ a otevrˇe se nový pro-
jekt.
Po jeho vytvorˇení se nakopíruje celé nestavení projektu do testovacího projektu. Mezi
nastavení, které se kopíruje, patrˇí hlavicˇkový kód, parametry projektu a knihovny, které
jsou prˇidány do seznamu souboru˚ v nastavení projektu (viz Edit project config - Build).
Kopírování knihoven je ale omezeno pouze na ty, které uživatel naincluduje do hlavicˇko-
vého kódu projektu. Zjišteˇní všech takto nalinkovaných knihoven se provádí parsováním
kódu a porovnává se každý naincludovaný soubor se seznamem souboru˚ prˇidaných v
nastavení. Pokud nastane shoda, kopíruje se hlavicˇkový i zdrojový soubor. Pokud se par-
sováním nalezne soubor, který není v seznamu, soubory se nekopírují. Pokud poté nelze
spustit simulaci testu z du˚vodu chybeˇjící knihovny, kterou nemeˇl uživatel správneˇ prˇi-
danou do projektu, nahlásí Kaira do konzole informace o chybeˇjících knihovnách. Du˚vo-
dem takovéhoto jednání je to, že pro danou funkcˇnost není potrˇeba parsovat každý hla-
vicˇkový a zdrojový soubor použitý v projektu a zjišt’ovat všechny includované knihovny.
Pokud by meˇl uživatel neˇkolik desítek až stovek includovaných knihoven, které by se
naprˇ. navzájem cyklily, mohlo by to být cˇasoveˇ velmi nárocˇné.
Pro zajišteˇní aktuálnosti ukládaných dat ve všech testovacích projektech se prˇi uklá-
dání hodnot v simulaci kopírují ukládané data do všech takto vytvorˇených projektu˚.
Bylo v plánu generování testovací síteˇ do nového projektu, aniž by se narušila simu-
lace hlavní síteˇ, a aniž by se muselo prˇepnout na noveˇ vytvorˇený projekt. Bohužel zde
nastaly problémy ohledneˇ událostí, které se volají v ru˚zných situacích a zajistí naprˇ. to,
že se projekt po zmeˇneˇ uloží, nebo že se promítne nová sít’ v projektu po jejím prˇidání.
Tyto eventy ale potrˇebují pro svu˚j chod, aby byl projekt nastaven jako hlavní v aplikaci. Z
tohoto du˚vodu se prˇi generování do nového projektu prˇepne na nový projekt a nezu˚stává
tedy spušteˇn ten s hlavní sítí.
5.5 Ukládání hodnot
Každá hodnota v urcˇitém místeˇ je reprezentována jako Token. Místa si udržují aktuální
tokeny v poli, které je funkcˇní reprezentací fronty (první dovnitrˇ, první ven). Každý token
v sobeˇ udržuje hodnotu podle typu, který má místo prˇirˇazeno. Kromeˇ vlastní hodnoty,
nebo objektu, udržuje také informaci o tom, na kterém procesu se nachází.
Uživatel má možnost tyto tokeny ukládat. Vybráním prˇíkazu STORE BINDING - add
to the current, z kontextového menu na obr.: 5.3, se uloží aktuální hodnoty ze všech vstup-
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ních míst. Uloží se ale pouze ty hodnoty, které jsou práveˇ na rˇadeˇ a lze je uložit pouze u
prˇechodu, který je aktuálneˇ proveditelný. Ukládané hodnoty se prˇipíšou k teˇm, které již
byly uloženy.
Vybráním prˇíkazu STORE BINDING - overwrite the current se ukládají hodnoty stejneˇ
jako u prˇedchozího prˇíkladu, ale s tím rozdílem, že se hodnoty neprˇidávají, ale prˇepíšou
všechny již drˇíve uložené.
Pokud chce uživatel ukládat tokeny na vstupních místech prˇechodu, musí být daný
prˇechod proveditelný. Další podmínkou je, aby si uživatel urcˇil výbeˇrem v levé nabídce,
ze kterého procesu se budou data ukládat. Pokud si uživatel vybere možnost zobrazení
dat ze všech procesu˚, vstupní tokeny, které jsou aktuálneˇ na rˇadeˇ, se nacˇítají z náhodného
procesu a poté se ukládají.
Tokeny se ukládají do souboru˚, kde každý je pojmenován id_vstupniho_mista.data a
jsou umísteˇny do složky, která je pojmenována id_prechodu. Tyto složky se pak kopírují
do všech testovacích projektu˚ prˇi ukládání hodnot.
Du˚ležitou veˇcí, pro ukládání a nacˇítání složiteˇjších typu˚, je mít správneˇ definovaný
packer a unpacker. Packerem se myslí funkce, která definuje zabalování objektu˚ do se-
rializovatelné podoby a unpacker je funkce, která definuje, jak vytvorˇit objekt ze seriali-
zované podoby. Packer a Unpacker mohou být definovany globálneˇ v hlavicˇce projektu,
nebo každý typ, trˇída, cˇi struktura mohou definovat packer a unpacker vlastní. Ukázka
packeru a unpackeru pro strukturu Job lze videˇt na výpisu kódu 1.
Pro nacˇtení uložených hodnot do vstupních míst se používá metoda ca::load().
Tato metoda se automaticky vkládá do každého vstupního místa prˇi generování testo-
vací síteˇ. Metoda nacˇítá všechny uložené hodnoty v porˇadí, v jakém tam byly zapsány a
inicializuje tím vstupní místo síteˇ. Pro dané hodnoty se neukládá na jakém procesu byly
uloženy, tudíž se všechny data po nacˇtení nachází na prvním možném procesu, tedy pro-
ces s id „0“. Du˚vod ukládaní tokenu bez informace na jakém procesu se nachází, je ten,
že se testuje sekvencˇní kód, který je sériový, ne paralelní. Na obrázku 5.6 lze videˇt ukázku
simulace testovací síteˇ s nacˇtenými uloženými hodnotami na vstupních místech testova-
ného prˇechodu. Simulaci celé síteˇ lze videˇt na obrázku 5.2, kde jsou také videˇt všechny





void pack(ca::Packer &p) const {
p << start << end;
}
void unpack(ca::Unpacker &p) {
p >> start >> end;
}
};
Výpis 1: Ukázka packeru a unpackeru pro strukturu Job.
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Obrázek 5.6: Ukázka simulace testovací síteˇ s neˇkolika uloženými hodnotami.
5.5.1 Nacˇítání hodnot uživatelem
Kromeˇ automatického nacˇítání hodnot, má uživatel možnost sám si nacˇítat hodnoty na
vstupních místech. Má pro to prˇipravenou funkci. Nacˇítá hodnoty do místa ze souboru
definovaného uživatelem.
Daná funkce je již drˇíve zmíneˇna void ca::load(const std::string &path,
TokenList<T> &token_list). Používá se pro nacˇítání hodnot ze souboru. Prvním
parameterem je umísteˇní souboru, který má uložené data pro vstupní místo. Druhým
parametrem je samotný TokenList, který je druhým parametrem samotné funkce místa.
Tato funkce nacˇte do místa všechny uložené hodnoty v souboru, pokud jsou správného
typu jako místo, do kterého se nacˇítá.
Pokud by chteˇl uživatel data ukládat v kódu, tak zatím tuto možnost nemá. Existuje
sice metoda ca::store, bohužel se tato metoda volá pouze z generovaného kódu a dosazuje
se tam objekt, který reprezentuje místo, což ze sekvencˇního kódu v Kairˇe není možné
získat.
5.6 Rozhraní pro využití testovacích funkcí
Tvrzení (Assertion) je metoda, která oveˇrˇuje stav nebo chování jednotky v rámci testu.
Selhání tvrzení obvykle indikuje výjimku a zastaví vykonávání aktuálního testu. V nové
funkcionaliteˇ má uživatel možnost využít noveˇ definovanou metodu, která prˇedstavuje
požadovanou funkcˇnost.
Nová funkcionalita nabízí uživateli použití metody assertEquals. Tato metoda je de-
finována se trˇemi nebo cˇtyrˇmi povinnýmy parametry a dveˇma nepovinnýmy a je defi-
nována ve trˇídeˇ Context. Metoda porovnává objekty základní porovnávací funkcí. Uži-
vatel mu˚že definovat vlastní porovnávací funkci. Pokud se objekty nerovnají, systém
mu˚že ukoncˇit simulaci a poté vypíše do konzole zprávu ve tvaru ASSERT EQUALS:
USER_MSG - [Fail] Process: proccess_id (Expected: expected_value, Actual: actual_value). Po-
kud se porovnávané hodnoty rovnají, systém mu˚že vypsat zprávu o úspeˇchu ve tvaru
ASSERT EQUALS: USER_MSG - [Ok], nestane se nic a simulace pokracˇuje dále.
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Pokud se použije metoda se trˇemi parametry, vkládají se pouze dva objekty, které
se mají porovnávat a zpráva, která se vypíše prˇi neúspeˇchu. Jako funkce pro porovnání
dvou projektu˚ se použije drˇíve definovana základní porovnávací funkce. Prˇíklad použití
metody assertEquals se trˇemi parametry lze videˇt ve výpisu kódu 2.
Pokud uživatel použije metodu se cˇtyrˇmi parametry, vkládá jako první parametr svou
definovanou porovnávací funkci. Porovnávací funkce musí vracet true nebo false, jinak
rˇecˇeno návratový typ z C++ bool. Musí mít dva parametry stejného typu. Musí být
tedy ve tvaru bool func_name(T first_object, second_object). Poté funguje
stejneˇ jak metoda se 3-mi parametry.
První nepovinný parametr rˇíká, zda se má proces spušteˇného testu ukoncˇit, když
se prˇi porovnání hodnoty nerovnají. Parametr je bez uživatelské zmeˇny definován jako
false. To znamená, že se po neúspeˇchu proces neukoncˇí a pokracˇuje v beˇhu dále, do-
kud neskoncˇí provedením prˇechodu QUIT TRANSITION. Du˚vodem takového nastavení
je to, že veˇtšinou chce uživatel veˇdeˇt všechny úspeˇšné a neúspeˇšné hodnoty. Pokud ale
je snaha ukoncˇit proces po prvním neúspeˇchu, tedy pouze zjistit, zda projdou všechny
porovnání bez chyby, stacˇí tento parametr nastavit na true. Ukázka použití volání s na-
stavením tohoto parametru je na výpisu kódu 2.
Druhý nepovinný parametr rˇíká, zda se má vypisovat zpráva, pokud bylo porovnání
úspeˇšné. Parametr je bez uživatelské zmeˇny definován jako true, to znamná že se vypisují
i úspeˇšné zprávy. Du˚vodem tohoto nastavení je to, že ve výsledku testování se vypisuje
pocˇet úspeˇšných a pocˇet neúspeˇšných porovnání, tady celková úspeˇšnost testu, která se
pocˇítá z uložených zpráv z nacˇteného logu testu. Pokud uživatel definuje, že je vypisovat
nechce, bude vždy pocˇet úspeˇšných roven nule. Du˚ležitou veˇcí prˇi definování tohoto pa-
rametru uživatelem je ta, že C++ neumožnˇuje prˇi volání funkce zadat název parametru
a jeho hodnotu tak, aby nemusel definovat i ostatní nepovynné parametry. Takže je po-
trˇeba definovat i prˇedešlý nepovinný parametr o ukoncˇení testu po neúspeˇchu. Ukázka





void transition_fn (ca::Context &ctx, Vars &var)
{
int expected = getExpectedValueFor(var.in);
int counted = countSomething(var.in);
ctx .assertEquals(expected, counted, "Expecte not equal counted in transition X");
ctx .assertEquals(expected, counted, "Quit after not equality", true);
ctx .assertEquals(expected, counted, "Dont show passed msg", false, true);
var.out = counted;
}
Výpis 2: Použití metody assertEquals v sekvencˇním kódu prˇechodu
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5.7 Testovací prostrˇedí
Noveˇ vytvorˇená funkcionalita nabízí testovací prostrˇedí, ve kterém dává uživateli mož-
nost editovat jednotlivé testy, zobrazit detail testu s nacˇtením logu výsledku daného
testu, zobrazit a editovat seznam testu˚ a nastavit danému testu sít’, která se bude spouš-
teˇt. Dále umožnˇuje spoušteˇt jeden vybraný test, celou skupinu testu˚, nebo testy, které
byly v posledním testování neúspeˇšné. Následneˇ zobrazuje výsledky testování a statis-
tiky jednotlivých porovnání v každém testu.
Pro zobrazení testovacího prostrˇedí si uživatel vybere položku Edit transition tests v
menu Edit. Po vybrání se otevrˇe nový tab v Kairˇe s názvem Transition tests, který ob-
sahuje vše potrˇebné pro správu a spoušteˇní testu˚. Na obrázku 5.7 je znázorneˇn vzhled
testovacího prostrˇedí.
Obrázek 5.7: Ukázka vzhledu testovacího prostrˇedí nástroje Kaira.
5.7.1 Test
Nová funkcionalita nabízí oveˇrˇení správnosti jednotlivých cˇástí výsledné aplikace po-
mocí testu˚. Testem je zde myšlena sít’ projektu, kterou si uživatel upravil tak, aby oveˇ-
rˇovala správnost urcˇité cˇásti jeho aplikace. Takovou sít’ si mu˚že uživatel vytvorˇit sám,
nebo mu˚že použít generátor podsítí z noveˇ vytvorˇené funkcionality, která mu vytvorˇí
podsít’, ale ne samotný test. Test si již z této podsíteˇ uživatel musí vytvorˇit sám. Generá-
tor má uživateli ulehcˇit pouze generování teˇchto testovacích sítí. S takto upravenou sítí
mu˚že uživatel pracovat v testovacím prostrˇedí. Takových testu˚ mu˚že mít uživatel v jed-
nom projektu více. Každému prˇidanému projektu s testy musí být nastavena sít’, která se
bude prˇi testování spoušteˇt.
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Seznam testu˚ je množina všech testu˚, která je vázana na projekt. Každý projekt mu˚že
mít vlastní množinu teˇchto testu˚. Prˇidání, smazání a editace testu˚ z této množiny jsou
níže popsány.
Pokud má projekt v nastavení projektu zadány parametry, prˇi simulaci síteˇ v nástroji
Kaira se prˇed spušteˇním vyvolá dialog, kde uživatel mu˚že tyto parametry nastavit. Prˇi
generování testu se tyto parametry do testu kopírují. Prˇi spoušteˇní jednotlivých testu˚ se
poté nastavuje každému nekonstantnímu parametru jeho výchozí hodnota. Pokud by
výchozí hodnotu nemeˇl urcˇenou, test by se nesputil, protože by neznal hodnoty všech
potrˇebných parametru˚. Proto je du˚ležité, aby tyto parametry meˇli nastavenou výchozí
hodnotu.
5.7.2 Zobrazení testu˚
Všechny prˇidané testy lze videˇt v seznamu testu˚. Po výbeˇru testu v daném seznamu se
zobrazí detail testu. U každého testu mu˚že být zobrazen výsledek testování. Výsledek se
zobrazuje pouze pokud byl test obsahem posledního testování. Jako výsledek testu mu˚že
být zobrazena jedna ze trˇí možností. Výsledek Passed znamená, že prˇi posledním spušteˇní
testu probeˇhl test v porˇádku a všechny porovnávané hodnoty se rovnaly. Výsledek Fai-
led znacˇí, že testování bylo neúspeˇšné. To znamená, že minimálneˇ jednou se nerovnaly
porovnávané hodnoty. Poslední možnost je Build error, která znacˇí, že prˇi generování a
kompilaci testu z testovací síteˇ nastala chyba. Kde a jaká chyba nastala se vypíše v kon-
zoli aplikace.
Uživatel má možnost filtrovat seznam testu˚ podle výsledku˚ testování. Má možnost
zobrazit si pouze úspeˇšné, neúspeˇšné, které se nespustili díky chybeˇ, všechny bezohledu
na výsledek, nebo si mu˚že zobrazit všechny, které byly obsahem posledního testování. Po
dokoncˇení testování se automaticky meˇní filtr na poslední testované testy, aby uživatel
videˇl výsledky testování a nemusel je všechny hledat v seznamu.
5.7.3 Testovací log soubor
Testovací log soubor je textový dokument, který obsahuje informace o posledním spuš-
teˇní testu. Obsahuje datum a cˇas, kdy byl test spušteˇn, všechny výpisy testu (výpisy assert
zprávy, ale také výpisy, které si uživatel definoval), datum a cˇas ukoncˇení testu a nakonec
jakou hodnotu test vrátil.
Logovací soubor pro každý test se nachází ve složce Test logs hlavního projektu a má
stejné jméno jako samotný test. Uživatel si tedy mu˚že procházet jednotlivé testovací logy
zvlášt’, aniž by musel mít spušteˇné testovací prostrˇedí nástroje Kaira.
5.7.4 Detail testu
Po vybrání testu v seznamu testu˚ se zobrazí jeho detail. Zobrazí se id a název testu, jeho
umísteˇní, název projektu, ve kterém se testovací sít’ nachází a aktuálneˇ spoušteˇná sít’
prˇi testování. Uživatel si tuto sít’ mu˚že meˇnit. Kromeˇ podrobností o testu se taky nacˇítá
obsah testovacího logu. Testovací log obsahuje výsledek a výpis posledního provádeˇní
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testování daného testu. Detail vybraného testu s nacˇteným logem testování lze videˇt na
obrázku 5.8.
Obrázek 5.8: Zobrazení detailu testu v testovacím prostrˇedí nástroje Kaira.
5.7.5 Editace testu
Testovací prostrˇedí umožnˇuje editovat samotný test otevrˇením testového projektu v nové
instanci Kairy.
Button Edit test, který slouží pro editaci testu, se odemkne ve chvíli, kdy má uživatel
vybrán test v seznamu testu˚. Po kliknutí se spustí nová instance nástroje Kaira, která má
nacˇtený projekt s vybraným testem. Uživatel si tedy mu˚že upravit test a poté ho uložit.
Prˇi dalším spušteˇní editovaného testu se již spouští test po úpraveˇ.
5.7.6 Prˇidání testu
Existují dveˇ možnosti, jak prˇidat test do skupiny testu˚. Obeˇ možnosti prˇidávají celý pro-
jekt, který vlastní daný test. Uživatel si pouze v detailu testu nastaví, která sít’ reprezen-
tuje jemu požadovaný test.
První možnost prˇidání testu do seznamu testu˚ je vygenerovaní podsíteˇ ze simulace.
Po vygenerování podsíteˇ se vytvorˇí nová sít’, která se poté musí upravit tak, aby se dala
považovat za test. Takto neupravená sít’ je již ale prˇidána do seznamu testu˚ hlavního
projektu a lze už ji také spustit, protože prˇi tomto zpu˚sobu prˇídání testu se tato sít’ nastaví
jako spustitelná. Poté ji stacˇí upravit tak, aby se dala považovat za test. Tím je myšleno
naprˇ. použití funkce assertEquals. Toto již ale musí uživatel napsat sám.
Druhou možností prˇidání testu je použití buttonu Add test v testovacím prostrˇedí. Po
kliknutí se zobrazí dialogové okno, kde se musí vybrat projekt, který obsahuje test. Po
výbeˇru se zobrazí prˇidaný test v seznamu a nacˇtou se k neˇmu informace v detailu testu.
Pokud vybraný projekt vlastní více sítí, v detailu testu nabídne testovací prostrˇedí vý-
beˇr síteˇ, která reprezentuje požadovaný test. Pokud nacˇtený projekt obsahuje více testu˚,
mu˚že uživatel prˇidat tento projekt do seznamu testu˚ vícekrát, a poté pouze u každého
29
testu nastaví, která sít’ se má spoušteˇt. Po prˇidání testu tímto zpu˚sobem se nastaví, jako
spoušteˇná sít’, hlavní sít’ projektu.
5.7.7 Odebrání testu
Pro odebrání testu slouží v testovacím prostrˇedí button Remove test. Ten je odemknut
ve chvíli, kdy uživatel vybere test ze seznamu testu˚. Odebrání testu nevymaže logovací
soubor, ani samotný projekt s testem, pouze odstraní test ze seznamu testu˚.
5.7.8 Nastavení síteˇ pro testování
Projekt mu˚že obsahovat více sítí. Ne všechny tyto síteˇ mohou být testem. Prˇi testování se
spouští vždy jen jedna sít’ z daného projektu. Uživatel si mu˚že tuto sít’ vybrat. Pokud si
uživatel sít’ nevybere, spouští se vždy ta, která je v seznamu sítí v projektu první.
Po zobrazeni detailu testu se zobrazí informace o projektu, ve kterém daný test je.
Zobrazí se mu také nabídka, ve které jsou vypsány všechny síteˇ projektu (viz obrázek
5.9). Tyto síteˇ jsou v nabídce vypsány pod svým názvem, stacˇí tedy vybrat tu, která se
jmenuje jako požadovaný test. Po výbeˇru se musí potvrdit buttonem vedle, že uživatel
souhlasí se zmeˇnou testovací síteˇ pro daný test. Po potvrzení se projeví zmeˇna a prˇi dal-
ším spušteˇní vybraného testu se už spouští test s novou sítí.
Du˚ležitým faktorem u zmeˇny spoušteˇné síteˇ je to, aby názvy všech sítí v projektu byly
jedineˇcˇné.
Obrázek 5.9: Výbeˇr testovací síteˇ v testovacím prostrˇedí nástroje Kaira.
5.7.9 Spoušteˇní testu˚
Testovací prostrˇedí nabízí trˇi možnosti spoušteˇní testu˚. Spustit pouze jeden vybraný test
ze seznamu testu˚, spustit všechny testy ze seznamu, nebo spustit testy, které byly neú-
speˇšné z množiny posledních spušteˇných testu˚.
Výbeˇrem testu ze seznamu se odemkne button Run test, který spustí vybraný test.
Po jeho spušteˇní se v konzoli vypíšou informace o kompilaci testu a poté se spustí. Po
ukoncˇení testu se zobrazí, u daného testu v seznamu, výsledek testování. Také se vy-
píše statistika úspeˇšných a neúspeˇšných porovnání v konzoli s tím, zda test uspeˇl nebo
ne. Nakonec se aktualizuje detail testu, kdy se meˇní akorát testovací log, který je znovu
nacˇten a zobrazen.
Pro spušteˇní všech testu˚ stacˇí kliknout na button Run all tests. Po kliknutí se zacˇnou
vypisovat do konzole informace o spušteˇní jednotlivých testu˚. Vždy se spustí jeden a
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cˇeká se, dokud se neukoncˇí. Po jeho ukoncˇení se spoustí další v porˇadí. Po ukoncˇení
posledního testu se vypíšou výsledné statistiky do konzole a aktualizuje se seznam testu˚
tak, že se každému testu prˇirˇadí jeho výsledek.
Pokud prˇi posledním provádeˇní testu˚ existuje minimálneˇ jeden test, který má výsle-
dek testování Failed, mu˚že uživatel znova spustit daný test po kliknutí na button Run
failed tests. Pokud existuje více takových testu˚, které jsou neúspeˇšné, spustí se všechny
tyto testy znova.
Spoušteˇní více testu˚ naráz se provádí tak, že se všechny uloží do pole testu˚, kdy se
vždy vezme z tohoto pole test, vygeneruje se výsledný C++ kód z testu, který se následneˇ
zkompiluje, a pokud se prˇi kompilaci nenajde žádná chyba, test se spustí. Du˚ležitou roli
prˇi spoušteˇní testu˚ zde hraje prˇechod oznacˇený jako QUIT TRANSITION (viz obrázek
5.4). Daný prˇechod má nastavenou nulovou prioritu a zajistí rˇádné ukoncˇení testu po
provedení všech prˇechodu˚ v síti. Bez tohoto prˇechodu by se test nemusel správneˇ ukon-
cˇit, nebo by se neukoncˇil vu˚bec a uživatel by ho musel vypínat zvlášt’ ve spušteˇných
procesech systému.
Du˚ležitou veˇcí pro spušteˇní projektu, který obsahuje více sítí, je to, aby všechny síteˇ
projektu byly kompilovatelné. Prˇi kompilaci se generuje C++ kód z celého projektu, tedy
i ze všech sítí, a pokud by jen jedna nebyla kompilovatelná, samotné spušteˇní testu skoncˇí
ve stavu Build error.
31
6 Testování sekvencˇního kódu na hranách a v místech
Místa a hrany obsahují sekvencˇní kód, tak jako prˇechody. Testování sekvencˇního kódu
míst a hran je podobné jako je testování sekvencˇího kódu prˇechodu˚. V prˇechodu se tes-
tování rˇeší tak, že se správneˇ vygeneruje podsít’, která obsahuje pouze prˇechod a jeho
vstupní a výstupní místa. Tyto komponenty jsou pro prˇechod du˚ležité, aby se dal prˇe-
chod otestovat a sít’ se dala spustit.
Místa mohou obsahovat pouze inicializacˇní kód, který vkládá vstupní hodnoty do
vstupních míst libovolného prˇechodu. Pro spušteˇní síteˇ je potrˇeba, aby meˇlo vstupní
místo svou výstupní hranu a prˇechod. Proto u testování sekvencˇního kódu míst postacˇí,
aby se generovaly síteˇ, které zanechají jen testované místo, jeho výstupní hranu a prˇe-
chod, na který hrana mírˇí.
U hran je to v podstateˇ stejné. Vždy musí hrana vycházet z místa nebo z prˇechodu.
Pokud bude vycházet z místa, na výstupu hrany bude prˇechod a do místa se nainicializují
vstupní hodnoty, aby se mohl sekvencˇní kód hrany otestovat. Pokud bude hrana mírˇít z
prˇechodu, prˇechod nemá jak vzít vstupní hodnoty. Proto se musí zachovat vstupní místo
a hrana prˇechodu, poté testovaná hrana a výstupní místo hrany. Následneˇ se na vstupní
míso prˇechodu inicializují hodnoty.
Protože zde již existuje možnost ukládat si hodnoty z míst v simulaci, zbývá pouze
doprogramovat generování takovýchto sítí, aby se z nich dal otestovat sekvencˇní kód
hrany a nebo místa.
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7 Zhodnocení a Záveˇr
Noveˇ vytvorˇená funkcionalita dodává uživateli možnost, jednoduše si vygenerovat testo-
vací podsíteˇ, které si uživatel poté prˇetvorˇí na test. Tyto testovací síteˇ se generují pomocí
základního generátoru sítí v nástroji Kaira. V síti jsou odstraneˇny nepotrˇebné kompo-
nenty a doplní se potrˇebné cˇásti kódu do vstupních míst pro to, aby byla sít’ spustitelná.
Testovací síteˇ lze generovat do stejného projektu, ze kterého uživatel tvorˇí testy, nebo do
projektu nového. Všechny takto vytvorˇené projekty mají aktuální ukládaná data. Pro uži-
vatele zajímavé vstupní data prˇechodu, si uživatel ukládá v simulaci. Tím, že se generují
menší testovací síteˇ, je také zajišteˇno, že výsledná aplikace, která se vytvorˇí z testované
síteˇ, obsahuje pouze C/C++ kód týkající se prˇechodu a samotného projektu, jako je naprˇ.
hlavicˇkový kód. Z tohoto du˚vodu je obsah kódu v aplikaci daleko menší a neobsahuje
zbytecˇný kód, který mu˚že tuto aplikaci cˇinit neprˇehlednou. Tato výsledná aplikace uži-
vateli umožní lokálneˇ pracovat se sekvencˇním kódem prˇechodu, aniž by musel reflekto-
vat další cˇást pu˚vodní síteˇ, která mu˚že být pomeˇrneˇ komplexní. Pomocí této cˇásti kódu je
uživatel schopen simulovat a optimalizovat ru˚zné stavy prˇechodu nezávisle na pu˚vodní
síti. Navíc v této práci prˇidávám možnost použití metody AssertEqual pro porovnání
hodnot, které za beˇhu dokáží porovnat ocˇekávané hodnoty s hodnotami skutecˇnými.
Dalším prˇínosem mé práce je testovací prostrˇedí, které umožnˇuje vytvárˇet a spra-
vovat množinu testu˚ vázaných na projekt, spoušteˇt tuto skupinu testu˚, jeden test, nebo
pouze neúspeˇšnou cˇást posledního testování, upravovat ji a zkoumat výsledky jednotli-
vých testu˚. Testovací prostrˇedí také nabízí výpis všech teˇchto testu˚ v seznamu, který se
dá filtrovat podle výsledku jednotlivých testu˚.
Celkoveˇ je zrˇejmé, že mnou noveˇ vytvorˇené funkcionality jsou dílcˇím, ale velmi du˚-
ležitým prˇínosem pro rozšírˇení použitelnosti nástroje Kaira.
V pru˚beˇhu práce jsem nalezl rˇadu dalších možností, jak nástroj Kaira rozšírˇit smeˇrem,
kterým se ubírá tato práce. Tím myslím dotáhnout testování do takového stavu, aby se
braly v potaz samotné procesy, nasazení debugeru anebo dodat do samotného nástroje
další prvky architektury xUnit. Testování kódu na hranách a v místech je s touto funkcio-
nalitou jednodušší. Stacˇilo by prˇepsat algoritmus generování testovací síteˇ tak, aby vždy
obsahovala jen to, co je potrˇeba pro komponentu, kterou chceme testovat.
7.1 Možnosti rozšírˇení
V nyneˇjší dobeˇ jsou hodneˇ rozšírˇené testovací frameworky, které se zakládají na archi-
tekturˇe xUnit. Tato architektura má neˇkteré specifické vlastnosti, naprˇ. spoušteˇní všech
testu˚ v souboru najednou z vývojového prostrˇedí, vyhodnocování výsledku˚, spoušteˇní
jen nesplneˇných testu˚ a další vlastnosti, které jsou v poslední dobeˇ neocenitelné prˇi tes-
tování v dobeˇ vývoje. Noveˇ vytvorˇená funkcionalita neˇkteré tyto prvky nemá. Proto by
se dalo dále pokracˇovat v tom, aby se v Kairˇe vytvorˇila funkcˇnost, která všechny chybeˇ-
jící prvky architektury dodá. Mnou vytvorˇená funkcionalita je na to z cˇásti prˇipravena.
Projekt si pamatuje všechny jeho vytvorˇené testy, a dokáže také spoušteˇt jednotlivé testy,
nebo množinu teˇchto testu˚ a zobrazovat výsledky v testovacím prostrˇedí. Tudíž by stacˇilo
implementovat další znaky xUnit architektury, které by byly potrˇeba.
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Dalším rozšírˇením, které by pomohlo prˇi vývoji v nástroji Kaira je nasazení debu-
ggeru. Protože nelze ladit celou výslednou aplikaci v Kairˇe, jednalo by se o možnost
debuggovat pouze sekvencˇní kód jednotlivých prˇechodu˚ a míst.
Tato práce se zabývá funkcionalitou, která umožnˇuje testovat sekvencˇní kód. Sek-
vencˇním kódem se chápe kód, který se nachází uvnitrˇ prˇechodu, a tudíž zde procesy
nehrají žádnou roli. Proto není potrˇeba znát a pamatovat si id procesu, z kterého jsou
ukládány hodnoty do testu. Pokud uživatelský kód pracuje s procesy, není v soucˇasnosti
tato funkcionalita v rámci testování podporována. Do budoucna by se dalo vyrˇešit to,
aby se ukládaly taky informace o procesu, z kterého hodnoty pochází a poté to dál zpra-
covávat tak, aby byl kód, který neˇjak zpracovává informace o procesu funkcˇní.
Prˇi generování testovací síteˇ do nového projektu se Kaira prˇepne na nový projekt. To
zaprˇícˇiní vypnutí simulace a zmeˇnu projektu. Problém je zde u událostí, které jsou regis-
trovány prˇi zmeˇneˇ síteˇ. Tyto události totiž obsluhuje samotná Kaira. Pokud tedy pracuji
v pameˇti s jiným projektem, který není napojen na tyto události (není nastaveným vý-
chozím projektem nástroje Kaira), je problém do neˇj ukládat sít’ a dále ji upravovat. Proto
by bylo potrˇeba vymyslet napojení událostí tak, aby nebylo potrˇeba prˇepínat projekt na




Binding prˇirˇazení hodnoty promeˇnným
Store-binding Uložení všech vstupních hodnot daného prˇechodu
Provedení prˇechodu Prˇechod zpracuje všechny vstupní hodnoty pomocí vnitrˇní
funkce (fire-code) a následneˇ prˇedá výstupní hodnoty
Fire-code Kód v prˇechodu, který se spustí pokaždé, kdy se provede
prˇechod
Sémantika Význam
Debugger Program, pomocí kterého lze krokovat zdrojový kód pro-
gramu. Umožní zastavit beˇh programu na libovolném míst
ve zdrojovém kódu.
Debugging Ladeˇní programu pomocí debuggeru.
Breakpoint Zarážka, na které debugger pozastaví beˇh programu.
Include Prˇiložení hlavicˇkového souboru k zdrojovému.
Parsování Proces analýzy posloupnosti formálních prvku˚ s cílem ur-
cˇit jejich gramatickou strukturu vu˚cˇi prˇedem dané formální
gramatice.
Token Reprezentace hodnoty v daném místeˇ.
Framework Softwarová struktura, která slouží jako podpora prˇi vývoji.
Mu˚že obsahovat knihovny, rozhraní a další produkty, které
jakkoli napomáhají ve vývoji softwaru.
Inicializace vstupního místa Nacˇtení tokenu˚ do vstupního místa.
Button Tlacˇítko, které po kliknutí vykoná urcˇitou akci
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