The essence of knowledge-level modelling (henceforth knowledge modelling ) is to represent a system at a level which abstracts from implementation considerations and focuses instead on its competence: what does the system know? how does the system use its knowledge? The system in question is not necessarily a software artifact: it can be an organization, a human being, an artificial agent. For instance, modern methodologies for knowledge-based system development, such as CommonKADS, prescribe the development of abstract problem solving and domain models, prior to their implementation in a particular tool. In a knowledge management scenario, a knowledge modelling approach can be used to develop a model of the competence of an organization, which can then support a variety of decision-making scenarios. The recent social and technological changes (i.e., the rise of the knowledge-creating company, the rapid growth of the Internet) have also emphasized the need for effective methods and formalisms for acquiring, representing, sharing and maintaining knowledge, independently of its use in performance systems. In this paper I will provide an overview of research in knowledge modelling. Specifically, I will first characterize the main tenets of the knowledge modelling paradigm, as formulated by a number of researchers in knowledge-based systems, and I will then present the state-of-the-art in knowledge modelling research, with particular emphasis on the application of knowledge modelling technology to knowledge engineering, knowledge management and knowledge sharing and reuse.
Introduction
As discussed in some detail by Stutt and Motta [1] our own time is unique not perhaps in its concentration on knowledge but in its appropriation of the term 'knowledge' and its cognates (intelligence, expertise, smartness). The examples are legion: knowledge management, knowledge workers, knowledge-creating company, knowledge systems, knowledge engineering, knowledge media, intelligent machines, expert systems, smart bombs, smart buildings. In the aforementioned paper Arthur Stutt and I use the expression the epistemification of technology, to emphasize the changing nature of the technology surrounding us (i.e., things are becoming 'smarter', they exhibit 'knowledge') and we point out that in the new knowledge-centred scenarios which characterize the emerging knowledge age, technologies such as knowledge-level modelling [2, 3, 4, 5] will play a crucial, almost organic (i.e., essential, integral and natural) role. If knowledge is everywhere (e.g., in software, in people, in organizations, in devices), we need methods and techniques for acquiring, representing, sharing and maintaining it, independently of its particular embodiment -i.e., whether it resides in a database, in a person, in a tacitly shared organizational practice, or in a robot.
The term knowledge-level modelling (henceforth, knowledge modelling) denotes a representation of a system at a level which abstracts from implementation considerations and focuses instead on its competence: "What does the system know?", "How does the system use its knowledge?". Such a system is not necessarily a software artefact: it can be an organization, a human being, an artificial agent. In addition, knowledge modelling activities can target a variety of domains, can be performed in a variety of contexts and for a variety of purposes. For instance, modern methodologies for knowledge-based system development, such as CommonKADS [6] , prescribe the development of abstract problem solving and domain models, prior to their implementation in a particular tool. In a knowledge management scenario, a knowledge modelling approach can be used to develop a model of the competence of an organization [7, 8] , which can then support a variety of decision-making scenarios. Researchers on knowledge sharing and reuse [9, 10, 5, 11, 6] know that abstractions (i.e., knowledge models) are needed to allow selection and configuration of reusable components for a specific application.
The recent social and technological changes (i.e., the rise of the knowledgecreating company, the rapid growth of the Internet) have also emphasized the need for effective methods and formalisms for acquiring, representing, sharing and maintaining knowledge, independently of its use in performance systems. In a nutshell, knowledge modelling technologies, in their various forms (e.g., ontologies, problem solving methods, domain models), are now becoming ubiquitous. In this paper I will provide an overview of research in knowledge modelling. Specifically, I will first characterize the main tenets of the knowledge modelling paradigm, as formulated by a number of researchers in knowledge-based systems, and I will then present the state-of-the-art in knowledge modelling research, with particular emphasis on the application of knowledge modelling
The Knowledge Modelling Paradigm
Although the term "knowledge modelling" can be used loosely to describe any implementation-independent model of competence, this term can also be given a strict interpretation: it refers to a precise research paradigm, which emerged in knowledge engineering as a reaction to the mining view of knowledge acquisition [12, 13] , which was prevalent in the early days of expert systems and still permeates (more or less consciously) much expert system research. In a nutshell, the mining view assumes that discrete and distinct 'gems of expertise' can be elicited one by one from a domain expert and encoded in a system. This approach is typically supported by rule-based shells, such as Emycin [14] , which provide a generic inference engine and rule editing facilities, to support the codification and operationalization of knowledge expressed as inference rules. The aim here is to built a virtual expert, i.e., a system which can emulate the problem solving behaviour of an expert by relying on the same body of knowledge. Hence, the mining approach strongly relies on the assumption that expertise does in fact consist of (or can be at least reformulated as) a set of rules. The cognitive basis for such an assumption can be traced back to Newell and Simon [15] , who proposed production systems as a general computational paradigm for describing intelligent behaviour. Table 1 summarizes the main tenets of the mining approach, as applied to rulebased system development.
A practical problem with this style of expert system development was recognized early on and dubbed the knowledge acquisition bottleneck [16] . The expression refers to the fact that the expert system development process was often hindered by the difficulties associated with eliciting knowledge from an expert and coding it into the system. It is easy to see that this problem is an obvious consequence of the approach chosen. The 'knowledge acquisition as mining' development scenario is one in which i) system development is essentially incremental rule acquisition and ii) knowledge acquisition (KA) consists of an interactive transfer of expertise from expert to system -Buchanan and Shortliffe [17] refer to this process as knowledge programming. Therefore, in this scenario the expert is not just one of the players involved in a subset of the system development life-cycle but the person who is central to the whole process -i.e., the main bottleneck.
The knowledge acquisition bottleneck seemed to provide evidence to the arguments put forward by those researchers [18, 19] , who rejected the idea that 'true expertise' could be transferred from an expert to a software system and reduced to a rule-based representation. These authors argue that expertise is by its nature tacit (i.e. not all human expertise is amenable to verbalization and formalization) and situated (human knowledge is context-dependent and this context cannot necessarily be shared with a computer program). As a result, enterprises such as expert systems are misguided in principle and the knowledge acquisition bottleneck an inevitable side effect of a reductionist view of expertise.
A paradigm shift was therefore needed, in order to address these problems. Clancey's analysis of first generation rule-based systems [3, 20] provided the research breakthrough which eventually led to the formulation of the modelling paradigm in knowledge engineering. I will briefly discuss this work below.
Abstract models of problem solving
The mining approach, as exemplified by Mycin [17] , a system which diagnoses pulmonary infections, considers expert knowledge and rule-based representation as essentially equivalent -knowledge acquisition is an interactive transfer of if-then associations. This uniform approach to representation was criticised by Clancey [20] , who showed that, at least in the case of the Mycin's knowledge base, it fails to capture important conceptual distinctions in the acquired knowledge. The competence of the Mycin system should not be analysed in terms of its rule-based behaviour but in terms of the knowledge types it uses and the conceptual tasks it
The knowledge modelling paradigm in knowledge engineering 5 carries out. In particular, Clancey pointed out that Mycin's problem solving behaviour could be characterized in terms of a generic heuristic classification model, shown in figure 1. This model consists of three problem solving inferences which i) generate abstractions from the given data (e.g., infer an abstract characterization of a patient, such as 'immunosuppressed', from the available data, e.g., low white blood count); ii) match these data abstractions to possible solution types (e.g., classes of diseases) and then iii) refine these to produce one or more solutions (e.g., a specific diagnosis). An important feature of the model shown in figure 1 is that it is generic; Clancey [3] analysed the behaviour of a dozen rulebased systems tackling problems in various domains and found that in all cases their problem solving behaviour could be characterized in terms of the heuristic classification model. Hence, Clancey showed not only that it was possible to uncover from Mycin-like systems their knowledge-level (and implicit in the design) problem solving structures, but also that these structures were common to different systems, i.e. generic. Clancey's analysis of rule-based systems provided an important milestone in knowledge engineering. He showed that a knowledge-level analysis [2] makes it possible to focus on what a system actually does, rather than how it does it. In other words we have a shift from an emphasis on the symbol level (Mycin is a rule-based system that reasons by means of backward-chaining) to the knowledge level (Mycin carries out medical diagnosis using a heuristic classification approach). Moreover, by showing that the heuristic classification model is generic, Clancey uncovered the principle of role differentiation, which has subsequently informed much knowledge engineering research [4, 21, 22] . Role differentiation means that it is possible to describe problem solving agents in terms of generic models, which impose specific problem solving roles on the domain knowledge. For example, domain structures in different application domains, such as diseases and book classes, actually play the same role (e.g. solution abstraction) when a heuristic classification model is used to describe the problem solving behaviour of a pulmonary infection or a book selection system.
Knowledge acquisition as modelling
Wielinga and Breuker [23, 24] were among the first to apply to knowledge acquisition the lessons drawn from the work carried out by Clancey. In particular, they argued that the so-called bottleneck was caused by the fact that "the mapping between the verbal data on expertise and the implementation formalisms is not a simple, one to one correspondence". Therefore, in developing the KADS methodology [4] , they proposed an approach in which expertise modelling and design are clearly separated. First, "in an analysis stage, the knowledge engineer develops an abstract model of the expertise from the data …this model is (then) transformed into an architecture for the KBS" [25] . Thus, they made the case for the development of conceptual modelling frameworks, addressing the issue of characterizing expertise at a level independent from implementation. A similar approach was also taken by my colleagues and I working on the KEATS project [26] , in which we distinguished between modelling "overt behaviour" (i.e. understanding problem solving behaviour) and "internal representation" which was concerned with the realization of this behaviour on a computer system.
Other researchers [21, 27] set to the task of putting the role differentiation principle into practice, by developing knowledge acquisition tools based on taskspecific, but application-independent problems solving models.
Of course there are differences between the approaches followed by all these researchers. Nevertheless, it is possible to group all these efforts around a common paradigm, which considers knowledge acquisition and engineering as a modelling activity. Below I list the main features of the modelling paradigm.
• Knowledge engineering is not about cognitive modelling (i.e. 'reproducing' expert reasoning) but about developing systems which perform knowledgebased problem solving and which can be judged on task-oriented
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• There are enough similarities between classes of applications, which make it possible to build generic models of problem solving.
• Knowledge acquisition should not be characterized as a process of mapping expert knowledge to a computational representation, but it is a modelbuilding process, in which application-specific knowledge is configured according to the available problem solving technology. In the words of Ford et al. [28] , "The mining analogy notwithstanding, expertise is not like a natural resource which can be harvested, transferred, or captured, but rather it is constructed by the expert and reconstructed by the knowledge engineer".
• It is useful to describe such a model of problem solving behaviour at a level which abstracts from implementation considerations (the knowledge level). This approach has the advantage of separating problem solving from implementation-related issues.
• Given that i) knowledge acquisition is about model construction and that ii) models can be application-generic, it follows that these generic models can be used to provide the interpretation context for the knowledge acquisition process (i.e. the knowledge acquisition process can be model-based). In this scenario, much of the knowledge acquisition task can be reduced to acquiring the domain knowledge required to instantiate generic problem solving roles [29] . Table 2 characterizes the modelling approach according to the same template used to describe the mining approach. In particular, the table shows a paradigm shift from an implementation-oriented to a knowledge-oriented view of knowledge acquisition. Multiple levels of descriptions are introduced and, as a result, the choice of implementation-level formalisms becomes less important. The knowledge categories are characterized at a conceptual, rather than computational level. The goal is no longer to emulate an expert by means of some kind of 'expertise mapping', but to acquire the domain knowledge required to configure a generic problem solving model. Thus, the knowledge acquisition process becomes less amenable to the cognitively-motivated criticisms aimed at the mining approach. Researchers subscribing to the modelling approach no longer make claims of building rule-based cognitive models of experts and acquiring expertise by 'direct transfer'. The cognitive paradigm underlying the modelling approach can be characterized as a pragmatic one, which is based on a functional view of knowledge. Knowledge is functionally described as whatever an observer attributes to an agent to explain its problem solving behaviour [2] . A knowledge-level description characterizes knowledge neither as a symbol-level data structure, nor as 'stuff' in the mind of an expert: it is simply what enables a knowledge-based system to handle complexity. Such knowledge can be represented in different ways -e.g., as plain text, in some logical formalism, as a set of rules, but the representation should not be confused with the knowledge itself (i.e., the competence expressed by a knowledge model of problem solving is not a function of the chosen representation). The advantage of this approach is that it makes it possible to characterize knowledge modelling as a distinct technology, which focuses on knowledge-based behaviour per se, independently of cognitive or machine-centred biases. In other words, as researchers in knowledge modelling (and I dare say, in knowledge engineering) we are not interested in transferring expertise, we are interested in building models of intelligent behaviour.
Knowledge Categories
Differentiation is driven by generic knowledge roles
KA Methodology
Acquisition is driven by a knowledge-level model of problem solving, which is independent of the chosen computational platform
Levels of Descriptions
Multiple (e.g. knowledge vs. symbol level)
KA Paradigm Model construction

Cognitive Paradigm Functional view of knowledge
Reusable Components
Generic task, generic problem solving model, generic domain model Table 2 . Characterization of the modelling approach
The adoption of a knowledge modelling paradigm introduces a number of important research avenues.
• The emphasis on knowledge-level modelling and the separation between knowledge-level and symbol-level analysis opens the way to structured development processes in knowledge engineering, characterized by distinct analysis and design phases, each supported by different languages, tools and guidelines. In the next section I will show how these ideas have shaped
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• We have seen that Clancey's analysis uncovered the existence of generic, knowledge-level models of problem solving. This raises interesting issues with respect to both the theory and practice of knowledge engineering. From a theoretical point of view, interesting questions concern the space of these reusable models, "What are the main classes of reusable models?", "Is it feasible to hypothesise that future knowledge engineering handbooks will provide comprehensive lists of reusable models?". To answer these questions we have to devise sound typologies of reusable problem solving models, based on clear theoretical foundations. The engineering questions concern the use of these models in a specific project: "What tools do we need to support model-based knowledge acquisition?", "Is it feasible to imagine automatic configuration of these reusable models for specific domains?". In Section 5 I will briefly discuss ongoing work on the IBROW project, which is developing a range of advanced technologies to support the specification and the reuse of library components.
Thus, an important aspect of the knowledge modelling paradigm is that it creates a framework in which new research issues can be addressed, which concern robust knowledge engineering. In other words, while knowledge-based system development used to be seen as "an art" [16] , the adoption of a knowledge modelling paradigm allows us to construct what can essentially be seen as a practical theory of knowledge engineering: an enquiry into the space of problem solving behaviours which are of interest to researchers in knowledge engineering. The domain is intelligent problem solving, the approach is knowledge-level analysis. In the next section I will show how these ideas have been used to devise a comprehensive methodology for knowledge engineering and management.
The CommonKADS Methodology
The modelling paradigm in knowledge engineering informs many approaches to knowledge-based system development, e.g., KADS [4] , CommonKADS [6] , VITAL [30, 31] , Mike [32] , Generic Tasks [22] , Components of Expertise [33] , Role-limiting Methods [21] and Protégé [34] . Clearly, there is not enough room in this paper for a detailed survey and the reader is referred to the given references for more details on the various approaches. Here I will briefly illustrate the main features of the CommonKADS methodology, which is the best established and the most comprehensive of all current approaches to knowledge engineering.
The CommonKADS methodology has evolved over almost two decades. It was originally conceived as the KADS approach to knowledge acquisition [23] and it has been extended, adapted and revised over the years until its most recent formulation by Schreiber et al. [6] . The Common KADS methodology provides a comprehensive framework in which both 'traditional' knowledge engineering projects (i.e., projects whose main goal is the development of a performance system) and 'modern' knowledge management projects can be situated. Indeed, an important contribution by the CommonKADS authors is the provision of an integrated framework for knowledge management, which also encapsulates knowledge engineering activities. In [6] the authors explicitly stress this point, by stating that "knowledge engineering has several different applications. The construction of knowledge systems is only one of them, albeit an important one. In all applications of knowledge engineering the conceptual modelling of knowledge at different levels of details is a central topic" (pp. 82). In other words, Schreiber et al. emphasize that the role of a methodology based on the knowledge modelling paradigm is to provide a suite of techniques to support knowledge analysis in an organization, in a wide range of scenarios. In some cases, the goal may be to develop and integrate a knowledge-based system in the organizational workflow; in other cases it may be simply to develop a competence model of an organization, or to provide a knowledge management solution to support knowledge creation and sharing.
An important aspect of the CommonKADS methodology is its reliance on multiple models to address the complexity of a knowledge management or knowledge engineering project. These models are briefly illustrated in the next subsections.
Organization Model
An organization model provides a model of the organization in which the knowledge management or engineering project is going to be situated. This model typically describes the organizational structure (e.g., divisions, relations between divisions, 'power structures'), the broader environment in which the project is taking place (e.g., the organizational goals), and an explicit preliminary description of the possible solutions to the problem in hand. Indeed, an important aspect of organizational analysis in CommonKADS is the emphasis on analysing both the current scenario and future ones, as they may be implied by the proposed solutions.
Task Model
This model is strictly related to the organization model. It lists the relevant "subparts of a business process" [6] , their "inputs and outputs, preconditions and performance criteria, as well as needed resources and competences". In a nutshell, it provides a detailed task analysis for the business processes identified in the organization model.
Agent Model
The task model specifies what needs to be done. The agent model specifies who does it. That is, it describes "the characteristics of agents, …their competences, authority to act, and constraints in this respect". The term 'agent' in CommonKADS has a generic connotation: an agent can be a human being, a robot (e.g., in a manufacturing plant), or a software program.
Knowledge Model
A knowledge model provides a knowledge-centred perspective on a task: "What are the main types of knowledge required?", "What reasoning steps need to be taken to carry out a task?". A knowledge model in CommonKADS distinguishes between task, inference and domain (sub-)models. An inference model in CommonKADS is similar to the heuristic classification model shown in figure 1 : it describes the main knowledge categories and inference actions, needed to achieve a task. The term 'task model' in the context of a knowledge model (not to be confused with the class of task models described above) specifies a possible control structure over an inference model 1 . Both task-control and inference models are represented in domain-independent terms. A domain model specifies the application domain on which task-control and inference models are going to be applied. For instance, it may describe the specific medical domain on which a heuristic classification model can be applied to perform medical diagnosis. A knowledge model is the current incarnation of the original interpretation models used in KADS. The fact that knowledge models are 'just another class of models' in the CommonKADS suite of models shows the evolution of the methodology from the early days in which the focus was knowledge acquisition to the scenario today, in which CommonKADS provides a comprehensive framework, integrating knowledge engineering techniques in the context of generic knowledge management projects.
Communication Model
The CommonKADS methodology caters for the design of multi-agent systems by means of task and agent models. The communication model structures the dialogue between agents at three levels, in terms of the overall communication plan, individual transactions and detailed information exchange specifications. The latter define the content and the form of individual messages, as well as their communication type. This makes it possible to specify the intention of a message, in terms of a number of predefined types (request, require, order, propose, offer, ask, reply, etc.).
Design Model
This model maps the conceptual analysis made explicit in the knowledge and communication models to a specific implementation. The model specifies the target software and hardware platform, the various software modules included in the target system, their functional and technical specifications and the mapping between these modules and the conceptual components identified during the analysis phase.
Thus, the CommonKADS methodology implements many of the ideas informing the knowledge modelling paradigm and provides an integrated framework in which to carry out knowledge engineering and management projects. The emphasis is very much on knowledge-level analysis through reusable problem solving models. CommonKADS is supported by a library of reusable models [35] , which provide support for a wide range of knowledge engineering tasks, such as monitoring, planning, diagnosis, etc. These models are defined rather informally, although a number of formal languages for KADS models exist, which can be used to specify CommonKADS models in a rigorous way [36] .
I will address issues of knowledge sharing and reuse in more detail in the next section, where I will discuss recent work on libraries of reusable components for knowledge models.
Knowledge Sharing and Reuse
As discussed at length in [5] , there is a strong relationship between research in
The knowledge modelling paradigm in knowledge engineering 13 knowledge modelling and research in knowledge sharing and reuse. As Krueger points out [37] , "all approaches to software reuse use some form of abstraction for software artefacts. Abstraction is the essential feature in any reuse technique. Without abstractions, software developers would be forced to sift through a collection of reusable artefacts trying to figure out what each artefact did, when it could be reused, and how to reuse it". In the case of components for knowledge systems, these abstractions can be characterized as knowledge-level models. In other words, reuse implies modelling: we can't figure out what an artefact does, unless we have a model of its competence. At the same time we have also seen that the identification of generic models of problem solving is an essential aspect of the knowledge modelling paradigm. That is, modelling implies reuse.
What gets reused
Given the 'organic' relationship between modelling and knowledge sharing and reuse it is not surprising that the knowledge modelling community has developed very sophisticated frameworks and technologies to support reuse-centred approaches to knowledge management and engineering. We have already seen that CommonKADS distinguishes between task, domain and inference models. Each of these models provides a distinct focus for reuse. Recent work on knowledge sharing and reuse [38, 5, 39, 40] has moved beyond CommonKADS and devised sophisticated frameworks for reuse, which are based on clear theoretical foundations and support the development of sound and comprehensive libraries of components for knowledge modelling. These libraries rely on two main technologies developed by the knowledge modelling community to support knowledge sharing and reuse: ontologies [41, 42, 43, 44, 45] and problem solving methods [46] . An ontology is a partial specification of a conceptual vocabulary to be used for formulating knowledge-level theories about a domain of discourse. For instance, figure 2 shows a partial graphical view of an ontology, which specifies the various concepts and relations required to model parametric design problems -e.g., parameters, constraints, requirements, design model, etc. Various ontology specification languages have been proposed in the literature [47, 5, 48] . As an illustrative example I show the definition of relation design-model-suitable in the parametric design specification, which is expressed in the OCML language [5] . The definition states that a design model, ?dm, is suitable with respect to a set of parameters, ?reqs, if and only if it satisfies all the applicable requirements. ?dm ?req)))))
Fig. 2.
A partial view of the parametric design task ontology.
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Several surveys on research on ontologies exist in the literature [49, 50] and the interested reader is referred to these for more details.
The second important technology to support knowledge reuse is problem solving methods. A problem solving method is a partial, domain-independent specification of a pattern of behaviour which can be reused across applications. For instance, the graphical model given in figure 1 can be seen as a partial and informal specification of a classification problem solving method. Recent research on problem solving methods is trying to answer a number of theoretical and engineering questions: "How best to model problem solving methods?", "What is the relationship between problem solving and domain knowledge?", "What principles should be used to develop libraries of problem solving methods?", etc. In what follows I will illustrate some of the answers that have been proposed to these questions, by describing recent work on libraries of problem solving methods. [5] shows the framework I used to develop a library of reusable components for parametric design problem solving [38] . The components of this framework, which is called TMDA (the acronym stands for Task-Method- 16 
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Domain-Application), are described in the next sub-sections.
Generic Task Specification
This model provides a knowledge-level specification of a class of knowledge engineering problems (e.g., fault diagnosis, parametric design, classification). The specification is independent of both domain and problem solving considerations. That is, it specifies what needs to be achieved, independently of where and how. As shown in figure 2 , ontologies are often used to provide these specifications.
Problem Solving Paradigm
Research in artificial intelligence has uncovered generic problem solving paradigms, which can be used to describe a large range of algorithms. Indeed, a long-standing hypothesis in artificial intelligence is that all intelligent behaviour can be characterized as search in a state space [51] . Thus, I used the search model of problem solving to provide a foundation to the various problem solving methods in the library. The advantage of this approach is that the resulting library is not simply a collection of reasoning modules, but it is based on a clear theoretical foundation.
Generic Problem Solving Model
By instantiating the generic problem solving paradigm in terms of the generic task specification (say, instantiating a search model of problem solving in terms of a parametric design task specification), we can (i) move from a perspective centred on a problem specification to a problem solving one and we can (ii) acquire a taskspecific foundation for a library of problem solving components. The generic problem solving model can be seen as a highly generic problem solving method, which subsumes all possible reasoning behaviours associated with a class of tasks. Figure 4 shows the main task-method hierarchy defining the generic model of parametric design problem solving. The ovals represents generic tasks to be carried out when solving parametric design problems and the arrows define subtask-of relationships. For example, in order to achieve task evaluate-design-state, four subtasks need to be carried out, to evaluate the consistency of the current design model, its cost, its feasibility (does it satisfy the stated design requirements?), and its completeness (are there any parameters still unbound?).
Some of these task-subtask decompositions are mediated by the selection of a problem solving method. For instance, the topmost task-subtask decomposition in the figure, from task parametric-design to task gen-design-control is mediated by the selection of a (highly generic) problem solving method, called gen-design-psm. In total, the model comprises about forty problem solving Fig. 4 . Overall task-method hierarchy in generic design model methods and tasks and can be seen as a high-level shell for building parametric design problem solvers. However, in contrast with other work on task-specific shells -e.g., DIDS [10] , this model has a clear theoretical foundation. It is based on an explicitly defined model of the class of problems under exam (the generic task specification) and it is grounded on a generic model of problem solving, based on the search paradigm, whose properties have been extensively studied in the artificial intelligence literature. In addition, in contrast with the work on rolelimiting methods [21] , this model is not meant to be used directly to solve applications. Its role is to provide a generic problem solving template, which can then be configured to develop specific problem solving methods.
Clearly, an endless number of concrete problem solving methods can be defined as specializations of this model. To date, we have defined and tried out 18 problem solving methods, including problem solving methods derived from general-purpose problem solving techniques, such as case-based reasoning and search algorithms, as well as knowledge-based problem solving methods, such as Propose&Revise [52] , Propose&Backtrack [53] and Propose&Exchange [54] . This approach has resulted in both analytical and engineering advantages.
Analytically, because all these problem solving methods are defined as specializations of a common generic model, we can easily compare both their knowledge assumptions (i.e., what knowledge is required from the underlying domain) and their problem solving behaviour. Specifically, we showed that the plethora of behaviours exhibited by the various problem solving methods could be classified according to three classes: i) some problem solving methods pursue a cost-minimisation strategy -i.e., they look for the cheapest design; ii) some pursue a consistency-centred strategy -i.e., their overarching criterion is to maintain consistency; iii) some pursue a completion-centred strategy -they try to home in on a complete model early on in the design process and only later they deal with inconsistencies. Full details can be found in [5, 38] .
From an engineering point of view the advantages had to do with minimal development cost. Because problem solving methods were not built from scratch but developed as specializations of a comprehensive model of parametric design problem solving, it was possible to achieve high levels of reuse. Specifically, all problem solving methods could be specified by adding no more than 20% extra components to the generic model. In practice, this means that even when we carried out rational reconstructions of complex problem solving methods described in the literature, such as Propose&Revise, very little development effort was required. In addition, because our reconstructions were based on a comprehensive, methodgeneric problem solving model, we were able to focus on the essential properties of the problem solving method in question and abstract from the various idiosyncrasies associated with each specific implementation. In particular, in the case of Propose&Revise, we were able to abstract from the original specification [52] and define several alternative variations of this class of methods, which avoided the brittleness exhibited by the original proposal -see [55] for details.
Clearly, in this approach problem solving methods have a strong commitment to a task model. However, this does not necessarily need to be the case. Recent work on the UPML framework [39, 40] generalizes this approach and allows for both strong (task-specific) and weak (task-independent) problem solving methods to be integrated in the same library -see also discussion on the IBROW project in section 5.
Multi-functional Domain Model
A multi-functional domain model provides a representation of a domain of discourse, which is independent from its possible use in applications. For instance data about employees in an organization can be represented independently of whether this information is going to be used by the organizational payroll system or by an office allocation system, brought in to support a move to a different building. A well-known example of a multi-functional knowledge base is Cyc [56] , which comprises the millions of notions which make up 'consensus reality'. These include common-sense notions, e.g. time and space; knowledge about the organization of human institutions, e.g. family, school; naive physics and biology, e.g. things fall and organisms die; and innumerable other concepts which human beings use routinely to make sense of phenomena in the world.
Application Configuration Knowledge
Given the framework shown in figure 3 , building systems by reuse consists of selecting (or developing) the relevant task, method and domain models and then configuring them according to specific application needs. This application configuration activity can be done in two ways: either mapping knowledge is used to connect domain concepts to task and/or problem solving method concepts, or the knowledge requirements imposed by a task or problem solving method are satisfied by acquiring the relevant application-specific problem solving knowledge in a taskdriven or method-driven way. I'll clarify this point with an example taken from a real-world application.
An office allocation problem (i.e., the problem of allocating members of an organization to offices in a building) can be modelled as a parametric design problem [57, 5] , by considering employees as parameters and offices as possible parameter values. Let's suppose i) we are given the task of developing an office allocation system for a particular group, say the Knowledge Media Institute (KMi), and ii) we already have available a database of employees, which we can reuse as our domain model. The first thing to do is then to instantiate the generic parametric design task model available from the library for our domain. To do this, we need to define the design parameters and acquire the relevant constraints, requirements, preferences and (in case we are looking for optimal solutions) a cost criterion. Because we assume the availability of a domain model we can integrate this with the task model by mapping the concept of parameter in the task ontology with the concept of employee in the domain ontology. These mappings can be represented by means of the mapping constructs provided by the OCML language.
(def-upward-class-mapping kmi-member parameter)
The above definition specifies that a class mapping should be created between the class kmi-member (members of the YQT laboratory) and the class of parameters. In practice this means that for each instance of the class kmi-member a meta-level referent is created as an instance of class parameter. The three relation mappings below connect relation current-design model defined in the generic problem solving model to relation in-room, which specifies whether an employee is allocated to a particular room. The three mappings specify how to retrieve the current design model (:up), how to reflect a new assertion to the domain (:down) and what to do when an instance of the relation is removed. The other knowledge types required by the task model (i.e., constraints, requirements, preferences and cost function) will not normally be part of a taskindependent domain model and therefore are acquired on an application-specific basis.
Having instantiated the task model, we can then select a problem solving method from the library, which may in turn impose additional knowledge requirements. In particular, all problem solving methods in the parametric design library inherit the notion of design operator from the generic problem solving model, so application-specific design operators need to be acquired. A design operator defines a move in the space of possible design models. Design operators can be defined by operationalizing constraints, requirements or preferences acquired during the task model instantiation phase (e.g., a professor should go into a single-person office), or by using additional heuristic knowledge.
An important advantage of this approach is that because much of the application configuration effort consists of instantiating the generic task model (which is independent from any problem solving method) in a particular domain, it is feasible to try out several problem solving methods, rather than one. For instance, in the case of the KMi office allocation model we experimented with a number of problem solving methods and eventually we found that, given the dense nature of the solution space (i.e., several alternative solutions were possible) and the impossibility to define a monotonic cost function, a Propose&Improve problem solving method performed best.
The parametric design library has been tested on several application domains, which include, in addition to the KMi and Sisyphus-I [58] office allocation problems, the VT elevator design problem [59] , sliding bearing design, initial vehicle design and design of casting technology for manufacturing mechanical parts 22 Handbook of Software Engineering and Knowledge Engineering [60] . All these applications were tackled successfully, using different problem solving methods and achieving significant amount of reuse. Typically very little method customization was needed, in addition to the effort required to elicit and formalize the knowledge required by the task model and by individual problem solving methods.
The usability vs. reusability trade-off
The approach described here tries to reconcile the trade-off between usability and reusability [61] . The more generic a model, the more reusable it is; the more specific a model, the more usable it is, although in a restricted space of applications. The proposed framework addresses these issues at the knowledge level, i.e. in terms of modelling solutions, rather than efficiency considerations. At the knowledge level, the problem can be reduced to one of different degrees of coupling between the different components of a knowledge model. In particular, the framework makes the following assumptions.
• Strong coupling between generic tasks and problem solving methods.
Problem solving methods are designed to perform efficient problem solving and they are typically designed with a class of tasks in mind. A close coupling between a generic method and a generic task is therefore not so much a requirement, as a consequence of the raison d'être of problem solving methods.
• Weak coupling between generic problem solving models and multifunctional domain knowledge. By definition, multi-functional knowledge is domain knowledge which characterizes the task-independent aspects of a domain, i.e. domain knowledge which can be used in many different ways. For the sake of reusability this knowledge is modelled in a task and method independent way. It follows that only weak coupling of multi-functional and problem solving knowledge can be supported. This weak coupling is expressed by means of mapping mechanisms.
The TMDA framework also tries to address the knowledge interaction problem [62] , which states that both the type of knowledge required by an application and its representation are strongly determined by the chosen task and/or method. In the proposed approach the knowledge interaction problem is tackled by introducing an application-configuration component. In particular, the assumption here is that the interaction problem can be tackled in terms of the activities of acquiring application-specific knowledge and establishing the appropriate mappings between
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Open Issues and Recent Developments
There is a certain amount of consensus in the knowledge modelling community that many important questions concerning knowledge sharing and reuse have now been answered to a significant extent. We now have comprehensive frameworks for devising libraries of problem solving methods, which subsume both weak and strong methods and provide mechanisms for managing very large libraries [40] . Several libraries are available online, which are doing a good job in fostering knowledge sharing and reuse [47, 63] . We also have sophisticated modelling languages for problem solving methods [40] and ontologies [47, 5, 48] . Although it would be too optimistic to say that there is consensus on the 'right' language for ontology specification, existing proposals provide sufficient engineering leverage to support large initiatives centred on modelling technology. It is also possible to flag a number of success stories reported in the literature, which show the value of these technologies in the workplace -see for instance [64, 65] for ontologies and [66, 67] for problem solving methods. Nevertheless, a number of issues are still open. In particular, there is a need for a support infrastructure, which can facilitate access to libraries of reusable components and support their configuration for specific applications. The IBROW project [68] is tackling this issue and aims to provide a comprehensive set of technologies to support the development and use of reusable knowledge components. The project has developed the UPML architecture [39, 40] , which provides a powerful framework and modelling support for developing libraries of reusable components. In addition a number of web-based tools will make it possible to access and configure IBROW-compliant libraries online. These tools include a brokering agent [69] , whose aim is to identify the 'right' components for a particular application and to help the users configure and integrate them with pre-existing domain models.
Another important area of research is the application of knowledge modelling technology to support 'smart' retrieval on the Internet [70, 71, 8] . Efforts in this area are using ontologies to support 'intelligent' query parsing and information retrieval. There is also much activity aimed at devising XML-compliant knowledge representation functionalities [72, 48] , which will be used to enable semantic markup of web pages, thus supporting semantic search engines and agent interoperability (for instance in e-commerce applications).
In conclusion, knowledge technologies have come a long way since the early days of expert systems and we now have a wide range of methods, tools and languages to perform knowledge analysis and system development activities in a wide range of contexts and domains. In this paper I have provided an overview of the knowledge modelling paradigm in knowledge engineering and emphasized the important role that it has played in establishing solid theoretical and engineering foundations for knowledge systems. It is important to emphasize that this paradigm is situated at a different level from the various generic problem solving paradigms available in Artificial Intelligence, e.g., search, case-based reasoning [73] , neural networks [74] . Knowledge modelling does not define a class of algorithms or a specific computational paradigm but i) proposes a framework to analyse and engineer knowledge-based problem solving, which is based on a number of basic epistemological distinctions in knowledge systems, such as tasks, problem solving methods and domain knowledge, and ii) relies on technologies such as problem solving methods and ontologies for its realization. Hence, it does not provide, for instance, an alternative to a case-based reasoning approach: it provides a framework which, for instance, can be used to characterize the epistemology and the competence of a case-based reasoning system.
The current dramatic changes in the communication and economic infrastructure are generating massive demand for 'smart' technologies and for knowledge-based solutions. In this 'brave new world', knowledge modelling technologies provide us with the analytic and engineering tools to help us shape these exciting developments.
