Abstract The Steiner tree problem in graphs is a classical problem that commonly arises in practical applications as one of many variants. While often a strong relationship between different Steiner tree problem variants can be observed, solution approaches employed so far have been prevalently problemspecific. In contrast, this paper introduces a general-purpose solver that can be used to solve both the classical Steiner tree problem and many of its variants without modification. This versatility is achieved by transforming various problem variants into a general form and solving them by using a state-ofthe-art MIP-framework. The result is a high-performance solver that can be employed in massively parallel environments and is capable of solving previously unsolved instances.
Introduction
The Steiner tree problem in graphs (STP) is one of the classical N P-hard problems [1] . Given an undirected connected graph G = (V, E), costs c : E → Q ≥0 and a set T ⊆ V of terminals, the problem is to find a tree S ⊆ G of minimum cost that spans T .
Practical applications of the STP can be found for instance in the design of fiber-optic networks [2] . However, it is more common that practical applications are formulated as a particular variant of the STP [3, 4, 5, 6] .
The announcement of the 11th DIMACS Challenge initiated our work with an investigation into the STP solver Jack-III, described in [7] . The model and code of Jack-III provided a base for the development of a general STP solver-being able to solve many of the problem variants. However, Jack-III is more than 15 years old. As such, many modern developments regarding STP solution methods and MIP solving techniques are not available. Our approach to address this limitation of Jack-III includes the combination of the model used in [7] with the start-of-the-art MIP-framework SCIP [8, 9] . Employing SCIP naturally facilitated the incorporation of many algorithm developments from the past two decades and provided a platform for the development of new methods.
A major contribution of this paper is the development of a general Steiner tree problem solver. This achievement stands in contrast to the many problemspecific solvers observed within the literature. Furthermore, SCIP provides a massively parallel MIP-framework that is employed with this general solver. Thereupon, bolstered by algorithmic improvements, the developed solver is able to solve several previously unsolved benchmark instances. Detailing the approach delineated above, the remainder of this paper will be structured as follows:
-Section 2 demonstrates the impact of transitioning from a simple, ad hoc created branch-and-cut code to the use of a full fledged, state-of-the-art MIP-framework. -Section 3 shows how to employ the versatility of MIP models to not only solve a whole class of related problem variants, but-in combination with further algorithmic advances-be competitive with or even superior to problem-specific state-of-the-art solvers. -Finally, in Section 4 the potential from using hundreds of CPU cores to solve a single problem is illustrated.
The results achieved in this paper demonstrate the value of revisiting topics after some time. In our case this occurred in two steps: First, prior to the DIMACS Challenge, with the developments delineated above, and second, after the completion of the Challenge, when further algorithmic methods were devised and implemented to considerably enhance the performance of SCIPJack. Further examples of revisiting research topics can be found in [10, 11] .
In general, it can be stated that a branch-and-cut based Steiner tree solver has three major components. First, preprocessing is extremely important. Apart from some instances either specifically constructed or insightfully handpicked to defy presolving techniques, such as the PUC [12] and I640 [13] test sets, preprocessing is often able to significantly reduce instances. Results presented in the PhD theses of Polzin [14] and Daneshmand [15] report an average reduction in the number of edges of 78 %, with many instances being solved completely by presolving. In computational experiments performed for this paper, reduction rates of more than 90 % for some Steiner problem variants (e.g., for the maximum-weight connected subgraph problem) are obtained.
Second, heuristics are needed to find good or even optimal solutions and help find strong upper and lower bounds quickly. In our experiments, for more than 90 % of the instances that were not already solved during preprocessing the final solution was found by a heuristic. Furthermore, heuristics can be especially important for hard instances, for which the dual bound often stays substantially below the optimum for a long time.
Finally, the core of the approach is constituted by the branch-and-cut procedure used to compute lower bounds and prove optimality. The results of [14] show that many STP instances can already be solved by reductionand heuristic-based approaches [14] . However, the failure of the state-of-theart solver described in [14] to solve a number of hard instances that defy preprocessing highlights the importance of strong branch-and-cut procedures.
2 From simple hand tailored to off-the-shelf state-of-the-art
The model employed in the solver SCIP-Jack uses the flow-balance directed cut formulation described in [7] . This formulation provides a tight linear programming (LP) relaxation. It is built upon the directed equivalent of the STP, the Steiner arborescence problem (SAP ): Given a directed graph D = (V, A), a root r ∈ V , costs c : A → Q ≥0 and a set T ⊆ V of terminals, a directed tree (V S , A S ) ⊆ D of minimum cost is required such that for all t ∈ T , (V S , A S ) contains exactly one directed path from r to t. Each STP can be transformed to an SAP by replacing each edge with two anti-parallel arcs of the same cost and distinguishing an arbitrary terminal as the root. This procedure results in a one-to-one correspondence between the respective solution sets, see [16] for a proof.
An integer program for the SAP can be obtained by introducing a variable y a for each arc a ∈ A with the interpretation y a = 1 if a is in the Steiner arborescence, and y a = 0 otherwise. These considerations set the stage for the following formulation: 
0 ≤ y a ≤ 1, for all a ∈ A (6) y a ∈ {0, 1}, for all a ∈ A
where N = V \T , δ + (X) := {(u, v) ∈ A|u ∈ X, v ∈ V \X}, δ − (X) := δ + (V \X) for X ⊆ V ; i.e., δ + (X) is the set of all arcs going out of, and δ − (X) the set of all arcs going into X.
Constraints (4) strengthen the LP-relaxation of Formulation 1, see [13] . However, the remaining additional constraints (3), (5) , and (6) do not improve the value of the LP-relaxation; although they nevertheless lead to an empirical speed-up in practical solving [14] . Further details of Formulation 1 are given in [7] .
Since the model potentially contains an exponential number of constraints a separation routine is employed. Violated constraints, are separated during the execution of the branch-and-cut algorithm. Jack-III employed this problem formulation along with a model-specific branch-and-bound search. Strong branching [17] was used with a depth-first search node selection.
The implementation of SCIP-Jack is based on the academic MIP solver SCIP [8, 9] . Besides being one of the fastest non-commercial MIP solvers [18] , SCIP is a general branch-and-cut framework. The plugin-based design of SCIP provides a simple method of extension to handle a variety of specific problem classes.
In the case of SCIP-Jack, the first plugins implemented were a reader to read problem instances and problem data to store the graph and build the model within SCIP. Within these plugins it was possible to re-use the reading methods and data structures of Jack-III. However, each of these had to be extended as part of the implementation in SCIP-Jack. The heart of the new implementation is a constraint handler that checks solutions for feasibility and separates any violated model constraints. Again, separation methods of the more than 15-year old code are re-used in SCIP-Jack, while SCIP provides a filtering of cuts to improve numerical stability and dynamic aging of the generated cuts. Additionally, the general-purpose separation methods that exist within SCIP are used, which include Gomory and mixed-integer rounding cuts.
Jack-III includes many STP-specific preprocessing techniques, as described in [7] . However, for SCIP-Jack only the Degree-Test (DT) [19] method has been reused. All other tests were replaced by more efficient variants, which have emerged in the decade following the release of Jack-III, cf. [14] . Moreover, after the DIMACS Challenge work on reduction techniques continued and various new reduction methods were developed for several of the Steiner problem variants described in this paper. They are a pivotal factor in the improved performance of SCIP-Jack as compared to its predecessor participating in the Challenge-the main motivation behind the development of the new methods was to enhance SCIP-Jack [16] . Due to the large number of presolving techniques and their complexity it is not possible to provide individual descriptions within the frame of this paper. The reader is referred to [16] for detailed information. The preprocessing techniques implemented in SCIP-Jack are listed in Table 2 according to the abbreviations used in [16] ; the full names of the preprocessing techniques can be found in Section B of the appendix. Supplementary to the presolving techniques, a Steiner problem specific propagator is implemented that fixes edges during the branch-andcut according to the same criteria used in the dual-ascent (DA) reduction method [13, 14] .
For the branch-and-bound search a straightforward STP-specific branchingrule has been implemented. Specifically, instead of branching on variables, i.e., in the case of the STP on arcs, vertex branching [20] is employed. This has been identified empirically by the authors of this publication to be stronger than the generic branching rules natively implemented in SCIP. During the branch-and-bound procedure, vertex branching selects a Steiner vertex to be rendered a terminal in one child node and excluded in the second child.
Determining such a Steiner vertex is achieved by means of the following criterion. Let y ∈ [0, 1] A be an LP solution at the current node during branchand-cut. Select a vertex v i ∈ V \ T to branch upon, such that
is minimal among all Steiner vertices. The node selection is organized by SCIP and is performed with respect to a best estimate criterion-interleaved with best bound and depth-first search phases [21] .
One dual and several primal STP-specific heuristics have been implemented in SCIP-Jack-the dual-ascent heuristic (DA), the repetitive shortest path heuristic (RSPH), in the form proposed in [22] , an improvement heuristic (VQ) [23], the reduction-based heuristics prune (P) and ascend-and-prune (AP) [14] , and a new recombination heuristic (RC).
The dual-ascent algorithm was introduced in [24] . It exhibits a time complexity of O(|E| min{|V ||T |, |E|}), see [14] , but is usually faster than this bound might suggest; efficient implementations can be found in [13] and [25] . In SCIP-Jack the implementation of [25] is used. At termination, dual-ascent provides a dual solution to a reduced version of Formulation 1 that contains only the constraints (2) and (6) . This solution involves directed paths along arcs of reduced cost 0 from the root to each other terminal. The heuristic is executed prior to the branch-and-cut procedure and includes all cuts corresponding to the dual solution found by DA. Due to strong duality, the objective value of the first LP solved during branch-and-cut corresponds to the objective value of the dual solution found by DA.
On the primal side, SCIP-Jack includes the well-known repetitive shortest paths heuristic. Starting with a single vertex, the heuristic iteratively connects the current subtree to a nearest terminal by a shortest path. This procedure is reiterated until all terminals are spanned. The heuristic is implemented in Jack-III, but in its original form detailed by [26] . In SCIP-Jack an empirically faster version based on Dijkstra's algorithm [22] is implemented. In addition to being used as an initial heuristic, the RSPH is also employed, with altered costs, during the branch-and-cut. Specifically, given an LP optimal solution y ∈ Q A , the heuristic is called with the costs (1 − y a ) · c a for all a ∈ A. Thus, a stimulus for the heuristic to choose arcs contained in the LP solution is provided. Moreover, the heuristic is started from several distinct vertices, making it empirically much stronger (by default 100 start vertices for the initial call at the root node, 50 at the beginning of the processing of each other branch-and-bound node and 15 for calls within the cut loop). Terminals are preferred as start points, but vertices that exhibit a high (fractional) outdegree in the incumbent LP solution are also selected. The heuristic is called before and after the processing of a (branch-and-bound) node, after each cut loop and after each LP solving during a cut loop.
The improvement heuristic VQ is a combination of the three local search heuristics vertex insertion, key-path exchange, and key-vertex elimination as described in [23] . The basic idea of vertex insertion (denoted by V) is to connect further vertices to an existing Steiner tree in such a way that expensive edges can be removed. Key-vertices with respect to a tree S are either terminals or vertices of degree at least three in S. Correspondingly, a key-path is a path in S with a key-vertex at both endpoints, but without any intermediary keyvertices. A key-path exchange attempts to replace existing key-paths by others that are less costly. Similarly, for key-vertex elimination in each step a nonterminal key-vertex and all adjoining key-paths (except for the key-vertices at their respective ends) are extracted and an attempt is made to reconnect the disconnected subtrees at a lower cost. As in [23] , the combination of key-path exchange and key-vertex elimination is denoted by Q. VQ is called for a newly found solution whenever the latter is among the five best known solutions.
The prune heuristic comes with a less customary approach obtained by building upon bound-based reductions introduced in [14] that were afterwards slightly improved in [16] . While for the original bound-based reductions an upper bound is provided by the weight of a given Steiner tree, in the prune heuristic the bound is reduced such that in each iteration a certain proportion of edges and vertices is eliminated. Thereupon, all exact reductions methods are executed on the reduced graph, motivated by the assumption that the (possibly inexact) eliminations performed by the bound-based method will allow for further (exact) reductions. To avoid infeasibility, a Steiner tree is initially computed by using RSPH and afterwards the elimination of any of its vertices by the bound-based method is being prohibited. Within SCIP-Jack the heuristic is called whenever a new best solution has been found.
Another powerful heuristic approach is borne by the combination of the prune heuristic and dual-ascent: the ascend-and-prune [14] method. Ascendand-prune is motivated by the assumption that certain similarities exist between an optimal Steiner tree and the LP solution that is identified by the reduced costs provided by dual-ascent. Thereupon, the heuristic attempts to find an optimal solution on the graph constituted by the undirected edges corresponding to zero-reduced-cost paths from the root to all additional terminals. On this subgraph a solution is computed by first employing an (exact) reduction package and then using the prune heuristic. Within SCIP-Jack, ascend-and-prune is performed after each execution of dual-ascent, in particular prior to the initiation of the branch-and-cut procedure.
Finally, the recombination of given solutions to find improved primal bounds is performed by the RC heuristic. In the following, RC is described in the context of an STP, but it can be naturally extended to cover all Steiner tree problem variants discussed in this paper. First, the set of solutions to be considered for recombination is defined by L; in the case of SCIP-Jack L comprises the best found solutions and its cardinality is bounded from above by 50.
The heart of RC is the n-merging (n ≥ 2) operation subsequently defined for a given solution S 0 to an STP P = (V, E, T, c): S 0 is merged with pseudorandomly selected n − 1 solutions S 1 , ..., S n out of L \ {S 0 } to form a new STP P consisting of all edges and vertices that are part of at least one of the n solutions. By applying the reduction techniques provided by SCIP-Jack tõ P , a reduced problemP is obtained. Thereupon, a solution toP is computed in several steps. First, it is observed that each edge e inP corresponds to a set of ancestor edges E e ⊆ E. Denoting the edges of a solution S i by E Si gives the definition:
Next, the cost of each edge e inP is multiplied by a pseudo-randomized number that is anti-proportional to α(e) (i.e., the number increases as α(e) decreases). This edge cost multiplication approach is a more general variant of a procedure suggested in [27] . The latter approach recombines two solutions without employing reduction techniques. Using the new edge cost, RSPH is employed to obtain a solutionS toP . For the starting points of RSPH, vertices v i are used such that e∈δP (vi) α(e) is maximized. Next, after retrieving the original arc costs, VQ is applied onS . Finally,S is retransformed to the original solution space. The RC heuristic is clustered around the n-merging operation: Given a new solution S, in one run consecutively six 2-, two 3-and one 4-merge operations are performed. When a solution S is generated during an n-merging with a smaller cost than S, the solution S is replaced by S , which is attempted to be added to L. Moreover, in this case the n-merging is performed again in a new run that is started after the conclusion of the current run. The total number of runs is limited to ten. RC is called whenever r new solutions have been found compared to its last execution. Initially, r is set to 4 and modified throughout the solution process, setting r := 0 if a solution has been improved during the execution of RC and r := min{r + 1, 4} otherwise.
By the combination of the previously described heuristics the ability to generate good primal solutions quickly is considerably improved, as compared to employing SCIP-Jack without Steiner problem specific heuristics. Furthermore, this combination is able to eventually find optimal solutions to most problems.
Computational experiments
Several thousand instances of 15 Steiner tree problem variants were collected as part of the DIMACS Challenge. To show the performance of the developed general Steiner tree problem solver, computational experiments on ten variants of the STP will be presented.
All computational experiments described were performed on a cluster of Intel Xeon X5672 CPUs with 3.20 GHz and 48 GB RAM, running Kubuntu 14.04. A development version of SCIP 3.2.1 was used and SoPlex [28] version 2.2.1 was employed as the underlying LP solver. Moreover, the overall run time for each instance was limited by two hours. If an instance was not solved to optimality within the time limit, the gap is reported, which is defined as |pb−db| max{|pb|,|db|} for final primal bound (pb) and dual bound (db). The average gap is obtained as an arithmetic mean. The averages of the number of nodes and the solving time are computed by taking the shifted geometric mean [21] with a shift of 10.0 and 1.0, respectively.
Prior to the discussion of the different STP variants solved by SCIP-Jack in the following section, the solver performance will be demonstrated on pure STP instances. To this end, six STP test sets have been selected for computational experiments. Five of them, X [7] E [29], I640 [13] , PUC [12] , and ALUE [7] , are test sets from SteinLib. First, the three X instances include complete graphs with Euclidean distances corresponding to geographical locations (in Berlin, Brazil, and worldwide). In contrast, the E and I640 test sets contain randomly generated instances. The (sparse) E test set has proved to be solvable within short time limits by state-of-the-art solvers [14] . However, the I640 set-whose instances were selected to defy preprocessing-contains several problems that have remained unsolved until today. Similarly, many unsolved instances still remain in the PUC test set, which contains artificially designed problems such as instances composed of combinations of odd wheels and odd circles. As opposed to the previous three test sets, the ALUE instances are not artificially designed, but derive from a VLSI application and contain grid graphs with rectangular holes. The final test set is vienna-i-simple [2] , which contains real-world instances generated from telecommunication networks that have already been preprocessed by the Degree-Test described in [19] .
A summary of the computational performance of SCIP-Jack on the five STP test sets is presented in Table 1 . Each line in the table shows aggregated results for the test set specified in the first column. The second column, labeled #, lists the number of instances in the test set, the third column states how many of them were solved to optimality within the time limit. The average number of branch-and-bound nodes and the average running time in seconds of these instances are presented in the next two columns, named optimal. The last two columns, labeled timeout, show the average number of branchand-bound nodes and the average gap for the remaining instances, i.e., all The instances from the X test set is solved without any branching and in very short run times; even the largest instance, consisting of more than 200 000 edges, requires only one second. Similarly, SCIP-Jack solves the entire, mostly sparse, E test set to optimality within an average time of 1.0 seconds. The only instance requiring branching is e18, which also exhibits a run time much longer than any other of that test set, 104.5 seconds. The, similarly sparse, VLSI-derived ALUE instances are harder to solve for SCIPJack: three problems remain unsolved with gaps of 1.4, 1, 5, and 2.3 percent, while the solved instances require an average run time of 12.4 seconds. For only three of the instances branching is performed, and none requires more than five nodes.
SCIP-Jack exhibits a distinctively disparate behavior on the I640 test set: While more than half of the instances are solved within a few seconds, 22 problems remain unsolved after two hours. As compared with the previous instances the number of branch-and-bound nodes is much higher-up to 4481.
The PUC test set proves to be much more difficult for SCIP-Jack. This is unsurprising since more than half of the instances in this set still remain unsolved. SCIP-Jack only solves eight of 50 instances and none at the root node. More than half of the unsolved instance are still processing the root node when terminated. Finally, 80 percent of the vienna instances set are solved by SCIP-Jack within the time limit, with none of the remainder exhibiting an optimality gap of more than 0.01%. As compared to the PUC test set, the number of branch-and-bound nodes is much smaller and more than half of the instances can be solved in the root.
The results demonstrate an improvement of SCIP-Jack in two dimensions. First, compared to Jack-III, SCIP-Jack empirically yields significantly better results, as exemplified by the E test set. While Jack-III and SCIP-Jack both manage to solve all instances in relatively short times, there is a large difference in the run times achieved by each. Jack-III needs more than one second for all but one instance. The hardest instance, e18, requires more than 11 minutes. In contrast, SCIP-Jack solves all but three instances in less than a second, with a maximum runtime (for e18 ) of about two minutes. On average, SCIP-Jack is more than two orders of magnitude faster on the E test set than Jack-III.
The drastically stronger performance of SCIP-Jack in comparison with Jack-III comes hardly as a surprise. While the main component of Jack-III, the separation algorithm, is being reused within SCIP-Jack, a variety of powerful new methods, as described heretofore, is clustered around it. The new reduction techniques alone, for instance, are more than ten times faster than those implemented in Jack-III and nevertheless notably stronger.
The second dimension is seen when comparing the performance of the current version of SCIP-Jack with its predecessor participating in the DIMACS Challenge, cf. [30] . In particular, computational experiments demonstrate that the current version is significantly stronger. Taking the example of the I640 test set, one sees additional 13 instances being solved to optimality within two hours. Also, the run time for several instances (such as i640-043) is reduced by a factor of more than a hundred.
The improvement of the current version of SCIP-Jack as compared with the previous version that competed in the DIMACS Challenge can be put down to several major algorithmic improvements. First, the implementation of new or enhanced problem-specific preprocessing methods, such as the dual-ascent reductions [31] . Second, the implementation of the new heuristics dual-ascent, and, on the primal side, prune, ascend-and-prune, and an improved version of the recombination heuristic. Third, the implementation of a problem-specific propagator and branching rule.
However, while the current version of SCIP-Jack proves to be competitive with the best exact results obtained at the DIMACS Challenge, it falls short of matching the fastest STP solver described in the literature [14, 31] . Apart from very easy instances, such as in X, and the hard PUC test set, for which SCIP-Jack yields comparable results, the solver described in [14] (which uses the commercial CPLEX 12.6 1 ) is more than an order of magnitude faster for most instances [31] .
3 From single problem to class solver SCIP-Jack is developed as a general STP solver-being able to solve many problem variants. An overview of the problem variants solved by SCIP-Jack is given in Table 2 . This table also presents the heuristics (see Section 2) and presolving techniques (see Table 14 ) that are applied to each of the problem variants. Specific transformation approaches have been employed in order to solve each variant by SCIP-Jack. Each of these transformations will be described in detail. Throughout this section the weights of an (undirected) edge e and an (directed) arc a are denoted by c e and c a respectively and the weight of a vertex v by p v .
The Steiner arborescence problem
As SCIP-Jack transforms each Steiner tree problem to a Steiner arborescence problem (SAP), the branch-and-cut framework can be used for general SAPs with only minor modifications. Slightly modified forms of the RSPH, AP, and RC heuristics can also be used for SAP instances. However, due to the missing bi-direction with equal cost, the VQ heuristic cannot be applied. 
The rectilinear Steiner minimum tree problem
The rectilinear Steiner minimum tree problem (RSMTP ) can be described as follows: Given a number of n ∈ N points in the plane, find a shortest tree consisting only of vertical and horizontal line segments, containing all n points. The RSMTP is N P-hard, as proved in [33] , and has been the subject of various publications, see [34, 35, 36] . In addition to this two-dimensional variant, a generalization of the problem to the d-dimensional case, with d ≥ 3, will be considered. The presented computational experiments include instances that derive from a cancer research application [3] and exhibit up to eight dimensions. Hanan [37] reduced the RSMTP to the Hanan-grid obtained by constructing vertical and horizontal lines through each given point of the RSMTP. It is proved in [37] that there is at least one optimal solution to an RSMTP that is a subgraph of the grid. Hence, the RSMTP can be reduced to an STP. Subsequently, this construction and its multi-dimensional generalization [38] is exploited in order to adapt the RSMTP to be solved by SCIP-Jack. Given a d-dimensional, d ∈ N \ {1}, RSMTP represented by a set of n ∈ N points in Q d , the first step involves building a d-dimensional Hanan-grid. By using the resulting Hanan-grid an STP P = (V, E, T, c) can be constructed, which is handled equivalently to a usual STP problem by SCIP-Jack.
It certainly bears mentioning that this simple Hanan-grid based approach is not expected to be competitive with highly specialized solvers such as GeoSteiner [34] in the case d = 2. However, a motivation for the implementation in SCIP-Jack is to address the obvious lack of solvers-specialized or general-that can provide solutions to RSMTP instances in dimensions d ≥ 3. Still, it is not practical to apply the grid transformation for large instances in high dimension, as the number of both vertices and edges increases exponentially with the dimension.
A variant of the RSMTP is the obstacle-avoiding rectilinear Steiner minimum tree problem (OARSMTP ). This problem requires that the minimumlength rectilinear tree does not pass through the interior of any specified axisaligned rectangles, denoted as obstacles. SCIP-Jack is easily extended to solve the OARSMTP with a simple modification to the Hanan grid approach applied to the RSMTP. This modification involves removing all vertices that are located in the interior of an obstacle together with their incident edges as well as all edges crossing an obstacle. There was no competition for this variant in the DIMACS Challenge and for the OARSMTP, unlike the RSMTP, optimal solutions to all instances submitted to the Challenge have already been published. While SCIP-Jack is capable of solving all instances submitted to the DIMACS Challenge, computational experiments for this problem variant have been omitted.
Computational results
The experiments on the RSMTP involve solving five of the test sets submitted to the DIMACS Challenge. These test sets contain instances ranging from less than 10 to 10 000 points and from two to eight dimensions. Specifically, the test sets used in the presented experiments include the two-dimensional estein instances with up to 60 nodes, the solids test set with three-dimensional instances whose terminals are the vertices of the five platonic solids, and the real-world derived cancer instances in up to eight dimensions. Computational results are summarized in Table 4 with the detailed results listed in the appendix.
The vast majority of the estein40 and estein50 instances can be solved to optimality, 14 and 13 out of 15 respectively. For all but one of these in- stances, the optimal solution was found at the root node. Also, none of the unsolved instances exhibits an optimality gap above 0.7 percent at the time limit. However, as the number of terminals increases, so does the run time and the number of unsolved instances: Only six of the estein60 instances can be solved within two hours, requiring more than twice as much time on average than the estein50 problems. The optimality gap of the unsolved instances ranges from 0.1 to 1.6 percent. Only one of the estein60 instances requires branching-using 82 branch-and-bound nodes.
The results in Table 4 show the capabilities of SCIP-Jack to solve instances in three dimensions. Specifically, all but one of the solids instances are solved to optimality. The unsolved instance, dodecahedron, is terminated after two hours with an optimality gap of 0.5 percent and 8435 branch-and-bound nodes. All other instances are solved in less than a second.
Finally, the cancer instances demonstrate the ability of SCIP-Jack to handle and solve RMST problems with up to eight dimensions. SCIP-Jack solves 13 of 14 instances to optimality at the root node. The remaining instance hits the memory limit after presolving-with SCIP-Jack computing a primal, but no dual bound. To the best of the authors' knowledge, SCIP-Jack is the first solver to solve any of the cancer instances to optimality. Remarkably, more than half of the instances can be solved during preprocessing, including the cancer13 8D instance with more than a million arcs (in its transformed shape). Furthermore, only two of the solved instances require more than four seconds to achieve optimality. As compared to the previous version of SCIP-Jack competing in the DIMACS Challenge, cf.
[30], the run times have considerably improved, mainly due to the enhanced reduction techniques (most notably DA), but also due to the new heuristics (most notably ascend-and-prune). For example, the cancer4 6D instance was not solved within 12 hours with the previous version, while the new version of SCIP-Jack now proves optimality in less than 15 minutes.
The node-weighted Steiner tree problem
The node-weighted Steiner tree problem (NWSTP ) is a generalization of the Steiner tree problem in graphs where the edges and, additionally, the vertices are assigned non-negative weights. The objective is to connect all terminals while minimizing the weight summed over both vertices and edges spanned by the corresponding tree.
The NWSTP is formally stated by: Given an undirected graph G = (V, E), node costs p : V → Q ≥0 , edge costs c : E → Q ≥0 and a set T ⊆ V of terminals, the objective is to find a tree S = (V S , E S ) that spans T while minimizing
The NWSTP can be transformed to an SAP by substituting each edge by two anti-parallel arcs. Then, observing that in a tree there cannot be more than one arc going into the same vertex, the weight of each vertex is added to the weight of each of its incoming arcs.
Transformation 1 (NWSTP to SAP)
Given an NWSTP P = (V, E, T, c, p) construct an SAP P = (V , A , T , c , r ) as follows:
3. Choose a root r ∈ T arbitrarily.
Lemma 1 (NWSTP to SAP) Let P = (V, E, T, c, p) be an NWSTP and P = (V , A , T , c ) an SAP obtained by applying Transformation 1 on P . Denote by S and S the set of solutions to P and P respectively. Then S can be bijectively mapped onto S by applying
for S = (V S , A S ) ∈ S and it holds:
The resulting SAP can be directly solved by SCIP-Jack. However, due to efficiency reasons only a subset of the heuristics and reduction techniques are employed, see Table 2 .
Computational results Two NWSTP instances derived from a computational biology application are part of the DIMACS Challenge. The two instances differ drastically in their size. The first has more than 200 000 nodes-55 000 of them terminals-and almost 2.5 million edges, while the smaller instance comprises merely 386 nodes, 1477 edges, and 35 terminals.
The size of the first instance proves to be prohibitive for SCIP-Jack. The memory requirements of this instance quickly exceeds the limits of SCIPJack when applying the default settings on a modest machine. To evaluate the ability of SCIP-Jack to solve this particular instance, a runtime of 72 hours was used on a machine with 386 GB memory. To render the presolving more effective, modified versions of the STP tests NVO, SD and NTD 3 were employed to solve the NWSTP instance (in addition to the default preprocessing). After the application of the reduction techniques, the resulting graph contains 187 933 nodes and 986 703 edges. This equates to a 8.6 % and 60.4 % decrease in the number of nodes and edges respectively. SCIP-Jack fails to solve this instance to optimality, but it does achieve a nearly-optimal primal bound of 656 970.94 with an optimality gap of 0.0049%. The much smaller second instance is solved by SCIP-Jack at the root node within 0.1 seconds.
The prize-collecting Steiner tree problem
In contrast to the classical Steiner tree problem, the required tree for the prize-collecting Steiner tree problem (PCSTP ) needs only to span a (possibly empty) subset of the terminals. However, a non-negative penalty is charged for each terminal not contained in the tree. Hence, the objective is to find a tree of minimum weight, given by both the sum of its edge costs and the penalties of all terminals not spanned by the tree. A profound discussion on the PCSTP is given in [4] that details real-world applications and introduces a sophisticated specialized solver.
A formal definition of the problem is stated as: Given an undirected graph G = (V, E), edge-weights c : E → Q ≥0 and node-weights p :
is minimized.
Prior to the discussion of the prize-collecting Steiner tree problem, a variation is introduced, the rooted prize-collecting Steiner tree problem (RPCSTP ). The RPCSTP incorporates the additional condition that one distinguished node r, denoted the root, must be part of every feasible solution to the problem. It is assumed that p r = 0. The RPCSTP can be transformed into an SAP as follows:
Transformation 2 (RPCSTP to SAP) Given an RPCSTP P = (V, E, p, r) construct an SAP P = (V , A , T , c , r ) as follows: After Transformation 2, for each terminal t i of the SAP P there are exactly two incoming arcs (t i , t i ) and (r , t ). Thereupon, each solution S = (V S , A S ) ∈ P that contains t i must also contain (t i , t i ), more succinctly:
Condition (13) is satisfied by all optimal solutions to P and each feasible solution can be easily modified to accomplish this, concomitantly improving its solution value. Transformation 2 is presented in [39], but without using condition (13) . The latter gives rise to a one-to-one correspondence of the solution sets, stated in the following lemma.
Lemma 2 (RPCSTP to SAP) Let P = (V , A , T , c ) be an SAP obtained from an RPCSTP P = (V, E, c, p) by applying Transformation 2. Denote by S and S the set of solutions to P and P , satisfying condition (13), respectively. P can be mapped bijectively onto P by
for S = (V S , A S ) ∈ S . The solution value is preserved.
Transformation 2 can be extended to cover the PCSTP by the inclusion of an artificial root node r and arcs (r , t i ) of cost 0. However, only one of these arcs can be part of a feasible solution. This requirement is enforced by the following constraint:
Furthermore, to allow a bijection between the original and the transformed problem, for all t i included in a solution the arc (r , t i ) with the smallest index i is required to be part of the solution. This condition can be expressed by using the following set of constraints:
An SAP that requires the conditions (13), (16) and (17) is referred to as root constrained Steiner arborescence problem (rcSAP ). The constraints (16) and (17) can be incorporated into the cut-formulation (Formulation 1) without further alterations and each solution can be modified in order to meet condition (13). Although additional
constraints are introduced to fulfill (17), the solving time is considerably reduced by adding the constraints, as they exclude a plethora of symmetric solutions.
Transformation 3 (PCSTP to rcSAP)
Given an PCSTP P = (V, E, c, p) construct an rcSAP P = (V , A , T , c , r ) as follows:
1. Add a vertex v 0 to V and set r := v 0 . 2. Apply Transformation 2 to obtain P = (V , A , T , c , r ). 3. Add arcs a = (r , t i ) with c a := 0 for each t i ∈ T .
Add constraints (16) and (17).
Lemma 3 (PCSTP to rcSAP) Let P = (V, E, c, p) be an PCSTP and P = (V , A , T , c , r ) the corresponding rcSAP obtained by applying Transformation 3. Denote by S and S the sets of solutions to P and P respectively. Each solution S ∈ S can be bijectively mapped to a solution S ∈ S defined by:
The solution value is preserved.
For the PCSTP and RPCSTP a vast number of reduction techniquesdescribed in [16] -are employed by SCIP-Jack, see Table 2 . Furthermore, all heuristic used for the STP can be deployed, albeit with some alterations. For the RSPH in the case of a transformed PCSTP, i.e. an rcSAP, instead of commencing from different vertices, the starting point is always the (artificial) root. In each run all arcs between the root and non-terminals (denoted by (r , t) in Transformation 3) are temporarily removed, except for one. A tree is then computed on this new graph, by using the same process as the original constructive heuristic. Instead of starting from a new terminal as done by customary RSPH, a different arc (r , t) is chosen to remain in the graph.
Finally, the VQ heuristic requires an adaption for both the RPCSTP and the PCSTP: All terminals are temporarily removed from the (transformed) graph and VQ is executed with all t i , as defined in Transformation 2 and Transformation 3, marked as key vertices. Computational results Table 5 shows aggregated results for three of the PC-STP test sets provided for the DIMACS Challenge. All but two JMP instances are solved during preprocessing in at most 0.1 seconds. The remaining problems require no more than 0.2 seconds. Similarly, reduction techniques alone can solve 72 of the 80 CRR instances. However, the hardest (and considerably larger) instances take comparably longer-up to 3.7 seconds-to be solved to optimality. The third test set, PUCNU, is derived from the PUC test set for the STP. SCIP-Jack is already unable to solve many of the original instances and the PCSTP versions also prove to be hard. However, ten of the instances are solved to optimality, with only four instances requiring branching. The remaining eight instances terminate with optimality gaps in the range 1.0 % to 2.8 %.
Comparing the above results with those obtained by the previous version of SCIP-Jack, a significant improvement is observed. Specifically, the JMP and CRR instances can be solved more than 10 times faster on average, with the longest single run time of the previous version being almost 1000 seconds. This is compared to 3.7 seconds for the current version of SCIP-Jack. Moreover, three additional PUCNU instances can be solved within the time limit. A notable result is that SCIP-Jack now exhibits a better performance for 10 of the 12 JMP, CRR and PUCNU instances that were part of the exact DIMACS competition than any other participating solver at the time of the competition.
The improved performance of SCIP-Jack can be traced to the vastly stronger new reduction techniques. However, it is also due to the new heuristics P and AP, and the general improvements of SCIP-Jack, such as the new propagator and the dual-ascent algorithm, which allows the start the branchand-cut with a strong lower bound. The average results for the RPCSTP instances are displayed in Table 6 . Remarkably, the maximum run time observed is 0.7 seconds. While in the DIMACS Challenge SCIP-Jack already took first place in the exact solving category of the RPCTSP, the current version requires significantly less time to solve the Challenge instances-being on average more than a factor of 25 faster for the cologne1 test set and more than a factor of 75 for the cologne2 set. This improvement is the result of the vastly improved preprocessing techniques, which alone manage to solve all cologne1 and cologne2 instances to optimality.
3.5 The maximum-weight connected subgraph problem At first glance, the maximum-weight connected subgraph problem (MWCSP ) bears little resemblance to the Steiner problems introduced so far: Given an undirected graph (V, E) with (possibly negative) node weights p, the objective is to find a tree that maximizes the sum of its node weights. However, it is possible to transform this problem into a prize-collecting Steiner tree problem. One transformation is given in [5] . In this paper, an alternative transformation is presented that leads to a significant reduction in the number of terminals for the resulting PCSTP.
In the following it is assumed that at least one vertex is assigned a negative cost and at least one vertex is assigned a positive cost. Without this assumption the problem becomes trivial to solve.
Transformation 4 (MWCSP to rcSAP)
Let P = (V, E, p) be an MWCSP, construct an rcSAP P = (V , A , T , c , r ):
Perform Transformation 3 to (V , A , c , p ), but in step 2 instead of constructing a new arc set, A is being used. The resulting rcSAP gives us P = (V , A , T , c , r ).
Lemma 4 (MWCSP to rcSAP) Let P = (V, E, p) be an MWCSP and P = (V , A , T , c , r ) an rcSAP obtained from P by Transformation 4. Then each solution S to P can be bijectively mapped to a solution S to P . The latter is obtained by:
Furthermore, for the objective value C(S) of S and the objective value C (S ) of S the following equality holds: Since most of the vertex weights are non-positive for all real-world DI-MACS instances, Transformation 4 results in problems with significantly less terminals compared to the transformation described in [5] . The differences in the number of terminals resulting from the two transformations are presented in Table 7 . Even if the number of positive weight vertices is high in the original problem, after presolving it is typically much smaller, since adjacent non-negative vertices can be contracted [16] .
For the MWCSP the computational settings of SCIP-Jack are similar to those of the (R)PCSTP. However, the VQ heuristic is not enabled since it cannot easily be adapted to handle anti-parallel arcs of different weight.
Computational results Computational experiments have been performed on the two MWCSP test sets that were part of the DIMACS Challenge. The first is the real-world derived ACTMOD test set (which contains eight instances), and second is the artificially created JMPALMK set (which contains 72 instances). The results, illustrated in Table 8 , demonstrate the ability of SCIP-Jack to effectively handle real-world MWCSP instances of up to 93 000 edges in very short time: All eight instances can be solved within 1.4 seconds, in an average of less than half a second. The speedup of SCIP-Jack as compared to its DIMACS Challenge predecessor is impressive, ranging from a factor of ten to more than 4000. Furthermore, each instance is solved at least four times faster than by any solver during the DIMACS competition. A salient example is the drosophila001 instance which requires only 0.8 seconds with SCIP-Jack, but at least 21.6 seconds with any of the participating solvers at the time of the DIMACS competition. The drastically reduced run time of SCIP-Jack is mainly due to new reduction techniques, but also the dual-ascent algorithm is a notable factor.
The effectiveness of Transformation 4 is demonstrated by the performance of SCIP-Jack on the ACTMODPC test set, which consists of the ACTMOD problems transformed to PCSTP by the transformation described in [5] . Compared to the original ACTMOD test set the run time of SCIP-Jack increases for each instance of the ACTMODPC set; one cause of this increase is the DA method becoming less efficient due to a far higher amount of terminals in the transformed SAP. As such, Transformation 4 is a valuable addition to SCIP-Jack.
The results on the JMPALMK test set once again bespeak the strength of reduction techniques implemented in SCIP-Jack. All instances are solved during presolving, in an average of less than 0.1 seconds. The degree-constrained Steiner tree problem (DCSTP ) is an STP with additional degree constraints on the vertices, described by a function b : V → N.
The objective is to find a minimum cost Steiner tree S = (V S , E S ) such that
is satisfied for all v ∈ V S . A comprehensive discussion of the DCSTP, including its applications in biology, can be found in [6] .
The implementation in SCIP-Jack to solve the DCSTP involves the extension of Formulation 1 by an additional (linear) degree constraint for each vertex. Since the degree restriction does not comply with any reduction techniques of SCIP-Jack, problem-specific preprocessing has not been performed on these instances. Only the constructive heuristic is used, albeit in a modified form. The implemented constructive heuristic performs the following two checks while choosing a new (shortest) path to be added to the current tree. First, whether attaching this path would violate any degree constraints. Second, whether after having added this path at least one additional edge could be added (or all terminals are spanned). If no such path can be found, a vertex of the tree is pseudo randomly chosen that allows to add at least one adjacent edge. Next, such an edge leading to a vertex of high degree and being of small cost is chosen.
Computational results
Computational experiments are performed on the 20 instances in the TreeFam test set of the DIMACS Challenge with a time limit of two hours. All instances come with degree bounds of at most 3 and their underlying graphs are complete.
The results from computational experiments on these instances are illustrated in Table 9 . SCIP-Jack finds the optimal solution to five instances and proves the infeasibility of another two. The remaining 13 instances cannot be solved by SCIP-Jack within the time limit. The gap is reduced to less than or equal to one percent for seven of these instances. However, the gaps of the remaining six instances range from 4.5 to as much as 55.0 percent.
As compared to what can be observed for other Steiner problem variants in this paper, the average number of branch-and-bound nodes is high, with 90.6 nodes for the solved and 758.6 for the unsolved instances.
Similar to the preceding variants, the current version of SCIP-Jack demonstrates improved performance over the previous version at the DIMACS competition. In particular, the insatisfiability of two instances can now be proven and both the run time for the solved instances and the gap for the remainder are significantly reduced: by a factor of more than 10 and by a factor of up to 100, respectively. This results in a reduction of the average gap (one of the criteria in the DIMACS Challenge) from 37.4 at the time of the competition to 9.3 with the latest SCIP-Jack version. Note that the winner of this category reached an average gap of 19.1 in the competition. The improved solving behavior of SCIP-Jack on the DCSTP can be attributed to general enhancements such as the new propagator, see Section 2. 
The group Steiner tree problem
The group Steiner tree problem (GSTP ) is another generalization of the Steiner tree problem that originates from VLSI design [20] . For the GSTP the concept of terminals as a set of vertices to be interconnected is extended to a set of vertex groups: Given an undirected graph G = (V, E), edge costs c : E → Q ≥0 and a series of vertex subsets T 1 , ..., T s ⊆ V , s ∈ N, a minimum cost tree spanning at least one vertex of each subset is required. By interpreting each terminal t as a subset {t}, every STP can be considered as a GSTP, the latter likewise being N P-hard. On the other hand, it is possible to transform each GSTP instance (V, E, T 1 , .., T s , c) to an STP by using the following scheme:
Transformation 5 (GSTP to STP) Given an GSTP P = (V, E, T 1 , ...T s , c) construct an STP P = (V , E , T , c ) as follows:
2. For i = 1, ..., s add a new node t i to V and T and for all v j ∈ T i add an edge e = {t i , v j }, with c e := K.
Let (V, E, T 1 , ...T s , c) be a GSTP and P = (V , A , T , c ) an STP obtained by applying Transformation 5 on P . A solution S to P can then be reduced to a solution S to P by deleting all vertices and edges of S not in (V, E). The GSTP P can in this way be solved on the STP P as shown in [20] and [40] .
This approach has already been deployed by [41] to solve group Steiner tree problems and demonstrated to be competitive with specialized solvers at the time of publishing. In the case of SCIP-Jack, to solve a GSTP, Transformation 5 is applied and the resulting problem is treated as a customary STP that is solved without any alteration. An alternative approach would be to employ GSTP-specific heuristics or reduction techniques [42] .
Computational results Computational experiments were performed on two test sets of unpublished group Steiner tree instances derived from a real-world wire routing problem. The results from these experiments are presented in Table 10 . SCIP-Jack solves all but two of the first test set, with run times ranging from 3.3 to 563 seconds. Four of the instances solved to optimality only require a single node, with the remaining instances solved in 219 and 61 nodes, respectively. The two unsolved instances gstp34f2 and gstp39f2 exhibit optimality gaps of 2.7 % and 5.1 % respectively. The same performance is not observed for the second test set. None of the instances, are solved within the time limit and the optimality gaps range from 0.9 % to 7.8 %. 
The hop-constrained directed Steiner tree problem
The hop-constrained directed Steiner tree problem (HCDSTP ) searches for an SAP with the additional constraint that the number of selected arcs must not exceed a predetermined bound, called hop limit. The cut formulation (Formulation 1) used by SCIP-Jack is simply extended to cover this variation by adding one extra linear inequality bounding the sum of all binary arc variables. It should be noted that in the literature the term "hop-constrained Steiner tree" often refers to a problem for which the number of arcs in the path from the root to any terminal within a feasible solution is limited by a predefined bound [43] , which differs from the definition used in this paper. The hop limit brings significant ramifications for the preprocessing and heuristics approaches in its wake. Customarily, many presolving techniques for Steiner tree problems remove or include edges from the graph if a less costly path can be found, regardless whether this procedure leads to a solution with more edges. For the HCDSTP such techniques can therefore produce infeasibility. However, a number of HCDSTP-specific bound-based reduction techniques can be applied, as described in [16] .
Similar to the presolving techniques, the heuristics implemented in SCIPJack for the other variants do not take into account the hop limit. As such, any identified solution may not be feasible. Therefore, a simple variation of the constructive heuristic is used for the HCDSTP: Each arc a, having original costs c a , is assigned the new cost c a := 1 + λ ca cmax , with λ ∈ Q + and c max := max a∈A c a . Initially λ is set to 3 but its value is decreased or increased after each iteration of the constructive heuristic, depending on whether the last computed solution exceeds or is below the hop limit, respectively. This modification to λ is performed relative to the deviation of the number of edges from the hop limit.
Computational results Three different test sets, consisting of the gr12, gr14 and gr16 instances, are used for the computational experiments. All three test sets were used in the evaluation of the DIMACS Challenge. SCIP-Jack is able to solve all gr12 instances at the root node in less than 100 seconds. The performance worsens for the gr14 test set, with 12 of 21 instances being solved to optimality within the time limit. The unsolved instances terminate with optimality gaps ranging from 2.4 % to 17.9 %, after 8.8 nodes on average. Similarly, the optimally solved instances require-with 433.9 seconds-much more time than the previous problems (in gr12). Finally, more than half of the gr16 instances were terminated due to insufficient memory. Therefore, to solve these instances a different machine was used, consisting of Intel Xeon E5-2697 CPUs with 2.70 GHz and 128 GB RAM. Although this machine can boast more RAM than the machines of the cluster used for the other computational experiments reported in this paper (see Section 2.1), it is notably slower.
The results for the gr16 test set are significantly worse than for the other two sets. Specifically, all instances terminate within the time limit with an optimality gap of at least 27.4 %. For these larger instances, SCIP-Jack terminates within the cut loop at the root LP for all but one instance. Besides the size of the problems, a possible cause of this performance is the lack of stronger HCDSTP-specific reduction techniques and heuristics in SCIP-Jack.
Using CPLEX as underlying LP solver
As an extension of SCIP, SCIP-Jack provides a branch-and-cut search, but requires an external LP solver for solving the linear programming relaxations.
For all results previously presented the LP solver SoPlex-the default LP solver employed by SCIP-has been used for this purpose. However, SCIP provides interfaces to many different commercial and academic LP solvers. This section discusses the impact of exchanging the academic LP solver SoPlex for the commercial solver CPLEX 12.6. The comparison between using the LP solvers of CPLEX and SoPlex in SCIP-Jack is performed by selecting one test set for each previously discussed Steiner tree problem variant. An exception is made for those problem variants that can be trivially solved after presolving-such as the SAP and MWCSP. This test set selection is made to provide instances for which the reduction techniques still leave large problems, to highlight the impact of the LP solver in the branch-and-cut algorithm. Table 12 illustrates the comparative performance of SCIP-Jack/CPLEX. The test set and the problem variant are listed in columns one and two. Columns three and four show the number of solved instances and the shifted geometric mean of the running time on the test set for SCIP-Jack using SoPlex as LP solver. The next two columns show the corresponding information for SCIP-Jack/CPLEX. Finally, the last two columns provide the relative change in the number of solved instances and the average time. The last row of the table considers all instances of the six test sets jointly. Table 12 reveals that the number of solved instance is significantly increased when CPLEX is used. This phenomenon becomes notably pronounced for the estein60 instances, for which more than 90 percent of time is spent in the LP solver. Specifically, the number of solved instances doubles. Even more salient is the behavior on the GSTP2 test set, with six instances solved to optimality by SCIP-Jack/CPLEX, but not a single one by SCIP-Jack/SoPlex.
The comparison between CPLEX and SoPlex shows that the solving time for most of the instances is significantly smaller when the former is used as LP solver of SCIP-Jack. The only exception to this pattern is the TreeFam class on which SCIP-Jack/SoPlex is around six percent faster than SCIPJack/CPLEX.
In summary, the results show a considerable potential to speed up SCIPJack by using a faster LP solver. [45] . In order to parallelize a problem-specific solver (such as SCIP-Jack), users of SCIP can simply modify their developed plugins by adding a small glue code and linking to one of the UG libraries for SCIP (UG can be used with different stateof-the-art MIP solvers). This glue code consists of an additional class with a function that issues calls to include all SCIP plugins required for the sequential version of the code. Importantly, no modification to the sequential version of the problem-specific solver is required.
In this way, users obtain their own problem-specific parallel optimization solver that can perform a parallel tree search on a distributed memory computing environment. The main features of UG are: several ramp-up mechanisms (the ramp-up is the process from the beginning of the computation until all available solvers become busy), a dynamic load balancing mechanism for parallel tree search and a check-pointing and restarting mechanism. More details about the parallelization provided by UG can be found in [44, 45] .
This section presents computational results for the PUC test set from SteinLib. However, it must be noted that the parallel version of SCIP-Jack can handle all of the variants presented throughout this paper. The main purpose of the parallel runs is to provide optimal solutions to as many instances as possible. As mentioned above, the parallelization of a problem-specific solver only requires a small glue code. As such, the parallel version of SCIP-Jack is identical to the sequential version. By pursuing this simple approach, large supercomputing resources can be employed to apply SCIP-Jack to solve computationally difficult Steiner tree problems. For the computations, various clusters and supercomputers were used as they were available. The largest computation performed for these experiments involved up to 864 cores, which was only required for eight instances (bip52p, bip62u, bipa2p, bipa2u, cc11-2p, cc12-2p, cc3-12p, hc9p). However, all other computations were conducted with 192 or less solvers. Since these experiments were performed with the goal to solve previously unsolved instances and cluster and supercomputer time was limited, CPLEX 12.6 was used as the underlying LP solver to reduce the expected run times, see Section 3.9. As a reference to the scalability of ParaSCIP, the largest computation previously performed was an 80 000 cores run on Titan at ORNL [46] . It is expected that SCIP-Jack can also run on such a large scale computing environment, although at this stage only relatively small scale computational experiments have been conducted. Table 13 shows the results on the instances of the PUC test set as of 17th April 2015. This table lists the number of nodes, edges, and terminals, as well as the best primal bound known at the beginning of the DIMACS Challenge (August 2014), and the primal solution value obtained in experiments with the parallel version of SCIP-Jack. Prior to the experiments performed using SCIP-Jack, 32 instances of the PUC test set remained unsolved. Three of these instances have been solved by SCIP-Jack to proven optimality, which have been underlined and marked with an asterisk in Table 13 . For a further 16 instances, SCIP-Jack improved the best known solution. All instances for which the best known primal bound has been improved are marked in bold. Finally, all previously solved instances of the PUC test set have also been solved by SCIP-Jack to proven optimality, which have been marked by an asterisk (without underline).
The instances presented in Table 13 differ widely in their solving behavior. Using the cc6-3u instance as an example, one obtains greater insight into the typical solving procedure when applying ParaSCIP. The cc6-3u instance was solved to optimality for the first time by SCIP-Jack and ParaSCIP. In order to solve this instance again in a single run without restarting, SCIP-Jack was run on the HLRN-III supercomputer consisting of a Cray XC30. This experiment was performed by using nodes equipped with two 12-core Intel Xeon Haswell CPUs sharing 64 GB of RAM and with a CPU clock of 2.5 GHz. By deploying 3072 MPI processes, the optimal solution with an objective value of 197 was proven in 961 seconds after having processed 123 210 branch-andbound nodes. While the lower bound was already within a distance of one to the optimal objective value after 20 seconds, the primal bound dropped to 198 only after 100 seconds.
The above results demonstrate an overall strong performance of the parallel version of SCIP-Jack in solving computationally difficult STP instances.
Conclusions
This paper shows the multilayered impact of embedding a 15-year old Steiner tree branch-and-cut procedure into a state-of-the-art MIP framework and clustering new solving methods around it. First, the amount of problem-specific code is drastically reduced. At the same time the number of general solution methods available, e.g., cutting planes, has increased and will be kept up-todate just by the continuous improvements in the framework. Furthermore, the opportunity to solve instances in a massively parallel distributed memory environment has been added at minimal cost. Attempts were made to solve open instances from the difficult PUC test set by using these massively parallel extensions. As a result, SCIP-Jack was not only able to solve three previously unsolved instances, but improve the best known solution for another 16 .
The use of a general MIP solver allows a significant amount of flexibility in the model to be solved. SCIP-Jack is able to support solving ten variants of the Steiner tree problem with nearly the same code, and the support of further restrictions in the model is straightforward. On top of this versatility, the powerful solving framework for the underlying IP formulation combined with problem-specific methods such as reduction techniques allows SCIP-Jack to be highly competitive with problem-specific state-of-the-art solvers.
Yet, there certainly is potential for future work to improve the performance and scope of the solver. First, already implemented routines such as the branching rule could be improved. Second, additional reduction techniques and heuristics for specific Steiner tree problem variants could be implemented. Finally, SCIP-Jack could be extended to cover further Steiner problem variants described in the literature. By using the plugin structure of SCIP, the inclusion of some of these enhancements is expected in the future.
Ultimately, this paper has described the creation of a highly competitive exact solving framework of outstanding versatility that can veritably be designated as a Steiner class solver. Furthermore, to the best of our knowledge this is the first time that a powerful exact Steiner tree solver has been made available in source code to the scientific community. The SCIP Optimization Suite [9] already contains a previous version of our solver and the current version of SCIP-Jack is planned to be part of the next release of SCIP. We hope that the availability of such a device will foster the use of Steiner trees in modeling real-world phenomena.
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A Proofs
This section provides proofs to the lemmata stated in the course of this paper. For the respective transformation corresponding to each of these lemmata a one-to-one correspondence between the solution sets of the original and the transformed problem is proven as well as the linear relation between the respective solutions values. This implies that all these problems can be solved on their transformed solution spaces.
A.1 Proof of Lemma 1 (NWSTP to SAP)
Proof To see the one-to-one correspondence let S = (V S , E S ) ∈ S and proceed as follows: Surjective. Initially set V S := V S and A S := ∅. Traverse (V S , E S ), e.g. using breadth-first search, starting from r and add for each w ∈ V S visited from v ∈ V S the arc (v, w) to A S . S := (V S , A S ) is a solution to P and by applying (9) and (10), S is obtained.
Injective. S is the only solution to P that is mapped by (9) and (10) to S: EachS ∈ S , S = S contains at least one arc (v, w) such that (v, w) / ∈ A S and (w, v) / ∈ A S , since only substituting arcs in A S by there anti-parallel counterparts would not allow directed paths from the root to all vertices. Therefore,S is not mapped onto S.
To acknowledge (11) one readily observes that for each node of S except for the root there is exactly one incoming arc, so: 
A.2 Proof of Lemma 2 (RPCSTP to SAP)
Proof To acknowledge that (14) and (15) constitute a mapping S → S it can be observed that first the root node is conserved and second the set of all arcs corresponding to edges in the original graph (V, E) forms a tree. To prove that a bijection is given, let S = (V S , E S ) ∈ S and T = {t 1 , ..., ts} as defined in Transformation 2. Surjective. Initially, set V S := V S and A S := ∅. Analogously to the proof of Lemma 1, add for each edge in E S an arc to A S in such a way that finally there is for each v ∈ V S a directed path from r to v . Next, for each i ∈ {1, ...s} set a i := (t i , t i ) if t i ∈ V S , otherwise a i := (r , t i ) and add a i to A S . Thereupon, S := (V S , A S ) is a solution to P and by applying (14) and (15), we obtain S. Injective. Define the set of all arcs of P corresponding to the edges of P as A := {(v, w) ∈ A : {v, w} ∈ E} and accordingly A S := A S ∩ A. Since (13) has been assumed, it holds that: (t i , t i ) ∈ A S ⇔ t i ∈ V S and (r , t i ) ∈ A S ⇔ t i / ∈ V S . This implies that A S is already determined by A S . Now letS = (Ṽ S ,Ã S ) ∈ S ,S = S . Consequently, there is at least one arc (v, w) ∈Ã S such that (w, v) / ∈ A S and (w, v) / ∈ A S and therefore isS not mapped to S. Finally, using the above notation one observes that:
so the costs of S and S are equal.
A.3 Proof of Lemma 3 (PCSTP to rcSAP)
Proof Likewise to the proof of Lemma 2 one observes that (18) and (19) constitute a mapping S → S. Let S = (V S , E S ) ∈ S and T = {t 1 , ..., ts} defined as in Transformation 3. Surjective. Initially, define V S := V S , A S := {(r, t i 0 )}, with i 0 := min {i | t i ∈ V S }. Then extend A S analogously to the proof of Lemma 2. The so constructed S := (V S , A S ) is a solution to P and applying (18) and (19) S is obtained.
Injective. Parallelly to the proof of Lemma 2 it can be shown that for a solutionS = S to P there must be at least one arc (v, w) ∈ AS such that (v, w) / ∈ A S and (w, v) / ∈ A S with A defined as in the proof of Lemma 2. Therefore it follows thatS is not mapped to S. The equality of the solution values of S and S can be seen likewise.
A.4 Proof of Lemma 4 (MWCS to rcSAP)
Proof The one-to-one correspondence between the sets of solutions to P and P can be seen analogously to the proof of Lemma 3. To prove (22) let S = (V S , E S ) be a solution to P and S = (V S , A S ) the corresponding solution to P , obtained by applying (20) and (21). Further, define A := {(v, w) ∈ A : {v, w} ∈ E} and A S = A ∩ A S . First, one observes that for each v ∈ S such that pv ≤ 0 there is exactly one incoming arc a ∈ A S , so:
Second:
Finally, by adding (23) and (24) the equation:
is obtained, which coincides with (22).
B Abbreviations of reduction methods
This section provides the names for all reduction methods used by SCIP-Jack, which are listed in Table 2 in abbreviated form. All methods are described in detail in [16] . Note that several methods can be used for several variants, see Table 2 , but in this case almost always require (considerable) adaptations. These adaptations can likewise be found in [16] . Table 14 lists in the first column the respective abbreviation of each reduction method used by SCIP-Jack. The second column provides the full name of the method, while the third and last column states all Steiner problem variants that use this particular reduction method (in adapted form). 
C Detailed computational results
This section presents detailed instance-wise results from the experiments performed in this paper for all test sets discussed in Sections 2 and 3. The tables list the original and the presolved problem size, i.e., number of nodes |V |, arcs |A|, and terminals |T | as well as the preprocessing time (column t [s] in the Presolved columns). Moreover, the tables show the Dual and Primal bound upon termination and the corresponding Gap in percent. If an instance was solved to optimality, the optimal value is printed instead of primal and dual bound, and the gap is omitted. Similarly, "-" is printed if no primal bound was present at the time of termination. Additionally, the number of branch-and-bound nodes (N), and the total solving time in seconds (last column) is listed. The total solving time includes the preprocessing time. A timeout is marked by ">" before the termination time. In case of the DCSTP for which SCIP-Jack does not perform preprocessing, the statistics about the presolved model are omitted. 
