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Resumen
Este documento contiene la memoria del trabajo final de grado en el que se ha desarrollado
un servicio de auditor´ıas para la plataforma de Internet of Things de IoTsens.
El proyecto se ha realizado en esta misma empresa, que constituye la rama de Internet de
las cosas del grupo empresarial Grupo Gimeno.
Concretamente, el proyecto ha consistido, en primer lugar, en desarrollar un sistema que
permita la auditor´ıa de datos procedentes de los microservicios que forman parte de la arqui-
tectura de la empresa, comunicando a e´stos u´ltimos con el nuevo sistema y, en segundo lugar,
en implementar una vista Web que permita filtrar y visualizar dichos datos.
Para el desarrollo del proyecto se ha realizado un ana´lisis de requisitos, donde se ha defi-
nido la funcionalidad deseada conjuntamente con el cliente, estudiando todas las tecnolog´ıas y
herramientas que forman parte del ecosistema de la empresa, para posteriormente implantar el
resultado del desarrollo.
As´ı mismo, tambie´n se han llevado a cabo una serie de pruebas para comprobar el correcto
funcionamiento del servicio y la calidad del mismo.
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Abstract
This document contains the memory of the end-of-degree project in which an audit service
has been developed for the IoTSens Internet of Things platform.
The project has been developed in this same company, which constitutes the Internet of
Things branch of the Grupo Gimeno corporate group.
Specifically, the project has consisted, firstly, in developing a system that allows the audit of
data from the different microservices that are part of the company’s architecture, and secondly
to develop a Web view that allows the data to be filtered and visualized.
For the development of the project, a requirements analysis has been performed, where the
desired functionality has been defined in conjunction with the client, studying all the technolo-
gies and tools that take part in the company’s ecosystem, to subsequently implant the result of
the development.
Moreover, a series of tests have been performed in order to ensure the correct behaviour of
the service and the quality of the same.
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El contexto en el que se encuentra la empresa es el del Internet de las cosas, un concepto que
describe la idea de objetos del d´ıa a d´ıa conectados a Internet, normalmente para ser gestionados
por otros equipos.
IoTSens proporciona una vertical de soluciones de Internet de las cosas escalable e interope-
rable, que recolecta e intercambia datos del mundo f´ısico con el mundo digital, lo que resulta
en una mejora en eficiencia, exactitud y beneficio econo´mico [4] .
En este cap´ıtulo se describe de forma ma´s amplia el contexto en el que se desarrolla el
proyecto y los principales objetivos del mismo.
1.1. Descripcio´n de la empresa
El Grupo Gimeno [5] es un grupo empresarial que se fundo´ hace ma´s de 140 an˜os en Cas-
tello´n con la constitucio´n de FACSA, con el objetivo de dotar a la capital de una moderna red
de distribucio´n de agua potable. Actualmente, cuenta con ma´s de 30 empresas operando en
territorio nacional que operan gracias a los 4.100 profesionales que forman parte de su equipo
humano.
Con el paso del tiempo, Grupo Gimeno ha ido evolucionando hasta consolidar su presencia
en sectores econo´micos tan diversos como la construccio´n, el turismo, el ocio, o las nuevas
tecnolog´ıas, surgiendo tres divisiones a partir de dicha evolucio´n: Gimeno Servicios, Gimeno
Construccio´n y Gimeno Turismo y Ocio.
Dentro de la divisio´n de servicios del grupo se encuentra ADC Infraestructuras y Sistemas,
S.L., que ofrece cobertura tecnolo´gica el resto de empresas que forman parte de Grupo Gimeno,
y se divide en tres departamentos: Software, Datacenter y Comunicaciones y Microinforma´tica.
El proyecto se ha desarrollado en IoTSens, que nace en 2013 como departamento propio de
ADC Infraestructuras y Sistemas, con el fin de vender, tanto a empresas pu´blicas como privadas,
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Figura 1.1: Organigrama de las divisiones del Grupo Gimeno.
soluciones del Internet de las cosas compuestas por verticales eficientes y colaborativas. Dichas
verticales se encuentran enumeradas en la seccio´n 1.3.
1.2. El Internet de las cosas
El Internet de las cosas, tambie´n conocido como Internet of things o IoT, tiene como objetivo
hacer que, mediante ciertos dispositivos o tecnolog´ıas, estos objetos se comuniquen entre s´ı para,
por tanto, conseguir que sean ma´s independientes e “inteligentes”[14].
Se trata de un concepto en auge y sobre el que es cada vez ma´s habitual o´ır hablar, es-
pecialmente debido a que proporciona soluciones a problemas cotidianos, como optimizar los
sistemas de riego en agricultura o enviar alarmas dependiendo de las situaciones meteorolo´gi-
cas, aunque tambie´n es cada vez ma´s comu´n ver dispositivos IoT en los hogares, levantando
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las persianas automa´ticamente al detectar el sol, o activando el sistema de aire acondicionado
cuando el sensor detecta que la temperatura del hogar es superior a la deseada, por ejemplo.
Figura 1.2: Concepto general de IoT
El concepto Smart City, por otro lado, se refiere al de un a´rea urbana que usa diferentes
tipos de sensores de recopilacio´n de datos para proporcionar informacio´n que es usada para
administrar los recursos eficientemente [10].
IoTsens se basa en estos conceptos para proporcionar los servicios que ofrecen a empresas
en sus distintas verticales, especialmente en el a´mbito de las ciudades inteligentes.
1.3. IoTsens
IoTsens es una de las empresas pioneras en el a´mbito del Internet of Things en Espan˜a,
proporcionando una red de comunicaciones y una plataforma software de procesamiento de la
informacio´n para Smart Metering y Smart Cities, basa´ndose en esta´ndares de los mismos. Para
ello, su arquitectura permite integrar de forma dina´mica todo tipo de agentes, como actuadores,
sensores o sistemas de informacio´n externos, que trata y explota de forma homoge´nea para que
estos sean explotados mediante alarmas, comparativas, tendencias, paneles de control, etc.
Por ello, mediante dicha integracio´n dina´mica se ofrece un sistema integral de Smart City
con comunicacio´n bidireccional, donde mediante una arquitectura basada en colas altamente
escalables, se transmiten y consumen los distintos mensajes para su tratamiento y gestio´n.
El servidor central es el encargado de procesar dichos mensajes o de generar otros nuevos
mediante componentes especializados en cada una de las distintas tecnolog´ıas utilizadas, y a
continuacio´n los distribuye a trave´s de los diferentes procesos especializados en su codificacio´n
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y decodificacio´n, para posteriormente ser utilizados para generar informes, alarmas, estad´ısticas
o cualquier otra forma de explotacio´n de los mismos.
Figura 1.3: Logotipo de IoTSens
Mediante una arquitectura tan flexible, IoTsens desarrolla todo tipo de soluciones verti-
cales. Actualmente consta de las siguientes: SmartWaste, encargada de la gestio´n de basuras,
SmartWater, encargada de la monitorizacio´n del ciclo integral del agua, SmartIndustrial, que
controla y gestio´n de plantas industriales, SmartAgriculture, encargada de monitorizar datos
procedentes de tierras de cultivo, y SmartCity, que permite controlar y administrar dispositivos
que se encuentran en cualquier parte del mundo.
1.4. Contexto y motivacio´n del proyecto
Este proyecto surge de la necesidad por parte de IoTsens de auditar y monitorizar las acciones
de los usuarios y las distintas aplicaciones y procesos que forman parte de su arquitectura.
Esto permite recolectar datos sobre acciones espec´ıficas de los mismos, detectar problemas
de autorizacio´n y control de acceso e investigar actividades sospechosas que se realicen en la
plataforma. La aplicacio´n a desarrollar formara´ parte de la arquitectura de IoTsens, ofreciendo
un valor an˜adido dentro de su conjunto de soluciones.
La plataforma existente consta de una estructura formada por las siguientes cuatro capas:
1. Capa de sensores y dispositivos: se situ´an los dispositivos en los lugares requeridos y
estos env´ıan la informacio´n recogida al servidor central.
2. Capa de conectividad: formada por las distintas redes de comunicacio´n, formadas por
esta´ndares como LoRa o UNE [3].
3. Capa de almacenamiento de datos: formada por servidores que se encargan de ges-
tionar las colas de datos y los almacenan, para que estos sean accesibles por el resto de
aplicaciones.
4. Capa de aplicacio´n: representada por las distintas aplicaciones que ofrece la empresa.
El proyecto desarrollado se centra en la capa de aplicacio´n, permitiendo almacenar todas las
acciones que necesiten ser auditadas, y los cambios que e´stas producen en los datos utilizados
por las diferentes aplicaciones de la plataforma.
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Figura 1.4: Representacio´n de la arquitectura de IoTsens
Adicionalmente, las diferentes aplicaciones ofrecidas por IoTsens se encuentran implemen-
tadas mediante una arquitectura orientada a micro-servicios, construidas como un conjunto
de pequen˜os servicios los cuales se ejecutan en su propio proceso y se comunican mediante el
protocolo HTTP [11], lo que an˜ade cierta complicacio´n al proyecto.
Por tanto, el nuevo servicio debe permitir almacenar registros de auditor´ıas de los diferentes
micro-servicios que forman parte de la arquitectura, almacenando el usuario que realiza la
llamada y la aplicacio´n de origen, adema´s de los datos que se han producido en la misma.
1.5. Objetivos del proyecto
El principal objetivo de este proyecto es el registro y visualizacio´n de auditor´ıas de las
diferentes funcionalidades que se ofrecen en la plataforma de IoTsens.
El objetivo principal se puede desglosar en los siguientes sub-objetivos:
Sustituir las tablas de auditor´ıa de cada micro-servicio por una funcionalidad separada e
independiente.
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Adicio´n de las acciones que se ejecuten en la plataforma al sistema de auditor´ıas.
Posibilidad de visualizacio´n, mediante una interfaz web, tanto del estado anterior como
del posterior de los datos asociados.
Consulta de los registros mediante diferentes filtros.
Eliminacio´n de registros que se consideren innecesarios.
1.6. Estructura de la memoria
Esta memoria se encuentra dividida en siete cap´ıtulos: Introduccio´n, Planificacio´n del pro-
yecto, Tecnolog´ıas utilizadas, Ana´lisis y disen˜o del sistema, Desarrollo e implementacio´n, Ve-
rificacio´n y validacio´n y Conclusiones, en conjuncio´n diferentes anexos que complementara´n
algunos de los cap´ıtulos anteriores.
En el cap´ıtulo de Introduccio´n se pretende dar una visio´n general del contexto del proyecto
y su relacio´n con el Internet de las cosas, as´ı como dar una visio´n general de la empresa en
donde se realiza.
En segundo lugar, en el cap´ıtulo de Planificacio´n del proyecto, se describen las distintas
tareas que forman parte del proyecto, junto a un coste temporal asociado a cada una de ellas.
A continuacio´n, en Tecnolog´ıas utilizadas, se explican las herramientas y esta´ndares que se
han utilizado en el desarrollo e implantacio´n del proyecto, as´ı como los diferentes esta´ndares y
convenios adoptados por la propia empresa. En el Ana´lisis de requisitos se precisan los bloques
que componen la aplicacio´n, especificando los requisitos de datos y funcionales, adema´s de los
prototipos de interfaz de usuario.
En siguiente cap´ıtulo, Ana´lisis y disen˜o del sistema se expone el proceso seguido durante la
fase de ana´lisis, as´ı como los detalles de la arquitectura del proyecto.
En siguiente lugar, en Desarrollo e implementacio´n, se muestran las funcionalidades de las
que consta el proyecto, las te´cnicas y patrones empleados, y ciertas decisiones de implementacio´n
que se han tomado a lo largo del desarrollo del proyecto.
Seguidamente, en Verificacio´n y validacio´n se detallan las pruebas realizadas para asegurar
un correcto funcionamiento del resultado del desarrollo.
Finalmente, en el cap´ıtulo de Conclusiones y trabajo futuro, se exponen los resultados, im-
presiones y reflexiones alcanzadas una vez finalizado el proyecto y la estancia en pra´cticas,





Este cap´ıtulo pretende aportar una visio´n general de la etapa de planificacio´n, describiendo
primeramente la metodolog´ıa para a continuacio´n exponer la planificacio´n temporal y el desglose
de tareas. Por u´ltimo, se realiza una estimacio´n de los recursos necesarios para llevar a cabo el
proyecto, junto a su seguimiento.
Esta etapa cuenta con gran importancia en el proyecto, pues la precisio´n con la que se
desglosen las tareas y estimen los recursos influira´ en el desarrollo del mismo.
2.1. Metodolog´ıa de trabajo
En un primer momento y con el objetivo de conseguir una ra´pida adopcio´n de los esta´ndares
y convenios utilizados por la empresa en su d´ıa a d´ıa, se realizo´ una primera etapa de formacio´n
donde se puso especial e´nfasis en los paradigmas de trabajo, en las tecnolog´ıas a utilizar, y en
los esta´ndares utilizados en las mismas
Una vez finalizada esta etapa inicial, y tras establecer con la empresa algunos detalles refe-
rentes al proyecto, se comenzo´ con la etapa de implementacio´n.
En este caso, la empresa apuesta por el uso de metodolog´ıas a´giles, donde los requisitos y so-
luciones evolucionan con el tiempo segu´n la necesidad del proyecto [12]. En concreto, la empresa
decidio´ el uso de SCRUM. Dado que la empresa se suele encontrar en un entorno con requi-
sitos cambiantes, la adopcio´n de estas metodolog´ıas permite obtener flexibilidad, efectividad y
calidad al producirse un cambio de requisitos.
Perio´dicamente, la empresa se reu´ne con el cliente para mostrar los avances producidos,
permitiendo detectar los errores existentes de forma temprana, sin que supongan un cambio
radical en el proyecto.
En la Figura 2.1 se muestran las diferentes partes del ciclo de vida de SCRUM, que se
detallan a continuacio´n:
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Figura 2.1: Representacio´n del ciclo de vida Scrum
1. Product Backlog : Pila de requisitos que debe satisfacer el sistema. Puede evolucionar
durante todo el ciclo de vida hasta el cierre del desarrollo.
2. Sprint Backlog : Pila de tareas que se desarrollara´n en el Sprint actual. Pueden estar
priorizadas segu´n la necesidad del usuario y/o la complejidad de las mismas.
3. Sprint : Iteracio´n que puede durar entre una y cuatro semanas en la que se desarrollan las
tareas definidas en el sprint backlog, y tras la que el producto incrementa funcionalmente,
an˜adiendo valor respecto a la iteracio´n anterior. En este caso, la empresa opta por sprints
de 3 semanas.
Adicionalmente, en la empresa se realizan una serie de reuniones: una reunio´n de revisio´n
y retrospectiva del sprint en la que se presentan y discuten los resultados e impresiones del
u´ltimo sprint, una reunio´n de planificacio´n, en la que se selecciona el subconjunto de requisitos
de la pila del producto que formara´n la pila del sprint, y reuniones diarias o daily meetings de
quince minutos en las que se facilita la transferencia de informacio´n y comunicacio´n poniendo
de manifiesto puntos que pueden ayudar a otros compan˜eros.
Estas reuniones son llevadas a cabo por los diferentes roles que forman parte de la metodo-
log´ıa SCRUM, detallados a continuacio´n:
Scrum Manager : Responsable del proyecto y encargado de coordinar al equipo, detectando
adema´s los problemas que puedan llegar a surgir.
Product Owner : Cliente o usuario del sistema que decide la funcionalidad del producto.
Team: Equipo que realiza les diferentes tareas de construccio´n del producto
Stakeholders: Interesados en el proyecto, tanto internos como externos.
Cabe destacar que, tal y como se comenta en el siguiente cap´ıtulo, la empresa dispone de
la herramienta Jira, que ofrece la funcionalidad necesaria para gestionar las iteraciones de los
diferentes proyectos que se desarrollen.
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2.2. Planificacio´n temporal
Aunque el proyecto se ha desarrollado mediante una metodolog´ıa a´gil, por claridad este
proyecto se documenta con un proceso de ingenier´ıa de software cla´sico, de forma que se pueden
observar cuatro partes totalmente diferenciadas:
Ana´lisis de requisitos: se realiza un estudio de las necesidades del cliente y de los actores
que influyen en el futuro sistema, obteniendo como resultado un diagrama de casos de uso,
una serie de requisitos de usuario y diversos prototipos que marcara´n co´mo sera´ la interfaz
del sistema.
Disen˜o e implementacio´n: disen˜o de la arquitectura del sistema a alto nivel, junto a
un disen˜o a nivel de componentes, disen˜o de clases e identificacio´n de patrones de disen˜o,
entre otros. Se obtiene el disen˜o real de la interfaz de usuario a partir de los prototipos,
llevando a cabo la construccio´n del sistema.
Validacio´n y verificacio´n: comprobacio´n del sistema en diferentes escenarios mediante
una serie de pruebas unitarias, donde se comprueban algunos de los componentes del
sistema de forma independiente, y pruebas de integracio´n, donde se enlazan los distintos
componentes para asegurar que e´stos cooperan correctamente.
Despliegue y puesta en marcha: lanzamiento del producto en un entorno real. Puede
dividirse en dos etapas: Lanzamiento del producto a un grupo reducido de usuarios o
testers que reportan errores encontrados, y lanzamiento final a todos los usuarios.
La planificacio´n temporal fue definida conjuntamente con la empresa, estableciendo unos
plazos y horario de trabajo en los que completar el proyecto, definiendo adema´s las tareas a
realizar.
2.2.1. Calendario de trabajo
Con el fin de estimar los costes temporales, se propuso que el alumno trabajara en la empresa
de lunes a viernes de 8:30 a 13:30, realizando trescientas horas de trabajo, inicia´ndose la estancia
el 14 de Febrero, y finalizando la misma el 21 de Mayo.
2.2.2. Planificacio´n temporal
Aunque se han utilizado metodolog´ıas a´giles durante el desarrollo del proyecto, a continua-
cio´n se muestra el EDT equivalente a la descomposicio´n de las tareas en los diferentes sprints.
Adema´s, se incluyen tareas relacionadas con la redaccio´n de la propuesta te´cnica y la formacio´n
en las tecnolog´ıas utilizadas en la empresa.
Las tareas realizadas se pueden ver en el esquema de descomposicio´n de trabajo (EDT) de
la Figura 2.2.
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Figura 2.2: Diagrama EDT del proyecto.
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En la siguiente tabla se muestra la estimacio´n temporal de las tareas llevadas a cabo:
Cuadro 2.1: Distribucio´n de tareas del proyecto.



















2.3. Costes del proyecto
El coste total del proyecto se ha estimado suponiendo que el sueldo coincide con el sueldo
medio de un trabajador Junior en Espan˜a en 2018, es decir, de alrededor de unos 1200 mensuales
para una jornada de 8 horas [6].
Aunque este salario no se corresponde con la remuneracio´n de la empresa durante la es-
tancia en pra´cticas, permite obtener una mejor visio´n de cua´nto ser´ıa el coste del desarrollo en
condiciones habituales. La estimacio´n de los costes, incluyendo gastos adicionales, es la siguiente:
Ordenador de sobremesa: 600e
Licencia IntelliJ Ultimate (3 meses): 150e
Programador: 7.2 e/hora ×300 horas = 2160e
Para calcular el coste total del proyecto se deben tener en cuenta las desviaciones y los costes
indirectos, que supondremos de un 30 y un 20 por ciento, respectivamente:
Coste total:
( 2160e×+ desviaciones (30 %) + costes indirectos (20 %) )= 3240e
Conviene tener en cuenta que este precio no contiene los gastos de soporte y ampliaciones
posteriores. En tal caso, la empresa cobra al cliente una cantidad a especificar por cada jornada
de trabajo adicional de los programadores. Tampoco se incluye en el precio final el coste del






En este cap´ıtulo se presentan las diferentes tecnolog´ıas que se han utilizado durante el
desarrollo de la aplicacio´n, as´ı como algunos esta´ndares, convenios y paradigmas adoptados por
la propia empresa.
La mayor´ıa de tecnolog´ıas utilizadas durante el desarrollo del proyecto han sido impuestas
por la empresa, ya que se utilizan en el resto de aplicaciones ofrecidas en IoTsens, lo que
favorece la consistencia de la arquitectura y la reduccio´n de la curva de aprendizaje tanto en la
incorporacio´n de nuevos miembros en el equipo y en el desarrollo de nuevas aplicaciones.
Cabe destacar que no se muestran u´nicamente tecnolog´ıas y herramientas utilizadas para
el desarrollo del co´digo, sino tambie´n las utilizadas para la gestio´n y documentacio´n de los
diferentes proyectos. No obstante, debido al gran nu´mero de tecnolog´ıas empleadas, so´lo se
ensen˜an las ma´s significativas.
3.1. Planificacio´n y documentacio´n
Tal y como se ha mencionado en el cap´ıtulo dedicado a la metodolog´ıa de trabajo, la empresa
ha adoptado la metodolog´ıa a´gil SCRUM. Con el objetivo de facilitar la gestio´n y seguimiento
de los diferentes proyectos, se cuenta con la herramienta Jira.
Adema´s, con el fin de documentar el desarrollo, se dispone tambie´n de la herramienta Con-
fluence, que permite a los programadores disponer de toda la informacio´n necesaria en pa´ginas
de formato wiki donde se detallan aspectos como las tecnolog´ıas utilizadas, informacio´n relevante
de la arquitectura, o ejemplos de utilizacio´n de librer´ıas, entre otros.
3.1.1. Jira
Jira es una plataforma web de la compan˜´ıa Atlassian destinada a la gestio´n integral de
metodolog´ıas a´giles. Esto permite que el Scrum Manager pueda gestionar por completo todo el
27
trabajo a realizar, y distribuir las distintas tareas entre los diferentes integrantes del equipo de
desarrollo.
Adicionalmente, esta plataforma implementa un tablero Kanban de igual forma que un
sistema convencional de tarjetas adhesivas, representando las tareas a realizar mediante la forma
de una tarjeta en la que aparece de forma visual e intuitiva el tipo de tarea mediante iconos
(historia de usuario, tarea, subtarea, incidencia, mejora,... ). Tambie´n contiene el identificador
de la tarea, un t´ıtulo descriptivo, la foto de perfil del responsable de la tarea y los puntos de
historia relacionados con su estimacio´n.
Cabe destacar que, en caso de que una historia de usuario sea excesivamente amplia, e´sta
puede ser descompuesta en diferentes sub-tareas.
La herramienta permite distribuir las tarjetas en mu´ltiples columnas personalizables que
marcan el estado de cada tarea. En este caso la empresa ha convenido en utilizar las siguientes:
Por hacer: Estado inicial de una tarea al iniciar un sprint. Una tarea permanece en este
estado hasta que alguien decide comenzar a implementar la funcionalidad asociada a la
misma.
En progreso: Tareas empezadas por el usuario asignado y que se esta´ implementando en
ese instante de tiempo. Es habitual que no haya ma´s de una tarea en este estado de un
mismo usuario al mismo tiempo.
En pruebas: Indica que la tarea ha sido acabada y en ese momento otro desarrollador esta´
verificando que cumple la funcionalidad y calidad deseada.
Hecho: Indica que la tarea ya ha sido verificada y que, por tanto, se puede dar por cerrada.
En su uso habitual, el Scrum Manager crea sprints definiendo su fecha de inicio y final, y
se asignan tareas a cada uno de los distintos desarrolladores. Adema´s, la herramienta permite
obtener diferentes informes y gra´ficas que muestran co´mo ha sido el desarrollo del sprint.
La Figura 3.1 muestra un ejemplo del backlog una vez iniciado el sprint, mientras que la
Figura 3.2 ensen˜a un ejemplo de co´mo se ver´ıa un informe una vez iniciado el sprint, donde la
l´ınea roja marca los puntos de historia pendientes de completar, y la l´ınea gris indica los puntos
de historia ideales que faltar´ıan por completar en una situacio´n ideal.
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Figura 3.1: Visualizacio´n del backlog en Jira.
Figura 3.2: Ejemplo de informe de Jira una vez empezado el Sprint.
3.1.2. Confluence
Confluence es otra herramienta de la suite Atlassian que proporciona la funcionalidad de
una una wiki, pa´ginas web de cara´cter informativo, editables desde el navegador, donde son los
propios desarrolladores los creadores de contenido.
Una de las principales ventajas de una wiki es que permite crear y mejorar las pa´ginas
de forma inmediata por medio de una interfaz realmente simple, dando una gran libertad al
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usuario.
Esto hace que ma´s gente participe en su modificacio´n y comparta sus conocimientos, a
diferencia de los sistemas tradicionales, donde resulta ma´s dif´ıcil que los usuarios del sitio
contribuyan a mejorarlo.
Adema´s, la empresa cuenta con una cultura donde se valora altamente la documentacio´n
del co´digo, y de toda aquella informacio´n que pueda resultar de intere´s al resto de usuarios. Por
ejemplo, en la Figura 3.3 se observa un ejemplo de pa´gina en Confluence, en este caso dedicado
al uso de la herramienta Git.
Figura 3.3: Pa´gina en Confluence sobre el flujo de trabajo con Git.
El uso de Confluence ha resultado gratamente satisfactorio, siendo realmente u´til a la hora
de encontrar todo tipo de informacio´n relativa a bibliotecas internas de la empresa, ahorrando
mucho del tiempo que de otra forma se perder´ıa a la hora de trabajar con muchos de los
componentes internos.
Es de especial intere´s mantener dicha informacio´n para que nuevos empleados puedan apren-
der fa´cilmente muchos de los detalles internos de la empresa, reduciendo la curva de aprendizaje
y mejorando notablemente la productividad de los trabajadores.
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3.2. Esta´ndares y paradigmas
A continuacio´n se indican los esta´ndares y paradigmas que han sido utilizados a lo largo
largo del desarrollo del proyecto. E´stos han sido adoptados por la empresa y se encuentran
orientados al sector de los servicios Web.
3.2.1. REST
Representational State Transfer (REST) es un estilo de arquitectura de software que define
un conjunto de propiedades y restricciones basadas en HTTP [9]. Esto supone una arquitectura
cliente-servidor en la que e´ste u´ltimo no almacena ningu´n estado. El cliente, por su parte, realiza
peticiones CRUD HTTP mediante los me´todos GET, POST, PUT, DELETE, que el servidor
interpreta devolviendo la llamada pertinente para cada caso.
Dicha llamada depende adema´s de la URL en la que se realice la peticio´n. Dependiendo de
en que´ URL se realice la llamada, el servidor realizara´ una operacio´n u otra.
En la mayor´ıa de aplicaciones de la empresa se utiliza esta tecnolog´ıa para realizar tareas de
comunicacio´n entre la vista de una aplicacio´n web y su back end o entre este u´ltimo y los micro-
servicios que le pueden proporcionar funcionalidades adicionales. En este caso, la empresa suele
utilizar JSON (JavaScript Object Notation), un subconjunto de la notacio´n literal de objetos
de JavaScript, para formatear las respuestas y, en caso de que fuese necesario, el mensaje de la
peticio´n.
A continuacio´n se muestra un ejemplo de peticio´n REST al micro-servicio de auditor´ıas que
se ha desarrollado durante el proyecto. En este caso, se pretende obtener los detalles de un tipo
de objeto a auditar. Este proceso se divide en las siguientes tres etapas:
1. El cliente realiza una peticio´n GET a la URL correspondiente a la operacio´n deseada en
el micro-servicio de auditor´ıas.
http://172.20.16.228:31107/v1/objectTypes/5
2. El servidor recibe la peticio´n, realiza las consultas correspondientes en las bases de datos,
y devuelve la siguiente respuesta JSON:
Figura 3.4: Resultado de la llamada REST para obtener los detalles de un tipo de objeto.
3. El cliente que ha realizado la llamada recibe la respuesta, continuando con su ejecucio´n.
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En este caso, el recurso en el micro-servicio se ha implementado utilizando las herramientas
proporcionadas por el framework Spring Boot. Ma´s adelante se muestra una parte del co´digo
implementado para proporcionar el recurso que se ha utilizado en este ejemplo.
3.2.2. AJAX
Tradicionalmente el cliente web solicitaba una pa´gina completa ya lista para mostrar. No
obstante, actualmente el uso de AJAX, una serie de te´cnicas de desarrollo que permiten la
creacio´n de clientes as´ıncronos, permite que las aplicaciones env´ıen y reciban datos sin afectar a
la visualizacio´n de la pa´gina existente, es decir, sin la obligacio´n de recargar la pa´gina completa
[2].
En este caso, las aplicaciones se ejecutan en el navegador de los usuarios, manteniendo una
comunicacio´n as´ıncrona con el servidor en segundo plano y realizando las peticiones oportunas
para obtener los datos que se necesiten sin realizar molestos refrescos de pa´gina, tal y como se
muestra en la Figura 3.5 [13].
Figura 3.5: Representacio´n del funcionamiento de AJAX
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3.2.3. TDD
Durante la implementacio´n del back end ha llegado a resultar u´til el uso de TDD (Test
Driven Development), es decir, el desarrollo guiado por pruebas.
TDD es una pra´ctica de ingenier´ıa del software que involucra crear pruebas de software antes
incluso de desarrollar dicho software, con la finalidad de luego implementar la funcionalidad
deseada, refactorizando en cada iteracio´n.
Debido a que supone un gran esfuerzo temporal, no se ha utilizado esta metodolog´ıa excepto
en las ocasiones ma´s sensibles y en las que se requer´ıa de una visio´n temprana de ciertos
requisitos, como los me´todos de acceso a la base de datos, con el fin de obtener una aplicacio´n
ma´s robusta y de ma´s calidad.
3.3. Herramientas de desarrollo
En este apartado se describen las distintas herramientas que han sido utilizadas durante el
desarrollo de proyecto. Estas han sido adoptadas por la empresa y propuestas por la misma
debido a las facilidades que aportan en el momento de desarrollo, integracio´n y despliegue del
proyecto.
3.3.1. IntelliJ
El IDE o entorno de desarrollo integrado que se ha elegido ha sido IntelliJ IDEA 2018.
Este IDE se enfoca principalmente en analizar el co´digo, buscando conexiones entre s´ımbolos
a lo largo de todos los ficheros y lenguajes del proyecto, usando esta informacio´n para pro-
porcionar asistencia de co´digo, navegacio´n ra´pida, ana´lisis de errores y distintas opciones de
refactorizacio´n.
La versio´n Ultimate, adema´s, permite integrar co´modamente lenguaje Java con Typescript,
el lenguaje utilizado para el desarrollo de la vista, lo que ha resultado especialmente co´modo.
Concretamente, se ha utilizado Java Development Kit 8 (JDK8) y Typescript 2.4.
3.3.2. Git y GitLab
Con el objetivo de controlar las distintas versiones del co´digo de forma fa´cil se utiliza Git,
un sistema distribuido de control de versiones de co´digo libre que se encuentra disen˜ado para
ser utilizado tanto en proyectos pequen˜os como grandes con una gran velocidad y eficiencia.
Al tratarse de un sistema distribuido, la empresa cuenta con un servidor GitLab en el
que poder alojar el co´digo, de tal forma que los distintos desarrolladores puedan tenerlo siem-
pre disponible. Adema´s, GitLab ofrece las herramientas necesarias para la implementacio´n del
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workflow Gitflow, que define un modelo de ramificaciones alrededor de las release del proyecto,
lo que proporciona un framework robusto con el que gestionar grandes proyectos, tal y como se
muestra en la Figura 3.6.
Segu´n este workflow el trabajo se organiza en varias ramas. En la rama master debe encon-
trarse el co´digo que se considera listo para subir a produccio´n. En la rama develop se incluye el
co´digo que formara´ parte de la siguiente versio´n del proyecto.
Adema´s, se crean diversas ramas auxiliares. Cada nueva funcionalidad o feature se desarrolla
en una rama independiente que posteriormente, cuando se encuentre finalizada, se unira´ a
develop. Adema´s, se pueden crear ramas espec´ıficas para solucionar errores en produccio´n o
ramas espec´ıficas para cada release.
Figura 3.6: Esquema de uso de Gitflow
3.3.3. Jenkins
Jenkins es un servidor de continuous delivery que permite automatizar las tareas no-humanas
del proceso de desarrollo mediante integracio´n continua.
En la empresa Jenkins se encuentra configurado de tal forma que se lanza el proceso de
construccio´n cada vez que se produce un merge (fusio´n de dos ramas) contra la rama develop
en el servidor de GitLab.
Esto resulta especialmente interesante al poder ser usado homoge´neamente con Gitflow, lo
que facilita el proceso a los desarrolladores. Adema´s, permite desplegar las dependencias de los
proyectos automa´ticamente, ejecutar ana´lisis de co´digo mediante diferentes plug-in y ejecutar
otros proyectos automa´ticamente cada cierto tiempo, como test de interfaz, para asegurar un
correcto funcionamiento de toda la plataforma.
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Figura 3.7: Pantalla principal del servidor Jenkins.
3.4. Tecnolog´ıas del servidor y acceso a datos
Las tecnolog´ıas aqu´ı presentes se han utilizado en el back end del proyecto, incluyendo micro-
servicio, cliente API del micro-servicio, servidor de la plataforma y sistemas de almacenamiento
de datos.
3.4.1. Spring Boot
Spring Boot es un framework enfocado en el desarrollo de aplicaciones de forma ra´pida y
fa´cil. Cuenta con diferentes mo´dulos, que al ser importados permiten ampliar la funcionalidad
de la aplicacio´n con herramientas como un servidor Tomcat integrado, JPA, o JDBC, entre
otros.
A modo de ejemplo, en la Figura 3.8 se ensen˜a el co´digo necesario para implementar el
servicio REST encargado de recibir las llamadas desde la vista. En este caso, la llamada devuelve
los detalles de un tipo de objeto a auditar (me´todo getObjectType).
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Figura 3.8: Ejemplo de endpoint REST en Spring Boot
3.4.2. Apache Maven
Maven es una herramienta dedicada a la gestio´n y construccio´n de proyectos Java. El uso
de esta herramienta es especialmente interesante, ya que facilita procesos muy comunes como
el nombrado de versiones, compilacio´n y ejecucio´n del co´digo y, especialmente, la resolucio´n de
dependencias.
Las dependencias, que se encuentran declaradas en el fichero pom.xml, son buscadas en
Maven Central, los repositorios por defecto, y en otros repositorios que se hayan especificado,
y descargadas para ser utilizadas automa´ticamente en el proyecto.
3.4.3. MySQL
MySQL es un sistema de gestio´n de bases de datos relacionales propiedad de Oracle. Adi-
cionalmente, en la empresa se cuenta con un cliente PHPMyAdmin, una interfaz visual que
permite administrar las diferentes bases de datos de las aplicaciones y micro-servicios existen-
tes, permitiendo ejecutar consultas fa´cilmente, o sentencias SQL si se necesitase.
Para realizar la conexio´n entre el proyecto y la base de datos se ha utilizado Hibernate y
QueryDSL. Hibernate es una herramienta basada en el esta´ndar JPA que permite un mapeado
automa´tico de las clases Java a un modelo relacional, cuyo schema puede ser configurado me-
diante anotaciones en el propio co´digo o mediante ficheros XML. Por otra parte, QueryDSL es
un framework de Java que permite la generacio´n de consultas con seguridad respecto al tipo
de objetos que cuenta con una estructura similar al lenguaje SQL, reduciendo la posibilidad de
realizar operaciones sinta´cticamente inva´lidas y el tiempo dedicado a su definicio´n.
No obstante, MySQL u´nicamente se utiliza cuando el volumen de datos es pequen˜o o me-
diano. En casos donde el volumen de datos es muy grande se utiliza Elasticearch.
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3.4.4. Elasticsearch
Elasticsearch es un motor de bu´squeda basado en Lucene [1] con un sistema distribuido
mediante una interfaz HTTP y documentos JSON que, mediante su cliente Java, permite realizar
bu´squedas en un excepcional tiempo, lo que se consigue mediante su sistema de ı´ndices y shards.
Los ı´ndices ( equivalente a tablas en SGBD relacionales ) se dividen en shards, y cada
uno de ellos puede contener ninguna o ma´s de una re´plicas. Cada nodo puede almacenar uno
o ma´s shards y actu´a como coordinador para delegar operaciones a los shards correctos. Los
datos relacionados se suelen almacenar en el mismo ı´ndice, que una vez creado no puede ser
cambiado.
Debido a la gran cantidad de filtros de bu´squeda que se deben permitir al usuario, el uso de
un motor de bu´squeda tan especializado y ra´pido como este ha supuesto una gran rapidez en el
uso de la aplicacio´n, con bu´squedas de pocos milisegundos au´n con decenas de miles de datos
disponibles.
3.4.5. JUnit
JUnit es un framework para la construccio´n de test unitarios en lenguaje Java. Mediante su
uso se definen varios me´todos de testeo, que se marcan mediante la anotacio´n @Test. En dichos
me´todos se pueden realizar varias comprobaciones de los valores esperados en diferentes partes
del mismo. En caso de que en todas las comprobaciones el valor resultante sea el esperado la
prueba sera´ exitosa, pero en caso de que exista al menos una comprobacio´n en la que el valor
recibido dista del esperado, el test habra´ fallado.
Esto resulta especialmente u´til para controlar las pruebas de regresio´n, permitiendo a los
desarrolladores estar seguros de que las modificaciones de partes del co´digo no afectan negati-
vamente a la funcionalidad previa.
Durante el proyecto se ha utilizado JUnit en conjuncio´n con Mockito, una herramienta que
permite simular el comportamiento de objetos de otras clases de forma muy sencilla, aislando
a una clase de sus dependencias, lo que permite asegurar que los errores encontrados durante
las pruebas realmente se encuentran en los me´todos comprobados y no en alguna de las clases
de las que dependen.
Tambie´n ha sido u´til el uso de MockWebServer, una herramienta dedicada a la simulacio´n
de llamadas REST. Esto ha permitido simular las llamadas desde el cliente al micro-servicio de
auditor´ıas para comprobar que no existe ningu´n error en la lo´gica de este proceso.
Finalmente, para la comprobacio´n de las pruebas de interfaz de usuario se ha utilizado
JUnit en conjuncio´n con Selenium, una herramienta que mediante su API para el lenguaje Java
y sencillos scripts permite automatizar las acciones que realizar´ıa un usuario sobre un navegador
Web.
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3.5. Tecnolog´ıas del cliente Web
A continuacio´n se presentan las herramientas y tecnolog´ıas utilizadas para la elaboracio´n
del cliente y su vista, es decir, el front end del proyecto.
3.5.1. HTML5
HTML5 (HyperText Markup Language) es el esta´ndar web ma´s utilizado y reconocido por el
World Wide Web Consortium, la organizacio´n encarada de gestionar las tecnolog´ıas utilizadas
en la red.
Se ha utilizado este lenguaje para implementar los diferentes componentes de la vista pa-
ra que e´sta sea accesible desde un navegador web. Esto ha sido posible adema´s gracias a la
utilizacio´n de Angular.
3.5.2. CSS3 y SASS
Las hojas de estilo en cascada o CSS, por sus siglas en ingle´s, permiten definir el aspecto y
estilos de un documento HTML.
En este caso, y con el objetivo de obtener un mayor dinamismo y eficiencia en la programa-
cio´n del aspecto web, se ha utilizado SASS (Syntactically Awesome StyleSheets), una extensio´n
de CSS que permite el uso de variables, reglas anidadas o importaciones en una l´ınea, entre
otros, para conseguir que los estilos se encuentren bien organizados y en documentos de escaso
taman˜o.
Complementariamente se ha utilizado Bootstrap, una biblioteca que contiene plantillas de
disen˜o de componentes HTML y CSS que se encuentra especialmente enfocado en conseguir
consistencia entre todas las partes de la vista web.
Adema´s, se emplean CSS Media Queries, una te´cnica que permite incluir un bloque de
propiedades CSS cuando se cumplen una serie de condiciones. En este caso su uso conjunto
con Bootstrap ha permitido desarrollar una vista web que adapta su estructura dependiendo
del taman˜o de la ventana, lo que permite que se pueda visualizar co´modamente tanto desde un
navegador de escritorio como desde el navegador de un tele´fono mo´vil, sin importar el sistema
operativo del dispositivo.
3.5.3. TypeScript
Typescript es un lenguaje de programacio´n libre y de co´digo abierto desarrollado por Mi-
crosoft. Es un superconjunto de JavaScript, un lenguaje de programacio´n orientado a objetos,
interpretado y dialecto del esta´ndar ECMAScript, al que an˜ade tipificacio´n esta´tico y objetos
basados en clases.
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El co´digo en TypeScript posteriormente se compila a JavaScript, para poder ser ejecutado en
cualquier motor que soporte ECMAScript 3 o superior, en Node.js o, en este caso, en cualquier
navegador web.
3.5.4. Angular 2
Angular 2 o simplemente Angular es la evolucio´n de AngularJS, un framework de Javascript
de co´digo abierto mantenido por Google, que se utiliza para crear y mantener aplicaciones
Web de una sola pa´gina con el objetivo de aumentar las aplicaciones basadas en navegador con
capacidad de Modelo-Vista-Controlador (MVC).
Mediante Angular se implementan los distintos mo´dulos y componentes (algunos reutiliza-
bles) que formara´n la plantilla HTML final. Los componentes se comunican mediante AJAX
con el servidor, actualizan los datos y refrescan automa´ticamente la pantalla, sin necesidad de
recargarla.
Cabe destacar que este framework obliga a la utilizacio´n de TypeScript.
Adicionalmente, se han utilizado componentes de la biblioteca PrimeNG, una coleccio´n de
componentes reutilizables y ya implementados, que permiten disminuir el tiempo de desarrollo




Ana´lisis y disen˜o del sistema
Este cap´ıtulo presenta un ana´lisis de los requisitos del sistema desarrollado. Los requisitos
representan la funcionalidad que debe ser implementada y han sido especificados conjuntamente
con la empresa antes del desarrollo de los mismos.
Cabe destacar que a lo largo del desarrollo la lista de requisitos ha sufrido variaciones. No
obstante, al estar utilizando una metodolog´ıa a´gil, esto no ha supuesto un mayor problema y
los cambios se han podido resolver sin tener que retrasar de forma significativa el desarrollo.
4.1. Ana´lisis del sistema
A continuacio´n se especifican los distintos requisitos que el sistema debe satisfacer, tanto los
requisitos funcionales como los requisitos de datos.
4.1.1. Historias de usuario
Las historias de usuario permiten definir en alto nivel los requisitos que deben ser satisfechos,
incluyendo los diferentes actores que forman parte del mismo. La Tabla 4.1 muestra las historias
en las que se basa este proyecto:
ID Historia de usuario
HU01 Como usuario necesito que el sistema audite cada vez que realizo una accio´n.
HU02 Como administrador necesito listar todos los registros de las auditor´ıas realizadas.
HU03 Como administrador necesito filtrar los registros existentes.
HU04 Como administrador necesito limitar la cantidad de registros mostrados.
HU05 Como administrador necesito eliminar las auditor´ıas de un objeto determinado.
HU06 Como administrador necesito an˜adir nuevos tipos de objeto.
HU07 Como usuario necesito listar los tipos de objeto existentes.
Cuadro 4.1: Historias de usuario.
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4.1.2. Diagrama de casos de uso
Los casos de uso del proyecto pueden observarse en conjuncio´n con los actores que las realizan
en un diagrama de casos de uso, que muestra las relaciones entre los mismos:
Figura 4.1: Diagrama de casos de uso
4.1.3. Requisitos funcionales
Los requisitos funcionales definen las caracter´ısticas y alcance del sistema a desarrollar, como
que se necesitara´ un filtrado de los registros mediante unos para´metros concretos, o co´mo se
gestionan estas llamadas cuando no se proporcionan los datos necesarios, por ejemplo.
Dichos requisitos, junto a otros datos relevantes, se encuentran adjuntos en el Anexo A.
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4.1.4. Requisitos de datos
Los requisitos de datos se han definido a continuacio´n con el objetivo de definir las entidades
y atributos que se van a almacenar en el sistema. E´stos son obtenidos a partir de los casos de
uso mencionados anteriormente.
En el proyecto desarrollado la cantidad de datos diferentes a almacenar no es tan amplia
como en otro tipo de proyectos enfocados a la construccio´n de una aplicacio´n web completa,
pues al tratarse de una auditor´ıa se intenta almacenar de forma gene´rica todos los datos, en




Datos Identificador, fecha, accio´n, nombre de usuario, id del objeto, nombre de la aplicacio´n,
tipo de objeto, datos nuevos y datos antiguos.
Comentarios Cada audit se corresponde con una operacio´n realizada en la plataforma de la empresa.
El u´nico dato necesario respecto al usuario, su nombre de usuario, se solicitara´ direc-
tamente a la API que la empresa proporciona para estos fines, lo que implica que no
hara´ falta almacenar otra informacio´n sobre e´l.
La accio´n podra´ ser CREATE, UPDATE o DELETE. No se auditara´n las consultas
de los usuarios.
Cuadro 4.2: RD-1 Audit
RD-2 Tipo de objeto
ID RD-2
Nombre Tipo de objeto
Datos Identificador, nombre y descripcio´n.
Comentarios Los tipos de objeto indican el tipo de dato que ha sido cambiado en el sistema. Por
ejemplo, al crear un nuevo sensor, el tipo de objeto sera´ SENSOR.
Cuadro 4.3: RD-2 Tipo de objeto
4.1.5. Diagrama de clases
Un diagrama de clases ayuda a obtener una visio´n general de los requisitos de datos y las
relaciones existentes entre ellos.
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Figura 4.2: Diagrama de clases UML.
El diagrama de clases de la Figura 4.2 aporta la visio´n ma´s sencilla de las relaciones entre los
escasos datos que tienen un papel importante en el proyecto. Un registro de auditor´ıa almacena
toda la informacio´n necesaria para representar una accio´n y los datos que se han modificado en
ella. El objeto del que se extraen dichos datos sera´ de un tipo.
En el Anexo B se pueden encontrar los diagramas de clases que responden a la implementa-
cio´n final de las distintas partes del proyecto (micro-servicio y cliente del mismo) permitiendo
obtener una visio´n ma´s espec´ıfica y detallada de la implementacio´n. Tambie´n se incluye otro
diagrama de ejemplo que permita ilustrar co´mo se integra el cliente en otras aplicaciones de la
empresa, en concreto en el micro-servicio de Event Definitions.
4.1.6. Mockups
Los mockups se utilizan para obtener una aproximacio´n del resultado visual que tendra´ la
aplicacio´n final. No representan el aspecto definitivo, los elementos que aparecen en e´l pueden
cambiar una vez empiece su implementacio´n.
En este caso so´lo se ha desarrollado un mockup, ya que desde un inicio se penso´ que la
parte visual de la aplicacio´n deber´ıa concentrarse en una u´nica pantalla, integra´ndose as´ı en la
plataforma central de la empresa.
La pantalla, mostrada en la Figura 4.3 permite, por un lado, obtener el listado de los registros
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resultantes de las auditor´ıas y, por otro lado, filtrar los registros mediante los criterios que se
consideren oportunos.
Figura 4.3: Mockup de la pantalla de auditor´ıas.
Desde un primer momento, por criterio de la empresa, se decidio´ no ofrecer la posibilidad de
insertar y/o eliminar registros desde la propia interfaz, permitiendo realizar estas operaciones
u´nicamente mediante llamadas REST el hacia micro-servicio de auditor´ıas.
Tras el disen˜o, para el que se ha utilizado la herramienta Moqups (app.moqups.com), quedo´
una idea ma´s clara de co´mo deber´ıa quedar visualmente la aplicacio´n. El visto bueno de la
empresa significo´ eliminar la posibilidad de empezar el desarrollo con la preocupacio´n de tener
que redisen˜ar la parte visual.
4.2. Arquitectura
La arquitectura define la estructura e interaccio´n entre los distintos componentes que forman
el sistema, centra´ndose en el aspecto global y no en los detalles de cada una de las partes que
lo componen.
A continuacio´n se explicara´ brevemente el estilo arquitecto´nico usado, la arquitectura en
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alto nivel de la empresa y la arquitectura de las aplicaciones de la misma.
4.2.1. Arquitectura cliente/servidor y arquitectura de micro-servicios
Durante el desarrollo del proyecto se han implementado componentes en diversas arquitec-
turas: cliente/servidor y arquitectura de micro-servicios.
En la arquitectura cliente/servidor el cliente (navegador web) solicita y env´ıa datos al ser-
vidor mediante peticiones HTTP. El servidor una vez recibe la peticio´n realiza las operaciones
correspondientes y devuelve una respuesta con el estado y datos que sean necesarios.
En este caso el servidor tambie´n puede considerarse como un cliente pues, para poder llevar
a cabo toda su funcionalidad, env´ıa peticiones a los distintos micro-servicios existentes en la
empresa.
En una arquitectura de micro-servicios los componentes que en una arquitectura cliente/-
servidor cla´sica formar´ıan parte del mismo proyecto, ya que se ocupan de diferentes funciona-
lidades, se descomponen en pequen˜os servicios. Cada uno de los micro-servicios es una unidad
independiente que gestiona su propia base de datos.
La Figura 4.5 muestra una abstraccio´n de estos conceptos. El cliente web llama al servi-
dor de alguna de las verticales de la empresa, que a su vez llama a los micro-servicios. Estos
u´ltimos pueden llegar a comunicarse entre ellos, aunque deben intentar conseguir la ma´xima
independencia posible.
Figura 4.4: Representacio´n de la arquitectura de la plataforma.
El objetivo del proyecto es que los micro-servicios existentes pasen a comunicarse con el
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nuevo micro-servicio de auditor´ıas, enviando una nueva peticio´n cada vez que en ellos se produce
alguna accio´n de creacio´n, modificacio´n o eliminacio´n de datos.
4.2.2. Arquitectura IoTsens
La arquitectura mostrada anteriormente forma parte de la arquitectura global de la empresa,
mostrada en la Figura 4.5.
Figura 4.5: Representacio´n de la arquitectura de IoTsens.
Los sensores de la empresa env´ıan mensajes con las medidas obtenidas a una serie de colas
que procesan la informacio´n recibida y la decodifican a un formato interno. A continuacio´n los
datos de las medidas se almacenan en base de datos y se comprueban sus valores para generar
alarmas en caso de que fuese necesario.
El proyecto se ha centrado en la capa de micro-servicios y en el cliente y servidor de la
plataforma Smart City de IoTsens.
4.2.3. Arquitectura de las aplicaciones
Las arquitecturas desarrolladas en IoTsens siguen una estructura comu´n, basada en capas y
servicios. Los usuarios utilizan una aplicacio´n web que se comunica mediante peticiones REST,
que a su vez llaman a los diferentes servicios de la aplicacio´n.
Dichos servicios leen y modifican datos mediante la capa de persistencia, encargada de
almacenar y cargar informacio´n desde la base de datos, y aplican la lo´gica necesaria, envia´ndolos
finalmente en como respuesta de la peticio´n.
47
En otras ocasiones los servicios llamara´n a otros servicios, tanto propios de la aplicacio´n como
a micro-servicios, que proporcionan otra funcionalidad necesaria para su correcta ejecucio´n.
La Figura 4.6 muestra las distintas partes de una aplicacio´n en IoTsens. Cada una de las
capas que las forman se describe a continuacio´n:
Figura 4.6: Representacio´n de la arquitectura de las aplicaciones de IoTsens.
Clientes Web: Se construyen, tal y como se ha mencionado en cap´ıtulos anteriores, median-
te el framework Angular. Los clientes no contienen demasiada lo´gica, sino que u´nicamente
realizan peticiones a los servicios REST de la aplicacio´n y muestran los datos recibidos.
Servicios Web/REST: Los servicios se asocian a un recurso (GET, PUT, POST, DELETE)
en una ruta concreta, pudiendo recibir una serie de para´metros adicionales.
Los servicios llaman a la capa de persistencia, aplican la lo´gica que sea necesaria y devuel-
ven una respuesta en formato JSON. Dicha respuesta cuenta con una estructura comu´n
para todas las aplicaciones de la empresa.
Negocio: Los objetos de negocio utilizados son objetos Java puros, tambie´n llamados
POJOs (Plain Old Java Objects), que no dependen de ninguna biblioteca o framework
externos.
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En ellos se definen todos los campos necesarios para el funcionamiento de la aplicacio´n y
los me´todos necesarios para ello.
Persistencia/DAO: Se utiliza el patro´n Data Access Object, proporcionando me´todos que
recuperan y almacenan los distintos objetos en uso.
Dicho almacenamiento tiene lugar en bases de datos MySQL, que siguen el modelo entidad-
relacio´n. No obstante, debido al gran nu´mero de entradas de auditor´ıas que habr´ıa que
almacenar, en este proyecto se ha acordado con la empresa el uso de Elasticsearch, que
proporciona un mejor rendimiento en las bu´squedas con grandes volu´menes de datos.
Cabe destacar que el uso de JPA/Hibernate hace que las operaciones contra las bases de
datos relacionales sean de gran sencillez, pues no hace falta implementar las sentencias





En este cap´ıtulo se detallan los detalles de la implementacio´n del proyecto, tales como los
patrones de disen˜o utilizados o el entorno en el que se ha producido la implementacio´n.
5.1. Entorno de desarrollo
Se ha trabajado de forma remota sobre una ma´quina con Ubuntu 12 mediante conexio´n SSH.
Mediante el sistema de ventanas X11, y configurando correctamente las pantallas, se visualizan
las diferentes aplicaciones necesarias para la implementacio´n, como el IDE o la consola bash.
Esto adema´s permite que todas las ma´quinas dispongan de las mismas condiciones, facili-
tando el trabajo del departamento de Datacenter, encargado del mantenimiento y asistencia
remota.
5.2. Principios de disen˜o
En la empresa se tiene mucho e´nfasis en la aplicacio´n de los principios SOLID [7], que per-
miten que el sistema a implementar sea ma´s fa´cilmente mantenible y ampliable. Estos principios
son los siguientes:
Principio de responsabilidad u´nica (SRP): Una clase debe ser utilizada u´nicamente con
un propo´sito, no puede tener ma´s de un uso.
Identificar y separar correctamente unas responsabilidades de las otras hara´ que el disen˜o
del software sea menos r´ıgido, permitiendo mayor flexibilidad y escalabilidad en el futuro.
Principio de abierto/cerrado (OCP): Las clases deben estar abiertas a extensiones pero
cerradas a modificaciones. Debido a que el software requiere cambios, y que unas entidades
dependen de otras, las modificaciones en el co´digo de una de ellas puede generar indeseables
efectos colaterales en cascada.
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Esto es fa´cilmente evitable mediante el uso de herencia, donde se ampl´ıa la funcionalidad
de la clase padre en los me´todos de la clase hija.
Principio de sustitucio´n de Liskov (LSP): Si una funcio´n espera recibir un para´metro de
un tipo, pero en su lugar le pasamos un objeto de otro tipo que hereda del primero, la
funcio´n debe funcionar correctamente.
Este principio se encuentra muy relacionado con el anterior; si una funcio´n no cumple con
el principio LSP entonces tampoco cumple el OCP, pues para trabajar correctamente con
subtipos necesitar´ıa saber demasiado de la clase padre, que deber´ıa ser modificada.
Principio de segregacio´n de interfaces (ISP): Este principio tambie´n se emplea de forma
colateral con el principio de responsabilidad u´nica. El principio de segregacio´n de interfaces
defiende que los clientes no deber´ıan estar obligados a depender de clases o interfaces que
no necesitan usar.
Esto ocurre, por ejemplo, cuando una clase tiene ma´s me´todos de los que el cliente necesi-
ta, seguramente porque sirve a varios objetos cliente que llevan a cabo responsabilidades
diferentes. Una posible solucio´n ser´ıa que dicha clase implementase dos interfaces diferen-
tes, cada una con los me´todos necesarios, y que los objetos cliente decidan cua´l de esas
interfaces necesitan utilizar.
Principio de inversio´n de dependencias (DIP): Segu´n este principio, una clase no deber´ıa
depender directamente de otra clase, sino de una abstraccio´n (interfaz) de la misma.
Adema´s de los principios SOLID, la empresa intenta promover el seguimiento de otros tres
principios:
Legibilidad de co´digo: Se debe intentar que el co´digo desarrollado cuente con nombres
de variables descriptivos y que los me´todos implementados sean relativamente cortos,
facilitando la lectura, y su comprensio´n, a otros desarrolladores.
No abusar de los comentarios: Se debe intentar que el co´digo sea suficientemente auto-
explicativo como para no necesitar la ayuda de comentarios en el propio co´digo. Esto se
consigue mediante un formateo claro, me´todos cortos y concretos, y evitando oneliners de
gran taman˜o.
Uso adecuado de excepciones: Es necesario conocer con cierta profundidad el propo´sito de
las excepciones a lanzar, adema´s de hacer un uso correcto de esta funcionalidad.
Se recomienda el uso de excepciones en situaciones que de otra forma devolver´ıan un valor
nulo o co´digos de error, por ejemplo. Las aplicaciones de IoTsens suelen implementar
un mapper que es capaz de capturar las excepciones lanzadas en otras aplicaciones y/o
micro-servicios para actuar en consecuencia.
Adema´s, es recomendable incluir mensajes informativos que ayuden al usuario a compren-
der el motivo por el que se ha producido un error.
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5.3. Patrones de disen˜o
A lo largo de la implementacio´n del proyecto se han utilizado diversos patrones de disen˜o,
que han permitido ahorrar tiempo y esfuerzo manteniendo la validez y calidad del co´digo.
Aunque se ha implementado un gran nu´mero de patrones, a continuacio´n se muestran u´ni-
camente aquellos de mayor relevancia y que han tenido ma´s impacto en el desarrollo.
5.3.1. Patro´n Modelo-Vista-Controlador
El patro´n Modelo-Vista-Controlador (MVC) se encuentra enfocado en desacoplar las clases
en la programacio´n de interfaces gra´ficas de usuario, agrupa´ndolas en diferentes roles.
Figura 5.1: Representacio´n del patro´n MVC.
La Figura 5.1 representa las interacciones entre los roles. El modelo so´lo conoce a la vista,
pero no al controlador, mientras que tanto la vista como el controlador conocen al resto de
roles. A continuacio´n se detalla con un poco ma´s de detalle el objetivo y funcionamiento de los
mismos:
Modelo: Rol que representa todas la clases que se encargan del mantenimiento y gestio´n de
los datos de la aplicacio´n. En el caso del proyecto desarrollado esta parte contiene cierta
dificultad adicional, pues los datos a mantener se encuentran en dos sistemas bastante
distintos, MySQL y Elasticsearch.
Vista: Rol que representa todos los componentes encargados de la visualizacio´n de da-
tos. En este caso se corresponde ı´ntegramente con la parte front-end de la aplicacio´n,
implementada mediante el framework Angular.
Controlador: Se encarga de hacer de mediador entre la vista y el modelo. Indica al modelo
que tiene que realizar cambios una vez el usuario ha interaccionado con la vista.
Este patro´n permite desacoplar completamente la vista del modelo, sin tener que modificar
el u´ltimo. Esto es u´til, por ejemplo, para tener ma´s de una vista interactuando con el mismo
modelo, y tambie´n permite modificar el modelo sin tener que modificar la vista al mismo tiempo.
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5.3.2. Patro´n DAO
Tal y como se ha expuesto anteriormente en la Figura 4.6, las aplicaciones cuentan con una
capa de persistencia de datos, compuesta por una serie de objetos encargados del almacena-
miento y consulta de datos.
Estos objetos DAO (Data Access Object) proporcionan una interfaz de acceso a los datos,
independizando la persistencia del resto de componentes del sistema. De hecho, en el caso del
proyecto desarrollado la capa de servicio no es consciente en ningu´n momento de si los datos se
esta´n almacenando en un SGBD relacional o no-relacional, lo que indica hasta que´ punto llega
el nivel de abstraccio´n entre las distintas capas.
Se recomienda definir un DAO por cada tipo de objeto de negocio. En el caso de este proyecto
se han implementado objetos DAO en el nuevo micro-servicio. No ha sido necesario incluir nuevos
DAO en el resto de micro-servicios modificados, pues e´stos u´nicamente llaman al nuevo micro-
servicio de auditor´ıas mediante el cliente API del mismo. En total se han implementado dos
clases DAO:
AuditESDAO: Incluye me´todos para insertar, buscar y eliminar (este u´ltimo de forma
as´ıncrona) nuevos registros de auditor´ıa. Tambie´n incluye otro me´todo auxiliar para ob-
tener el nu´mero de registros existentes. Estas operaciones se lanzan contra un motor
Elasticsearch.
ObjectTypeDAO: Incluye me´todos para insertar, modificar y eliminar tipos de objeto.
Estas operaciones se lanzan contra MySQL mediante JPA.
5.3.3. Patro´n Builder
Este patro´n permite crear una gran variedad de objetos complejos desde un mismo objeto
fuente, compuesto por una gran variedad de propiedades cuyo valor se asigna mediante un
conjunto de llamadas a operaciones dedicadas a ello.
Por tanto, mediante el uso del patro´n Builder es posible crear instancias de una clase de
forma totalmente desacoplada. A continuacio´n se ensen˜a, a modo de ejemplo, co´mo ha sido
utilizado este patro´n para la construccio´n de los objetos utilizados en el cliente para construir
las llamadas de bu´squeda que se realizan hacia el micro-servicio:
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Figura 5.2: Ejemplo de implementacio´n del patro´n Builder en el cliente del micro-servicio de
auditor´ıas.
Al abstraer el proceso de creacio´n es posible crear representaciones diferentes en el propio
proceso de construccio´n. La Figura 5.3 muestra un ejemplo de uso de este patro´n, en concreto la
creacio´n de un nuevo objeto de la clase AuditRequest, la encargada de construir las peticiones
desde el cliente al micro-servicio de auditor´ıas.
Figura 5.3: Ejemplo de uso del patro´n Builder en el cliente del micro-servicio de auditor´ıas.
5.3.4. Patro´n Strategy
El patro´n Strategy permite mantener un conjunto de algoritmos entre los que el cliente
puede elegir para llevar a cabo una tarea, pudiendo e´ste ser cambiado dina´micamente segu´n las
necesidades del cliente.
Aunque a lo largo del proyecto se ha usado en varias ocasiones, una de las ma´s representativas
es en la construccio´n de la respuesta por parte del cliente, que debe convertir la propia respuesta
del micro-servicio de auditor´ıas en objetos que puedan ser usados en el resto de aplicaciones.
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Un ejemplo de implementacio´n de este patro´n es el mostrado en la Figura 5.4.
Figura 5.4: Ejemplo de uso del patro´n Strategy en el cliente del micro-servicio de auditor´ıas.
Mediante el uso de este patro´n, el cliente es capaz de seguir una estrategia para deserializar
respuestas que contienen ma´s de un elemento, o respuestas que so´lo contengan un elemento,
cuyo me´todo necesario se encuentra implementado en otra clase distinta.
Otro uso de este patro´n es la decisio´n de los datos de los objetos que van a ser auditados.
Mediante diferentes estrategias es posible incluir unos datos u otros de cada tipo de objeto, como
por ejemplo el nivel de profundidad que se quiere auditar, o si incluir o no sus identificadores.
5.4. Interfaz de usuario
Las auditor´ıas deben poder ser consultadas por los administradores de IoTsens. Se decidio´
implementar la interfaz en su plataforma de Smart City, una aplicacio´n web encargada de cen-
tralizar las diferentes operaciones que se pueden realizar con los dispositivos IoT de la empresa,
adema´s de contar con diversas herramientas de administracio´n, entre las que se incluye este
proyecto.
Esta aplicacio´n cuenta con una interfaz web desarrollada en Angular, que utiliza documentos
HTML y hojas de estilo CSS para la visualizacio´n, y TypeScript para su lo´gica. Como se
ha comentado anteriormente, esto proporciona un mayor dinamismo al no tener que recargar
constantemente la pa´gina completa para mostrar nuevos datos.
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Se han utilizado como gu´ıa las siguientes reglas de oro del disen˜o de interfaces [8]:
1. Mantener la consistencia: Las secuencias de acciones, terminolog´ıa, colocacio´n de en-
tradas de texto y menu´s, colores, fuentes, etc. deben ser consistentes a lo largo de toda
la aplicacio´n. Afortunadamente, la empresa cuenta con componentes reutilizables y una
hoja de estilos bastante completa que han facilitado esta labor.
2. Facilitar la universalidad: Se deben reconocer las necesidades de los distintos usuarios,
facilitando la transformacio´n del contenido. Estas diferencias pueden encontrarse entre
usuarios de distinta experiencia, con discapacidades, con diferentes habilidades tecnolo´gi-
cas, etc.
3. Ofrecer feedback informativo: El sistema debe proporcionar informacio´n por cada
accio´n de los usuarios. En el caso de acciones pequen˜as la informacio´n puede ser ma´s
escueta, pero en caso de acciones de gran importancia la informacio´n deber´ıa ser ma´s
sustancial.
4. Disen˜ar grupos de acciones cerrados: Las secuencias de acciones deben organizarse en
grupos con un inicio y final, permitiendo ofrecer feedback informativo cuando se complete
uno de estos grupos de acciones.
5. Prevenir errores: El sistema debe estar disen˜ado de forma que los usuarios no puedan
cometer errores graves. Esto se puede conseguir mediante limitaciones en los propios input
de los formularios. No obstante, si se produce un error el usuario debe ser informado
mediante un mensaje que indique claramente que´ ha ocurrido, ofreciendo al mismo tiempo
una solucio´n.
6. Permitir revertir acciones: Tanto como sea posible, las acciones de los usuarios deben
ser reversibles, animando a los usuarios a explorar acciones que no les resulten familiares.
7. Dar control al usuario: Los usuarios ma´s experimentados suelen tener la necesidad de
sentirse en control de la interfaz, y que e´sta responda a sus acciones.
8. Reducir la carga de memoria: La media de informacio´n que los seres humanos podemos
almacenar en un corto plazo de tiempo es de alrededor de 7 elementos. Al reducir esta
carga, el usuario se sentira´ ma´s en control y mejorara´ su experiencia.
Aunque la interfaz desarrollada corresponde u´nicamente a una pa´gina, el seguir los anteriores
principios ha resultado muy u´til, resultando en una interfaz intuitiva, agradable este´ticamente
y sencilla de utilizar au´n sin mucha experiencia.
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Figura 5.5: Pantalla de administracio´n de auditor´ıas.
La Figura 5.5 muestra el disen˜o final de la pantalla de auditor´ıas, encargada de mostrar un
listado con todos los registros existentes. Adema´s, en la parte superior se pueden filtrar estos
registros segu´n diversos para´metros.
A continuacio´n se detalla ma´s profundamente las partes de las que esta´ compuesta la interfaz.
5.4.1. Listado
En la parte inferior de la pantalla se encuentra el listado de auditor´ıas. E´ste nos permite
obtener informacio´n sobre las acciones que se han producido en la plataforma. De izquierda a
derecha podemos observar la aplicacio´n y usuarios con los que se ha producido la accio´n, la
fecha y hora, el identificador del objeto modificado, la accio´n producida y sobre que´ tipo de
objeto, y los datos antiguos y nuevos que contiene ese objeto en particular.
Los datos de los objetos se muestran en formato JSON, permitiendo una visualizacio´n ra´pida
de los diferentes atributos de los objetos. Cabe mencionar que se encuentra planificada una
mejora en esta visualizacio´n, que permitira´ visualizar dichos datos de una forma ma´s amigable.
Para proporcionar una mejor experiencia al usuario la tabla so´lo carga la paginacio´n en la
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que se encuentra, recibiendo menos datos desde el servidor y, por tanto, siendo necesario menos
tiempo de espera al entrar por primera vez.
Para ello se utiliza el limit y offset que se han definido como para´metros en la llamada de
bu´squeda de auditor´ıas.
Figura 5.6: Listado de auditor´ıas.
Se decidio´ mostrar el objeto completo en lugar de u´nicamente aque´llos campos cambiados,
aportando al administrador ma´s informacio´n del contexto. No obstante, esto se puede configurar
en el propio co´digo, auditando dina´micamente mediante el uso de JSON Views cuando se
considere que el objeto contiene demasiada informacio´n por s´ı mismo.
5.4.2. Filtrado
Los campos mostrados en el apartado anterior pueden ser filtrados fa´cilmente mediante el
formulario superior, aunque e´ste puede ser ocultado en caso de que no se necesite.
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Figura 5.7: Listado de auditor´ıas.
Los filtros se an˜aden a la propia URL de la pa´gina, de forma que tambie´n es posible filtrar
desde la propia barra de navegacio´n si se incluyen a mano los campos y valores, o directamente
entrando desde un enlace que haya sido compartido.
Adema´s, tal y como se muestra en la Figura 5.7, los filtros se muestran como texto en la
parte superior del panel de filtrado, ayudando al usuario a comprender cua´les son los campos
por los que se esta´ filtrando los registros.
5.4.3. Dispositivos mo´viles
Aunque no se ha desarrollado una aplicacio´n nativa para dispositivos mo´viles OSX o An-
droid, se ha adaptado la vista para que se ajuste a los dispositivos desde los que se esta´ visua-
lizando.
Esto es posible mediante CSS Media Queries, que permiten definir las formas de visualizacio´n
dependiendo del taman˜o de la ventana. Adema´s, el layout del framework Bootstrap ayuda
significativamente en esta tarea, pues muchas de estas acciones las realiza automa´ticamente.
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(a) (b)
Figura 5.8: Visualizacio´n de auditor´ıas en dispositivos mo´viles
Actualmente se encuentra prevista una mejora en este aspecto que permita visualizar de





La fase de verificacio´n y validacio´n es el conjunto de procesos que comprueban, analizan y
se aseguran de que el software desarrollado concuerda con su especificacio´n, cumpliendo adema´s
con las necesidades de los clientes.
Es una de las fases ma´s importantes, pues la ejecucio´n de unas pruebas correctamente defi-
nidas puede encontrar muchos errores en la programacio´n y funcionalidad del co´digo que de no
encontrarse pasar´ıan a formar parte del resultado final. Encontrar dichos errores tempranamente
evita tener que invertir tiempo y recursos en solucionar los fallos posteriormente.
A lo largo del proyecto se han utilizado cuatro tipos de pruebas de software: Pruebas de
unidad, pruebas de integracio´n, pruebas de interfaz de usuario y pruebas de aceptacio´n.
6.1. Pruebas unitarias
Las pruebas unitarias se utilizan para comprobar que el software funciona de forma correcta,
descomponiendo los me´todos en comportamientos comprobables que se pueden ejecutar de forma
individual y aislada.
Son una parte vital en el flujo de trabajo de desarrollo de software que, en caso de definirlas
previamente a la implementacio´n del co´digo, permiten obtener una visio´n ma´s clara y detallada
de co´mo va a ser ese co´digo a implementar.
Hoy por hoy las pruebas unitarias cuentan con ma´s importancia si cabe gracias a metodo-
log´ıas como TDD, que han sido adoptadas por multitud de desarrolladores debido a las grandes
ventajas que aporta el disen˜o de software para que pase esas pruebas. No obstante, en este caso
no se ha utilizado dicha metodolog´ıa debido a la gran cantidad de esfuerzo y tiempo que supone
su adopcio´n, so´lo se ha seguido en casos puntuales que cuentan con mayor complejidad.
Para el desarrollo de las pruebas unitarias se ha utilizado la herramienta JUnit, un framework
de Java pensado para este propo´sito. En ciertos casos tambie´n se ha utilizado la herramienta
63
Mockito, que permite simular el comportamiento de instancias de otras clases del proyecto,
proporcionando la independencia necesaria como para que las pruebas unitarias no se vean
afectadas por comportamientos externos.
Con el propo´sito de simular las llamadas REST desde el cliente se ha utilizado la herramienta
MockWebServer. Esto permite encolar llamadas a un servidor simulado, que devuelve respuestas
mock que en este caso se han definido en un fichero aparte.
El siguiente ejemplo intenta mostrar el funcionamiento de estas tecnolog´ıas y el proceso de
pruebas en conjunto, ilustra´ndolo mediante los test unitarios del cliente API. En primer lugar
se debe definir cua´l sera´ la respuesta que queremos simular, definie´ndola en un fichero JSON
auxiliar. En este caso se tomara´ como base la respuesta de la Figura 6.1.
Figura 6.1: Respuesta mock usada en los test unitarios.
Las ejecuciones de los distintos test unitarios pueden llegar a tener partes en comu´n, como
el inicio y cierre del servidor mock o la asignacio´n de credenciales de usuario. Dichas partes en
comu´n pueden extraerse a me´todos externos que pueden ser marcados mediante las anotaciones
@Before y @After, que permiten que dichos me´todos se ejecuten antes y despue´s de cada test.
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Figura 6.2: Ejemplo de me´todos auxiliares Before y After.
Finalmente se encuentra la definicio´n del propio test. Para ello, se utiliza la anotacio´n @Test
en el me´todo deseado. Seguidamente se construye la peticio´n contra el mockserver, recibiendo
la respuesta que se hab´ıa definido, y tras la que se puede comprobar que la ejecucio´n ha sido
correcta.
Figura 6.3: Ejemplo de test unitario.
El uso de pruebas unitarias ha permitido encontrar errores que de otra forma hubiesen
pasado al producto final, por lo que se ha intentado utilizarlas frecuentemente. No obstante, tal
y como se ha comentado anteriormente, en muchos casos la implementacio´n de estas pruebas
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supone una inversio´n de tiempo excesiva, por lo que se han evitado en los casos ma´s sencillos y
por ende menos propensos a errores.
6.2. Pruebas de integracio´n
Tras conseguir la correcta ejecucio´n de todas las pruebas unitarias se procede a realizar las
pruebas de integracio´n, encargadas de verificar que los componentes colaboran entre s´ı de forma
satisfactoria.
Esto cuenta con mucha importancia en la empresa, que cuenta con un servicio de integracio´n
continua encargado de automatizar estas tareas.
El servidor Jenkins se encarga de descargar el co´digo cada vez que detecta un cambio en
la rama develop de algu´n repositorio en el servidor de GitLab, compila dicho co´digo y ejecuta
los test que se han definido en el proyecto. A continuacio´n, si se ha compilado correctamente,
genera un informe con el estado de la ejecucio´n, en el que se indica si se han pasado los test.
Adema´s, la empresa cuenta con un proyecto que se encuentra configurado para que Jenkins
lo ejecute cada media hora. En este proyecto se encuentran definidos los test de interfaz de las
distintas aplicaciones. Si los test fallan, se env´ıa un correo electro´nico a los responsables de la
aplicacio´n para que e´stos sean conscientes de la existencia de errores y puedan solucionarlos
cuanto antes.
6.3. Pruebas de interfaz
Las pruebas de interfaz permiten verificar las interacciones del usuario con la aplicacio´n,
asegurando su correcta navegacio´n y comportamiento.
Para ello, tal y como se ha comentado en la seccio´n anterior, la empresa cuenta con un
proyecto encargado de las pruebas de interfaz, que se ejecuta automa´ticamente en el servidor
Jenkins en el entorno de pre-produccio´n, que a su vez elabora un informe por cada ejecucio´n.
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Figura 6.4: Gra´fica de ejecucio´n de test de interfaz en Jenkins.
Las pruebas se encuentran implementadas utilizando la herramienta Selenium, que permite
simular las acciones de un usuario en un navegador web. Se puede visualizar la secuencia de
acciones de forma gra´fica, aunque en este caso Jenkins requiere el uso de la opcio´n headless de
Google Chrome, que permite la simulacio´n sin la necesidad que se abra la ventana del navegador.
Se ha ampliado el proyecto existente con las pruebas de la nueva pantalla de auditor´ıas,
simulando la entrada de texto en los formularios, la correcta paginacio´n, etc.
Figura 6.5: Ejemplo de test de interfaz.
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La Figura 6.5 muestra un ejemplo de implementacio´n de un test de interfaz gra´fica lanzado
contra la pantalla de auditor´ıas. Por claridad se ensen˜a u´nicamente la implementacio´n de las
secuencias de pasos, omitiendo configuracio´n y comprobaciones de JUnit, que se encuentran
implementadas en clases distintas.
6.4. Pruebas de aceptacio´n
Las pruebas de aceptacio´n sirven para asegurarse de que la aplicacio´n cumple con la fun-
cionalidad establecida por los requisitos funcionales del sistema. Debido a la metodolog´ıa de
trabajo, la validacio´n de dichas pruebas de aceptacio´n se ha realizado una vez se ha comproba-
do el co´digo, antes de indicar que la tarea pasa de estar “En pruebas” a “Hecho”.
Aunque normalmente las realizan un conjunto de usuarios finales en este caso, por las ca-
racter´ısticas del desarrollo, las ha realizado el propio alumno, los distintos revisores de co´digo
de cada tarea, y el Scrum Manager.





La realizacio´n de la estancia en pra´cticas y el desarrollo del proyecto me han permitido
obtener un nuevo punto de vista sobre el sector del desarrollo de software, en concreto sobre
el desarrollo dentro del a´mbito del Internet de las cosas. La primera impresio´n que obtuve fue
la observacio´n de una gran diferencia entre el mundo universitario, ma´s centrado en la teor´ıa,
y el mundo de la empresa, que no olvida los aspectos teo´ricos pero es capaz de aplicarlos en
conjunto con la pra´ctica.
Las sensaciones transmitidas en la empresa han sido excelentes, ayuda´ndome a mejorar tanto
la fluidez y calidad del trabajo como mis aptitudes personales, un valor muy importante en el
entorno laboral.
Adema´s, considero que este u´ltimo punto cuenta con gran importancia en el lugar de trabajo.
Tras la estancia en pra´cticas me ha quedado claro que no so´lo es importante la calidad del co´digo,
sino el ambiente en el que se desarrolla. En este caso, cuando el buen ambiente se suma a las
metodolog´ıas a´giles utilizadas, que al proporcionar una planificacio´n incremental reducen la
sensacio´n de incertidumbre, todos los desarrolladores se encuentran motivados y son capaces de
conseguir un trabajo de calidad.
Desde un punto de vista te´cnico el proyecto me ha permitido formarme en herramientas y
tecnolog´ıas que desconoc´ıa hasta el momento, tales como Angular, la arquitectura de micro-
servicios o bases de datos no relacionales como Elasticsearch, entre otras.
En referencia al proyecto, e´ste se termino´ inicialmente en un plazo de tiempo menor al pla-
nificado. No obstante, se decidio´ implantar el nuevo servicio en ma´s aplicaciones de la empresa,
lo que hizo que el nu´mero de horas dedicadas creciese sustancialmente.
Aunque el proyecto no proporciona a la empresa un beneficio econo´mico directo, s´ı que ofrece
ma´s control a los administradores y desarrolladores. Esto ha fomentado la implantacio´n del
mismo en los entornos de desarrollo y produccio´n, encontra´ndose actualmente en uso. Adema´s,
tras la finalizacio´n de la estancia en pra´cticas la empresa decidio´ incluir en su siguiente sprint
nuevas mejoras y ampliaciones al proyecto, tales como:
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Internacionalizacio´n de las descripciones de los tipos de objeto.
Mejora de la visualizacio´n JSON de los datos anteriores y posteriores de los datos auditados
para que e´stos se puedan visualizar con ma´s espacio, formateados y con colores.
Implantacio´n del servicio en el resto de aplicaciones y servicios de la empresa.
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AUDIT-1 Insertar nuevos registros de auditor´ıa
ID AUDIT-1
Nombre Insertar nuevos registros de auditor´ıa
Actor principal Usuario
Actores secundarios Administrador
Descripcio´n Este caso de uso representa la funcionalidad que permite que se auditen automa´tica-
mente las acciones que producen los usuarios del sistema.
Nivel de complejidad Media
Relaciones AUDIT-2
Precondicio´n El usuario debe estar autenticado ante el sistema. El tipo de objeto a auditar debe
estar definido en el sistema.
Trigger Un usuario realiza cualquier accio´n que modifique algu´n dato de la plataforma.
Secuencia normal
1 El usuario accede a la plataforma de la empresa.
2 El usuario inserta un nuevo sensor.
3 El sistema guarda los datos del usuario, la accio´n realizada y las modificaciones en el
objeto.
Excepciones
Frecuencia esperada Varias veces al d´ıa
Importancia Muy alta
Prioridad Corto plazo
Comentarios El sistema guardara´ el id de objeto, tipo, accio´n, aplicacio´n, datos antiguos y datos
nuevos.
Cuadro A.1: AUDIT-1 Insertar nuevos registros de auditor´ıa
AUDIT-2 Listar todos los registros
ID AUDIT-2
Nombre Listar todos los registros
Actor principal Administrador
Actores secundarios Usuario
Descripcio´n Este caso de uso representa la funcionalidad que permite al administrador listar todos
los registros de auditor´ıa almacenados en el sistema.
Nivel de complejidad Media
Relaciones AUDIT-1, AUDIT-3
Precondicio´n El administrador debe estar autenticado ante el sistema.
Trigger El administrador accede a la seccio´n de listado de registros de auditor´ıa.
Secuencia normal
1 El administrador accede a la plataforma de la empresa.
2 El administrador accede a la seccio´n de listado de auditor´ıas.
3 El sistema muestra todos los registros actuales.
Excepciones No existe ningu´n registro en ese momento.
1 El sistema muestra un mensaje indicando que no hay registros disponibles.




Cuadro A.2: AUDIT-2 Listar todos los registros
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AUDIT-3 Filtrar registros de auditor´ıa
ID AUDIT-3
Nombre Filtrar registros de auditor´ıa
Actor principal Administrador
Actores secundarios Usuario
Descripcio´n Este caso de uso representa la funcionalidad que permite al administrador filtrar los
registros existentes mediante diferentes criterios.
Nivel de complejidad Alta
Relaciones AUDIT-2, AUDIT-4
Precondicio´n El administrador debe estar autenticado ante el sistema.
Trigger El administrador inicia una bu´squeda tras introducir un filtro.
Secuencia normal
1 El administrador accede a la plataforma de la empresa.
2 El administrador accede a la seccio´n de listado de auditor´ıas.
3 El administrador introduce un criterio de bu´squeda en alguno de los filtros disponibles.
4 El sistema actualiza el listado con aquellos registros que cumplan las condiciones
establecidas.
Excepciones No existe ningu´n registro que cumpla las condiciones.
1 El sistema muestra un mensaje indicando que no hay registros disponibles.
Frecuencia esperada Varias veces al d´ıa
Importancia Muy alta
Prioridad Corto plazo
Comentarios El sistema permitira´ el filtrado mediante todos o algunos de los siguientes para´metros:
id del registro, nombre de usuario, aplicacio´n, fecha mı´nima, fecha ma´xima, tipo de
objeto, lista de identificadores de objetos, accio´n, datos antiguos o datos nuevos.
Cuadro A.3: AUDIT-3 Filtrar registros de auditor´ıa
AUDIT-4 Limitar la cantidad de resultados de la lista mediante un l´ımite y un offset.
ID AUDIT-4
Nombre Limitar la cantidad de resultados de la lista mediante un l´ımite y un offset.
Actor principal Administrador
Actores secundarios Usuario
Descripcio´n Este caso de uso representa la funcionalidad que permite al administrador filtrar los
registros existentes mediante diferentes criterios.
Nivel de complejidad Media
Relaciones AUDIT-2, AUDIT-3
Precondicio´n El administrador debe estar autenticado ante el sistema.
Trigger El administrador cambia el l´ımite y offset por defecto.
Secuencia normal
1 El administrador accede a la plataforma de la empresa.
2 El administrador accede a la seccio´n de listado de auditor´ıas.
3 El administrador cambia el l´ımite y offset o la paginacio´n de la lista de auditor´ıas
4 El sistema actualiza el listado con aquellos registros que cumplan las condiciones
establecidas.
Excepciones -




Cuadro A.4: AUDIT-4 Limitar la cantidad de resultados de la lista mediante un l´ımite y un
offset.
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AUDIT-5 Eliminar todos los registros de las auditor´ıas de un objeto determinado.
ID AUDIT-5
Nombre Eliminar todos los registros de las auditor´ıas de un objeto determinado.
Actor principal Administrador
Actores secundarios Usuario
Descripcio´n Este caso de uso representa la funcionalidad que permite al administrador eliminar
los registros de las auditor´ıas de un objeto determinado.
Nivel de complejidad Media
Relaciones AUDIT-1
Precondicio´n El administrador debe estar autenticado ante el sistema.
El objeto del que se quieren eliminar los registros debe haber existido en el sistema.
Trigger El administrador cambia el l´ımite y offset por defecto.
Secuencia normal
1 El administrador accede a la plataforma de la empresa.
1 El administrador ejecuta la accio´n de eliminar registros de un objeto, indicando el id.
1 El sistema elimina correctamente todas las acciones auditadas realizadas sobre un
objeto.
Excepciones El id del objeto no existe
El sistema muestra un mensaje de error indicando que el objeto no existe.




Cuadro A.5: AUDIT-5 Eliminar todos los registros de las auditor´ıas de un objeto determinado.
AUDIT-6 An˜adir nuevos tipos de objeto.
ID AUDIT-6
Nombre An˜adir nuevos tipos de objeto.
Actor principal Administrador
Actores secundarios -
Descripcio´n Este caso de uso representa la funcionalidad que permite al administrador an˜adir
nuevos tipos de objeto que sera´n auditados.
Nivel de complejidad Media
Relaciones AUDIT-1, AUDIT-2, AUDIT-3
Precondicio´n El administrador debe estar autenticado ante el sistema.
No puede existir otro tipo de objeto con el mismo nombre.
Trigger El administrador quiere insertar un nuevo tipo de objeto.
Secuencia normal
1 El administrador se autentica en la plataforma de la empresa.
2 El administrador inserta un nuevo tipo de objeto.
3 El sistema guarda el nuevo tipo de objeto y a partir de ahora se podra´n auditar
acciones del usuario con e´l.
Excepciones Ya existe un tipo de objeto con el nombre especificado.
El sistema muestra un mensaje de error indicando que el tipo de objeto ya existe.
Frecuencia esperada Varias veces al an˜o
Importancia Alta
Prioridad Corto plazo
Comentarios El tipo de objeto contendra´ un identificador, nombre y descripcio´n.
Cuadro A.6: AUDIT-6 An˜adir nuevos tipos de objeto.
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AUDIT-7 Consultar los tipos de objeto existentes.
ID AUDIT-7
Nombre AUDIT-7 Consultar los tipos de objeto existentes.
Actor principal Usuario
Actores secundarios - Administrador
Descripcio´n Este caso de uso representa la funcionalidad que permite al administrador listar los
tipos de objeto existentes en el sistema.
Nivel de complejidad Baja
Relaciones AUDIT-1, AUDIT-3, AUDIT-6
Precondicio´n El administrador debe estar autenticado ante el sistema.
Trigger El administrador quiere listar los tipos de objeto disponibles.
Secuencia normal
1 El administrador se autentica en la plataforma de la empresa.
2 El administrador indica que quiere listar los tipos de objeto.
3 El sistema muestra los tipos de objeto disponibles.
Excepciones -









A continuacio´n se muestran los diagramas de clases que han resultado de la implementacio´n
final de las distintas partes del proyecto. Dichos diagramas adema´s incluyen las dependencias
entre las distintas clases.
Los diagramas se han generado una vez acabado el desarrollo mediante la herramienta de











































































































Insercio´n de registros (AUDIT-1)
• Por cada accio´n auditada se an˜ade un nuevo registro en base de datos.
• Los registros contienen los datos del usuario y la aplicacio´n.
• El estado inicial y final del objeto auditado se ha guardado en formato JSON y cuenta
con toda la informacio´n necesaria.
• Si la llamada no contiene todos los datos necesarios se muestra informacio´n del error
en la respuesta.
• Si el tipo de objeto proporcionado no existe, se devuelve un mensaje de error indi-
cando el motivo.
Listado de registros (AUDIT-2, AUDIT-4)
• El listado es capaz de mostrar todos los registros.
• Si se produce un error ajeno a la aplicacio´n la pantalla muestra un mensaje de error
con informacio´n de la excepcio´n producida.
• La tabla carga dina´micamente los registros en funcio´n de la paginacio´n.
• La tabla muestra el nu´mero de filas por pa´gina que se le indica, carga´ndolo dina´mi-
camente.
• Los registros se encuentran ordenados por fecha de forma descendente.
• Si au´n no se ha auditado ninguna accio´n la tabla muestra un mensaje indicando que
au´n no hay datos que mostrar.
Filtrado de registros (AUDIT-3, AUDIT-4, AUDIT-7)
• El seleccionable de tipo de objeto muestra todos los tipos de objeto existentes en el
sistema.
• Todas las entradas de formulario funcionan correctamente permitiendo filtrar los
registros que cumplan todas las condiciones de los campos no-vac´ıos.
• Las fechas se muestran en el formato deseado.
• Si se produce una excepcio´n ajena a la aplicacio´n, se muestra un mensaje de error
con informacio´n de la excepcio´n.
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Eliminacio´n de registros de un objeto determinado (AUDIT-5)
• Se eliminan los registros de un objeto correctamente.
• Si el identificador del objeto no existe, se devuelve un mensaje de error que lo indica.
Insercio´n de nuevos tipos de objeto (AUDIT-6)
• Si se proporcionan datos va´lidos, se inserta correctamente el tipo de objeto en el
sistema.
• En el caso de proporcionar un nombre que ya exista, se devuelve un mensaje de error
indicando esto mismo.
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