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Abstrakt
Tato diplomova´ pra´ce se zaby´va´ na´vrhema implementacı´ frameworku, ktery´ slouzˇı´ ke ge-
nerova´nı´ graficke´ho uzˇivatelske´ho rozhranı´ na za´kladeˇ definice webove´ sluzˇby. Popisuje
za´kladnı´ pozˇadavky, vy´beˇr vhodne´ technologie a samotnou implementaci frameworku.
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Abstract
This thesis describes the design and implementation of framework that is used to generate
a graphical user interface based on the definition of web services. Describes the basic
requirements, selection of appropriate technology and the actual implementation of the
framework.
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Seznam pouzˇity´ch zkratek a symbolu˚
SOA – Service Oriented Architecture
SOAP – Simple Object Access Protocol
XML – Extensible Markup Language
WSDL – Web Services Description Language
AWS – Auto-Web Service Framework
HTML – Hyper Text Markup Language
CSS – Cascading Style Sheets
MVC – Model-View-Controller
MS-PL – Microsoft Public License
HTTP – Hypertext Transfer Protocol
TCP – Transmission Control Protocol
UDP – User Datagram Protocol
XSD – XML Schema Definition
ASP – Active Server Pages
ASP.NET – Active Server Pages .NET
URL – Uniform Resource Locator
IIS – Internet Information Services
WCF – Windows Communication Foundation
AJAX – Asynchronous JavaScript and XML
JSON – JavaScript Object Notation
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51 U´vod
S rozmachem internetu a jeho dostupnostı´ se sta´le vı´ce informacˇnı´ch technologiı´ steˇhuje
do prostrˇedı´ webu. Aktua´lnı´ te´ma je take´ SOA (Service OrientedArchitecture), tedy archi-
tektura aplikacı´ zalozˇeny´ch na sluzˇba´ch. Tyto aplikace jde snadno rozdeˇlit na jednotlive´
komponenty, cˇı´mzˇ zı´ska´me robustneˇjsˇı´ ko´d, ktery´ lze snadneˇji spravovat. To je docı´leno
tı´m, zˇe komponenty (sluzˇby na internetu) vystavujı´ pouze sva´ rozhranı´. A samotna´ ko-
munikace je standardizovana´ a platformeˇ neza´visla´.
Tato pra´ce se zaby´va´ na´vrhem aplikacˇnı´ho ra´mce (frameworku), ktery´ ma´ slouzˇit
ke generova´nı´ graficke´ho rozhranı´ k webovy´m sluzˇba´m. Cı´lem je usnadnit vy´voja´rˇu˚m
webovy´ch aplikacı´ pra´ci se sluzˇbami, umozˇnit jim sluzˇby testovat a rychle se orientovat
v rozhranı´ch, ktere´ nabı´zejı´.
Nejdrˇı´ve je popsa´n za´meˇr a pozˇadavky, ktere´ byly na implementaci kladeny. Pote´
se pra´ce veˇnuje vy´beˇru vhodne´ho implementacˇnı´ho prostrˇedı´ a jeho popisem. Nakonec
na´sleduje samotny´ popis na´vrhu frameworku a jeho pouzˇitı´.
62 Prˇedstavenı´ za´meˇru
Cˇas od cˇasu jsou vy´voja´rˇi postaveni prˇed nutnost pouzˇı´t webovou sluzˇbu neˇjake´ trˇetı´
strany. Sta´va´ se, zˇe majı´ k dispozici kompletnı´ dokumentaci a nebo v horsˇı´m prˇı´padeˇ jen
adresu sluzˇby a jejı´ WSDL sche´ma. To je ale pro programa´tora sˇpatneˇ cˇitelne´.
Cı´lem te´to pra´ce je prˇedstavit na´stroj, ktery´ by slouzˇil pra´veˇ k za´kladnı´mu oveˇrˇenı´
mozˇnostı´ sluzˇby a prˇehledne´mu otestova´nı´ jejı´ funkcionality. Pro tento na´stroj jsem v
pru˚beˇhu implementace zvolil na´zev AWS Framework (Automatized Web Service Fra-
mework). Pro zjednodusˇenı´ bude v dalsˇı´ch kapitola´ch tato zkratka pouzˇı´va´na.
AWS Framework jde ale mnohem da´le, nezˇ pouze k vygenerova´nı´ za´kladnı´ho gra-
ficke´ho rozhranı´ pro webovou sluzˇbu. Umozˇnˇuje naprˇı´klad validaci vstupu˚ a filtraci
zobrazenı´ vstupnı´ch parametru˚ a metod prˇes jednoduche´ konfiguracˇnı´ rozhranı´ zalozˇene´
na XML. S touto konfiguracı´ je mozˇne´ napsat jednoduchou aplikaci, ktera´ vyuzˇı´va´ jednu
cˇi vı´ce sluzˇeb s minimem vlastnı´ho ko´du.
Navı´c je navrzˇen tak, aby jej kazˇdy´ vy´voja´rˇ, ktery´ma´ zkusˇenosti s vy´vojem aplikacı´ za-
lozˇeny´ch na ASP.NETMVC Frameworku byl schopen rozsˇirˇovat. A tak umozˇnit vytvorˇit
plnohodnotnou webovou aplikaci s minimem sta´le se opakujı´cı´ch u´kolu˚, ktere´ by bylo
jinak nutne´ naimplementovat bez pouzˇitı´ AWS Frameworku.
Za´rovenˇ vytva´rˇı´ prostrˇedı´, ktere´ mu˚zˇe slouzˇit k testova´nı´ samotny´ch metod sluzˇeb,
a to velmi jednoduchou cestou. Du˚raz byl kladen na co nejveˇtsˇı´ oddeˇlenı´ rolı´ vy´voja´rˇu˚
a designeru˚. Za´kladnı´ web s vyuzˇitı´m AWS Frameworku by meˇl zvla´dnout vytvorˇit
kazˇdy´, kdo ma´ znalosti HTML a CSS. Pro pokrocˇilejsˇı´ funkce je potom nutna´ znalost
technologiı´, nad ktery´mi je framework postaven.
Prˇi vy´beˇru technologie, ktera´ nakonec byla pouzˇita, byly vsˇechny tyto aspekty bra´ny
v potaz. Proto, hlavneˇ dı´ky oddeˇlenosti rolı´ jizˇ v za´kladnı´ implementaci, byla vybra´na
technologie ASP.NET aMVCFramework. Zdrojovy´ ko´d tohoto frameworku je k dispozici
na internetu ([4]) pod licencı´ MS-PL. To bylo take´ povazˇova´no za velkou vy´hodu. Znalost
ko´du a vnitrˇnı´ implementace pomohla k tomu, aby AWS Framework co nejvı´ce zapadal
do jizˇ existujı´cı´ho konceptu a rozsˇirˇoval ho tak, aby vsˇechna tato rozsˇı´rˇenı´ byla v souladu
s konvencemi, ktere´ jsou v MVC Frameworku pouzˇity a usnadnila tak vy´voja´rˇu˚m, kterˇı´
budou produkt pouzˇı´vat jeho dalsˇı´ rozsˇı´rˇenı´.
2.1 Za´kladnı´ vlastnosti AWS frameworku
Prˇi na´vrhu a implementaci AWS Frameworku byly bra´ny v potaz tyto aspekty:
• Vy´kon – jaka´koliv obecna´ implementace neˇjake´ho proble´mu, a tedy i generova´nı´
graficke´ho rozhranı´ pouze z definice sluzˇby, musı´ mı´t neˇjake´ vy´konnostnı´ dopady
oproti implementaci ”na mı´ru“. Je trˇeba je ale minimalizovat tak, aby vy´sledna´
aplikace pracovala co nejefektivneˇji.
• Rozsˇirˇitelnost – kazˇda´ funkcionalita musı´ by´t dobrˇe zdokumentovana´ a pro vy´-
voja´rˇe jednodusˇe rozsˇirˇitelna´. Celkova´ architektura musı´ dodrzˇovat zavedene´ kon-
cepty technologiı´, ktere´ vyuzˇı´va´.
7• Snadnost pouzˇitı´ – vy´sledny´ ra´mec musı´ by´t snadno pouzˇitelny´ tak, aby i soba bez
veˇtsˇı´ znalosti programovacı´ch jazyku˚ byla schopna vygenerovat za´kladnı´ graficke´
rozhranı´ a deˇlat na neˇm jednoduche´ u´pravy.
• Prˇizpu˚sobenı´ se zmeˇna´mdefinice sluzˇby – zmeˇna definicewebove´ sluzˇby nenarusˇı´
sta´vajı´cı´ funkcionalitu. Pokud ke zmeˇneˇ dojde, automaticky generovane´ ovla´dacı´
prvky se jı´ okamzˇiteˇ prˇizpu˚sobı´.
2.2 Srovna´nı´ s jiny´mi aplikacemi
Nebyla nalezena zˇa´dna´ aplikace pro prostrˇedı´ .NET, ktera´ na za´kladeˇ definice sluzˇby
generuje webove´ rozhranı´. Existujı´ ale rˇesˇenı´, ktera´ slouzˇı´ pouze k testova´nı´ sluzˇeb jako
takovy´ch, cozˇ ale nenı´ hlavnı´m u´cˇelem popisovane´ho frameworku. Prˇesto si dveˇ z nich
prˇedstavı´me.
2.2.1 WCF Test Client
WCF Test Client je jednoducha´ aplikace od spolecˇnosti Microsoft. Jejı´ vy´hodou je prˇı´ma´
integrace do Visual Studia, kdy se aplikace automaticky spustı´ a nakonfiguruje, pokud
v projektu jako startovacı´ stra´nku zvolı´me WCF sluzˇbu.
V leve´ cˇa´sti je videˇt stromova´ struktura obsahujı´cı´ seznam vsˇech naimportovany´ch
sluzˇeb a jejich metod. Napravo je pak detail sluzˇby, kde jsou vypsa´ny vstupnı´ parametru
zvolene´ metody a je mozˇne´ naplnit hodnotami. Tlacˇı´tko ”Invoke”pak slouzˇı´ k vyvola´nı´
sluzˇby. Vy´sledek je prezentova´n v dolnı´ cˇa´sti okna.
• Vy´hody
– Integrace do Visual studia
– Jednoduche´ rozhranı´
– Zdarma
• Nevy´hody
– Prima´rneˇ pouze pro WCF sluzˇby
– Pouze pro rucˇnı´ testova´nı´ (nelze vytvorˇit automatizovane´ testy)
– Nelze ulozˇit nastavenı´ a pozdeˇji se k neˇmu vra´tit
8Obra´zek 1: Aplikace WCF Test Client
2.2.2 SOAP UI
Aplikace je dostupna´ z http://www.soapui.org/ ,a to v za´kladnı´ a profesiona´lnı´
verzi. Za´kladnı´ verze je zdarma, profesiona´lnı´ jizˇ je placena´. Rozvrzˇenı´ graficke´ho roz-
hranı´ je obdobne´ prˇedchozı´ aplikaci. Obsahuje vsˇak vı´ce ovla´dacı´ch prvku˚. Kromeˇ ma-
nua´lnı´ho testova´nı´ aplikacı´ umozˇnˇuje i automaticke´ testy.
• Vy´hody
– Lze vytva´rˇet a ukla´dat projekty
– Funguje pro jake´koliv SOAP sluzˇby
– Vytva´rˇenı´ ”Test Case”na jednotlive´ metody sluzˇby (automatizovane´ testova´nı´)
– Mozˇnost testu˚ vy´konu serveru, kdy je vygenerova´no mnoho pozˇadavku˚ na
sluzˇbu
– Testy lze nahra´t na cloudovy´ server a spousˇteˇt je vzda´leneˇ
• Nevy´hody
– Veˇtsˇina funkcı´ pouze v PRO verzi
93 Sluzˇby v internetu a .NET Framework
Jak jizˇ bylo rˇecˇeno v u´vodu, webove´ sluzˇby slouzˇı´ k jake´si abstrakci konzumenta sluzˇby
(klienta) od jejı´ho provozovatele. Samotna´ komunikace nenı´ za´visla´ na konkre´tnı´ sluzˇbeˇ
a je dobrˇe zna´ma´ a zdokumentovana´ pro obeˇ strany. V soucˇasnosti je nejcˇasteˇji pouzˇı´vana´
technologie SOAP/XML.
SOAP nebo-li Simple Object Access Protocol je protokol, ktery´ slouzˇı´ k vy´meˇneˇ zpra´v
v prostrˇedı´ internetu zalozˇeny´ch na XML. Jako protokol pro aplikacˇnı´ vrstvu pouzˇı´va´
nejcˇasteˇji HTTP,mu˚zˇe ale fungovat i nad jiny´mi (TCP,UDP). Jeho u´kolem je pomocı´ SOAP
oba´lky prˇena´sˇet informace o volane´ metodeˇ sluzˇby a jejı´ na´vratove´ hodnoteˇ. Struktura
te´to oba´lky je pra´veˇ ve forma´tu XML. Nevy´hodou pouzˇitı´ je pomeˇrneˇ velka´ velikost
oba´lky a tı´m pa´dem i prˇena´sˇene´ zpra´vy.
Prˇedtı´m, nezˇ je konzument sluzˇby schopen sestavit oba´lku a zacˇı´t tak pouzˇı´vat sluzˇbu,
musı´ se dozveˇdeˇt o tom, ktere´ metody dana´ sluzˇba podporuje, jak nava´zat komunikaci
a dalsˇı´ informace. K tomu slouzˇı´ forma´t WSDL (Web Services Description Language).
Podobneˇ jako SOAP i on je zalozˇen na XML. Jeho prima´rnı´m u´kolem tedy je popsat
verˇejne´ rozhranı´ sluzˇby.
Chceme-li webove´ sluzˇby v .NET Frameworku pouzˇı´vat, mu˚zˇeme si SOAP zpra´vy
generovat vlastnı´m ko´dem a celou logiku komunikace se sluzˇbou od serializace dat,
odesla´nı´ pozˇadavku a opeˇtovnou deserializaci vytvorˇit dle nasˇich potrˇeb. To ale vyzˇaduje
pomeˇrneˇ slozˇitou implementaci ko´du, ktere´ bychom se chteˇli vyhnout. Proto se v AWS
Frameworku prˇistoupilo k jine´ varianteˇ. A to vyuzˇı´t na´stroj svcutil.exe (ServiceModel
Metadata Utility Tool)[5], ktery´ z prˇedane´ definice sluzˇby (WSDL sche´matu) vygeneruje
ko´d. Slozˇite´ datove´ typy prˇevede do trˇı´d a vytvorˇı´ proxy trˇı´du, tedy jaky´si vstupnı´ bod
pro vola´nı´ metod sluzˇby. Vy´hodou je, zˇe takto mu˚zˇeme vytvorˇit referenci na sluzˇbu,
ktera´ je psana´ v libovolne´ technologii a abstrahujeme se od SOAP protokolu a WSDL
definice sluzˇby. Tento postup je navı´c sˇiroce pouzˇı´vany´ a dobrˇe rozsˇirˇitelny´. Navı´c je
prˇı´mo integrova´n do na´stroje Visual Studio v neˇmzˇ stacˇı´ pouze kliknout pravy´m tlacˇı´tkem
na projekt a zvolit ”Add Service Reference“, cˇı´mzˇ vyvola´me spusˇteˇnı´ na´stroje svcutil.exe
s graficky´m rozhranı´m.
3.1 Utilita SvcUtil.exe
Vygenerujeme-li odkaz na sluzˇbu prˇı´mo z prostrˇedı´ Visual Studia, soubory se vlozˇı´ do
slozˇky ”Service References\<na´zev sluzˇby>“ v korˇenove´m adresa´rˇi projektu. Na´zev
sluzˇby je rˇeteˇzec, ktery´ jsmeprˇi generova´nı´ zadali. Do te´to slozˇky se vygenerujı´ na´sledujı´cı´
typy souboru˚:
• configuration.svcinfo – XML soubor, ktery´ definuje vazbu (binding) a koncovy´ bod
(endpoint) sluzˇby. Jedna´ se o cˇa´st konfigurace, ktera´ by´va´ prˇekopı´rova´nado souboru
s konfiguracı´ (web.config prˇı´padneˇ app.config).
– vazba (binding) – Definuje zpu˚sob, jaky´m klient se sluzˇbou komunikuje. Ob-
sahuje informace o tom, jaky´ protokol se pouzˇije, nastavenı´ zabezpecˇenı´ a ve-
likosti bufferu˚ pouzˇity´ch pro komunikaci.
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– Koncovy´ bod (endpoint) – Obsahuje adresu sluzˇby, prˇidruzˇenou vazbu k te´to
sluzˇbeˇ a na´zev kontraktu, ktery´ je odvozen z WSDL (na tento na´zev se da´le
bude odkazovat pomocı´ <kontrakt>).
• <na´zev sluzˇby>.wsdl – Prˇekopı´rovany´ wsdl soubor , z ktere´ho byla reference na
sluzˇbu vygenerova´na.
• <na´zev sluzˇby>.xsd – XSD sche´mata vsˇech komplexnı´ch datovy´ch typu˚, ktere´ v
metoda´ch sluzˇbyfigurujı´ bud’jakovstupnı´, nebovy´stupnı´ parametry. Tyto sche´mata
jsou pak pouzˇita prˇi serializaci objektu˚ do XML. Souboru˚ typicky by´va´ vı´ce a jsou
rozlisˇeny cˇı´slicı´ na konci (<na´zev sluzˇby>1.xsd, <na´zev sluzˇby>2.xsd, ...)
• Reference.svcmap – Zde jsou ve forma´tu XML ulozˇeny informace zadane´ prˇi prˇi-
da´va´nı´ reference na sluzˇbu.
• Reference.cs – Samotny´ vygenerovany´ ko´d v jazyce C#, ktery´ obsahuje trˇı´dy vyge-
nerovane´ z XSD sche´mat, logiku pro serializaci a deserializaci teˇchto trˇı´d a rozhranı´,
ktere´ umozˇnˇuje volat metody sluzˇby. Kromeˇ trˇı´d odvozeny´ch z komplexnı´ch dato-
vy´ch typu˚ obsahuje tento soubor jesˇteˇ dveˇ rozhranı´ a jednu trˇı´du:
– Rozhranı´ <kontrakt> - Obsahuje prˇedpis vsˇech metod, ktere´ dana´ sluzˇba
vystavuje pomocı´ WSDL sche´matu.
– Trˇı´da <kontrakt>Client – Trˇı´da, ktera´ implementuje prˇedchozı´ rozhranı´.
Umozˇnˇuje vola´nı´ metod sluzˇby. Da´le pomocı´ nı´ lze programoveˇ definovat
vazbu a koncovy´ bod, nebo nastavit zabezpecˇenı´. Tato trˇı´da deˇdı´ z System.
ServiceModel.ClientBase. V textu bude tato trˇı´da da´le zminˇova´na jako proxy
trˇı´da sluzˇby.
– Rozhranı´ <kontrakt>Channel – Slouzˇı´ pro nava´za´nı´ spojenı´ se sluzˇbou.
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4 ASP.NET
Drˇı´ve, nezˇ se budeme veˇnovat MVC frameworku, je nutne´ si prˇedstavit koncepty, nad
ktery´mi je vybudova´n. Z pohledu ASP.NET nenı´ totizˇ MVC Framework nic jine´ho, nezˇ
handler, ktery´ zpracova´va´ urcˇite´ typy pozˇadavku˚.
Technologie ASP.NET byla prˇedstavena v lednu 2002 a je to na´stupce klasicke´he´ ASP
technologie. Nynı´ je ve verzi 4.5. Za´kladem pro tvorbu webu jsou takzvane´ WebForms.
Cı´lem spolecˇnosti Microsoft bylo prˇene´st principy programova´nı´ aplikacı´ zna´me´ progra-
ma´toru˚m z WinForms (Desktopovy´ch aplikacı´) do webove´ho prostrˇedı´. WebForms tedy
nabı´zejı´ podobnou sadu ovla´dacı´ch prvku˚ a syste´m uda´lostı´, ktere´ jsou vyvola´ny vstu-
pem od uzˇivatele (naprˇı´klad kliknutı´m na tlacˇı´tko) jakoWinForms. Technologie ASP.NET
je ale natolik robustnı´, zˇe umozˇnˇuje vlastnı´ zpracova´nı´ pozˇadavku˚ na server. To je mozˇne´
implementacı´ rozhranı´ IHttpHandler, ktere´ se veˇnuje kapitola 4.1.
4.1 Rozhranı´ IHttpHandler a IHttpModule
HttpHandler je trˇı´da, ktera´ implementuje rozhranı´ Syste´m.Web.IHttpHandler. Jejı´m u´ko-
lem je zpracovat pozˇadavek, ktery´ prˇijde na server a vra´tit odpoveˇd’. ASP.NET mapuje
pozˇadavky na handlery podle URL nebo prˇesneˇji prˇı´pony v te´to adrese. V za´kladu jsou
k dispozici cˇtyrˇi druhy handleru˚ pro na´sledujı´cı´ prˇı´pony:
• *.aspx – Handler pro pozˇadavky na ASP.NET webove´ stra´nky
• *.asmx – Handler pro asmx webove´ sluzˇby
• *.ashx – Genericky´ handler
• trace.axd – Handler, ktery´ vypisuje informace z trace na aktua´lnı´ stra´nce
Vlastnı´ HTTP handler musı´ obsahovat vlastnost IsReusable, ktera´ vracı´ hodnotu bool
a beˇhove´mu prostrˇedı´ rˇı´ka´, jestli mu˚zˇe stejnou instanci handleru pouzˇı´t pro vı´ce pozˇa-
davku˚ a metodu ProcessRequest, ktera´ se stara´ o samotne´ zpracova´nı´ pozˇadavku.
K mapova´nı´ handleru na urcˇity´ typ pozˇadavku docha´zı´ v konfiguracˇnı´m souboru
aplikace (soubor web.config) nebo IIS serveru (machine.config).
Obdobneˇ lze implementovat trˇı´du IHttpModule. Rozdı´l je v tom, zˇe oproti HttpHan-
dleru, mu˚zˇe jeden pozˇadavek projı´t libovolny´m pocˇtem modulu˚. Handler je vzˇdy ale
pouze jeden. Rozhranı´ prˇedepisuje pouze metodu Init, v ktere´ je prˇeda´n kontext HTTP
aplikace. Pomocı´ neˇho se mu˚zˇe modul zaregistrovat k reakci na ru˚zne´ uda´losti jako je na-
prˇı´klad BeginRequest. Cozˇ uda´lost, ktera´ nastane prˇi zacˇa´tku pozˇadavku prˇed vstupem
do HTTP modulu˚.
Z obra´zku 2 je videˇt, zˇe nezˇ je pozˇadavek zpracova´n handlerem projde jesˇteˇ vsˇemi
registrovany´mi HTTP moduly. Ty jsou opeˇt registrova´ny v konfiguracˇnı´m souboru apli-
kace a mohou ovlivnit pru˚beˇh pozˇadavku. Na obra´zku vidı´me neˇktere´ z HTTP modulu˚,
ktere´ jsou defaultneˇ k dispozici. Je to naprˇı´klad modul, ktery´ zajisˇt’uje formula´rˇovou
autentizaci.
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Po zaregistrova´nı´ modulu˚ se vybere na za´kladeˇ prˇı´pony souboru, ktery´ pozˇadujeme
(v nasˇem prˇı´padeˇ je to .aspx) vhodny´ HTTP handler a zavola´ se metoda ProcessRequest.
Dalsˇı´ rˇı´zenı´ pozˇadavku je pak jizˇ v rezˇii prˇı´slusˇne´ho handleru. Ten vracı´ odpoveˇd’ , tak zˇe
ji zapı´sˇe do vy´stupnı´ho streamu v objektu HttpContext.Response.
Sche´ma pru˚beˇhu pozˇadavku je zobrazeno na obra´zku 2. V kontextu prˇı´kladu uvede-
ne´ho vy´sˇe je modul HttpApplication ASP.NET a HttpHandler je handler, ktery´ je zaregis-
trova´n pro prˇı´ponu souboru˚ aspx (ve vy´chozı´m stavu to je ASP.NET Page Handler).
Obra´zek 2: Pru˚beˇh pozˇadavku v ASP.NET
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5 ASP.NET MVC Framework
ASP.NET MVC Framework je aplikacˇnı´ ra´mec nad technologiı´ ASP.NET, ktery´ imple-
mentuje na´vrhovy´ vzor Model-View-Controller. Byl navrzˇen firmou Microsoft a v roce
2009 byl jeho zdrojovy´ ko´d uvolneˇn pod MS-PL (Microsoft Public Licence). Vy´hodou je
jednoduchost, rychlost a integrace s existujı´cı´mi funkcemi ASP.NET.
5.1 Na´vrhovy´ vzor MVC
Ja´drem frameworku je na´vrhovy´ vzor MVC, ktery´ se skla´da´ ze trˇı´ komponent – Model,
View a Controller. Popis jednotlivy´ch komponent je v kapitole 5.2. MVC je mezi progra-
ma´tory dobrˇe zna´my´ na´vrhovy´ vzor a implementuje jej cela´ rˇada aplikacˇnı´ch ra´mcu˚ v
ru˚zny´ch programovacı´ch jazycı´ch jako naprˇı´klad:
• Java – JavaServer Faces, Jakarta Struts a Webwork 2
• PHP – Nette Framework, Zend Framework
• Ruby – Ruby on Rails
Pouzˇitı´ na´vrhove´ho vzoru Model-View-Controller prˇina´sˇı´ neˇktere´ vy´hody. Mezi nimi
jsou:
• Jednotlive´ komponenty (Model, View a Controller) jsou na sobeˇ neza´visle´ a mohou
fungovat samostatneˇ.
• Dı´ky oddeˇlenosti jednotlivy´ch komponent je ko´d prˇehledneˇjsˇı´ a le´pe rozsˇirˇitelny´.
• Urychluje vy´voj aplikacı´.
• Mozˇnost testova´nı´ pomocı´ unit testu˚ .
• Mozˇnost programova´nı´ rˇı´zene´ testy (Test Driven Development).
Nynı´ se na MVC podı´va´me z pohledu webovy´ch aplikacı´ a popı´sˇeme si postupneˇ
akce, ktere´ se deˇjı´ od vytvorˇenı´ pozˇadavku po dorucˇenı´ odpoveˇdi uzˇivateli.
1. Uzˇivatel inicializuje akci (zasˇle pozˇadavek na server) naprˇı´klad tak, zˇe ve webove´m
prohlı´zˇecˇi zada´ adresu.
2. Controller pozˇadavek prˇijme. Podle jeho typu (uzˇivatel chce zobrazit domovskou
stra´nku nebo naprˇı´klad seznam zameˇstnancu˚ firmy) zı´ska´ data z datove´ho zdroje
(databa´ze), vytvorˇı´ model a teˇmito daty ho naplnı´.
3. Je vybra´n View vhodny´ pro dany´ typ pozˇadavku a model je mu prˇeda´n.
4. View vygeneruje graficky´ vy´stup (HTML).
5. Vy´stup z View je posla´n zpeˇt uzˇivateli v odpoveˇdi na jeho pozˇadavek.
14
Obra´zek 3: Na´vrhovy´ vzor MVC
5.2 ASP.NET MVC
Z obecne´ implementace MVC prˇejdeme do ra´mce ASP.NET MVC. Nalezneme jej v as-
sembly System.Web.Mvc. Na´vrhovy´ vzor MVC je zde implementova´n na´sledovneˇ:
• Controller – Je trˇı´da, ktera´ deˇdı´ z Syste´m.Web.Controller a obsahuje verˇejne´metody,
ktere´ se v kontextu MVC nazy´vajı´ akce nebo akcˇnı´ metody. Tyto akce jsou odlisˇeny
svy´m na´zvem a typem pozˇadavku, ktery´ zpracova´vajı´. Mohou tedy existovat dveˇ
a vı´ce akcı´ se stejny´m na´zvem, ale jedna naprˇı´klad pro HTTP GET a jedna pro
POST. Rozlisˇeny jsou atributem, ktery´ metodu dekoruje. Prima´rnı´m u´cˇelem akce
je inicializovat model, naplnit jej daty a vybrat View, ktery´ jej zobrazı´. Kazˇda´ akce
musı´ vracet objekt typu ActionResult (procˇ tomu tak je, je popsa´no v kapitole 5.3.3).
Typicky by´vajı´ umı´steˇny ve slozˇce ˜/Controllers.
public class HomeController : Controller
{
[HttpGet]
public ActionResult Index(string username)
{
return View(”Index”, username);
}
}
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Vy´pis 1: Jednoduchy´ Controller
Podı´va´me-li se na vy´pis ko´du 1, vidı´me, zˇe Controller se jmenuje Home a obsahuje
jen jednu akcˇnı´ metodu Index. Ta jako parametr mu˚zˇe prˇijmout rˇeteˇzec. Akcˇnı´
metoda pouze vra´tı´ objekt typu ActionResult, kde je definova´n na´zev View, ktere´
se ma´ pouzˇı´t a model pro neˇj. Metoda View() se nacha´zı´ v ba´zove´ trˇı´deˇ Controller.
• Model – Slouzˇı´ k prˇeda´nı´ dat mezi View a Controller. Mu˚zˇe se jednat o jednodu-
chy´ datovy´ typ, komplexnı´ trˇı´du nebo i anonymnı´ typ. By´va´ zvykem modely k
jednotlivy´m View ukla´dat do slozˇky ˜/Models.
• View – Soubor s prˇı´ponou cshtml (vbhtml, pokud pouzˇı´va´me Visual Basic mı´sto
C#). View je smeˇs HTML znacˇek a segmentu˚ programovacı´ho jazyka. Prˇeklad ko´du,
ktery´ je ve View obsazˇen do vy´stupnı´ cˇisteˇ HTML stra´nky, zajisˇt’uje tzv. ViewEngine.
Teˇch vMVC frameworku existuje neˇkolik (naprˇı´klad Spark,NHaml, Razor). Protozˇe
AWS vyuzˇı´va´ Razor View Engine, budeme se da´le zaby´vat pouze jı´m.
Koncept View Engine spocˇı´va´ v mozˇnosti prˇipojitelny´ch modulu˚, ktere´ definujı´
syntaxi sˇablon View. [8]
Jednoduchy´ prˇı´klad definice View ke zdrojove´mu ko´du 1 v syntaxi Razor Engine
by pak mohl vypadat takto:
<h2>Index</h2>
@if (Model != null) {
<b>Hello @Model !</b>
}
Vy´pis 2: Jednoduchy´ View
View jsou prˇi prvnı´m pozˇadavku od uzˇivatele prˇelozˇeny do trˇı´d a pote´ zkompilo-
va´ny. Kazˇde´ View deˇdı´ z trˇı´dy System.Web.Mvc.WebViewPage. By´vajı´ ulozˇeny ve
slozˇce ˜/Views. Lze je do sebe skla´dat a cˇa´sti aplikace, ktere´ se opakujı´ (naprˇı´klad
formula´rˇ pro prˇihla´sˇenı´ uzˇivatele), mı´t tak na jednom mı´steˇ. Tyto cˇa´stecˇne´ View
by´va´ zvykem ukla´dat do slozˇky ˜/Views/Shared.
5.3 Pru˚beˇh pozˇadavku v ASP.NET MVC
Cely´ proces zpracova´nı´ pozˇadavku v ASP.NETMVC Frameworku se skla´da´ z vı´ce kroku˚.
Tyto kroky si mu˚zˇeme rozdeˇlit do peˇti fa´zı´:
• Smeˇrova´nı´ (Routing) –Hlavnı´m u´cˇelem je na za´kladeˇ URL vytvorˇit smeˇrovacı´ data,
ktera´ jsou pak v pru˚beˇhu pozˇadavku da´le pouzˇita.
• Vytvorˇenı´ Controlleru (Controller Creation) - V te´to fa´zi se ze smeˇrovacı´ch dat
zjistı´, ktery´ Controller se ma´ pouzˇı´t a vytvorˇı´ se jeho instance.
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• Vyvola´nı´ akce (Action Execution) - Podle typu pozˇadavku a vstupnı´ch parametru˚
se vybere vhodna´ akce instance trˇı´dy Controller z prˇedchozı´ fa´ze. Vyvola´ se akcˇnı´
metoda, ktera´ ma´ typicky za u´kol zı´skat data, vytvorˇit model a vybrat View, ktery´
se pouzˇije pro renderova´nı´ modelu.
• Renderova´nı´ View (View Render) – Poslednı´ fa´ze vyrenderuje HTML stra´nku
z definice modelu a view, ktery´ jı´ byl prˇeda´n z prˇedchozı´ fa´ze.
Do tohoto procesu ma´ programa´tor mozˇnost vstoupit a ovlivnit jej na mnoha u´rovnı´ch.
Toho bylo vyuzˇito prˇi implementaciAWSFrameworku tak, aby logika vytva´rˇene´ho ra´mce
co nejvı´ce zapadala do tohoto konceptu a da´le jej rozsˇirˇovala. Z tohoto du˚vodu si jed-
notlive´ fa´ze pozˇadavku v HttpHandleru MVC Frameworku popı´sˇeme podrobneˇji. Akce,
ktere´ se provedou prˇed vstupum / po vstupu do handleru, jsou uvedeny v kapitole 4.
5.3.1 Smeˇrova´nı´ (Routing)
Smeˇrova´nı´ slouzˇı´ kmapova´nı´ pozˇadavkunakonkre´tnı´ Controller a jehoakci. Povytvorˇenı´
nove´MVC aplikace v prostrˇedı´ Visual Studia se automaticky zaregistruje jednomapova´nı´
(Registrace cest probı´ha´ prˇi startu aplikace v souboru Global.asax).
public static void RegisterRoutes(RouteCollection routes)
{
routes.IgnoreRoute(”{resource}.axd/{∗pathInfo}”);
routes.MapRoute(
name: ”Default”,
url : ”{ controller }/{action}/{ id}” ,
defaults : new { controller = ”Home”, action = ”Index”, id = UrlParameter.Optional }
) ;
}
Vy´pis 3: Uka´zka smeˇrova´nı´
Vy´pis zdrojove´ho ko´du 3 prˇida´va´ do kolekce RouteCollection novou hodnotu. To se
deˇje metodou MapRoute, ktera´ ma´ trˇi parametry. Jednoznacˇny´ na´zev cesty, URL, kde
ve slozˇeny´ch za´vorka´ch mu˚zˇeme definovat meˇnı´cı´ se parametry a nakonec defaultnı´
hodnoty teˇchto parametru˚. Parametry controller a action majı´ specia´lnı´ vy´znam, protozˇe
urcˇujı´ konkre´tnı´ Controller a akci, ktera´ se zavola´. Id je pak volitelny´ parametr, ktery´ se
prˇeda´ metodeˇ (akci) pokud jej deklaruje.
Defaultnı´ hodnoty na´m take´ rˇı´kajı´, zˇe adresa ”˜/“ je shodna´ s adresou ”˜/Home/In-
dex“ a parametr Id je volitelny´. Naprˇı´klad adresa ˜/Home/Index/5 by opeˇt vyvolala
akcˇnı´ metody Index, ale prˇedala by jı´ jako parametr cˇı´slo 5.
V registrova´nı´ cest lze jı´t jesˇteˇ da´le a definovat tzv. constraints, neboli omezenı´. Ty pak
na za´kladeˇ regule´rnı´ho vy´razu, nebo implementace rozhranı´ IRouteConstraint mohou
ovlivnit, ktera´ cesta se vybere. V implementaci AWS Frameworku vsˇak nejsou pouzˇity,
takzˇe se jimi podrobneˇji nebude tato pra´ce zaby´vat.
Samotny´ vy´beˇr cesty pak spocˇı´va´ v iteraci RouteCollection, cozˇ je kolekce trˇı´d, ktere´
deˇdı´ z abstraktnı´ trˇı´dy RouteBase a do ktere´ se cesty vkla´dajı´. Na kazˇdy´ objekt v te´to
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kolekci je pak zavola´nametodaGetRouteData, dokud tatometoda nevra´tı´ vy´sledek (Rou-
teData). Je tedy zrˇejme´, zˇe za´lezˇı´ na porˇadı´, ve ktere´m se cesty do kolekce registrujı´.
5.3.2 Vytvorˇenı´ Controlleru (Controller Creation)
V te´to fa´zi se vytvorˇı´ instance konkre´tnı´ trˇı´dy Controller na za´kladeˇ vy´sledku z prˇed-
chozı´ho kroku, ktery´ je k dispozici v objektu RouteData. Controller se zı´ska´ zavola´nı´m
metody CreateController instance trˇı´dy, ktera´ implementuje rozhranı´ IControllerFactory
a je dostupna´ prˇes statickou vlastnost ControllerBuilder.Current.GetControllerFactory().
5.3.3 Vyvola´nı´ akce (Action Execution)
Nynı´ je k dispozici instanci trˇı´dy Controller a v RouteData ma´me ulozˇeny informace
z routovacı´homodulu. Dalsˇı´m krokem tedy je vyvolat konkre´tnı´ akcˇnı´ metodu. Du˚lezˇitou
informacı´ z routovacı´ch dat je na´zev akce a o jaky´ HTTP pozˇadavek se jedna´ (GET,
POST, DELETE. . . ). O samotne´ nalezenı´ akce se stara´ trˇı´da ControllerActionInvoker. Jejı´
konkre´tnı´ instance je vytvorˇena v inicializaci samotne´ trˇı´dy Controller a je dostupna´ prˇes
jejı´ vlastnost ActionInvoker. Rozhranı´ IActionInvoker, ktere´ tato trˇı´da implementuje, jı´
prˇedepisuje pouze jednumetodu a to FindAction. Ta na za´kladeˇ na´zvu akce a popisu trˇı´dy
Controller (instance trˇı´dy ControllerDescriptor) nalezne vhodnou akci a vra´tı´ instanci
objektu ActionDescriptor.
Prˇedpokla´dejme nynı´, zˇe byla nalezena vhodna´ akcˇnı´ metoda. Pote´ trˇeba pokusit se
z dostupny´ch dat vytvorˇit parametry pro jejı´ spusˇteˇnı´. Ty se dajı´ zı´skat z routovacı´ch dat.
Naprˇı´klad akcˇnı´ metodamu˚zˇe prˇijı´mat parametr id, tak jak byl uveden ve vy´pisu ko´du 1.
Dalsˇı´ mozˇnostı´ je pak, pokud jde o formula´rˇ (HTTP pozˇadavek POST), prˇedat akcˇnı´ me-
todeˇ parametry z hodnot ve formula´rˇi. To lze udeˇlat dveˇma zpu˚soby. Bud’metodeˇ prˇedat
kolekci FormCollection, nebo prˇı´mo konkre´tnı´ model, ktery´ byl pouzˇit pro vytvorˇenı´ for-
mula´rˇe. Vy´pis zdrojove´ho ko´du 4 ukazuje, zˇe druha´ varianta je jisteˇ prˇehledneˇjsˇı´. Navı´c
odpadnou starosti s prˇetypova´nı´m a validacı´ dat, ktere´ se veˇnuje kapitola 5.4.
[HttpPost]
public ActionResult Index(FormCollection form)
{
Book book = new Book()
{
Author = form[”Author” ],
Price = Convert.ToDecimal(form[”Price”]),
PublishDate = Convert.ToDateTime(form[”PublishDate”]),
Title = form[” Title ” ]
};
book.SaveToDb();
return View(”BookSaved”);
}
[HttpPost]
public ActionResult Index(Book book)
{
book.SaveToDb();
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return View(”BookSaved”);
}
Vy´pis 4: Prˇeda´va´nı´ parametru˚ akcˇnı´ch metod Controlleru
Ma´-li by´t akcˇnı´ metodeˇ prˇeda´na instancemodelu, musı´ by´t nejdrˇı´ve neˇkde vytvorˇena.
K tomu se vMVC Frameworku pouzˇı´va´ konstrukce nazvana´ ModelBinder. Tama´ za u´kol
z dostupny´ch dat v pozˇadavku vytvorˇit instanci objektu pozˇadovane´ho akcˇnı´ metodou
a naplnit ho daty. Tyto data zı´ska´va´ z kolekce ValueProviders. Tato kolekce obsahuje
nejcˇasteˇjsˇı´ zdroje dat z pozˇadavku, Jsou jimi:
• Data z formula´rˇe (Request.Form).
• Parametry zı´skane´ v prˇedchozı´ akcˇnı´ metodeˇ (v prˇı´padeˇ zˇe akce je potomek jine´
akce - metoda je dekorova´na atributem ChildActionOnly).
• Data ze smeˇrova´nı´ (RouteData.Values)
• Pokud se jedna´ o AJAX pozˇadavek, tak JSON data z teˇla tohoto pozˇadavku.
• Parametry z URL (Request.QueryString).
• Soubory, ktere´ mu˚zˇe obsahovat pozˇadavek POST (Request.Files).
Kolekci zdroju˚ dat lze rozsˇirˇovat implementacı´ trˇı´dyValueProviderFactory aprˇida´nı´m
te´to implementace do ValueProviderFactories.Factories.
Samotny´ ModelBinder pak je trˇı´da, ktera´ implementuje rozhranı´ IModelBinder. Toto
rozhranı´ prˇedepisuje jedinou metodu BindModel. K vola´nı´ te´to metody dojde prˇed vstu-
pem do akcˇnı´ metody a jejı´m u´cˇelem je vytvorˇit instanci modelu na za´kladeˇ dat dostup-
ny´ch z pozˇadavku. Typicky v nı´ take´ probeˇhne validace.
Jesˇteˇ prˇed samotny´m vyvola´nı´m akce prˇijdou na rˇadu ActionFilters. Tyto trˇı´dy po-
dobneˇ jakoActionInvoker slouzˇı´ programa´toru˚mke vstupudo pipeline a jejı´ho ovlivneˇnı´.
Trˇı´daActionFiltermusı´ deˇdit z abstraktnı´ trˇı´dyActionFilterAttribute, ktera´ obsahuje cˇtyrˇi
virtua´lnı´ metody. I kdyzˇ jsoumetody virtua´lnı´ a ne abstraktnı´, jejich implementace v base
trˇı´deˇ je pra´zdna´ z du˚vodu toho, aby programa´tor mohl prˇepsat pouze metody, ktere´ jej
zajı´majı´.
• OnActionExecuting – zavola´ se teˇsneˇ prˇed vyvola´nı´m akcˇnı´ metody controlleru
• OnActionExecuted – zavola´ se po dokoncˇenı´ akcˇnı´ metody Controlleru
• OnResultExecuting – zavola´ se prˇed renderova´nı´m View
• OnResultExecuted – zavola´ se po vyrenderova´nı´ View
ActionFilter se pouzˇı´va´ jako atribut a je deklarovany´ v definici trˇı´dy nebo konkre´tnı´ akce
ve trˇı´deˇ Controller. Typicky´m vyuzˇitı´mmu˚zˇe by´t naprˇı´klad autorizace uzˇivatele k pouzˇitı´
konkre´tnı´ akcˇnı´ metody.
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Poslednı´m krokem v te´to fa´zi je samotne´ vyvola´nı´ akcˇnı´ metody. Jejı´ deklarace je zcela
v rukou programa´tora a u´cˇel te´to metody jizˇ byl popsa´n drˇı´ve. Po dokoncˇenı´ se jesˇteˇ
zavolajı´ zaregistrovane´ ActionFilters a vy´stup z akcˇnı´ metody (ActionResult) se posˇle k
vyrenderova´nı´ do View.
5.3.4 Renderova´nı´ View (View Render)
V te´to fa´zi jizˇ je k dispozici Model a na´zev View, ktery´ se ma´ pouzˇı´t k jeho renderova´nı´.
Tyto informace jsou k dispozici v objektu ActionResult, ktery´ je prˇeda´n z prˇedchozı´ fa´ze.
Nejdrˇı´vedojdekvola´nı´ActionFilters (metodyOnResultExecuting), pote´ prˇijdena rˇadu
ViewEngine. Tenma´ za u´kol najı´t prˇı´slusˇny´ View a vytvorˇit jeho instanci. Aplikacemohou
obsahovat vı´ce ViewEngine a za´rovenˇ ViewEngine hleda´ na ru˚zny´ch mı´stech. Pouzˇije se
prvnı´ shoda. Rˇekneˇme, zˇe pozˇadujeme View ”MyIndex“, na ktery´ se odkazujeme z trˇı´dy
Controller s na´zvem ”HomeController“. Defaultnı´ ViewEngine pak prohleda´ tyto lokace:
• ˜/Views/Home/MyIndex.aspx
• ˜/Views/Home/MyIndex.ascx
• ˜/Views/Shared/MyIndex.aspx
• ˜/Views/Shared/MyIndex.ascx
• ˜/Views/Home/MyIndex.cshtml
• ˜/Views/Home/MyIndex.vbhtml
• ˜/Views/Shared/MyIndex.cshtml
• ˜/Views/Shared/MyIndex.vbhtml
Jde videˇt, zˇe do hleda´nı´ jsou zapojeny i klasicke´ ASP.NET stra´nky (.aspx, .ascx)
a nenı´ proble´m v jedne´ aplikaci pouzˇı´vat jak je, tak i MVC Framework. Pokud ani
v jedne´ z prohleda´vany´ch lokacı´ engine nenajde vhodny´ View, vyvola´ vy´jimku Sys-
tem.InvalidOperationException, v opacˇne´m prˇı´padeˇ vytvorˇı´ instanci trˇı´dy s odpovı´dajı´-
cı´m View.
Na stra´nku se prˇida´ javascriptova´ logika pro validaci na straneˇ klienta a zavolajı´ se
helper metody (viz. Kapitola 5.5), ktere´ vygenerujı´ zbyly´ HTML ko´d. Nakonec dojde
jesˇteˇ k vola´nı´ ActionFilters metod OnResultExecuted. Tı´m cely´ pru˚chod handlerem koncˇı´
a vy´sledek je odesla´n zpeˇt do klientske´ho prohlı´zˇecˇe.
5.4 Validace vstupu v ASP.NET MVC
Validace vstupu˚ je du˚lezˇitou soucˇa´stı´ kazˇde´ aplikace. Poma´ha´ zajisˇt’ovat konzistenci dat
jesˇteˇ prˇed jejich vlozˇenı´m do databa´ze nebo jine´ho perzistentnı´ho u´lozˇisˇteˇ. Samotna´ va-
lidace probı´ha´ spousˇteˇnı´m veˇtsˇinou podobny´ch u´loh nad daty, ktere´ majı´ proveˇrˇit, zda
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uzˇivatel zadal korektnı´ informace. Z tohoto du˚vodu by´va´ cˇasto integrova´na prˇı´mo do
aplikacˇnı´ho ra´mce. Stejneˇ tomu je i v MVC frameworku.
Zde opeˇt dobrˇe poslouzˇı´ oddeˇlenost datovy´ch za´vislostı´, ktere´ je dosazˇeno dı´ky pou-
zˇitı´ MVC na´vrhove´ho vzoru. To, co chceme validovat je pouze Model, prˇesneˇji jeho
verˇejne´ vlastnosti (properties). Nejjednodusˇsˇı´ cestou, ktera´ za´rovenˇ dobrˇe dodrzˇuje kon-
vence MVC, jsou DataAnnotations. Jedna´ se o trˇı´dy, ktere´ jsou implementova´ny jako
atributy a dekorujı´ se jimi vlastnosti modelu, ktere´ chceme validovat. Nalezneme je v as-
sembly System.ComponentModel.DataAnnotations. Jako prˇı´klad poslouzˇı´ jednoduchy´
model entity kniha na prˇı´kladu ko´du 5
public class Book
{
[Required]
[StringLength(50,MinimumLength=10)]
public string Title { get; set; }
[Required]
[StringLength(50, MinimumLength = 10)]
public string Author { get; set; }
[Required]
[Range(1,1000)]
public decimal Price { get; set; }
public DateTime? PublishDate { get; set; }
public void SaveToDb()
{
// save this entity to DB
}
}
Vy´pis 5: Model entity kniha
Jak vidı´me ze zdrojove´ho ko´du 5, entita kniha ma´ vlastnosti Na´zev, Autor, Cena
a Datum vyda´nı´. Ty jsou dekorova´ny atributy, ktere´ na neˇ kladou integritnı´ omezenı´
Naprˇı´klad autor je povinna´ polozˇka a musı´ mı´t nejme´neˇ 10 znaku˚. DataAnnotations
vyuzˇı´vajı´ i jine´ aplikacˇnı´ ra´mce a technologie. Na´s ale zajı´ma´ jak s nimi pracuje MVC
Framework.
V pru˚beˇhu vytva´rˇenı´ instance trˇı´dy Controller vznikne i kolekce ViewData. Ta obsa-
hujemimo jine´ i jednu pro validaci velmi du˚lezˇitou vlastnost, a to jeModelState. Jak na´zev
napovı´da´ ModelState (prˇesneˇji ModelStateDictionary) je trˇı´da, ktera´ ma´ za u´kol udrzˇovat
stav modelu. Jedna´ se o kolekci Dictionary, ktera´ ma´ jako klı´cˇ rˇeteˇzec a hodnotu objekt
typu ModelState. V kapitole 5.3.3 byl diskutova´n ModelBinder a v neˇm pra´veˇ docha´zı´
k vytva´rˇenı´ instance modelu a tı´m pa´dem rovnou i k validaci vlastnostı´ tohoto modelu.
Pokud dojde k chybeˇ (validace neprojde), je informace o tomto stavu ulozˇena pra´veˇ ve
vy´sˇe zmı´neˇne´ kolekci. Programa´tor ma´ pak da´le mozˇnost v teˇle akcˇnı´ metody prove´st
validaci rucˇneˇ tı´m, zˇe jednodusˇe do kolekce ModelState prˇida´ dalsˇı´ polozˇky. Ta je pak
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prˇeda´na do fa´ze, kdy se vytva´rˇı´ View. Ta ma´ mozˇnost prˇi generova´nı´ graficke´ho vy´stupu
na chyby v ModelState reagovat a upozornit uzˇivatele chybovou hla´sˇkou.
5.5 Pomocne´ metody (Helper methods)
Sada teˇchto metod je nejcˇasteˇji vyuzˇı´va´na ve View pro generova´nı´ HTML ko´du, ktery´ je
pak odesla´n na klientsky´ prohlı´zˇecˇ. U´kolem teˇchto metod je usnadnit a zobecnit za´kladnı´
kroky, s ktery´mi by se jinak programa´tor musel neusta´le dokola poty´kat.
Nejpouzˇı´vaneˇjsˇı´ trˇı´du - HtmlHelper najdeme prˇı´mo v namespace System.Web.Mvc.
Tato trˇı´da vsˇak neobsahuje kompletnı´ sadu nejpouzˇı´vaneˇjsˇı´chmetod, ale jen jaky´si za´klad,
nad ktery´m budujı´ dalsˇı´ metody svou funkcionalitu. Veˇtsˇina jich je totizˇ implementova´na
jako Extensions Methods.
ExtensionsMethods, neboli rozsˇirˇujı´cı´ metody, umozˇnˇujı´ jizˇ k existujı´cı´mu typu (trˇı´deˇ)
prˇidat dalsˇı´ funkcionalitu bez nutnosti deˇdit z te´to trˇı´dy nebo ji modifikovat. Jsou k
dispozici od C# 3.0. V podstateˇ se jedna´ o statickou trˇı´du (trˇı´da musı´ by´t deklarova´na
jako staticka´), ktera´ obsahuje opeˇt staticke´ metody. To, ktery´ typ dana´ metoda rozsˇirˇuje,
urcˇuje vzˇdy jejı´ prvnı´ parametr, ktery´ prˇeda´va´ pra´veˇ instanci tohoto typu do teˇla metody
a prˇed nı´mzˇ musı´ by´t klı´cˇove´ slovo this.
Tyto rozsˇirˇujı´cı´ metody prˇedstavujı´ elegantnı´ zpu˚sob jak za´kladnı´ trˇı´du HtmlHelper
rozsˇı´rˇit a take´ se takto pouzˇı´vajı´. Cela´ jejich rˇada je v namespace System.Web.Mvc.Html.
Najdeme zde nejru˚zneˇjsˇı´ metody pro za´kladnı´ prvky jako Label, RadioButton, CheckBox
a dalsˇı´. Jejich vy´stupem je instance typu MvcHtmlString a o jejich spusˇteˇnı´ v ra´mci View
se stara´ jizˇ zmı´neˇny´ ViewEngine.
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Obra´zek 4: ASP.NET MVC Framework pipeline
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6 AWS Framework
6.1 Pozˇadavky AWS
Prˇi pouzˇitı´ AWS Frameworku pro tvorbu webove´ aplikace je nutne´ splnˇovat minima´lnı´
pozˇadavky, ktere´ jsou:
• Microsoft Visual studio 2010 a vysˇsˇı´
• Nainstalovany´ .NET Framework 4.0 a vysˇsˇı´
• Nainstalovany´ ASP.NET MVC Framework verze 3 a vysˇsˇı´
• Knihovna AWS.Web.Core
• Knihovna AWS.Service.Proxy
• JQuery 1.7.1 a vysˇsˇı´ (nenı´ podmı´nkou)
• JQuery UI 1.8.20 a vysˇsˇı´ (nenı´ podmı´nkou)
Jsou-li tyto pozˇadavky splneˇny, je mozˇne´ zacˇı´t Framework pouzˇı´vat. Jeho konfiguracı´
a nastavenı´m se budou veˇnovat dalsˇı´ kapitoly.
6.2 Jak zacˇı´t AWS Framework pouzˇı´vat
Prˇedpokla´dejme nynı´, zˇe jsou podmı´nky z kapitoly 6.1 splneˇny, ma´me v na´stroji Visual
Studio vytvorˇeny´ novy´ projekt typu ASP.NET MVC Web Application a zna´me adresu
webove´ sluzˇby, kterou chceme pro nasˇi aplikaci pouzˇı´t. Da´le je nutne´ na´sledovat tyto
kroky:
1. Do projektu typu ASP.NET MVC Web Application prˇida´me referenci na knihovnu
AWS.Web.Core.
2. Zpu˚sobem, ktery´ byl diskutova´n v kapitole 3.1, vytvorˇı´me referenci na sluzˇbu. Prˇi
vytva´rˇenı´ sluzˇby je nutne´ ve formula´rˇi Service reference Settings nechat prˇednasta-
vene´ hodnoty (viz. obra´zek 5):
• Access level for generated classes na public. To z toho du˚vodu, zˇe vygenero-
vane´ trˇı´dy a jejich metody musı´ by´t prˇı´stupne´ knihovneˇ AWS.Web.Core
• Allowgenerationof asynchronous operations na false. Zpovahyaplikace nema´
smysl generovat asynchronnı´ metody pro komunikaci se sluzˇbou.
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Obra´zek 5: Nastavenı´ reference na sluzˇbu
3. Poslednı´m krokem je prˇida´nı´ Controlleru do aplikace, ktery´ bude metody sluzˇby
zobrazovat. Tento Controller musı´ deˇdit z trˇı´dy AWSController, jejı´zˇ genericke´ atri-
buty prˇeda´vajı´ informace o sluzˇbeˇ, ktera´ se ma´ pouzˇı´t. Podrobny´m popisem te´to
trˇı´dy se zaby´va´ kapitola 8.1
4. Po prvnı´m spusˇteˇnı´ aplikace se vytvorˇı´ konfiguracˇnı´ soubor aws.config, ktery´ se
ulozˇı´ do hlavnı´ slozˇky projektu s webem (˜/aws.config). V tomto konfiguracˇnı´m
souboru je mozˇne´ upravovat neˇktere´ vlastnosti webove´ stra´nky. Viz kapitola 7.3.
6.3 Pru˚beˇh pozˇadavku v AWS Frameworku
V te´to kapitole bude diskutova´n pru˚beˇh pozˇadavku, ktery´ obslouzˇı´ AWS Framework
z pohledu MVC. Kapitola se veˇnuje pouze nastı´neˇnı´ za´kladnı´ch kroku˚, ktery´mi pozˇada-
vek procha´zı´ tak, jak je zna´zorneˇno na obra´zku 6. Kazˇde´mu tomuto kroku se pak veˇnuje
samostatna´ kapitola da´le v textu. Jak dojde k samotne´mu vola´nı´ sluzˇby, validaci vstupu˚
a vra´cenı´ vy´sledku bude take´ vysveˇtleno v na´sledujı´cı´ch kapitola´ch.
Prvnı´ cˇa´stı´, do ktere´ AWSFramework zasahuje, je vy´beˇr akcˇnı´metody trˇı´dyController.
Kazˇda´ metoda sluzˇby mu˚zˇe mı´t vlastnı´ akcˇnı´ metodu. Pokud ji ale nema´ naimplemen-
tovanou, zavola´ se defaultnı´ akce, ktera´ je soucˇa´stı´ trˇı´dy AWSController. Na obra´zku
6 vidı´me, zˇe vy´beˇr akcˇnı´ metody probı´ha´ v bloku AWSControllerActionInvoker. Trˇı´dy
odvozene´ z ControllerActionInvoker byly popsa´ny v kapitole 5.3.3. Tato konkre´tnı´ imple-
mentace hleda´, jestli ve trˇı´deˇ Controller existuje akcˇnı´ metoda pro danou metodu sluzˇby
a pokud ne, tak vyvola´ defaultnı´ akci.
Vlastnı´ akcˇnı´ metodu pı´sˇe vy´voja´rˇ (uzˇivatel AWS Frameworku). Umozˇnˇuje mu prˇe-
vzı´t absolutnı´ kontrolu nad pru˚beˇhem pozˇadavku. Ve vlastnı´ akcˇnı´ metodeˇ je mozˇne´
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prˇizpu˚sobit logiku validace, vytva´rˇenı´ reference na metodu sluzˇby a jejı´ zavola´nı´ a zpra-
cova´nı´ vy´sledku. Nakonec se mu˚zˇe vy´voja´rˇ rozhodnout, jestli pro renderova´nı´ stra´nky
pouzˇije vlastnı´ View, nebo necha´ na AWS Frameworku, aby vygeneroval defaultnı´ View
podle sˇablony.
Pokud nenı´ implementova´na vlastnı´ akcˇnı´ metoda, projde pozˇadavek defaultnı´ akcı´,
ktera´ vytvorˇı´ referenci na metodu sluzˇby a pokud ma´ k dispozici dostatek parametru˚
probeˇhne validace a samotne´ zavola´nı´ sluzˇby.
V na´sledujı´cı´ cˇa´sti jizˇ jsou k dispozici vsˇechna data a stacˇı´ zavolat prˇı´slusˇne´ View
a vyrenderovat vy´sledek. Defaultnı´ akcˇnı´ metoda vzˇdy pouzˇı´va´ trˇı´du AWSViewLoca-
tor (nebo trˇı´dy z nı´ odvozene´). Jak jejı´ na´zev napovı´da´ u´kolem te´to trˇı´dy je na za´kladeˇ
zna´my´ch informacı´ o metodeˇ sluzˇby, vybrat vhodne´ View. Opeˇt je k dispozici za´kladnı´
implementace a mozˇnost pro vy´voja´rˇe si ViewLocator naimplementovat podle vlastnı´ch
prˇedstav (kapitola 8.6). Zjednodusˇeneˇ ViewLocator funguje tak, zˇe pokud naprˇı´klad vy´-
sledkem vola´nı´ sluzˇby je neˇjaka´ kolekce dat, prˇedpokla´da´, zˇe je ma´ zobrazit jako tabulku.
A na za´kladeˇ tohoto prˇedpokladu vybere jeden z View (sˇablon) o ktery´ch vı´, zˇe ma´ pro
renderova´nı´ vy´sledku k dispozici.
V poslednı´ rˇadeˇ AWS Framework vstupuje do samotne´ho generova´nı´ HTML ko´du
ve View. A to tak, zˇe rozsˇirˇuje standardnı´ HTML Helper o takzvany´ AWSHelper. Jeho
u´cˇelem je zjednodusˇit generova´nı´ vy´sledku na za´kladeˇ definicemetody sluzˇby. Podrobny´
popis tohoto helperu i se vsˇemi dostupny´mi parametry je v kapitole 8.7.
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Obra´zek 6: Pru˚beˇh pozˇadavku v AWS Frameworku
6.4 Rozdeˇlenı´ projektu do dvou cˇa´stı´
Cely´ AWS Framework je rozdeˇlen do dvou samostatny´ch knihoven. A to:
• AWS.Web.Core.dll – Hlavnı´ funkce te´to knihovny je generovat graficke´ rozhranı´
a spolupracovat s ASP.NETMVC Frameworkem. Je tedy vhodna´ pouze pro pouzˇitı´
s webovy´mi aplikacemi.
• AWS.Service.Proxy.dll – Naopak tato knihovna slouzˇı´ pouze ke komunikaci se
sluzˇbou. Umozˇnˇuje konfiguraci, vytva´rˇı´ a udrzˇuje spojenı´ se sluzˇbou a vystavuje
rozhranı´, ktere´ se da´ pouzˇı´t pro vola´nı´ metod sluzˇeb a zı´ska´va´nı´ informacı´ o teˇchto
metoda´ch.
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Vy´hodou tohoto rozdeˇlenı´ je, zˇe druha´ knihovna nenı´ za´visla´ na pouzˇitı´ pro webove´
aplikace a da´ se pouzˇı´t naprˇı´klad pro automaticke´ generova´nı´ unit testu˚ pro jakoukoliv
sluzˇbu na internetu, nebo v jake´koliv jine´ nezˇ webove´ aplikaci.
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7 Cˇa´st sluzˇby (AWS.Service.Proxy)
Tato knihovna ma´ za u´kol komunikovat se sluzˇbou a poskytovat jiny´m cˇa´stem aplikace
informace o metoda´ch te´to sluzˇby. Za´kladnı´m prvkem je instance trˇı´dy ServiceClient. Ta
je vzˇdy vytvorˇena v kontextu konkre´tnı´ sluzˇby a je jı´ prˇeda´na instance proxy trˇı´dy te´to
sluzˇby (vy´razu proxy trˇı´da se veˇnuje kapitola 3.1).
ServiceClient umozˇnˇuje zı´ska´vat informace ometoda´ch sluzˇby, ktere´ udrzˇuje v kolekci
ServiceMethods a samotne´ vola´nı´ sluzˇby a navra´cenı´ vy´sledku.
Metoda sluzˇby je reprezentova´na trˇı´dou ServiceMethod. Kazˇda´ metoda obsahuje:
• Na´zev – Jednoznacˇna´ identifikace metody v ra´mci sluzˇby (WCF sluzˇby nedovolujı´
prˇeteˇzˇova´nı´ na´zvu˚ metod v ra´mci jednoho kontraktu).
• Vstupnı´miparametry – tedykolekci argumentu˚, ktere´ se zada´vajı´ prˇi vola´nı´metody
sluzˇby. Tyto jednotlive´ argumentymohou by´t jak jednoduchy´mdatovy´m typem, tak
i komplexnı´m typem (trˇı´dou). Komplexnı´ datove´ typy jsou reprezentova´ny trˇı´dou
DataContractInfo. Kazˇdy´ argument metodymu˚zˇe mı´t na sobe nava´za´ny valida´tory.
O validaci vstupu˚ pojedna´va´ kapitola 7.4.
• Vy´stupnı´ typ – Opeˇt mu˚zˇe by´t jak jednoduchy´, tak komplexnı´ datovy´ typ. Je repre-
zentova´n trˇı´dou MethodReturnType.
Konkre´tnı´ implementaci tohoto usporˇa´da´nı´, tak jak je v knihovneˇ AWS.Service.Proxy,
zna´zornˇuje trˇı´dnı´ diagram na obra´zku 7. Pro prˇehlednost jsou do diagramu zahrnuty
pouzeverˇejne´ vlastnosti ametody.Mnozˇina vsˇechvalida´toru˚ je reprezentova´na abstraktnı´
trˇı´dou, kterou konkre´tnı´ typy valida´toru˚ implementujı´.
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Obra´zek 7: Trˇı´dnı´ diagram AWS.Service.Proxy
7.1 Pra´ce se vstupnı´mi a vy´stupnı´mi parametry metod sluzˇby
Jsou rozlisˇova´ny dva typy vstupnı´ch a vy´stupnı´ch parametru˚.
• Jednoduche´ datove´ typy - string, enum, double, DateTime, Int16, Int32, Int64,
UInt16, UInt32, UInt64, Decimal, Fload, Bool a genericky´ typ Nullable<T>, kde
T je jeden z prˇedcha´zejı´cı´ch typu˚.
• Komplexnı´ datove´ typy - V tomto prˇı´padeˇ se jedna´ o trˇı´du, ktera´ musı´ by´t slozˇena
z jednoduchy´ch datovy´ch typu˚. Definice takove´to trˇı´dy je da´le v te´to pra´ci nazy´va´na
datovy´m kontraktem (DataContract).
Hodnoty parametru˚ volane´ metody jsou prˇeda´ny do kolekce Arguments ve trˇı´deˇ Servi-
ceMethod pomocı´ vola´nı´ metody SetValue nebo SetDataContract.
Metoda SetValue prˇijı´ma´ odkaz na argumentmetody, jehozˇ hodnotuma´ nastavit a na-
stavovanou hodnotu. Ta je typu Object a v teˇle te´to metody je prˇetypova´na na konkre´tnı´
typ vstupnı´ho parametru. Pokud se prˇetypova´nı´ nezdarˇı´ je vyvola´na vy´jimka InvalidAr-
gumentCastException. Ta obsahuje informace o argumentu a chybu, ktera´ prˇi konverzi
nastala.
Metoda SetDataContract slouzˇı´ k nastavenı´ vstupnı´ho parametru, ktery´ je komplex-
nı´m typem (trˇı´dou). Existujı´ trˇi prˇetı´zˇene´ varianty te´to metody. vsˇechny jako prvnı´ para-
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metr prˇijı´majı´ odkaz nastavovany´ argument metody. Prvnı´ dveˇ zı´ska´vajı´ data z prˇedane´
kolekce typu NameValueCollection. Trˇetı´ prˇetı´zˇene´ metodeˇ nenı´ prˇeda´na kolekce, ale
delega´t funkce (struktura Func<string,object>). Ten je deklarova´n tak, zˇe prˇijı´ma´ jeden
parametr typu string a vracı´ obecny´ objekt. Delega´t je pak zavola´n vzˇdy, kdyzˇ se zı´ska´va´
hodnota pole pro datovy´ kontrakt.
Pokud se nepodarˇı´ zı´skat hodnotu pro neˇktere´ z polı´ datove´ho kontraktu nastavı´
se tato hodnota na vy´chozı´. V prˇı´padeˇ, zˇe selzˇe konverze typu je vyvola´na vy´jimka
InvalidDataContractArgumentCastException.
Po nastavenı´ hodnot argumentu˚ sluzˇby jsou tyto hodnoty udrzˇova´ny ve vlastnosti
Value kazˇde´ho argumentu metody.
7.2 Vzda´lene´ vola´nı´ metod sluzˇby
Vola´nı´ metod sluzˇby se prova´dı´ prˇes trˇı´du ServiceClient. Te´ je v konstruktoru prˇeda´na
instance proxy trˇı´dy sluzˇby, kterou chceme pouzˇı´vat. Samotne´ zavola´nı´ se provede prˇes
metodu RemoteProcedureCall. Ta prˇijı´ma´ jako svu˚j parametr konkre´tnı´ definici metody
sluzˇby, ktera´ se ma´ volat.
Na´vratovy´m typem metody RemoteProcedureCall je trˇı´da CallResult. Obsahuje cˇtyrˇi
vlastnost, ktery´mi jsou:
• Result - typu object - Tedy vy´sledek vola´nı´ vzda´lene´ metody nebo null, pokud k
neˇmu nedojde, nebo metoda nevracı´ zˇa´dny´ vy´sledek.
• Error - typu Exception - Obecna´ vy´jimka, ktera´ mu˚zˇe nastat prˇi vola´nı´ vzda´lene´
metody na straneˇ serveru. Pokud k vy´jimce dojde, je zachycena a vlozˇena do te´to
vlastnosti, aby s nı´ vy´voja´rˇ mohl da´le pracovat v UI vrstveˇ.
• IsValid - typu Boolean - indikuje, zda vstupnı´ parametry vzda´lene´ metody prosˇli
validacˇnı´m procesem. Pokud alesponˇ jeden valida´tor neprosˇel, je tento prˇı´znak
nastaven a vola´nı´ metody je ukoncˇeno.
• RuleViolations - typu IList<RuleViolation>- kolekce chybovy´ch hla´sˇenı´. Kazˇda´
polozˇka te´to kolekce ma´ dveˇ vlastnosti. Na´zev vstupnı´ho parametru, pro ktery´
validace neprosˇla a zpra´vu, ktera´ se ma´ zobrazit v UI.
7.3 Konfigurace
Konfiguracˇnı´ soubor je vytvorˇen prˇi prvnı´m startu aplikace (pokud jizˇ neexistuje) na
za´kladeˇ XSD sche´matu, ktere´ je prˇilozˇeno v prˇı´loze A te´to pra´ce. Vygeneruje se ze vsˇech
zna´my´ch referencı´ na sluzˇby, ktere´ byly do projektu prˇida´ny a vlozˇı´ se do korˇenove´ho
adresa´rˇe projektu. Na´zev souboru je aws.config.
Pomocı´ tohoto souboru mu˚zˇe vy´voja´rˇ konfigurovat:
• Pro kazˇdou sluzˇbu (Service)
– DisplayName - zobrazovany´ na´zev sluzˇby
31
• Pro kazˇdou metodu (MethodInfo)
– Enabled - jestli je povolena a tedy zobrazı´-li se ve vy´pisu metod
– DisplayName - jejı´ zobrazovany´ na´zev
• Pro kazˇdy´ na´vratovy´ typ metody (MethodReturnType)
– DataContract/DataContractName - na´zev datove´ho kontraktu nebo datovy´
kontrakt
• Pro kazˇdy´ vstupnı´ parametr metody (Parameter)
– DisplayName - zobrazovany´ na´zev
– DisplayOrder - porˇadı´, ve ktere´m se parametr zobrazı´
– DataType - datovy´ typ, ktery´ mu˚zˇe ovlivnit zobrazova´nı´ pole v UI
– Validators - Valida´tory, ktere´ se na dany´ parametr uplatnı´. Pokud parametr
nenı´ komplexnı´ datovy´ typ. V tomto prˇı´padeˇ se valida´tory nastavujı´ pro prˇı´slu-
sˇny´ datovy´ kontrakt.
– DataContract/DataContractName - na´zev datove´ho kontraktu, nebo datovy´
kontrakt
• Pro kazˇdy´ datovy´ kontrakt (DataContractInfo)
– Name - jeho cely´ na´zev
• Pro kazˇde´ pole datove´ho kontraktu (Field)
– Enabled - jestli je povoleno a je tedy graficky reprezentova´no ve vy´stupu
– DisplayName - zobrazovany´ na´zev
– DisplayOrder - porˇadı´, ve ktere´m se zobrazı´
– DataType - datovy´ typ, ktery´ mu˚zˇe ovlivnit zobrazova´nı´ pole v UI
– Validators - valida´tory, ktere´ se na dane´ pole uplatnı´
Zobrazovany´m na´zvem je vzˇdy mysˇlen rˇeteˇzec, ktery´ se zobrazı´ v uzˇivatelske´m roz-
hranı´ a mu˚zˇe se lisˇit od na´zvu metody. Naprˇı´klad chceme-li pro metodu ”GetBooks“
zobrazit na´zev ”Seznam knih“, ktery´ bude na metodu odkazovat.
Pro vstupnı´ parametr nebo na´vratovy´ typ lze nastavit datovy´ kontrakt, tedy pokud
se jedna´ o komplexnı´ datovy´ typ. To lze dveˇma zpu˚soby. Bud’datovy´ kontrakt nastavı´me
v sekci DataContracts a nebo zvla´sˇt’ pro kazˇdy´ vstupnı´ parametr, nebo na´vratovy´ typ.
V prvnı´m prˇı´padeˇ je nastavenı´ spolecˇne´ pro vsˇechny metody, ktere´ datovy´ kontrakt
pouzˇı´vajı´, v druhe´m se nastavenı´ aplikuje pouze na konkre´tnı´ polozˇku.
Prˇi cˇtenı´ konfiguracˇnı´ho souboru pak ma´ nastavenı´ specificke´ pro konkre´tnı´ polozˇku
prˇednost prˇed globa´lnı´m nastavenı´m.
Datovy´ typ (DataType) slouzˇı´ k blizˇsˇı´ specifikaci toho, o jaka´ data se jedna´. Hodnota
pole je pouze prˇeda´na vysˇsˇı´ vrstveˇ a knihovna AWS.Service.Proxy s nı´ nijak nepracuje.
32
Vysˇsˇı´ vrstva pak tyto informacemu˚zˇe pouzˇı´t k u´praveˇ generovane´ho graficke´ho rozhranı´.
Atribut DataType mu˚zˇe naby´vat na´sledujı´cı´ch hodnot:
• Default - vy´chozı´ nespecifikovana´ hodnota
• Custom - vlastnı´ datovy´ typ
• DateTime - datum a cˇas
• Date - pouze datum
• Time - pouze cˇas
• Duration - cˇasovy´ u´sek
• PhoneNumber - telefonnı´ cˇı´slo
• Currency - peneˇzˇita´ cˇa´stka
• Text - obecny´ text
• Html - text, ktery´ ma´ by´t interpretova´n jako HTML
• MultilineText - text na vı´ce rˇa´dku˚
• EmailAddress - emailova´ adresa
• Password - heslo
• Url - url adresa
• ImageUrl - url adresa obra´zku
Du˚lezˇitouvlastnostı´ konfigurace je, zˇe nemusı´ prˇı´moodpovı´dat definici sluzˇby.Dojde-
li naprˇı´klad k prˇida´nı´ nove´ metody do sluzˇby, nenı´ potrˇeba aktualizovat konfiguracˇnı´
soubor. Pokud totizˇ nenı´ dana´ metoda v souboru obsazˇena, program si na za´kladeˇ reflexe
sa´m vytvorˇı´ danou cˇa´st konfigurace. Protozˇe je ale pouzˇita reflexe a k zı´ska´nı´ konfigura-
cˇnı´ch dat o metodeˇ sluzˇby docha´zı´ velmi cˇasto, je tato cˇa´st konfigurace vzˇdy ulozˇena do
specia´lnı´ Cache, aby nedosˇlo k zbytecˇne´mu zpomalova´nı´ aplikace.
7.4 Validace
V kapitole o konfiguraci byly zmı´neˇny valida´tory. Teˇch je k dispozici celkem 5 a jsou
uplatnitelne´ na vstupnı´ parametry metod. Valida´tor vzˇdy funguje jen s jednoduchy´m
datovy´m typem. Pokud je vstupnı´ parametr komplexnı´ trˇı´da, jsou valida´tory uplatnˇo-
va´ny na verˇejne´ vlastnosti te´to trˇı´dy a konfigurace valida´toru probı´ha´ v sekci datovy´ch
kontraktu˚. Kazˇdy´ valida´tor ma´ dva povinne´ parametry, ktere´ urcˇujı´, jestli je valida´tor
povolen a zpra´vu, ktera´ se zobrazı´, jestlizˇe validace neprojde. Dalsˇı´ nastavenı´ valida´toru
se pak jizˇ lisˇı´ na za´kladeˇ jeho typu. Ten mu˚zˇe by´t:
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• RequiredFieldValidator – Kontroluje, zda vstupnı´ rˇeteˇzec nenı´ pra´zdny´.
• RangeValidator – Kontroluje rozsah. Vstupnı´ rˇeteˇzec tedy musı´ by´t cˇı´selne´ho typu
a musı´ by´t ze zadane´ho rozsahu, ktery´ je mozˇno upravit v konfiguracˇnı´m souboru.
• LengthValidator – Kontroluje de´lku rˇeteˇzce. Opeˇt musı´ by´t ze zadane´ho rozsahu
v konfiguracˇnı´m souboru.
• RegularExpressionValidator – Validuje vstupnı´ rˇeteˇzec oproti regule´rnı´mu vy´razu,
ktery´ je zada´n v konfiguracˇnı´m souboru
• CompareValidator –Validace projde u´speˇsˇneˇ, pokud je prˇedana´ hodnota rovna bud’
hodnoteˇ zadane´ v konfiguracˇnı´m souboru, nebo hodnoteˇ z jine´ho vyplneˇne´ho pole
v ra´mci vstupnı´ch parametru˚ nebo datove´ho kontraktu. Typicke´ pouzˇitı´ je kontrola,
zda uzˇivatel zadal opakovaneˇ stejne´ heslo prˇi vytva´rˇenı´ uzˇivatelske´ho u´cˇtu.
Tyto valida´tory pokry´vajı´ nejcˇasteˇji pouzˇı´vane´ sce´na´rˇe validace dat. Pokud je trˇeba
slozˇiteˇjsˇı´ validace, ktera´ naprˇı´klad komunikuje z databa´zı´, musı´ si ji vy´voja´rˇ naimplemen-
tovat rucˇneˇ.
Jedenvstupnı´ parametrmu˚zˇemı´t nakonfigurova´no vı´ce valida´toru˚. Protozˇe ve veˇtsˇineˇ
prˇı´padu˚ ale chceme uzˇivateli zobrazit ke kazˇde´mu vstupnı´mu poli vzˇdy jen jednu chy-
bovou hla´sˇku, ma´ kazˇdy´ valida´tor pevneˇ prˇednastavenou prioritu vykona´va´nı´. Takto je
zarucˇeno, zˇe se vra´tı´ vzˇdy chybova´ zpra´va prvnı´ho valida´toru, ktery´ neprojde. Porˇadı´
vykona´va´nı´ valida´toru˚ je na´sledujı´cı´:
1. RequiredFieldValidator
2. LengthValidator
3. RangeValidator
4. RegularExpressionValidator
5. CompareValidator
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8 Cˇa´st MVC (AWS.Web.Core)
Knihovna AWS.Web.Core ma´ za u´kol zobrazovat graficke´ rozhranı´. O samotne´ vola´nı´
sluzˇby a zı´ska´va´nı´ informacı´ o jejı´ch metoda´ch se jizˇ nestara´. Pouze udrzˇuje spojenı´ prˇes
proxy trˇı´du na sluzˇbu, ktere´ pak prˇeda´va´ nizˇsˇı´ vrstveˇ. K zobrazova´nı´ graficke´ho rozhranı´
vyuzˇı´va´ ASP.NET MVC Framework.
8.1 Trˇı´da AWSController
V kapitole 5.2 bylo rˇecˇeno, jakMVC Framework zpracova´va´ pozˇadavek. Prvnı´m krokem,
ktery´ musı´ vy´voja´rˇ udeˇlat, je vytvorˇit trˇı´du Controller a napsat akcˇnı´ metodu, ktera´ se
vyvola´ prˇi pozˇadavku na dany´ zdroj. Take´ bylo rˇecˇeno, zˇe trˇı´da Controller musı´ deˇdit z
System.Web.Mvc.Controller.
Podobneˇ, pokud vy´voja´rˇ pouzˇı´va´ sluzˇby AWS Frameworku, musı´ jeho Controller deˇ-
dit ze specia´lnı´ trˇı´dy, ktera´mu tyto sluzˇbyposkytne. Tou trˇı´dou jeAWS.Web.Core.AWSController.
Jedna´ se o generickou trˇı´du. A pra´veˇ prˇes tyto genericke´ typy je Frameworku prˇeda´n typ
sluzˇby, se kterou ma´ Controller pracovat. Konkre´tnı´ Controller je tedy vzˇdy omezen
na vyuzˇı´va´nı´ jedne´ sluzˇby. Ru˚zne´ AWSController trˇı´dy vsˇak mohou pouzˇı´vat libovolne´
mnozˇstvı´ sluzˇeb.
Podı´va´me-li se na trˇı´dnı´ diagram na obra´zku 8, vidı´me, zˇe trˇı´da navı´c implementuje
rozhranı´ IAWSControllerBase. To umozˇnˇuje vy´voja´rˇi napsat si celou vlastnı´ implementaci
te´to trˇı´dy bez porusˇenı´ funkcionality zbytku Frameworku. Vidı´me take´, zˇe trˇı´da ma´
dveˇ chra´neˇne´ vlastnosti (protected properties). Jsou jimi ConnectionPool, ktery´ ma´ za
u´kol udrzˇovat spojenı´ na sluzˇbu prˇes proxy trˇı´du (detailneˇ se mu veˇnuje kapitola 8.2)
a ViewLocator. Ten je zodpoveˇdny´ za vy´beˇr sˇablony pro zobrazenı´ dat (viz. kapitola 8.6).
Trˇı´da ma´ da´le dveˇ metody, jednu pro vytvorˇenı´ reference na trˇı´du sluzˇby a jednu pro
samotne´ zavola´nı´ te´to metody.
Metoda pro vola´nı´ metod sluzˇby (CallServiceMethod) prˇijı´ma´ na´zev volane´ sluzˇby
a kolekci NameValueCollection s dvojicemi na´zev parametru a jeho hodnota. V kapitole
7.1 byl popsa´n zpu˚sob, jaky´m hodnoty parametru˚ prˇirˇazujı´ k volane´ instanci metody
sluzˇby. V tomto procesumohou nastat vy´jimky vznikle´ prˇi konverzi do konkre´tnı´ho typu
vstupnı´ho parametru. Ty jsou v teˇle metody zachyceny a prˇeda´ny do kolekci ModelState.
Pokud tedy uzˇivatel naprˇı´klad do pole pro veˇk zada´ textovy´ rˇeteˇzec, ktery´ neobsahuje
pouze cˇı´slice, aplikace vyvola´ vy´jimku. To je odchycena a projevı´ se veView jako nevalidnı´
pole.
Da´le obsahuje inicializacˇnı´ metodu, ve ktere´ se nastavuje konkre´tnı´ implementace
ViewLocator a take´ ActionInvoker. Inicializacˇnı´ metoda bude da´le popsa´na v na´sledujı´-
cı´ch kapitola´ch.
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Obra´zek 8: Trˇı´dnı´ diagram AWSControlleru
8.1.1 Vy´chozı´ akcˇnı´ metody
AWSController obsahuje dveˇ vy´chozı´ akcˇnı´ metody, ktere´ jsou vola´ny pokud nenı´ nale-
zena vlastnı´ implementace akcˇnı´ metody.
Metoda pro obslouzˇenı´ pozˇadavku GET nejdrˇı´ve zjistı´ informace o metodeˇ sluzˇby,
ktera´ sema´ zavolat z routovacı´ch informacı´. Pote´ provedekontrolu, jestli jemozˇne´metodu
vykonat. To lze v prˇı´padeˇ, pokud je volana´ metoda sluzˇby bez argumentu˚, nebo ma´
pouze jeden argument a je z routovacı´ch informacı´ dostupna´ hodnota ”id”. Pokud ano,
dojde k vola´nı´ metody. Nakonec je vy´sledek prˇeda´n trˇı´deˇ ViewLocator, ktera´ se postara´ o
vyhleda´nı´ vhodne´ho View.
Metoda pro obslouzˇenı´ pozˇadavku POST ocˇeka´va´, zˇe prˇı´chozı´ pozˇadavek obsahuje
formula´rˇova´ data. Ty jsou zı´ska´na prˇi bindova´nı´ modelu. Modelem je pro na´s instance
trˇı´dy ServiceMethod snastaveny´mi hodnotami argumentu˚. Proto k bindova´nı´ nenı´mozˇne´
pouzˇı´t vy´chozı´ ModelBinder. Akce tedy prˇijı´ma´ objekt typu AWSActionDescriptor, kte-
re´mu prˇirˇazuje specia´lnı´ ModelBinder (AWSModelBinder). Ten zı´ska´ informace o volane´
sluzˇbeˇ a na za´kladeˇ nich vytvorˇı´ instanci trˇı´dy ServiceMethod. Pote´ se pokusı´ prˇirˇadit
vsˇechny hodnoty argumentu˚ volane´ metody z ValueProvider (viz. kapitola 5.3.3). Pokud
nastane vy´jimka prˇi prˇetypova´nı´ hodnot z formula´rˇe do cı´love´ho typu argumentu sluzˇby,
vy´jimku zachytı´ a prˇida´ za´znam do kolekceModelState. Da´le provede validaci vstupnı´ch
dat vu˚cˇi valida´toru˚m nastaveny´ch v konfiguracˇnı´m souboru AWSFrameworku. Pokud
validace selzˇe opeˇt vlozˇı´ za´znam do kolekce ModelState. Nakonec je vytvorˇena instance
36
trˇı´dy AWSActionDescriptor a je jı´ prˇeda´n odkaz na metodu sluzˇby s nastaveny´mi vstup-
nı´mi argumenty a kolekce validacˇnı´ch hla´sˇenı´.
V teˇle akcˇnı´ metody dojde pouze k vola´nı´ metody sluzˇby v prˇı´padeˇ zˇe validace prosˇla
a opeˇt prˇeda´nı´ vy´sledku do ViewLocatoru pro vy´beˇr vhodne´ho View.
8.2 Pra´ce s prˇipojenı´m ke sluzˇbeˇ
Soucˇa´stı´ AWSControlleru je ConnectionPool. Ten slouzˇı´ k zı´ska´va´nı´ instance proxy trˇı´dy
pro vola´nı´ metod webove´ sluzˇby. Tyto instance se ukla´dajı´ ve staticke´ strukturˇe a jsou
tedy spolecˇne´ pro vsˇechny pozˇadavky nawebovy´ server. Pro kazˇdou definovanou sluzˇbu
si AWSFramework udrzˇuje urcˇity´ pocˇet otevrˇeny´ch spojenı´. Ten se da´ nastavit prˇi startu
aplikace pro kazˇdou sluzˇbu zvla´sˇt’. Defaultneˇ je vsˇak nastaveno na 10. (viz. kapitola 8.3).
Vnitrˇneˇ je pool implementova´n jako fronta. Pokud je vyzˇadova´no spojenı´, je z fronty
odebra´n prvnı´ prvek, jestlizˇe je ale fronta pra´zdna´ vytvorˇı´ se nova´ instance proxy trˇı´dy. Po
pouzˇitı´ konkre´tnı´ho spojenı´ je proxy trˇı´da vra´cena zpeˇt do poolu. V prˇı´padeˇ, zˇe fronta jizˇ
obsahuje dany´ pocˇet otevrˇeny´ch spojenı´, je uzavrˇeno a dojde k zahozenı´ instance proxy
trˇı´dy. V opacˇne´m prˇı´padeˇ se pouze vra´tı´ do fronty pro dalsˇı´ pouzˇitı´.
Kazˇda´ proxy trˇı´da sluzˇbydeˇdı´ z abstraktnı´ trˇı´dySystem.ServiceModel.ClientBase<TChannel>,
kde TChannel je trˇı´da pro spojenı´ se sluzˇbou (te´to problematice se veˇnovala kapitola 3.1).
Tato trˇı´da ma´ neˇkolik konstruktoru˚. Jeden je vzˇdy bez parametru˚ a dalsˇı´mi lze ovlivnit
chova´nı´ a konfiguraci proxy trˇı´dy a to:
• nastavenı´ koncove´ho bodu sluzˇby
• nastavenı´ adresy koncove´ho bodu sluzˇby
• na´zev konfigurace sluzˇby v konfiguracˇnı´m souboru aplikace, ktera´ se pouzˇije
• vazba sluzˇby (Binding)
• nastavenı´ instance zpeˇtne´ho vola´nı´ (InstanceContext).
Vy´voja´rˇu˚m, kterˇı´ AWS Framework pouzˇı´vajı´, musı´ by´t umozˇneˇno vytva´rˇet instance
proxy trˇı´dy sluzˇby jaky´mkoliv zpu˚sobem. Dı´ky pouzˇitı´ ConnectionPoolu se ale instance
vytva´rˇı´ uvnitrˇ frameworku, azˇ kdyzˇ je potrˇeba. Aby byla dosazˇena mozˇnost vytva´rˇet
instance libovolny´m zpu˚sobem, byl pouzˇit na´vrhovy´ vzor Inversion of Control.
Na´vrhovy´ vzor Inversion ofControl (da´le jen IoC) umozˇnˇuje uvolnit vztahymezi jinak
teˇsneˇ sva´zany´mi komponentami.Vklasicke´mmodeluprogramova´nı´ si trˇı´da samavytva´rˇı´
instance jiny´ch trˇı´d, ktere´ pouzˇı´va´. S pouzˇitı´m IoC naopak trˇı´deˇ prˇeda´va´me tuto instanci
naprˇı´klad s pouzˇitı´m rozhranı´. Zbavı´me se tak za´vislosti na konkre´tnı´ implementaci
prˇeda´vane´ trˇı´dy.
Prˇı´kladem v .NET Frameworku mu˚zˇe by´t trˇı´da System.IO.BufferedStream. Ta si v in-
ternı´m bufferu uchova´va´ data a zapı´sˇe je do streamu azˇ, kdyzˇ se tento buffer naplnı´. Jaky´
stream se pouzˇije, je prˇeda´no v konstruktoru te´to trˇı´dy. Mu˚zˇeme jı´ prˇedat naprˇı´klad Fi-
leStream nebo MemoryStream. Trˇı´da tedy nenı´ za´visla´ na konkre´tnı´m streamu a pouzˇı´va´
jej jen prˇes abstraktnı´ rozhranı´.
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Nastavenı´ pravidel vytva´rˇenı´ instance proxy trˇı´dy se deˇje prˇi startu aplikace, ktere´mu
je veˇnova´na na´sledujı´cı´ kapitola.
8.3 Nastavenı´ AWS Frameworku prˇi startu aplikace
Vy´voja´rˇ ma´ mozˇnost prˇi startu aplikace definovat, ktere´ sluzˇby vyuzˇı´va´. Nenı´ to podmı´n-
kou pro spra´vnou funkcˇnost frameworku, ale prˇina´sˇı´ to urcˇite´ vy´hody:
• Registrovane´ sluzˇby se automatickyprˇidajı´ dokonfiguracˇnı´ho souboru (aws.config).
Pokud soubor neexistuje, pak je vytvorˇen s defaultnı´mi hodnotami.
• Je mozˇne´ ovlivnit chova´nı´ poolu spojenı´ na sluzˇbu a to urcˇenı´mmaxima´lnı´ho pocˇtu
udrzˇovany´ch aktivnı´ch prˇipojenı´ pro jednotlive´ sluzˇby.
• Lze urcˇit funkci, ktera´ se pouzˇije prˇi vytva´rˇenı´ nove´ instance proxy trˇı´dy.
Registrace sluzˇby probı´ha´ v souboru Global.asax. To je soubor, ktery´ mu˚zˇe obsahovat
ktera´koliv ASP.NET webova´ aplikace. Musı´ by´t v korˇenove´m adresa´rˇi. Interneˇ se jedna´
o trˇı´du, ktera´ deˇdı´ prˇı´mo z System.Web.HttpApplication a umozˇnˇuje nava´zat ko´d na
ru˚zne´ uda´losti, ktere´ v pru˚beˇhu zˇivotnı´ho cyklu aplikace nasta´vajı´. Mezi nejdu˚lezˇiteˇjsˇı´ v
teˇchto uda´lostech patrˇı´:
• Application Init: Je vyvola´na prˇi inicializaci aplikace.
• Application Start: Je vyvola´na prˇi startu aplikace.
• Session Start: Je vyvola´na, kdyzˇ je vytvorˇenanova´ sessionmeziwebovy´mserverem
a klientem.
• Application BeginRequest: Je vyvola´na pokazˇde´, kdyzˇ prˇijde novy´ pozˇadavek.
• Application EndRequest: Je vyvola´na po zpracova´nı´ pozˇadavku.
• Application AuthenticateRequest: Nastane, pokud je vyzˇadova´na autentizace.
• Application Error: Nastane, pokud je v aplikaci vyvola´na neocˇeka´vana´ vy´jimka.
• Session End: Nastane po ukoncˇenı´ session mezi serverem a klientem.
• Application End: Je vyvola´na prˇed ukoncˇenı´m aplikace.
Pro na´s je du˚lezˇita´ uda´lost Application Start. Tu vyuzˇı´va´ i samotny´ MVC Framework
naprˇı´klad pro registraci routova´nı´ nebo pro nastavenı´ css stylu˚ a souboru˚ s javascriptem,
ktere´ budou prˇeda´va´ny v kazˇde´m pozˇadavku.
By´va´ zvykem umı´st’ovat trˇı´dy, jejichzˇ metody se majı´ spustit prˇi startu aplikace do
syste´move´ slozˇky App Start. Podobneˇ jako naprˇı´klad slozˇka App Data, nebo App Code
nenı´ prˇı´stupna´ prˇes HTTP pozˇadavek z webu. Metody teˇchto trˇı´d by´vajı´ staticke´ a volajı´
se prˇı´mo z Application Start v souboru Global.asax.
Registraci sluzˇby pak lze prove´st vola´nı´m staticke´ metody RegisterService trˇı´dy
AWS.Web.Core.AWSWebCore. Prˇı´klad je ve vy´pisu ko´du 6.
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public class AWSWebCoreConfig
{
public static void RegisterServices()
{
AWSWebCore.RegisterService<BookStoreServiceClient, BookStoreService>(10);
}
}
Vy´pis 6: Prˇida´nı´ odkazu na sluzˇbu prˇi startu aplikace
Vidı´me, zˇe metoda je genericka´ a jako datove´ typy ji prˇeda´va´me proxy trˇı´du a roz-
hranı´ Channel (viz. kapitola 3.1). Tı´m zajistı´me, zˇe Framework je schopen vytvorˇit novou
instanci proxy trˇı´dy, kdyzˇ ji potrˇebuje a to zavola´nı´m jejı´ho defaultnı´ho konstruktoru.
Pokud je ale potrˇeba instanci proxy trˇı´dy vytvorˇit jinak, musı´me postupovat obdobneˇ,
jako v ko´du 7. Stacˇı´ implementovat rozhranı´ IServiceClientFactory, ktere´ prˇedepisuje
pouze jednu metodu Create. Ta je bez parametru˚ a musı´ vracet instanci proxy trˇı´dy.
Pokud takovouto trˇı´du ma´me, lze jejı´ typ prˇedat jako trˇetı´ genericky´ parametr metodeˇ
RegisterService.
Obeˇ zmı´neˇne´ metody RegisterService jsou prˇetı´zˇeny a jako svu˚j parametr mohou
prˇijı´mat maxima´lnı´ pocˇet aktivnı´ch spojenı´ na sluzˇbu.
public class AWSWebCoreConfig
{
public static void RegisterServices()
{
AWSWebCore.RegisterService<BookStoreServiceClient, BookStoreService,
MyServiceClientFactory>(10);
}
}
class MyServiceClientFactory : AWS.Web.Core.Connectivity.IServiceClientFactory<
BookStoreServiceClient, BookStoreService>
{
public BookStoreServiceClient Create()
{
return new BookStoreServiceClient(”MyEndpointConfigurationName”);
}
}
Vy´pis 7: Prˇida´nı´ odkazu na sluzˇbu s vlastnı´m ko´dem pro vytvorˇenı´ instance proxy trˇı´dy
prˇi startu aplikace
8.4 Routova´nı´ v AWS frameworku
AWS Framework nijak nezasahuje do routova´nı´ pozˇadavku˚ tak, jak bylo popsa´no v kapi-
tole 5.3.1 v MVC Frameworku. Pouze umozˇnˇuje zavolat defaultnı´ akcˇnı´ metodu, pokud
nenı´ zˇa´dna´ nalezena ve trˇı´deˇ Controller. Podmı´nkou pro toto chova´nı´ je, aby dany´ Con-
troller deˇdil z trˇı´dy AWSController. Pote´ v prˇı´padeˇ nenalezenı´ vhodne´ akcˇnı´ metody je
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zavola´na metoda DefaultAction ba´zove´ trˇı´dy. Toho je docı´leno pouzˇitı´m vlastnı´ imple-
mentace trˇı´dy ControllerActionInvoker, ktera´ je nastavena v inicializacˇnı´ metodeˇ trˇı´dy
AWSController. Da´le si v routovacı´ch datech uchova´va´ hodnotu ”methodName”, ktera´
obsahuje jme´no aktua´lneˇ volane´ metody sluzˇby. Ta je nastavena prˇi vykona´va´nı´ metody
FindAction trˇı´dy AWSControllerActionInvoker.
8.5 Sˇablony a Precompiled Views
Podı´va´me-li se na diagram na obra´zku 6, vidı´me zˇe AWS Framework umozˇnˇuje volat jizˇ
prˇedprˇipravene´ View neboli sˇablony a to v prˇı´padeˇ, zˇe vy´voja´rˇ nedefinoval sve´ vlastnı´
View. Tyto sˇablony jsou obsazˇeny prˇı´mo v knihovneˇ AWS.Web.Core.dll a jsou cˇtyrˇ typu˚:
• InputForm.cshtml - formula´rˇ pro vstup dat, ktery´ ocˇeka´va´ od uzˇivatele neˇjake´
hodnoty
• OutputForm.cshtml - formula´rˇ, ktery´ je pouze pro cˇtenı´
• OutputGrid.cshtml - tabulka pouze pro cˇtenı´
• Menu.cshtml - za´kladnı´ menu
Na kazˇde´ View se da´ v ASP.NET MVC odkazovat pomocı´ takzvane´ virtua´lnı´ cesty
(PageVirtualPath). Ta je relativnı´ vzhledem ke korˇenove´ slozˇce aplikace a ma´ tvar naprˇı´-
klad ˜/Views/MyView.cshtml. Cesta ke vsˇem defautnı´m sˇablona´m zacˇı´na´ ˜/Views/
Shared/AWSTemplates/Default.
Soubory cshtml, ale nejsou trˇı´dy a podobneˇ jak tomu je s klasicky´mi ASP.NET stra´n-
kami (aspx), jsou prˇevedeny do trˇı´dy a pote´ zkompilova´ny azˇ za beˇhu programu. Kon-
kre´tneˇ prˇi prvnı´m pozˇadavku na webovy´ server. Sˇablony, ktere´ jsou obsazˇeny v AWSFra-
meworku museli by´t ale zkompilova´ny jizˇ prˇedem. K tomu byl pouzˇit na´stroj RazorGe-
nerator ([6]). Ten pra´veˇ ze souboru cshtml vygeneruje trˇı´du. Ko´d 8 reprezentuje stejne´
View, jake´ bylo pouzˇito pro uka´zku v ko´du 2. Virtua´lnı´ cesta je definova´na v atributu
PageVirtualPathAttribute, ktery´m je trˇı´da dekorova´na.
[System.CodeDom.Compiler.GeneratedCodeAttribute(”RazorGenerator”, ”1.5.4.0”)]
[System.Web.WebPages.PageVirtualPathAttribute(”˜/Views/Shared/AWSTemplates/Default/
MyView.cshtml”)]
public partial class MyView : AWS.Web.Core.AWSWebViewPage<dynamic>
{
public MyView()
{
}
public override void Execute()
{
WriteLiteral ( ”<h2>Index</h2>\r\n”);
if (Model != null)
{
WriteLiteral ( ”<b>Hello”);
Write(Model);
WriteLiteral ( ”!</b>\r\n”);
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}
}
}
Vy´pis 8: Prˇı´klad prˇedkompilovane´ho View
Aby vsˇe korektneˇ fungovalo je nutne´ prˇedkompilovane´ View registrovat ve webove´
aplikaci. To se deˇje automaticky v assembly AWS.Web.Core prˇi jejı´m startu tı´m, zˇe se do
kolekce ViewEngines (System.Web.Mvc.ViewEngines) prˇida´ dalsˇı´ ViewEngine typu Pre-
compiledMvcEngine. Ten je zaregistrovany´ azˇ za defaultnı´m, takzˇe je mozˇne´ ve webove´
aplikaci prˇedkompilovane´ View prˇepisovat vlastnı´mi, tak zˇe je vlozˇı´me do stejne´ slozˇky.
8.6 Algoritmus vy´beˇru sˇablony a jak jej ovlivnit
Sˇablony byly diskutova´ny v prˇedesˇle´ kapitole. Jejich nejcˇasteˇjsˇı´ pouzˇitı´ je, kdyzˇ se zavola´
defaultnı´ akcˇnı´ metoda v Controlleru. Vy´voja´rˇ je vsˇak mu˚zˇe pouzˇı´vat i ve vlastnı´ch View.
Jak ale AWS Framework pozna´, kterou sˇablonu ma´ pouzˇı´t?
K tomuto u´cˇelu existuje trˇı´da AWSViewLocator. Jejı´ instance je vytvorˇena vzˇdy prˇi ini-
cializaci trˇı´dyAWSController (metoda Initialize) a je prˇirˇazena do vlastnosti ViewLocator.
Nejdu˚lezˇiteˇjsˇı´ metodou ve FindViewPath, ktere´ jsou prˇeda´ny vesˇkere´ informace o volane´
akcˇnı´ metodeˇ a jejı´m u´kolem je vybrat vhodnou sˇablonu. Tato metoda je deklarova´na
jako virtua´lnı´ a mu˚zˇe by´t tedy prˇepsa´na ve trˇı´deˇ, ktera´ z AWSViewLocator deˇdı´. Takto
je vy´voja´rˇu˚m umozˇneˇno ovlivnit vy´beˇr sˇablony podle sebe. Mohou si take´ napsat sve´
vlastnı´ sˇablony a logiku, ktera´ je za urcˇity´ch okolnostı´ spustı´.
8.7 Specia´lnı´ Helpery AWS Frameworku
Pro generova´nı´ graficke´ho rozhranı´ je pouzˇit koncept pomocny´ch metod (Helper Me-
thods). Ten byl prˇedstaven v kapitole 5.5.
Kazˇde´ View musı´ deˇdit z trˇı´dy WebViewPage nebo z trˇı´dy, ktera´ je z nı´ odvozena´.
WebViewPage ma´ vlastnost Html, ktera´ odkazuje na instanci HtmlHelperu. To je take´
za´kladnı´ a nejcˇasteˇji pouzˇı´vany´ helper. AWSHelper tuto trˇı´du rozsˇirˇuje tak, zˇe prˇida´va´
metodu Aws(), ktera´ vra´tı´ instanci AWSHelperu, prˇes kterou je mozˇne´ generovat uzˇiva-
telske´ rozhranı´. Na obra´zku 9 je zobrazena struktura za´vislostı´ v te´to trˇı´deˇ.
Z diagramu jde videˇt, zˇe se trˇı´da skla´da´ z mnozˇstvı´ prˇetı´zˇeny´ch metod, ktere´ slouzˇı´
ke generova´nı´ HTML ko´du a neˇkolika pomocny´ch metod a vlastnostı´. Prˇedpokla´da´ se,
zˇe pokud bude vy´voja´rˇ psa´t sve´ vlastnı´ View bude trˇı´du AWSHelper vyuzˇı´vat ve sve´m
ko´du a da´le ji rozsˇirˇovat pomocı´ extension methods. Proto si ji podrobneˇji popı´sˇeme.
V kapitole 7.1 bylo rˇecˇeno zˇe se vstupnı´ a vy´stupnı´ parametry metod sluzˇby deˇlı´ na
jednoduche´ datove´ typy a datove´ kontrakty. Takto s nimi pracuje i AWSHelper. Jedno-
duche´ datove´ typy si ale jesˇteˇ rozdeˇluje na podskupiny podle toho, jak budou zobrazeny
uzˇivateli. A to na´sledovneˇ:
• Rˇeteˇzcove´ typy - String
• Boolean - bool
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• Cˇı´selne´ datove´ typy - byte, sbyte, decimal, double, Int16,Iint32, Int64, UInt16,
UInt32,UInt64
• Datum - Datetime
• Enumera´tor - Enum
Generova´nı´ HTML ko´du je v helperech da´le ovlivneˇno nastaveny´m polem DataType
v konfiguracˇnı´m souboru (viz. kapitola 7.3), ktery´ je metoda´m prˇeda´n.
8.7.1 Prvky InputField a InputForm
Tyto dveˇmetody slouzˇı´ vy´hradneˇ k zada´nı´ vstupu oduzˇivatele. Vstupnı´ pole (InputField)
je jedno pole, ktere´ reprezentuje jednoduchy´ datovy´ typ. Na za´kladeˇ toho, o jaky´ typ se
jedna´ je vygenerova´n prˇı´slusˇny´ ovla´dacı´ prvek.
• Rˇeteˇzcove´ typy - Vstupnı´ pole (TextBox), pokud je v konfiguraci nastaven atribut
DataType na Password jsou hodnoty textove´ho pole skryty.
• Boolean - Zasˇkrka´vacı´ polı´cˇko (CheckBox).
• Cˇı´selne´ datove´ typy - Vstupnı´ pole (TextBox).
• Datum -Datetime - Je-li na stra´nce kdispozici knihovna JQueryUI, tak se vygeneruje
jako specia´lnı´ datumove´ pole (DateTimePicker), pokud k dispozici nenı´, tak jako
obycˇejne´ vstupnı´ pole (TextBox).
• Enumera´tor - Enum - Rolovacı´ nabı´dka se vsˇemi hodnotami, ktere´ enumera´tor
nabı´zı´ (DropDownList).
Metoda InputField je prˇetı´zˇena, abyumozˇnila vy´voja´rˇu˚m snadneˇjsˇı´ pouzˇitı´. Vnejobecneˇjsˇı´
implementaci obsahuje tyto parametry:
• fieldName (string) - na´zev vstupnı´ hodnoty
• fieldId (string) - id vstupnı´ hodnoty, ktere´ pole jednoznacˇneˇ identifikuje v ra´mci
formula´rˇe
• fieldValue (string) - vy´chozı´ hodnota
• fieldType (Type) - typ vstupnı´ho pole
• dataType (AWSDataType) - datovy´ typ vstupnı´ho pole (slouzˇı´ k ovlivneˇnı´ HTML
vy´stupu)
• enableValidation (AWSDataType) - indikuje, zda generovat validacˇnı´ zpra´vy
• fieldNameHtmlAttributes (IDictionary<string, object>) - kolekceHTMLatributu˚,
ktere´ se prˇidajı´ k na´zvu pole
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• fieldValueHtmlAtributes (IDictionary<string, object>) - kolekce HTML atributu˚,
ktere´ se prˇidajı´ k hodnoteˇ pole
HTML vy´stup jednoho vstupnı´ho pole pak mu˚zˇe vypadat takto:
<label>Nazev knihy:</label>
<input id=”AWS Demo BookStoreServiceReference Book Title” type=”text” value=”” name=”
AWS Demo BookStoreServiceReference Book Title”>
<span class=”field−validation−valid” data−valmsg−replace=”true” data−valmsg−for=”Nazev
knihy”></span>
Vy´pis 9: Prˇı´klad vy´stupu AWSHelper s validacı´
Metody, ktere´ generujı´ vstupnı´ pole nejsou, za´visle´ na AWS Frameworku a mohou
by´t pouzˇity i samostatneˇ. Naproti tomu vstupnı´ formula´rˇ (InputForm) jizˇ prˇı´mo pracuje
s metodami sluzˇby. A je mu pouze prˇeda´n na´zevmetody, pro kterou vygeneruje formula´rˇ
pro vstupnı´ parametry te´to metody k cˇemuzˇ pra´veˇ InputField pouzˇije.
Pote´, co klient vyplnı´ formula´rˇ, je zpeˇt odesla´n na server. Data z tohoto formula´rˇe jsou
zı´ska´na dı´ky jedinecˇne´mu identifika´toru, ktery´ je prˇirˇazen kazˇde´mu vstupnı´mu poli.
8.7.2 Prvky OutputField a OutputForm
Obdobneˇ jako pro vstupnı´ formula´rˇ a pole existujı´ helper metody i pro vy´stupnı´. Tı´m je
typicky na´vratova´ hodnota vola´nı´ metody sluzˇby. Vy´stupnı´ pole se zobrazujı´ pouze pro
cˇtenı´ a neumozˇnˇujı´ editaci za´znamu˚. Podoba vygenerovane´ho prvku za´visı´ na nastavenı´
atributu DataType v konfiguraci.
• DateTime - datum a cˇas ve forma´tu d.M.yyyy HH:mm:ss
• Date - pouze datum ve forma´tu d.M.yyyy
• Time - pouze cˇas ve forma´tu HH:mm:ss
• Html - HTML text
• EmailAddress - odkaz na emailovou adresu
• Url - odkaz na zadanou URL adresu
• ImageUrl - obra´zek na zadane´ url
V ostatnı´ch prˇı´padech se vypı´sˇe prosty´ text. Pouze pokud je datovy´m typem Boolean
vygeneruje se check box. Opeˇt platı´ zˇe OutputField je obecny´ bez na´vaznosti na AWSFra-
mework a OutputForm se vzˇdy vytva´rˇı´ v kontextu neˇjake´ metody sluzˇby.
8.7.3 Prvek Menu
Poslednı´m prvkem, ktery´ je v AWSHelperu k dispozici, je Menu. To vygeneruje na za´-
kladeˇ sluzˇby, kterou trˇı´da Controller pouzˇı´va´, seznam vsˇech dostupny´ch metod (Ten lze
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upravovat v konfiguracˇnı´m souboru). Kazˇda´ polozˇka menu pak odkazuje na stra´nku
s konkre´tnı´ funkcionalitou na za´kladeˇ definice te´to metody.
Obra´zek 9: Diagram za´vislostı´ ve trˇı´deˇ AWSHelper
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9 Vzorova´ aplikace
Soucˇa´stı´ rˇesˇenı´ je uka´zkova´ aplikace, ktera´ demonstruje funkcionalitu a mozˇnosti nasta-
venı´ AWS Frameworku. Je slozˇena ze sluzˇby a webove´ho rozhranı´, ktere´ reprezentuje
metody te´to sluzˇby. Uka´zka je koncipova´na do jednoduche´ho objedna´vkove´ho syste´mu
knih s mozˇnostı´ registrace za´kaznı´ku˚. Cı´lem nebylo vytvorˇit aplikaci pro produkcˇnı´ pro-
strˇedı´, pouze demonstrovat vyvı´jeny´ framework. Prˇı´loha B obsahuje snı´mky obrazovky
z uka´zkove´ aplikace.
Projekt se sluzˇbou (AWS.Demo.Service) beˇzˇı´ na vy´chozı´m portu 19654. Adresa slu-
zˇby je ˜/BookStoreService.svc. Data nejsou ukla´da´na do zˇa´dne´ho persistentnı´ho
u´lozˇisˇteˇ, pouze do cache pameˇti serveru. Proto jsou nove´ za´znamy po cˇase vymaza´ny.
Sluzˇba obsahuje metody pro:
• Prˇihla´sˇenı´ a odhla´sˇenı´ uzˇivatele.
• Zı´ska´nı´ seznamu vsˇech knih, nebo detailu konkre´tnı´ knihy.
• Zı´ska´nı´ seznamu registrovany´ch za´kaznı´ku a objedna´vek prˇihla´sˇene´ho za´kaznı´ka.
• Vlozˇenı´ nove´ knihy a registraci nove´ho za´kaznı´ka.
• Vlozˇenı´ knihy do kosˇı´ku.
• Dokoncˇenı´ objedna´vky, kdy se vypra´zdnı´ kosˇı´k a je vytvorˇena nova´ objedna´vka pro
prˇihla´sˇene´ho za´kaznı´ka.
Samotne´ webove´ rozhranı´ (projekt AWS.Demo) nabı´zı´ dveˇ uka´zky:
• Za´kladnı´ nastavenı´ - U´cˇelem te´to uka´zky je demonstrovat aplikaci, ktera´ vznikla
pouze pouzˇitı´m konfiguracˇnı´ho souboru. Controller pro tuto uka´zku se jmenuje
BasicController a v jeho teˇle je pouze odkaz na sluzˇbu, ktera´ se ma´ vyuzˇı´vat. Vesˇ-
kere´ dalsˇı´ nastavenı´ je pak pouze v souboru aws.config. Ten meˇnı´ na´zvy metod
a jejich parametru˚ do cˇesˇtiny, da´le prˇida´va´ validaci na tyto parametry a upravuje
zobrazovana´ pole datovy´ch kontraktu˚.
• Pokrocˇile´ nastavenı´ - U´vodnı´ stra´nka demonstruje kompletneˇ vlastnı´ implemen-
taci. Prohornı´menu jevytvorˇen staticky´ partial view (˜/Views/Shared/AWSTemplates/
_Menu.cshtml). Akcˇnı´ metoda Index vola´ metodu sluzˇby pro zı´ska´nı´ seznamu
knih. Jejı´ vy´sledek pak prˇeda´va´ View, ktere´ je take´ implementova´no rucˇneˇ. View
vyuzˇı´va´ metodAWSHelperu, zobrazujemenu a tabulku se seznamemknih do ktere´
prˇida´va´ odkaz na detail knihy. Dole pak je tlacˇı´tko pro dokoncˇenı´ objedna´vky.
Detail knihy ukazuje situaci, kdy je cely´ proces azˇ po zobrazenı´ vy´sledku necha´n
na frameworku. Je tedy zavola´na defaultnı´ akcˇnı´ metoda, ktera´ zı´ska´ detail knihy
podle id v URL. ViewLocator je upraven tak, aby pro tuto akcˇnı´ metodu vybral
View ˜/Views/Shared/AWSTemplates/BookDetail.cshtml. Protozˇe je tato
sˇablona pouzˇita jen pro konkre´tnı´ jednu metodu sluzˇby, mu˚zˇe by´t silneˇ typova´na.
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Vı´me totizˇ, zˇe modelem pro ni bude instance trˇı´dy Book. Ve View pak je mozˇne´
vygenerovat jake´koliv graficke´ rozhranı´.
Metoda pro objedna´vku knihy prˇijı´ma´ dva parametry. Id objedna´vane´ knihy a jejı´
mnozˇstvı´. V Controlleru je akcˇnı´ metoda pro objedna´nı´ knihy prˇepsa´na tak, zˇe id
knihy prˇevezme z URL a pocˇet nastavı´ na jedna. Pote´ knihu objedna´ zavola´nı´mme-
tody ”OrderBook”. V poslednı´ rˇadeˇ zı´ska´ seznam vsˇech knih a zobrazı´ domovskou
stra´nku (view Index).
Nakonec je prˇepsa´na defaultnı´ sˇablona pro vy´stupnı´ formula´rˇ. Jednodusˇe je ve
slozˇce˜/Views/Shared/AWSTemplates/Defaultnahrazenavlastnı´ implemen-
tacı´, ktera´ vzˇdy na konci formula´rˇe zobrazı´ odkaz zpeˇt na hlavnı´ stra´nku.
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10 Za´veˇr
Cı´lem te´to diplomove´ pra´ce bylo prozkoumat mozˇnosti ASP.NET MVC Frameworku
a navrhnout vlastnı´ aplikacˇnı´ ra´mec, ktery´ by zjednodusˇoval vy´voj webovy´ch aplikacı´
zalozˇeny´ch na sluzˇba´ch.
Navrzˇeny´ ra´mec (AWS Framework) funguje nad jakoukoliv definicı´ SOAP webove´
sluzˇby a umozˇnˇuje vy´voja´rˇu˚m snadne´ pouzˇitı´ a vygenerova´nı´ graficke´ho rozhranı´. Byl
kladen du˚raz na to, aby vsˇechna rozsˇı´rˇenı´ dodrzˇovala konvence zavedene´ v MVC Fra-
meworku a zjednodusˇil se pak prˇı´padny´ dalsˇı´ rozvoj projektu.
Funkcionalita frameworku je demonstrova´na ve vzorove´ aplikaci, ktera´ je k dispozici
na prˇilozˇene´m CD.
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A XSD Sche´ma konfiguracˇnı´ho souboru AWS Frameworku
<?xml version=”1.0” encoding=”utf−8”?>
<xs:schema id=”Configuration”
targetNamespace=”http://aws.dynns.com/Configuration.xsd”
elementFormDefault=”qualified”
xmlns=”http: // aws.dynns.com/Configuration.xsd”
xmlns:mstns=”http://aws.dynns.com/Configuration.xsd”
xmlns:xs=”http: // www.w3.org/2001/XMLSchema”
>
<xs:element name=”Configuration” type=”Configuration”>
</xs:element>
<xs:complexType name=”Configuration”>
<xs:sequence>
<xs:element name=”Service” type=”Service” minOccurs=”0” maxOccurs=”unbounded”></
xs:element>
</xs:sequence>
</xs:complexType>
<xs:complexType name=”Service”>
<xs:sequence>
<xs:element name=”EndPoint” minOccurs=”1” maxOccurs=”1”>
<xs:complexType>
<xs:attribute name=”Address” type=”xs:string”></xs:attribute>
</xs:complexType>
</xs:element>
<xs:element name=”Methods” minOccurs=”1” maxOccurs=”1” type=”ServiceMethods”></
xs:element>
<xs:element name=”DataContracts” minOccurs=”1” maxOccurs=”1” type=”DataContracts”><
/xs:element>
</xs:sequence>
<xs:attribute name=”AssamblyName” type=”xs:string”></xs:attribute>
<xs:attribute name=”Name” type=”xs:string”></xs:attribute>
<xs:attribute name=”DisplayName” type=”xs:string”></xs:attribute>
</xs:complexType>
<xs:complexType name=”ServiceMethods”>
<xs:sequence>
<xs:element name=”MethodInfo” minOccurs=”0” maxOccurs=”unbounded”>
<xs:complexType>
<xs:sequence>
<xs:element name=”InputParameters” minOccurs=”1” maxOccurs=”1” nillable=”false”>
<xs:complexType>
<xs:sequence>
<xs:element name=”Parameter” minOccurs=”0” maxOccurs=”unbounded”>
<xs:complexType>
<xs:sequence>
<xs:element name=”Validators” minOccurs=”0” maxOccurs=”1” type=”
Validators” nillable=”true”></xs:element>
<xs:element name=”DataContract” minOccurs=”0” maxOccurs=”1” type=”
DataContractInfo”></xs:element>
</xs:sequence>
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<xs:attribute name=”Name” type=”xs:string”></xs:attribute>
<xs:attribute name=”DisplayName” type=”xs:string” default=””></
xs:attribute>
<xs:attribute name=”DisplayOrder” type=”xs:int” default=”0”></xs:attribute
>
<xs:attribute name=”Type” type=”xs:string”></xs:attribute>
<xs:attribute name=”DataContractName” type=”xs:string”></xs:attribute>
<xs:attribute name=”DataType” default=”Default”>
<xs:simpleType>
< xs:restriction base=”xs:string”>
<xs:enumeration value=”Default”></xs:enumeration>
<xs:enumeration value=”Custom”></xs:enumeration>
<xs:enumeration value=”DateTime”></xs:enumeration>
<xs:enumeration value=”Date”></xs:enumeration>
<xs:enumeration value=”Time”></xs:enumeration>
<xs:enumeration value=”Duration”></xs:enumeration>
<xs:enumeration value=”PhoneNumber”></xs:enumeration>
<xs:enumeration value=”Currency”></xs:enumeration>
<xs:enumeration value=”Text”></xs:enumeration>
<xs:enumeration value=”Html”></xs:enumeration>
<xs:enumeration value=”MultilineText”></xs:enumeration>
<xs:enumeration value=”EmailAddress”></xs:enumeration>
<xs:enumeration value=”Password”></xs:enumeration>
<xs:enumeration value=”Url”></xs:enumeration>
<xs:enumeration value=”ImageUrl”></xs:enumeration>
</ xs:restriction >
</xs:simpleType>
</ xs:attribute>
</xs:complexType>
</xs:element>
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name=”ReturnType” minOccurs=”0” maxOccurs=”1”>
<xs:complexType>
<xs:sequence>
<xs:element name=”DataContract” minOccurs=”0” maxOccurs=”1” type=”
DataContractInfo”></xs:element>
</xs:sequence>
<xs:attribute name=”IsArray” type=”xs:boolean” default=”false”>
</ xs:attribute>
<xs:attribute name=”Type” type=”xs:string”></xs:attribute>
<xs:attribute name=”DataType” default=”Default”>
<xs:simpleType>
< xs:restriction base=”xs:string”>
<xs:enumeration value=”Default”></xs:enumeration>
<xs:enumeration value=”Custom”></xs:enumeration>
<xs:enumeration value=”DateTime”></xs:enumeration>
<xs:enumeration value=”Date”></xs:enumeration>
<xs:enumeration value=”Time”></xs:enumeration>
<xs:enumeration value=”Duration”></xs:enumeration>
<xs:enumeration value=”PhoneNumber”></xs:enumeration>
<xs:enumeration value=”Currency”></xs:enumeration>
<xs:enumeration value=”Text”></xs:enumeration>
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<xs:enumeration value=”Html”></xs:enumeration>
<xs:enumeration value=”MultilineText”></xs:enumeration>
<xs:enumeration value=”EmailAddress”></xs:enumeration>
<xs:enumeration value=”Password”></xs:enumeration>
<xs:enumeration value=”Url”></xs:enumeration>
<xs:enumeration value=”ImageUrl”></xs:enumeration>
</ xs:restriction >
</xs:simpleType>
</ xs:attribute>
<xs:attribute name=”DataContractName” type=”xs:string”></xs:attribute>
<xs:attribute name=”RedirectAction” type=”xs:string” default=””></xs:attribute>
</xs:complexType>
</xs:element>
</xs:sequence>
<xs:attribute name=”Name” type=”xs:string”></xs:attribute>
<xs:attribute name=”DisplayName” type=”xs:string” default=””></xs:attribute>
<xs:attribute name=”Enabled” type=”xs:boolean” default=”true”></xs:attribute>
</xs:complexType>
</xs:element>
</xs:sequence>
</xs:complexType>
<xs:complexType name=”DataContracts”>
<xs:sequence>
<xs:element name=”DataContractInfo” type=”DataContractInfo” minOccurs=”0” maxOccurs=”
unbounded”></xs:element>
</xs:sequence>
</xs:complexType>
<xs:complexType name=”DataContractInfo”>
<xs:sequence>
<xs:element name=”Field” minOccurs=”0” maxOccurs=”unbounded”>
<xs:complexType>
<xs:sequence>
<xs:element name=”Validators” minOccurs=”0” maxOccurs=”1” type=”Validators”
nillable=”true”></xs:element>
</xs:sequence>
<xs:attribute name=”Name” type=”xs:string”></xs:attribute>
<xs:attribute name=”DisplayName” type=”xs:string” default=””></xs:attribute>
<xs:attribute name=”DisplayOrder” type=”xs:int” default=”0”></xs:attribute>
<xs:attribute name=”Enabled” type=”xs:boolean” default=”true”></xs:attribute>
<xs:attribute name=”Type” type=”xs:string”></xs:attribute>
<xs:attribute name=”Nullable” type=”xs:boolean” default=”false”></xs:attribute>
<xs:attribute name=”DataType” default=”Default”>
<xs:simpleType>
< xs:restriction base=”xs:string”>
<xs:enumeration value=”Default”></xs:enumeration>
<xs:enumeration value=”Custom”></xs:enumeration>
<xs:enumeration value=”DateTime”></xs:enumeration>
<xs:enumeration value=”Date”></xs:enumeration>
<xs:enumeration value=”Time”></xs:enumeration>
<xs:enumeration value=”Duration”></xs:enumeration>
<xs:enumeration value=”PhoneNumber”></xs:enumeration>
<xs:enumeration value=”Currency”></xs:enumeration>
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<xs:enumeration value=”Text”></xs:enumeration>
<xs:enumeration value=”Html”></xs:enumeration>
<xs:enumeration value=”MultilineText”></xs:enumeration>
<xs:enumeration value=”EmailAddress”></xs:enumeration>
<xs:enumeration value=”Password”></xs:enumeration>
<xs:enumeration value=”Url”></xs:enumeration>
<xs:enumeration value=”ImageUrl”></xs:enumeration>
</ xs:restriction >
</xs:simpleType>
</ xs:attribute>
</xs:complexType>
</xs:element>
</xs:sequence>
<xs:attribute name=”Name” type=”xs:string”></xs:attribute>
</xs:complexType>
<xs:complexType name=”Validators”>
<xs:sequence>
<xs:element name=”RequiredFieldValidator” minOccurs=”0” maxOccurs=”1” nillable=”true”>
<xs:complexType>
<xs:attribute name=”Enabled” type=”xs:boolean” use=”required” ></xs:attribute>
<xs:attribute name=”Message” type=”xs:string” use=”optional” default=”
RequiredFieldValidator” ></xs:attribute>
</xs:complexType>
</xs:element>
<xs:element name=”RangeValidator” minOccurs=”0” maxOccurs=”1” nillable=”true”>
<xs:complexType>
<xs:attribute name=”Enabled” type=”xs:boolean” use=”required” ></xs:attribute>
<xs:attribute name=”Message” type=”xs:string” default=”RangeValidator” ></xs:attribute
>
<xs:attribute name=”MinValue” type=”xs:int” use=”required”></xs:attribute>
<xs:attribute name=”MaxValue” type=”xs:int” use=”required”></xs:attribute>
</xs:complexType>
</xs:element>
<xs:element name=”LengthValidator” minOccurs=”0” maxOccurs=”1” nillable=”true”>
<xs:complexType>
<xs:attribute name=”Enabled” type=”xs:boolean” use=”required”></xs:attribute>
<xs:attribute name=”Message” type=”xs:string” default=”LengthValidator” ></
xs:attribute>
<xs:attribute name=”MinLength” type=”xs:int” default=”0”></xs:attribute>
<xs:attribute name=”MaxLength” type=”xs:int” default=”0”></xs:attribute>
</xs:complexType>
</xs:element>
<xs:element name=”RegularExpressionValidator” minOccurs=”0” maxOccurs=”1” nillable=”
true”>
<xs:complexType>
<xs:attribute name=”Enabled” type=”xs:boolean” use=”required” ></xs:attribute>
<xs:attribute name=”Message” type=”xs:string” default=”RegularExpressionValidator” >
</xs:attribute>
<xs:attribute name=”Expression” type=”xs:string” default=””></xs:attribute>
</xs:complexType>
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</xs:element>
<xs:element name=”CompareValidator” minOccurs=”0” maxOccurs=”1” nillable=”true” >
<xs:complexType>
<xs:attribute name=”Enabled” type=”xs:boolean” use=”required” ></xs:attribute>
<xs:attribute name=”Message” type=”xs:string” default=”CompareValidotor” ></
xs:attribute>
<xs:attribute name=”CompareToFieldName” use=”optional” default=”” type=”xs:string”>
</xs:attribute>
<xs:attribute name=”CompereToValue” use=”optional” default=”” type=”xs:string”></
xs:attribute>
</xs:complexType>
</xs:element>
</xs:sequence>
</xs:complexType>
</xs:schema>
Vy´pis 10: XSD sche´ma konfiguracˇnı´ho souboru
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B Uka´zka vzorove´ aplikace
Obra´zek 10: Detail knihy s mozˇnostı´ objedna´vky
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Obra´zek 11: U´vodnı´ stra´nka pokrocˇile´ uka´zky
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Obra´zek 12: Formula´rˇ pro zada´nı´ nove´ho za´kaznı´ka s validacı´
