Significant evidence suggests that there is increasing demand for information technology oriented students who have exposure to Object-Oriented (OO) methodologies and who have knowledge of the Unified Modeling Language (UML). Object-oriented development has moved into the mainstream as the value of reusable program modules is becoming more evident. Building blocks such as software components and application frameworks allow organizations to bring products to market faster and to adapt to changes more quickly.
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Introduction
System development is a crucial function in the modern organization. Likewise, an introductory course in Systems Analysis and Design remains a critical component in a Management Information System (MIS) degree program. (Most MIS programs also include these components: Fundamental Concepts of Information and Computer Technology, Computer Hardware and Software, Project Management, Database Design, Telecommunications and Networking, Introductory Programming, and Information Systems Management.) Broadly speaking, the Analysis and Design course involves techniques from four skill categories: interpersonal skills, technical skills, analytical skills, and communication skills (Misic and Russo, 1999) . Detailed content analysis, for twenty-nine of the leading textbooks in this area, is provided by Misic and Russo (2000) .
An old saying suggests that "in theory, there's no difference between theory and practice, but in practice there is…" Like Woratschek (1999) , academicians who spend a little time in the trenche s often learn that formal system analysis and design techniques are sparsely used in many organizations. This gap between tasks, tools, activities and approaches that are taught in the MIS curriculum and those that are used, or viewed as useful, by practitioners has been documented (Misic and Russo, 1999) . There are many valid reasons why gaps like these exist. Educators know that activities used to learn a process are often different from those required to do the process. They realize that instruction should involve fo rmative (best practices) as opposed to normative (usual practices). Educators also often feel responsible for leading the change in preparing future systems analysts.
Nowhere, however, does the gap between education and industry seem more profound and inexplicable than in the teaching of object-oriented (OO) principles. The OO approach offers clear advantages of reusability, extendibility, and portability. On the one hand, we see the Internet driving the future and with it the demand for OO information technology skills such as proficiency in the OO programming language Java (Brandel, 2000; Enticknap, 2001; Watson, 2000) . In some firms, staff increases up to 40% are expected for people with knowledge of OO methodologies and UML (Goff, 1998) . Objectoriented development has moved into the mainstream with the widespread adoption of the Common Object Request Broker Architecture (CORBA), Microsoft's .NET Initiative, and Sun's Enterprise Java (J2EE) (Langley, 2001; Sullivan, 2001) . On the other hand, OO analysis and design seems to play a minor role in the current MIS curriculum. Misic and Russo (2000) indicate that of 29 systems analysis and design textbooks studied, 26 (or 90%) of them devoted less than 5% of the text to OO analysis and design techniques. McLeod (1996) indicates that "instructors tend to favor the traditional process-oriented methodologies over the more recently developed ones that emphasize data and objects…decisions strongly influenced by the instructor's experience." This paper focuses on an object-oriented technique commonly used in software design, namely the identification and application of design patterns. We discuss the introduction of design patterns in the System Analysis and Design course, providing a concrete example involving two patterns, the Decorator pattern (the skin) and the Strategy pattern (the guts).
Design Patterns and Software Frameworks
Few complex software systems today are built from scratch using the so-called Greenfield engineering strategy (Bruegge and Dutoit, 2000) . Many more projects are evolutionary, involving the redesign and re-implementation of an existing system and/or its interface, triggered by new technology or new information. Reusable program modules are beginning to be recognized as having tremendous strategic value as managers face re-engineering failures at a rate as high as 70% (Fayed, 2000) . "By 2003," says Michael Blechar of the Gartner Group, "at least 70% of the total number of new applications will be built primarily from 'building blocks' such as software components and application frameworks, increasing both products' speed to market and enterprises' ability to cope with change." He continues, "IS organizations must have a strategy for the inevitable shift to component-based development. Components in the form of design patterns, application frameworks and business and technical components can significantly increase quality and productivity in deve lopment through reuse."
A design pattern is a successful, generalized solution to a recurring software problem. Scores of popular design patterns have been catalogued and are now in regular use (Gamma et al., 1995) . A framework is a reusable, somewhat complete, application that can be specia lized to produce a custom application. Application frameworks are targeted to a particular technology or specific application domain. Design patterns and frameworks take advantage of the distinguishing characteristics of an OO environment: abstraction, polymorphism and inheritance. Bo th facilitate code reuse by capturing successful software development strategies. Design patterns and frameworks together with class libraries and components are in widespread use in all business sectors to increase software quality and to reduce development effort.
Introducing Students to Design Patterns
Design patterns can be classified into three basic categories: creational patterns, structural patterns, and behavioral patterns. Creational patterns help make a system independent of how objects are created and represented. An example of this pattern, the Abstract Factory, can be used to shield an application from a specific windowing style or operating system, allowing, for instance, buttons and scroll bars to run uniformly on a range of platforms. Structural patterns have to do with how program components are integrated to form larger systems. An example of such a structural pattern is the Adaptor pattern, which makes one interface conform to another. Behavioral patterns are concerned with the assignment of responsibility and the communication between program components. The Observer pattern enables the maintenance of consistency across the states of one publisher and many subscribers. All design patterns have the following essential elements: a name, a problem, a solution, results and trade-offs. When published, design patterns also tend to include known uses, example code, and related patterns (Gamma et al., 1995) .
Designing software is difficult and designing reusable software components is even more difficult. Expert software engineers, like designers in many fields recognize that you should not solve every problem from first principles. Experienced designers recognize similar problems and modify and reuse solutions that have worked for them in the past. Design patterns can help analysts make designs that are more flexible, reusable and understandable, but understanding design patterns requires patience and the proper foundation.
The next section provides an overview of two design solutions and how they might be used to introduce design patterns in the design portion of a System Analysis and Design class. The first of the two solutions involves a structural pattern called the Decorator pattern (changing the "skin" of an object). The second is related to a behavioral pattern called the Strategy pattern (changing the "guts").
Patterns in Two Weeks
Which content should be given up if OO concepts are to be introduced? Where does an introduction to OO concepts best fit? How can OO be reconciled with a course that is based on the traditional system development life cycle and the waterfall approach to analysis and design? These are difficult questions but important ones.
Many textbooks and, it is supposed, many instructors cover topics in the Introductory System Analysis and Design course that are also covered in other courses (for example: database design, project ma nagement, organizational style, sampling techniques, questionnaire design, decision-making behavior). This is the best place to look for course components that can be reduced or eliminated. An introduction to object orientation is simply too important to be left out, especially if there is only one course in analysis and design.
Different projects require different processes and dependencies. Students exposed to the waterfall method should realize that there are other life cycle models and the best ordering of developmental activities depends a great deal on the nature of the project. The introduction of object-oriented projects offers a good opportunity to discuss other life cycle models, including the Unified Software Development Process which is more iterative in nature.
Week 1: Review of Object-Oriented Concepts
Initially students should be provided with a review of basic OO concepts. (Our students gain OO experience through a sequence of activities in an object-oriented environment known as a MOO (Towell, 2000) . Some of them, but not all have completed a course in an object-oriented programming language.) There are several introductory lectures in the public domain. A particularly good one can currently be found at http://ei.cs.vt.edu/~kafura/java/ (Chapter 1: Basic Concepts). This tutorial by Dr. Dennis Kafura provides text, graphics, and simple exercises on abstraction, separation, classes, objects, abstract interfaces, composition and generalization. He defines "pattern" in the following way: 
Week 2: Exploring Patterns Further

Writing exercise
Students should be asked to write several specifications for patterns from various disciplines. There are countless occupations to draw from including civil engineers, chefs, air traffic controllers, gardeners, process control engineers, packaging experts, fashion designers, and architects. Like the "wheeled vehicle," each pattern should describe a general problem, which occurs frequently in a given environment and a core solution that is refined to solve a particular case. Each pattern should have the following format: 
Context
Class discussion
Encourage students to find ways to categorize patterns they have written. One obvious taxo nomy has to do with context. Attempt to categorize patterns as creational (making a system independent of how its objects are created), structural (how objects can be put together to form a larger structure), or beha vioral (how objects act, cooperate and communicate). For instance, wheeled vehicles and insulators are both structural patterns, that is, having to do with putting objects together to realize new functionality. Ask students to look for examples of libraries of patterns. This might include books on first aid, home repair, or drawing animals. Finally, have students read the following case study involving programming patterns and then ask them to describe other possible applications for the patterns discussed.
Case study
ABC Company sells a variety of full-size and near full-size wrestling dummies to schools, sport teams, clubs, sporting good stores, and individuals. They have been in business approximately five years with annual revenues now exceeding $10M.
ABC Company has decided to develop a set of web-based applications for their growing customer base. After considerable investigation, ABC decides that they will use an application development framework comprised of a library of server-side Java components. These components will provide the necessary database access, secure and high-performance session ma nagement, background job handling, and event notification and logging. Using this framework, ABC developers will be able to focus more on the necessary business logic and layout of the user interface.
After exploring the framework demonstrations from the vendor, ABC determines that they want to modify two of the supplied components. ABC would like to add a logo border to the user login component. Future updates to the user login component by the vendor, however, should not cause problems with the border. In turn, the border should be transparent to other related framework components that depend on user login, including components related to user registration, file downloads, and user groups. The border should be easily modified. Another desired modification involves the syslog component. ABC would like to occasionally vary the algorithm that is used to compute user connect time. They have evaluated several comp utational methods involving variables suc h as idle time, CPU speed and usage, clock time, caching level, pages accessed and keystrokes. They would like to define a family of algorithms and make them interchangeable. ABC Company is able to accommodate these changes through the use of two design patterns.
The Decorator Pattern
The decorator pattern is a structural pattern. It allows for the enhancement of the user login component in such a way that it is transparent to other objects that interact with user login. User login is enclosed in a "d ecorator" object that has the same interface as user login. The decorator component forwards requests to user login and performs additional actions before forwarding. We can think of the decorator as a skin over the user login object (Figure 1 ).
The class model for the Decorator pattern is shown in Figure 2 . The class LOGIN SCREEN is an abstract class that defines the public protocol (allowable methods) for a login screen. The CONCRETE LOGIN SCREEN is a subclass of LOGIN SCREEN that has fully implemented methods, and which can be instantiated. LOGO DECORATOR is also a subclass of LOGIN SCREEN. Therefore it has the same interface as the CONCRETE LOGIN SCREEN. An object of type LOGO DECORATOR is instant iated by passing two arguments to a constructor method, an object of type LOGIN SCREEN and a real number representing the border width. The CONCRETE LOGIN SCREEN (supplied within the framework) and the LOGO DECORATOR (created and maintained by ABC) can be changed independently. LOGO DECORATOR adds capability to any object of type LOGIN SCREEN. The LOGO DECORATOR is composed of an object of type LOGIN SCREEN and additional features. Note that this means the decoration could be added twice.
A non-software example of a decorator would be lights and ornaments on a Christmas tree. The ornaments do not change the tree, nor does the tree need to be aware of its ornaments. As an example of added functionality, with the addition of lights, you are then able to "light up" the tree (Duell, 1997) .
The Strategy Pattern
The strategy pattern is a behavioral pattern. It provides a standard for communication among objects. It allows the ABC Company to use different algorithms at different times to compute connect time. The strategy pattern is actually an algorithm interface, defined for the connect time operation. All of the concrete implementations for calculating connect time are designed to adhere to this interface. Syslog can then depend upon the interface (what is needed and what is returned by this comput ation) without concern for the details of how it will be carried out. We imagine "strategy" as a pattern for changing the guts of an object (see Figure 3 ).
The class model for the Strategy pattern is shown in Figure 4 . CONNECT TIME STRATEGY is an abstract class that defines the interface for the algorithm, which computes connect time (what must be provided and what will be produced). Each of the CONNECT TIME CONCRETE STRATEGYs provides a different implementation for calculating connect time. Each of the CONCRETE STRATEGYs adheres to the abstract interface, although they may not all actually use all the parameters that are supplied. The SYSLOG class is composed of a CONNECT TIME STRATEGY as well as other things.
A non-software example of the strategy pattern is the contractual arrangement you might have with a landscaper to mow your lawn. You specify the interface: what you will provide (in terms of regular payment) and what you expect (short grass). How the grass actually is mowed can vary over time (the route, the type of machine, the number of people involved, for example).
Discussion
In a small amount of time within a traditional systems analysis and design course, students cannot become experts in object-oriented design. However, by exploring two design patterns used together with a software development framework, students can begin to appreciate the advantages of object-oriented designs. Two important concepts are demonstrated through the use of this case study and the exploration of these design patterns: 1) Object-oriented designs often end up with classes that have no counter-part in the real world; and 2) Partially implemented abstract classes make a design more flexible and reusable.
Analysts spend more time thinking about a system's application domain and less time thinking about the solution domain. An application domain model captures the user's view of the system. The system model (which is often left to those that implement the system) does a better job of reflecting entities that are part of the system. Students should be made to realize that there will be components in most solutions that have no meaning for the user of the system. By understanding a little about the role of such system components, students may be better prepared to make choices when developing the application domain model. The decorator and the strategy pattern are solution components that will be used to give the ABC Company more flexibility in making use of the application development framework. These objects, the mselves, will have no meaning to the users. They are not stand-alone programs, that is, they serve as intermediate program components that are used as an interface to other related objects that are fully implemented. These objects facilitate future changes to the system. Authors first shared this case study with students in the spring 2002. The students indicated, anecdotally, that they felt they had a better understanding of object-oriented concepts, in general, and design patterns specifically. Students that had a background in Java indicated that they came away with a better understanding of interfaces (a class that has only methods with no instance variables). Students with no object-oriented background claimed that the idea of design patterns (explored in many contexts) gave them a better understanding of the value of reusable code.
Several recommendations are made regarding the introduction of design patterns in the MIS curriculum. First, students should be reasonably familiar with OO concepts such as classes, inheritance, aggregation, abstract data types, and polymorphism before design patterns are introduced. This is important when learning about design patterns because these terms are used to explain the relationships among the object model components. Secondly, students will become more comfortable with design patterns after drawing analogies to patterns in other disciplines. The authors believe this is important because students are then able to realize that the exercise is drawn from more general wisdom about reusable knowledge, not from a passing technological fad. Finally, the authors believe that, when time is limited, students should learn about one or two design patterns in detail as opposed to conducting a cursory study of many. This is based on the experience of the authors who believe that teaching students about technology should focus where possible on a few technological themes as opposed to many details and facts.
Ideally, an entire course should be devoted to OO Analysis and Design. If this is not possible in the curriculum, OO principles should probably be introduced in the traditional course. The case study described here is offered as a single example of the use of object orientation and design patterns to achieve mo re flexibility when using an existing software development framework. This case study has only been used in one class and the evidence of learning that authors have to date is purely anecdotal. In future offerings, we intend to capture this data formally, assessing the extent to which students believe desired learning outcomes are achieved. We also intend to develop a valid pre-and post-test instrument to determine the extent to which students can apply what they have learned.
Conclusion
This paper argues that grounding in object-oriented concepts should now be considered an essential component of the MIS curriculum. If a standalone course is unfeasible, instructors should introduce object-oriented concepts and reusable code in the System Analysis and Design course, reducing, if necessary, what is covered elsewhere in their curriculum. As evidenced in the leading textbooks, the initial Systems Analysis and Design course provides broad exposure to a large number of topics. Different authors (and, it is supposed, different instructors as well) cover these topics in varying depth. Many of these topics are covered in other courses as well, and it is therefore less important to cover them in the analysis and design course (for example: database design, project management, organizational style, sampling techniques, questionnaire design, and decision-making behavior). By removing or minimizing coverage of topics addressed elsewhere in the curriculum, faculty are provided time to introduce objectoriented concepts. This paper provides a concrete example of how this can be accomplished. This paper focuses on an object-oriented technique commonly used in software design, namely the identification and application of design patterns. We discuss the introductio n of design patterns in the System Analysis and Design course, providing a concrete example involving two patterns, the Decorator pattern (the skin) and the Strategy pattern (the guts). These design patterns are used by a fictitious company to modify an off-the-shelf application development framework comprised of a library of serverside Java components. The modifications result in a more flexible set of web-based applications for the company.
The approach taken here is based on the concept that when time is limited, it is more effective to give students a more thorough understanding of two design patterns, rather than attempt to cover a wide variety of patterns. Through the use of the case study detailed here, students develop an overall familiarity with object oriented concepts, gain specific knowledge of two patterns, and come to appreciate the us efulness of partially implemented abstract classes in achieving flexible, reusable designs. 
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