Abstract In this paper, we present a generic topological and geometrical framework which allows to define and control several parallel algorithms for 2D digital curve approximation. The proposed technique is based on combinatorial map simplifications guided by geometrical criteria. We illustrate the genericity of the framework by defining three contour simplification methods: a polygonal approximation one based an area deviation computation; a digital straight segments reconstruction one which guaranties to obtain a loss-less representation; and a moment preserving simplification one which simplifies the contours while preserving geometrical moments of the image regions. Thanks to a complete experimental evaluation, we demonstrate that the proposed methods can be efficiently implemented in a multi-thread environment to simplify labeled image contours.
Introduction
Image processing algorithms often need to compute, extract or analyze information contained in images. These information can be computed by decomposing an image into regions and by extracting topological and geometrical features from them. As a consequence of the discrete nature of images, region contours are composed of discrete curves (set of pixels or set of inter-pixel elements, see [17] ) whose topology can be complex (several connected components, junctions, …). If we want to efficiently represent all region contours, we are facing two difficulties. First, we need a data-structure to represent the topology of regions and thus to represent the topology of their contours. Then, we need a process to approximate the discrete contours with polygonal lines while preserving the geometry of the contours. In this paper we present a generic and parallel algorithm to simplify contours of a multi-region image using combinatorial maps and geometrical criteria.
In computer vision, many segmentation algorithm outputs are decompositions of the image into labeled regions such that pixels in a region have uniform features (image intensities, texture characteristics, …). To represent regions and to be able to perform efficient operations on them, a topological data structure is required in order to describes boundaries and adjacency information. There are many different structures to represent the region boundaries of a given image, the first one being the Region Adjacency Graph (RAG) [27] . However, a RAG does not describe all the information contained in the image (like multi-adjacencies or inclusion relations). To represent all the information, several models based on combinatorial maps were defined [4, 9, 11, 15] . The main advantage of these models is to describe the subdivision of regions into cells (vertices, edges and faces) and to describe all the incidence and adjacency relations between these cells and thus to represent A preliminary version of this work, describing only the discrete segment recognition, was presented at the International Symposium on Visual Computing, Las Vegas, NV, 2008, LNCS, Springer, Special Track on Discrete and Computational Geometry and their Applications in Visual Computing [5] .
the topology of the image. Combinatorial maps allow us to link geometrical features to edges and regions, and to design a simple and generic contour simplification by removing combinatorial maps vertices. Using a shared memory parallel model, we show that the simplification algorithm can be easily parallelized by adding mutexes to some cells and by using the model to avoid concurrent access.
Once the topology of regions and contours has been handled, we need a simplification algorithm to approximate all the region contours with polygonal lines. For nearly half a century, a wide literature exists in the polygonal approximation of digital curves. Among all published surveys on the subject [3] , provide an interesting classification of approximation techniques: there exist the curvature maxima based techniques which set vertices to high curvature loci [29] ; the combinatorial optimization using ant colonies to minimize the number of edges and their location [32] ; the perceptual organization-based approaches [16] ; the area deviation between the discrete curve and the approximation techniques [31] ; and finally the approximation using Digital Straight Segments (DSS) which main advantage is that the representation is loss-less since the original curve can be retrieved from the digitization of the approximated curve [17] . The algorithms in the first three approaches cannot be considered in our parallel multi-region framework since either they cannot be applied on complex digital curve topologies, or the approximation cannot be decided locally, making the parallelization more complex or impossible.
In this paper we illustrate our generic framework with three different geometrical criteria: First a polygonal simplification process based on a maximal distance threshold (area deviation based approach). Then we have also considered a digital reconstruction criterion based on DSS [10, 12, 17, 19, 21] . The last criterion exploits the topological data structure to construct an approximation based on the region geometry preservation (using geometrical moments) instead of a region contour simplification process.
In Sect. 2, we first introduce combinatorial maps. Section 3 details our two generic simplification algorithms, a sequential and a parallel one, taking a given criterion as parameter. In Sect. 4, we present two contour-based criteria: a distance-to-curve criterion, and a digital straight segment recognition, and in Sect. 5 we give a region-based criterion based on geometrical moments associated to regions. In Sect. 6, we finally present some experiments and we conclude in Sect. 7.
Combinatorial map presentation
A combinatorial map is a mathematical model of space subdivision representation based on a planar map [14, 30] . The subdivision of a 2D topological space is a partition of the space into three subsets whose elements are cells of 0, 1 and 2 dimension (respectively, called vertices, edges and faces, and denoted i-cell for an i-dimensional cell). In 2D, a combinatorial map is equivalent to other structures such as the Winged-Edge data structure [1] or the doubly connected edge list [2, 25] . The main advantage of combinatorial maps is the generic definition which is valid in any dimension. This is not used in this work since we consider only 2D images, but allow us to plan extension of this work to 3D as explained in the conclusion.
Intuitively a 2D combinatorial map (or 2-map) is a decomposition of 2D objects into faces, edges and vertices. The basic element of a 2-map is called a dart (sometimes called half-edge in 2D). Each dart is incident to a vertex, an edge and a face. Darts are linked together with two one-toone mappings b 1 and b 2 which describe the structure of the subdivision: b 1 connects one dart belonging to an edge to the dart of the next edge of the same face; b 2 connects one dart belonging to an edge to the dart of the other face of the same edge. Definition 1 is the definition of 2D combinatorial map (see [20] and Fig. 1 Combinatorial maps encode subdivisions and incidence relations between all the different cells of the space, and so represent the topology of this space. Thanks to this model and its implementation [9] , we can directly (i.e. in O(1)) retrieve all the different relations associated with darts and one-to-one mappings. We denote v(d) (resp. e(d), f(d)) for the vertex (resp. edge, face) incident to dart d.
Moreover, several operations exist to modify a combinatorial map. The main operation used in this paper is the removal of an i-cell, called the i-removal operation, which removes the i-cell and merges the two incident (i ? 1)-cells. The i-removal operation is possible only for degree 3 one or two cells. Indeed, otherwise it is not possible to decide how to connect cells around the removed cell. Thanks to combinatorial maps, it is possible to test in O(1) if the degree of a vertex is 2. Moreover, the removal of a vertex does not modify the degree of the other vertices (see [7, 9] for more details on removal operations and algorithms).
In Fig. 1 , vertices 1, 4 and 5 are degree two vertices and can be removed, while vertices 2 and 3 are degree three vertices and thus cannot be removed.
In this work, we use a combinatorial map to describe regions contained in a labeled image. Such image can be the result of any segmentation algorithm (for example [8, 13] ). Regions in a labeled image are the maximal sets of 4-connected pixels with same label. Note that we can consider any type of image and use the color of each pixel as a label. Regions are important for image processing since they contain colorimetric information about objects embedded in the image (mean color, texture characteristics, …). Each region of the image is represented with a data structure added to the combinatorial map. This allows to easily add some information to regions. Moreover, each region is linked to a dart associated with the external boundary of the region, and all the darts of a region are linked with its belonging region. This allows to retrieve in constant time, given a dart, its belonging region, and given a region, we can retrieve in linear time all of its darts.
We can see in Fig. 2 an example of a 2D combinatorial map describing the labeled image shown in Fig. 3 . Vertex 3 is a degree one vertex because it is incident to one edge (a self loop). Even if this vertex can be technically removed, its removal involves the lost of the boundary between region R 2 and R 3 . Vertex 4 is also a degree one vertex, but this case is not possible when the combinatorial map describes a labeled image. Indeed, such a map represents boundary between regions, and these boundaries are closed curves. To summarize, vertices with degree greater than two can not be removed, and degree 1 vertices either must not be removed or do not exist: this ensures that only degree two vertices must be considered during our simplification algorithms.
Combinatorial maps encode only the topology of the image. Geometry is described by using the cellular framework that decomposes the digital space pixels into linels, pointels, and pixels: linels are unit one dimensional elements separating two pixels and pointels are zero dimensional elements between linels (see [17] and Fig. 3 ).
In the rest of the paper, we present several techniques to perform a labeled image contour simplification. All these processes are based on the same generic algorithm using combinatorial map data structure properties.
The generic and parallel algorithms for polygonal approximation
We present now the generic algorithms allowing to simplify a given set of digital curves according to a given criterion. These algorithms use the high-level representation of the curves by a combinatorial map. This allows to handle efficiently the vertices, the edges and the faces of the subdivision, and to use removal operations allowing to simplify the model while updating its properties. First, we present a straightforward sequential algorithm to sketch the main principle of our method; then, we present the parallel version which is a direct extension of the sequential one.
The sequential algorithm
The main principle of the sequential algorithm, presented in Algorithm 1, is first to compute a combinatorial map where each edge corresponds to a linel between two pixels belonging to two different regions (by using algorithm presented in [9] ). Then we scan the vertices of the map and remove each degree two vertex such that the geometrical criterion used for the polygonal approximation method is satisfied. When a vertex is removed, as detailed above, both incident edges are merged into a unique edge. The geometrical embedding of the new edge corresponds to the concatenation of two adjacent discrete curves into a single one.
The main loop of Algorithm 1 considers each dart successively, and processes only degree two vertices. Indeed, vertices with degree [2 are at the junction of several branches and thus cannot be removed. Moreover, since the removal of a vertex does not modify the degree of the other vertices, we are sure that these vertices cannot become removable later. This property ensures that during the simplification process, each vertex is tested exactly once.
When the current vertex is removed during the main loop, we jump over removed darts and continue the loop with the next dart. At the end of the algorithm, we have considered each vertex of the map, and we have removed the ones satisfying our merging criterion. This allows us to prove that the polygonal approximation is stable since no more vertex can be removed. Note that the result of polygonal approximation depends on the order in which vertices are processed in the main loop of Algorithm 1. Indeed, each result is composed of a stable polygonal reconstruction in the sense that the union of two adjacent segments does not satisfy the given criterion. However, depending on the order of processed vertices, the extremities of segments can be different, and moreover the number of segments can also be different (see the example in processing step in order to sort vertices and thus to add some properties on the resulting polygonal approximation. A discussion on this point is addressed in the conclusion.
The key point of Algorithm 1 is that each operation used in the main loop is a local process, and that each adjacency and incidence relations can be retrieved directly in O(1) thanks to our model. Thus, the overall computational cost of Algorithm 1 is linear in number of darts, times the cost of the geometrical criterion.
The parallel algorithm
The main idea of the parallel algorithm is to share the combinatorial map, to split the main loop of the sequential algorithm into several independent loops, and to execute each loop in parallel using threads. Thanks to the combinatorial map data-structure, the information associated to darts (degree, neighbors, …) can be retrieved in O(1) in a thread-safe manner. The remaining bottleneck is the generic criterion computation and the removal of the considered dart. Since the algorithm is generic, we do not know yet the problems that can arise due to concurrent access of different threads. We avoid these problems by using the function takeMutexes() which must be defined according to each simplification method in order to guarantee correct access to the shared memory. Algorithm 2 details the pseudo-code executed by each thread independently.
The main loop of this algorithm is very similar to Algorithm 1one. We can point out two main differences: first, the list of darts to process is now only a part of the whole darts of the map since other darts are processed by other threads. Second, we have added a particular process to avoid conflicts due to concurrent access. This is achieved by function takeMutexes(). As detailed in Sects. 4 and 5, it is enough to protect the map locally with mutexes around the removed vertices.
The function returns false if it was not able to take all the required mutexes. In such a case, the current vertex cannot be processed because the modifications made by another thread can modify the vertex, and thus we need to re-test this vertex later. For that, the vertex is pushed in a stack of vertices to be considered later. Note that mutexes are taken in non-blocking mode to avoid inter-blocking situations and that the termination is guaranteed by using a total order on cells, as explained in the following sections.
4 Approximation with contour-based criteria
Distance-to-curve criterion
The first simplification process we present is based on a very simple contour polygonal approximation using a distance-to-curve criterion which corresponds to an adaptation of [31] .
The criterion is given in function criterionPolygon(). It consists in computing the maximal distance between the edge obtained if we remove the vertex incident to the considered dart (the Euclidean segment ½v 1 ; v 2 ) and all the pointels of the corresponding curve in the image associated to edges e(d) and e(b 0 (d)) (see Fig. 6 ). The criterion is satisfied if the distance is smaller than a threshold specified by the user. To compute the distance between segment ½v 1 ; v 2 and the curve, we compute successively the distance between ½v 1 ; v 2 and each pointel belonging to both edges incident to d and to b 0 (d) (the two edges incident to vertex v(d)). The complexity of the (b) Fig. 6 Criterion used to allow or deny the removal of a vertex for the polygonal approximation. Pointels are labeled from a to k and edges are numbered from 1 to 4. a We try to remove the vertex incident to pointel e. We compute the maximal distance between segment [a, g] and each pointel of edges e(1) and e(2) (i.e. pointels from a to g). If this distance is smaller than ; the vertex is removed and edges e(1) and e(2) are merged into edge e(4) in b. b We want to remove vertex incident to pointel g, we compute the maximal distance between segment [a, k] and pointels from a to k function criterionPolygon() is linear in the length of the discrete curve between v 1 and v 2 .
Since the processing of a vertex is limited to the two incident edges, the parallel algorithm needs to protect concurrent accesses on both edges incident to the current vertex. This is simply achieved by adding a mutex to each edge of the combinatorial map. Then, in the takeMutexesPolygon() procedure, we try to take the mutexes associated with edges e 1 and e 2 . If both mutexes are taken, we have a guarantee that there is no other thread processing a vertex incident to either edge e 1 or e 2 . As discussed in Sect. 4.3, we use a total order on the edges to decide which mutex we take first (order 0 and its associated min and max functions). The order can be arbitrarily chosen and in our experiments, we have used the order induced by edge memory addresses.
Discrete straight segment reconstruction
To illustrate the genericity of the proposed simplification algorithm, we consider a second method of polygonal approximation using digital straight segment recognition. DSS recognition algorithms are widely used to convert a digital contour into a polygon (see [17] or [18] for a complete survey). Indeed, this class of algorithms provides several advantages compared with the contour approximation algorithm presented earlier: a DSS contains arithmetical structures allowing to speed up the recognition process using only integer number computations; and using DSS, we can derive a loss-less representation of the digital curve since the digitization of the obtained polygon exactly coincides with the input set.
In the literature, many DSS characterizations exist [17] ; we consider here a digital straight line as the set of pixels ðx; yÞ 2 Z 2 satisfying:
with a; b; l 2 Z: Hence, b/a is the DSS slope and l its intercept. According to Reveillès [26] , the resulting set of pixels is a 4-arc, which means that each pixel of the DSL has exactly two 4-adjacent neighbors. A DSS is defined as a finite connected subset of a DSL. For example, in Fig. 7a , both sequences fa; . . .; gg and fg; . . .; kg are DSS. Bold lines (dashed or not) represent the DSS leaning lines defined by ax -by = l and ax -by = l ? |a| ? |b| -1. Based on this definition, a recognition problem may arise: given a set of grid points, does there exist a DSS containing it? In the literature, many algorithms have been proposed [10, 12, 17, 19, 21] . In our framework, we consider a recognition process based on a union predicate: given two 4-adjacent DSS, we decide if the union of the two pixel sets forms a DSS. Indeed, thanks to the combinatorial map representation, DSS parameters are attached to darts and thus the access to the adjacent DSS parameters can be obtained in O(1). Then, a naive algorithm to decide if the union of two DSS S and T (i.e. the union of the two grid point sets) is a DSS or not can be done in O(|T|). Note that more complex algorithms using preimages [21] can be designed to obtain a computational cost in O(log(a)) where a corresponds to largest side of the bounding box containing S and T.
For this method, we use as criterion the following function criterionDSS(): Note that contrary to the previous criterion criterionPolygon(), the parameter has disappeared since it is embedded in the DSS definition. In our implementation, the computational cost of function criterionDSS() is equal to the cost of function criterionPolygon().
In the initial map where each edge corresponds to a linel, we add an attribute to each edge containing the straight line equation of the corresponding edge (parameters a, b and l). This equation is easy to initialize since each segment of the initial map corresponds to a linel. Then, during the simplification algorithm, when we process vertex v(d), we test if the union of the two edges incident to v(d) is a DSS (these two edges are obtained from d and b 0 (d)). When this criterion is satisfied, we remove v(d) and update the DSS parameters of the new edge by modifying the corresponding attributes.
As for the polygonal approximation, we can prove that, at the end of the process, we obtain a stable decomposition into DSSs since the union predicate fails on each couple of remaining adjacent DSS. Figure 7 illustrates the DSS based contour reconstruction.
For the parallel algorithm, we use Algorithm 2 and the criterion function criterionDSS(). The function takeMutexes() is the same than takeMutexesPolygon() because for both methods, modifications are only made locally and concern the two incident edges around the removed vertex.
Termination analysis
In these contour-based criteria, an infinite loop situation consists in a state where all threads fail taking their two mutexes and thus no vertex is processed. Such situation only occurs when a cycle of degree 2 vertices is considered, with one thread associated to each vertex of the cycle, and when each thread starts taking its left mutex (and succeeds). In this case, no thread will be able to take its right mutex (see example in Fig. 8 ). Thus, no vertex is processed at this step and the same configuration could occur in the remaining execution flow. As a consequence, the program may not terminate. In the other cases (chain of degree 2 vertices, one vertex of the cycle not associated to a thread, or a thread starting with its right mutex), we can demonstrate that at least one thread can process its vertex.
To avoid the pathological case, we define a total order of the edges (relationship 0 in takeMutexesPolygon()). Using this order to take the two mutexes, we can ensure that at least one thread in the cycle can take its two mutexes (and thus process the point). Indeed, the situation where each thread takes its left mutex is not consistent with the total order and thus could never occur.
Conversely, the situation is the same if all threads take their right mutex first. Again, the 0 order solves the problem.
Approximation with a region-based criterion
The main idea of this third method of contour simplification is to preserve geometrical characteristics of the regions with the help of geometrical moments: geometrical moments associated with each region of the topological map are computed and controlled during the contour simplification.
Geometrical moments
In many computer vision-or shape-modeling applications geometrical moments have been widely used to provide a powerful tool to describe shape geometry [23, 29] . Considering a compact domain X on R 2 ; the geometrical moment m pq of order p and q is defined as follows:
From (2), we can first observe that m 00 is the area of the domain X and ( Þ its center of gravity. Note that geometrical moments m pq may not be relevant for shape description purposes since they are not invariant to basic transformation such as translation or scaling. However, from the geometrical moments, other invariant moments can be derived. For example, central moments [29] are invariant to translation and can be computed as polynoms of m pq moments. In shape matching, complex moments can be designed to achieve rotational invariance. For example, Zernike moments [24, 29] can be defined by linear combination of geometrical moments. 1 -a), (2 -b), (3 -c), (4 -d). If a 0 b 0 c 0 d  and if we have (1 -a), (2 -b), (3 -c) , then thread 4 tries to take a but fails and thus takeMutexesPolygon() returns false on 4 (and 3 can take d and process its vertex)
When the domain X is either discrete (subset of Z 2 ) or defined by a polygonal boundary, a fast geometrical moment computation algorithm can be designed. First, let us consider a triangular domain T with vertices fð0; 0Þ; ðx 1 ; y 1 Þ; ðx 2 ; y 2 Þg on which we want to integrate a function f : R 2 ! R: Using a linear mapping of the triangle vertices to the unit triangle T 0 vertices {(0, 0), (1, 0), (0,1)}, we have
Hence, using an analytical evaluation of the integration of the geometrical moments over T 0 , we obtain the following formulas to compute the geometrical moments of T:
If we consider now a polygonal domain P, a classical approach to compute the integration of f over P is to sum the contributions of the integration of f over all triangles fð0; 0Þ; ðx i ; y i Þ; ðx iþ1 ; y iþ1 Þgði ¼ f0; 1; . . .; ngmod nÞ. Thanks to the determinant in (3), as depicted in Fig. 9 , the sign a contribution depends on the edge orientation. Such an evaluation framework has been widely used to evaluate integrals over polygonal domains, such as geometrical moments [28] or Spherical Harmonics [22] .
In our framework, in order to preserve the geometrical characteristics of the labeled image regions, the idea is to define a contour simplification algorithm controlled by geometrical moment variations. We can sketch the algorithm formalized below as follows: to decide if a vertex is removed, the error is evaluated in terms of geometrical moment changes of the adjacent regions.
Moment-based simplification algorithm
For this method, contrary to both previous ones, attributes are associated to regions and not to edges. Indeed, each region of the topological map will contain the set of moments we consider. The criterion which allows or denies to remove a vertex needs here to compute the new moment of both regions incident to the current vertex (there are always two regions since we process only degree two vertices).
Let us consider the example given in Fig. 10 : let us suppose that we decide to remove the vertex b. Hence both regions A and B change leading to regions A 0 and B 0 . If we denote T uv the triangle {(0, 0), u , v} and m pq P the geometrical moment of order p, q of the domain P, it follows from the additivity of the geometrical moments that The overall simplification process can now be formalized as follows: we first fix the number of moments we want to control and we compute the analytic formulas of (4). Then, we compute the geometrical moments of the initial image regions. This step can be performed without increasing the computational complexity during the topological map extraction. Then, to decide if a given vertex of the map can be removed, we construct a predicate based on a threshold on the ratio between updated moments and initial ones (see function criterionMoment()).
In a computational point of view, the criterion is evaluated in O(1) since the topological information (adjacent In the parallel method, to avoid problems due to concurrent access, mutexes need here to be linked to regions (see function takeMutexesMoment()). Otherwise, if two concurrent threads process two vertices incident to a same region, both criteria can return true to allow both removals because each modification is smaller than the threshold while the sum of the two moment modifications is greater than the threshold. Adding mutexes onto regions avoids this situation because the concurrent threads cannot process two vertices incident to a same region.
This shows another interest of our approach which allows to use any cells of the cellular decomposition (vertices, edges and faces), and depending on the needs of each application, we can add different attributes onto different cells.
Termination analysis
Similarly to Sect. 4.3, termination problem may occur when thread dependencies during the non-atomic takeMutexesMoment() process induce a cycle. Again, we have used an arbitrary total order on regions (0 in takeMutexesMoment()) to break the cycle and ensure the termination of the simplification.
Experiments
To evaluate our generic framework for labeled image contour simplification, we have set up several experiments. First, we evaluate the genericity in terms of time efficiency of the algorithm parallel versions compared with sequential ones. Second, we demonstrate the scale-up property considering high-resolution images. Last, we evaluate the criteria in terms of visual quality.
Our experiments were made with an ''Intel Core i7 CPU'' at 2.80 GHz, with 12 GB of memory and 8 MB of cache. This processor has four cores and uses hyperThreading technology, allowing to run eight threads simultaneously. We have used eight segmented images: Airplane, Baboon, Cornouaille, Goldhill, Lamp, Lena, Peppers, Table (see Fig. 11 ). These images are classical images used in image processing, segmented with a basic region growing algorithm. Table 1 presents all the characteristics of these images (size, number of regions) and the number of vertices and edges of the initial map (where each edge corresponds to a linel). The number of darts is not given since it is twice the number of edges. Table 2 gives the times taken by our methods (values are means of ten tests for each image). For the polygonal approximation method, we have used a threshold ¼ 1:0; and for the moment preserving method a percentage of modification allowed s = 5%.
First, we can remark that our methods are very efficient. Indeed, the time required for each method is very small: the worst case is in 40.15 ms to simplify Baboon with the sequential moment methods. Baboon is the worst case image because it is composed of many small regions which avoid contour simplifications. Second, we can remark that in general, the discrete reconstruction method and the polygonal simplification are faster than the moment preserving simplification. The moment method is slower than both other methods due to the computation of moments: there are six moments to compute for three edges, and moments used complex formula.
We can observe that the speed-up of the parallel method is interesting: about 42% for the polygonal approximation, 51% for the discrete reconstruction method and 40% for the moment preserving method. First, we must notice that the gain for parallel methods is related to the time required by the sequential one. Indeed, fast sequential algorithms are really difficult to improve. This is, for example, the case for Cornouaille, Lamp and Second, this speed-up must be considered relatively to the number of conflicts during the simplification. The rows poly push, dss push and mom push in Table 2 give the number of vertices pushed in the stack of dart to reconsider (a vertex is pushed in this stack when the thread was not able to take the two required mutexes). We can observe than the number of conflicts is really small for the two first methods (polygonal and DSS simplifications), while these numbers are important for the moment method. Indeed, for the two first methods, mutexes are local since they correspond to the two edges incident to the current vertex, while for the moment method, mutexes correspond to the two regions incident to the current vertex, which prohibits the process of many other vertices.
This explains why we have for example a speed up of 20% for the image Baboon, and 62% for the image Lena for the moment method. For Baboon, we obtain better results by decreasing the number of threads. We have 33.23 ms with two threads, 26.8 ms with four threads, and 31.84 ms with eight threads. These times are related to the number of conflicts: 1,101,506 for two threads, 12,528,498 for four threads, and 25,569,191 for eight threads. Using four threads seems in this case to be a good compromise between number of vertices to treat by each thread, and number of conflicts.
We have also considered an experiment in order to study the scale-up property of our algorithms. For that, we have taken the Peppers image, and multiply its size by 2, 3, 4, 5, 6, and 7. Thus, we obtain seven images of size from 512 9 512 to 3, 584 9 3, 584. We have run our three simplification methods in sequential and in parallel onto these seven images. Results are presented in Fig. 12 . We can first remark that even for large images, our methods are really quick: \120 ms for image of size 3, 584 9 3, 584 for the DSS method. Second, we can observe that despite the fact that the worst case complexity is not linear for the first two methods, the time efficiency behaves linearly. As expected, Fig. 12 also illustrates the speed-up between sequential and parallel methods. This is confirmed while studying the slopes of the linear regression between computation times and size of images given in Table 3 . We can observe that slopes are smaller for parallel methods than for sequential ones: this shows that the speed-up of parallel methods comparing with sequential ones increases for bigger images.
To evaluate the results of the proposed simplification methods, Fig. 13 shows three zooms onto the left eye of Lena. We can observe that the contours obtained with the DSS method describe more precisely the original regions Fig. 11 The eight images used in our experiments: Airplane, Baboon, Cornouaille, Goldhill, Lamp, Lena, Peppers and Table   Table 1 Image characteristics: Size is the size of the image in number of pixels (x and y), Regions, Vertices and Edges are respectively the number of regions, of vertices and edges of the initial combinatorial map corresponding to the image Size Regions Vertices Edges than contours obtained with the polygonal approximation. This can be verified in Table 2 by looking at the number of removed vertices: there are always less removed vertices for DSS method than for polygonal one. We can also see that the moment-based method preserves more precisely the small region contours while allowing more important modifications on large region contours. Indeed, in this method, the modifications allowed are a percentage of the original moments, and thus for small regions, removing a pixel involves, in percentage, a bigger modification than for a large region. This can be also verified in Fig. 14 for experiments on other classical images (Soldier and Bird). The DSS method gives results with more vertices than both other approaches, due to reversibility. The moment preserving method simplifies more strongly small details due to the merging criterion which is given in a percentage of the whole region. This shows once again the interest of our generic approach allowing to easily propose a new criterion mixing local and global features depending on the need of a particular application.
Conclusion
In this paper, we have presented a generic algorithm which allows to simplify the contour of any labeled image. By using a combinatorial map which describes the image, we use cells of the subdivision to add some parameters, and we use incident and adjacency relations to merge two edges Table 2 Times in milliseconds (10 -3 seconds) taken to compute the polygonal approximation with the sequential (poly seq.) and parallel (poly par.) method, to compute the discrete reconstruction with the sequential (dss seq.) and parallel (dss par.) algorithm, and to compute the simplification preserving moments with the sequential (mom seq.) and parallel (mom par.) algorithm. The three rows speed-up give the percentage of speed-up of the parallel method on the sequential one for each type of simplification, the three rows push give the number of vertices pushed in the stack of elements to reconsider, and the three rows rem. vertices give the number of removed vertices for each method (means of ten tests) when it is possible. This gives a simple and efficient algorithm. Moreover, since all processes are local, the algorithm can easily be parallelized with independent threads sharing the same map. Our experiments show that the speed-up of the parallel algorithm is about 45% with a ''Intel Core i7 CPU CPU''. Since our algorithm is fully parallel, the speed of our method will be improved by using future generation of processors with more cores. Furthermore, thanks to the time efficiency evaluation presented above, we have shown that a real-time multi-region contour simplification can be obtained.
As a consequence the genericity of our framework, we have presented three simplification methods: a first one which is a polygonal approximation of contours, a second one which is a discrete polygonalization, and a third one which is a moment preserving simplification. These three methods illustrate the interest of using combinatorial map because we use different type of cells (edges for polygonal approximation and for discrete reconstruction and regions for moment preserving simplification) and several adjacency and incidence relations.
An advantage of our method is the possibility to process vertices in any order. This can be easily achieved by adding a step which sorts vertices of the initial combinatorial map in a specific order. For example, we can use random orders to obtain results which can be statistically studied. This order of vertices must also be studied in order to improve the parallel methods by decreasing the number of conflicts.
Another future work could be to schedule the vertices to process considering geometrical information. For example, we could order points according their estimated curvature measurement and then start the simplification process with low curvature value vertices. Moreover, we can easily add the notion of critical points (vertices that cannot be removed) by marking these particular vertices and do not process them during our algorithm. Last, we plan to extend this method in 3D by using 3D combinatorial maps [5] .
