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Abstract
Recent technological advances have enabled both the consumption and provision of mobile services
(m-services) by small, portable, handheld devices. However, mobile devices still have restricted
capabilities with respect to processing, storage space, energy consumption, stable connectivity,
bandwidth availability. In order to address these shortcomings, a potential solution is context-
awareness (by context we refer to the implicit information related both to the requesting user and
service provider that can aﬀect the usefulness of the returned results). Context plays the role of
a ﬁltering mechanism, allowing only transmission of relevant data and services back to the device,
thus saving bandwidth and reducing processing costs. In this paper, we present an architecture for
context-aware service discovery. We describe in detail the system implementation and we present
the system evaluation as a tradeoﬀ between a) the increase of the quality of service discovery
when context-awareness is taken into account and b) the extra cost/burden imposed by context
management.
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1 Introduction & Motivation
Recent technological advances in the areas of mobile and service-oriented com-
puting have enabled novel scenarios of use that involve mobile devices (laptops,
PDAs, cellular phones, etc) that can both consume and provide mobile ser-
vices [21]. We adopt a data-centric and service-oriented approach: data is en-
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capsulated as services, and access to data is enabled through service calls [16].
This approach hides the heterogenous nature of mobile data scattered in di-
verse devices and provides a standard, well-deﬁned and globally accepted way
for data access.
Any autonomous, portable, handheld device can be considered as a can-
didate for participating in our scenarios of use that involve innovative appli-
cations, either as a service requestor or as a service provider 4 . However,
handheld devices still have restricted capabilities that hinder the design of
straightforward communication protocols and prevent the management of data
or services in an easy way. Limitations of mobile devices involve restricted pro-
cessing capabilities and storage space, increased power consumption, limited
display capabilities, variable bandwidth availability, sudden disconnections.
Moreover, mobile users usually tend to prefer using mobile services: a)
from nearby locations, b) that return fresh data 5 , c) provided by trusted
users, and d) returning results displayable in the requesting device. In other
words, several parameters such as location, time, user identity and proﬁle,
device capabilities, that involve both the requesting user as well as the service
provider, have great inﬂuence in the search for the most suitable service. This
fact highlights the need for context management to support the eﬃcient de-
ployment of applications that strongly depend on mobility of users and data
sources. Context plays the role of a ﬁltering mechanism, allowing only trans-
mission of relevant data and services back to the device, thus saving bandwidth
and reducing processing costs.
According to traditional web service architectures, service discovery is
based on the use of service directories. However, existing service directo-
ries speciﬁcations [20,8] do not address issues related with mobility of services
nor with support of context-awareness in a straightforward and unambiguous
manner. In previous work [4,5,6], we have presented our approach for man-
aging a context-aware service directory, i.e. construction, search, update and
merge algorithms. In this paper, we capitalize on this theoretical foundation
and describe in detail the overall architecture and implementation of a system
that supports context-aware service discovery by means of enhanced service
directories. In particular, our contributions are:
• an architecture for enhanced service discovery based on the use of context-
aware service directories
4 A typical scenario of use involves tourists that carry mobile devices and walk near mon-
uments and local attractions, sharing data and resources (documents, photos, videos) with
each other
5 Freshness is related to the temporal dimension and implies that newly created shared
data and resources (images, ﬁles, etc) are more popular than outdated ones
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• a prototype system implementation that supports mobile service discovery
based on various contextual parameters
• the evaluation of the system with respect to the tradeoﬀ between the in-
crease of the quality of service discovery and the overhead imposed by man-
aging contextual information.
The rest of this paper is organized as follows: Section 2 reviews the re-
lated work, while Section 3 discusses the signiﬁcant role of context for mobile
services. In Section 4, the overall architecture of our context-aware service
discovery system is presented in detail, Section 5 describes the system im-
plementation and Section 6 evaluates the implemented system in terms of
advantages versus overhead incurred by the use of contextual information.
Finally, Section 7 concludes the paper and presents future research directions.
2 Related Work
Context-aware service discovery has been addressed lately by several research
initiatives that have proposed enhanced discovery mechanisms. The CB-SeC
framework [14] attempts to enable more sophisticated discovery and compo-
sition of services, by combining agent-oriented and context-aware computing.
Its notion of context is similar to our approach, but the representation is diﬀer-
ent. Modelling the contextual information is achieved by means of a recursive
function, whereas our approach is more data-centric and focuses on providing
a context-based index for service discovery.
Lee et Helal [11] also recognize the limitations of existing service discovery
approaches and try to exploit context-awareness in this respect. Moreover,
they also argue in favor of providing support for context-awareness by means
of service registries. The authors introduce the notion of context attributes, as
part of the service description, which allow dynamic evaluation of contextual
parameters to enhance service discovery.
The WASP project [17] extends the functionality of UDDI by introduc-
ing UDDI+, an attempt to improve the existing service discovery mecha-
nisms regarding semantic and contextual features. However, this approach is
technology-speciﬁc, depending on previous work concerning UDDI [20] and
DAML-S [15], whereas our approach is an external and independent model
that enables context-based indexing within any service directory. While we
both stress the importance of the context of a service and focus on improving
the performance of service discovery based on contextual parameters, Pokraev
et al. [17] provide support for exact and inexact service matching based on
their types, capabilities and models, through the use of a context ontology.
We expect to deal with inexact matching in our future work.
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Current standardization eﬀorts regarding service directories like UDDI [20]
and ebXML [8] present certain limitations. For instance, in [10], the authors
achieve service categorization based on their WSDL descriptions, which proves
restrictive, when trying to address issues like mobility of services, semantic
discovery and context-awareness. Therefore, research initiatives have tried
either to enhance the functionality of service directories [1,10,18] or to identify
new research challenges [9].
Maamar et al [12] present an approach for Web service composition based
on the use of agents and context. Their context model (I/W/C-Contexts) is
service-centric and comprises three types of context: a) I-context refers to a
Web service instance context b) W-context is the Web service context that is
deﬁned by means of I-contexts and c) C-context is the context of the composite
service and is deﬁned by the respective W-contexts.
Constantinescu et al [3] also deal with service composition and discovery in
their work. They allow partial matching of services and user-deﬁned ranking
functions for decreasing directory response times. As in our case, the impor-
tance of indexing within the service directory is recognized, however our focus
is on context representation for services and on context-based service retrieval.
Moreover our approach also focuses on mobility of services.
Distributed service discovery approaches (for instance JXTA) are also rel-
evant to mobile service discovery (and consequently to our approach). Fur-
thermore, distribution of service registries is considered in our work [4,7].
Compared to [13], our registries rely on a wired infrastructure, communicate
and inter-operate directly, in order to support discovery of services hosted by
mobile devices that communicate in a wireless way. In fact, we have used the
JXTA framework in recent work [7], in order to study mobile service discovery
in a distributed architecture of context-aware service directories.
3 Context for Mobile Services
Limitations of both mobile devices and current wireless communication tech-
nology impose careful resource management. Applications running on mobile
devices cannot aﬀord to waste power nor consume available bandwidth by
transmission of irrelevant data, not to mention unnecessary retransmissions.
Furthermore, screen size and, more generally, device capabilities impose re-
strictions on displayed data, for example presentation of high quality images
is usually not supported. Returning long lists (i.e. results of queries posed at
Google) to mobile users leads to user annoyance, besides excessive bandwidth
consumption. Finally, since timely responses are required for successful mobile
applications, it is often necessary to exploit user location in order to provide
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resources from nearby locations rather than distinct ones.
We deﬁne context in service discovery for mobile computing as the implicit
information related both to the requesting user and service provider that can
aﬀect the usefulness of the returned results [5]. Two kinds of context are
identiﬁed, namely service context and user context. Service context can be
the location of the service, its version, the providers identity, the type of the
returned results and possibly its cost of use. On the other hand, each user
is characterized by a user context that deﬁnes her current situation. This
includes several parameters like location, time, temporal constraints, as well
as device capabilities and user preferences.
During service discovery user context is matched against service context
in order to retrieve relevant services with respect to context-awareness. Con-
text is very important in mobile service discovery, since it can play the role
of a ﬁltering mechanism returning only the subset of retrieved services that
conform to the user’s current context.
In our approach, we focus on representation of context for web services and
we choose a context representation formalism adopted from previous work
on context-dependent representations [19]: context is represented by a set
of dimensions that take one or more discrete values or range over a speciﬁc
domain. Combining diﬀerent dimensions of context that specify the conditions
under which a service exists, results in a graph that represents a speciﬁc service
category within the service directory. A set of such service categories form
the service directory. Note that each service category may contain diﬀerent
contextual dimensions, based on the type of services it includes. Obviously,
the combination of diﬀerent dimensions within a service category results in
more costly updates, but improves greatly searching for services based on
contextual information.
The graph (see Figure 1) comprises two kinds of nodes (following the no-
tation of [19]): rectangular nodes, called multidimensional nodes, represent
multidimensional entities that present diﬀerent facets under diﬀerent contexts,
whereas circular nodes, representing entities, are called atomic or context
nodes, depending on whether they are leaves of the graph or not. Atomic
nodes are able to hold some kind of data and in our approach they represent
web services. In our approach, only atomic nodes exist, no context nodes.
There are also two kinds of edges: context and entity edges. Context edges are
represented by thick lines and they deﬁne the contexts (represented by labels
called explicit contexts) under which the services hold. Entity edges are plain
edges that represent relations between entities, and in this approach they are
used to deﬁne the service category.
In Figure 1, a service category within the service directory is depicted,
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Fig. 1. Part of a context-aware service directory for image retrieval services
namely image retrieval services. As an example, consider service with iden-
tiﬁer: #1. This service is provided by tourist Chris, returns images of type
jpg and is available at diﬀerent locations at diﬀerent times of the day. As
the user walks, the service is provided near Acropolis at 9 and 10 a.m., while
two hours later it is provided at Plaka (the oldest section of Athens and ar-
guably the nicest neighborhood in central Athens). Given this representation,
context-based service retrieval is performed eﬃciently by means of a breadth
ﬁrst search algorithm [4]. For example, consider another tourist who also vis-
its Acropolis shortly after 10a.m. and wants to ﬁnd pictures of Acropolis to
store in her PDA. She enters the keywords:
Qusr = (photos,Acropolis)
to initiate a search for suitable services and at the same time a contextual
query is formulated:
Qcxt = (location=Acropolis,time=10:00,image=(jpg,gif))
that captures her location, the current time and the capabilities of her device.
The evaluation of Qcxt on the service directory focuses on the left subtree
of the graph (for location Acropolis) and returns service with id: #1, which
belongs to Chris, and ignores services with ids: #2 and #3 that return mpg
ﬁles. As you see, even for a simple example, the precision of the search is
increased and the results are reﬁned in terms of the relevant context.
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Fig. 2. Overall system architecture for context-aware service discovery
4 System Architecture
In order to realize context-aware service provision in a mobile environment,
there is a need for introducing context within the core of the service discovery
process. As already mentioned, we consider a context-aware service direc-
tory, i.e. a service directory enhanced with contextual descriptions, as the
cornerstone of an architecture for mobile service discovery. In this section, we
present the overall architecture for context-aware service discovery and discuss
in detail its design.
4.1 Context Management
Our notion of context within a service directory resembles an index, like the
ones used in traditional relational databases. Intuitively, parallels can be
drawn between service retrieval based on contextual attributes and tuple se-
lection based on a table’s indexed column. In this sense, a context-based
index enables service discovery within a service directory based on contextual
attributes. This is an alternative and complementary approach to standard
searching mechanisms provided by directory speciﬁcations, for example search
by organization or by service category.
In Figure 2, the overall system architecture for context-aware service dis-
covery is depicted. In a typical web service architecture, a variety of service
registries (UDDI, ebXML, other variant) is generally available for publishing
web services. Access to this information is provided by means of a standard
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interface, namely JAXR. JAXR achieves to abstract the particular under-
lying service registry and allows transparent access to service descriptions.
Similarly to JAXR, the context-aware service directory plays the role of an
interface to all aforementioned registries - using functions provided by JAXR
(e.g. ﬁndServices, that returns all services in the Registry Server that belong
to a speciﬁed category given as parameter)- but additionally supports service
retrieval based on a contextual query. However, a context-aware service direc-
tory requires to be updated, whenever a change of a service’s context occurs.
We have addressed such updates in [6].
As mentioned in Section 3, device capabilities and user preferences are
important features that are incorporated in user context. In order to manage
this kind of information a set of repositories is maintained, namely a device
repository and a user proﬁle repository.
• User Proﬁle Repository : During user registration in the system, a user may
submit his/her preferences to form the corresponding user proﬁle. This can
be updated later, based on user’s behavior, for example using the invoked
web services or the history of use. User preferences provide a personalization
mechanism, which can be seen as part of the overall context, and enable
service discovery in a way that matches best the explicit or implicit user
requirements.
• Device Proﬁle Repository : Since a user may have access to the system us-
ing more than one device, during each log on, the mobile device’s proﬁle
is sent to the device repository. Notice that uploading the device proﬁle
usually takes place at ﬁrst log on, and when subsequent changes of the de-
vice characteristics will be detected, only the modiﬁed part of the proﬁle
will be sent to the repository, thus saving valuable bandwidth. Taking into
account device proﬁles avoids services with device requirements that exceed
the current device’s capabilities.
4.2 Service Discovery
In our application scenarios, mobile users issue service requests (or queries) for
mobile or stationary web services, using handheld devices. Due to mobility of
both requestors and providers, the surrounding environment is exceptionally
dynamic and volatile. Service discovery plays an eminent role in enabling
intercommunication of mobile users as well as data sharing. In the following,
we describe the service discovery process in the context of our architecture.
Mobile users are rarely aware of available web services that fulﬁll their
current needs. Therefore, enhanced service discovery mechanisms are required,
besides traditional search by category or organization (the latter is actually
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useless in mobile environments). Our system allows users to issue keyword-
based requests for services, so that a user can describe to the best of his
knowledge his needs. This strongly resembles web search engine, where users
search for documents based on a set of submitted keywords. A semantic
discovery module is responsible for determining the service categories that
are related to the user’s request, based on the use of a domain ontology.
For example, if the keywords were ”University Master Programs”, then after
the semantic analysis the service category would be Educational Services.
However, semantic service discovery is out of the scope of this work, so the
interested reader may refer to [21] for a more detailed view of our approach.
A separate query (henceforth represented by Qcxt) capturing the user’s
current context is attached to the user-deﬁned keyword-based query Qusr, in
order to present context-dependent results to the user. Qusr is semantically
disambiguated and issued against the service registry through the JAXR in-
terface (see Figure 2). This query ﬁnds all services that potentially fulﬁll the
user’s needs. That is, all the Services belonging to the speciﬁed category,
that are stored in the various registries, are retrieved and sent to the context-
aware service directory. At the same time, Qcxt is formulated using the device
proﬁle and the user proﬁle repositories. Additional contextual information is
contained in Qcxt, such as the user’s location and the time of the request. The
contextual query is sent to the context-aware service directory and ﬁlters the
set of services. The remaining subset of services, namely those that match the
user’s context, along with short descriptions is sent back to the user.
Summarizing, Qcxt acts as a ﬁlter on Qusr’s results, thus, a signiﬁcantly
smaller set of services that both meet the user’s needs and his/her context is
returned to the user.
5 Implementation Status
As described in Section 4, the system has a server-side and a client-side part.
The server-side part implements the context-aware service directory, while the
client-side part provides the user interface. In this section we will present an
overall description of the system’s implementation and of the tools that were
used to implement the system. In the server-side part we used:
• UDDI (Universal Description, Discovery and Integration): UDDI is an
XML registry that provides standard mechanisms for businesses to describe
and publish their services, discover other businesses that oﬀer desired ser-
vices, and integrate with them. UDDI provides two types of service discov-
ery a) by organization and b) by category. We have used version 2 of the
Universal Description, Discovery and Integration project implemented in
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the Registry Server’s release of Java Web Services Developer Pack (JWSDP
v.1.4). The Registry Server is a service registry where organizations and
services are stored and implements both types of service discovery provided
by UDDI.
• JAXR (Java API for XML Registries): JAXR provides a standard Java
API for performing registry operations over a diverse set of registries. It
also provides a uniﬁed information model for describing registry contents.
So regardless of the registry provider used, all programs deal with the same
information model. JAXR provides also the Registry Browser Tool. This
tool connects to a Registry Server and enables operations such as:
· insert/delete services or organizations from the Registry Server
· discover organizations in the Registry Server
• Programming environment : To develop the various modules of our system
we used J2EE 1.4 and Apache Tomcat 1.4 for JWSDP (Java Web Services
Developer Pack) as web and application server.
The systems client-side part consists of three basic modules:
• The system administrator’s interface: This is a web interface, where the
administrator can delete an organization and all its services or bulk insert
organizations from a text ﬁle with a certain format (this option extends the
Registry Servers insertion, where only one organization or service can be
inserted at a time).
• The client’s (user) web interface: Gives the user two options, either search
by organization or by service category. The user also has to ﬁll his contextual
parameters manually. This is a simple prototype that we developed for
querying the context-aware service directory and it is not used by users,
since in our approach context is transparently managed without requiring
user intervention. Both the administrator’s and client’s web interfaces are
implemented using JSP and Servlet technology.
• The user’s mobile interface (m-interface): The system purpose is to improve
the search results for mobile users; this is why we developed one more user
interface, this time for a mobile device. This interface has been developed
using the J2ME technology. The communication between the user’s mobile
device and our system is implemented using the IEEE 802.11 protocol.
In Figure 3, the mobile user’s interface is depicted, as shown by the Java
Wireless Toolkit emulator. A mobile user has two options for submitting re-
quests for services: a) search by service category and b) keyword-based search.
In the former case, a set of available service categories is presented to the user,
who selects the one closer to his/her current needs. However, sometimes users
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Fig. 3. A mobile device issuing service requests, as shown in the emulator. At the left part, the
user searches by service category, while at the right part, a keyword-based query and the returned
service descriptions are depicted.
prefer submitting keywords for discovering resources (a typical example is Web
search) and this describes the latter case. The left picture shows how a set of
available service categories is presented to the user, who then chooses one of
them, and at a further step all services in the selected category that match
the user’s current context are retrieved. The right picture shows the results
of a keyword-based search request, again based on the user’s context. This
comprises the name and a short description for each retrieved service. In this
example three services seem to match the user’s contextual request.
In our system implementation we have adopted a useful and extendable
representation for device proﬁles, namely the CC/PP speciﬁcation [2], so as
to manipulate device characteristics. A CC/PP proﬁle is a description of
device capabilities and user preferences that can be used to guide the adap-
tation of content presented to that device. We use device proﬁles (a subset
of context) mainly as a ﬁltering mechanism that guides the search, in order
to return only services that are within the device capabilities, with respect to
processing, display, etc. We have implemented a CC/PP repository on top
of SQLServer2000, through the construction of stored procedures that enable
storing CC/PP ﬁles (which are XML-based) to a relational database, as well
as subsequent querying based on the device identiﬁer.
Regarding user proﬁles, we adopt a simple model based on hierarchical
representation of user preferences. The user can submit his proﬁle at registra-
tion time and also update it later. This enables only basic personalized service
C. Doulkeridis et al. / Electronic Notes in Theoretical Computer Science 146 (2006) 101–116 111
discovery, however we intend to extend this module in the future by integrat-
ing more sophisticated user proﬁles that can express the user preferences in a
better way.
6 System Evaluation
Evaluation of the proposed system is a complex procedure due to various
characteristics that aﬀect the overall system performance. We focus on what
we think is a representative subset of indices to support the feasibility and the
applicability of our approach.
We run all our experiments on a Pentium IV (2,8GHz) equipped with 512
MB RAM, which hosted the registry server and the context-aware service
directory (CASD). We used the 1.4.2 version of Java and Tomcat 1.4 for
JWSDP.
Our experimental setup consists of two evaluation scenarios. We created
250 (scenario 1) and 1000 (scenario 2) web service descriptions and inserted
them into the registry server. The ﬁrst three columns of Table 1 show the
service distribution in 10 service categories. The latter three columns show
the query selectivity for 10 random contextual queries that we used in our ex-
periments (the same queries are used in Figure 4). Note that the total number
of diﬀerent contexts is 100 in both scenarios (in other words there exist 100
diﬀerent paths in the CASD, or 3 contextual dimensions, each having 4 or 5
distinct values). For instance, category 1 is Accommodation and Food Services
with 25 and 105 services in each scenario, and the contextual query 1 is:
[device=palmtop,os=winCE,location=France]
which matches a total of 2 and 4 services (that belong to this category) re-
spectively.
Regarding search quality, it is rather self-evident that using contextual in-
formation improves the results of searches. Especially the precision of search
is increased, since the returned results do not contain services that are con-
sidered useless, as they do not match the user’s context. Precision is deﬁned
as the proportion of retrieved services that are relevant. We consider as rel-
evant those services that conform both semantically and contextually to the
user’s request. In other words, relevant services are those that belong to the
appropriate service category and at the same time return results that can be
processed by the mobile device; these are the services that are really useful
to the requesting user. Context-aware service discovery achieves to reduce
the number of retrieved services, by returning only the subset of potentially
relevant services that conforms to the context of the request. In the example
of scenario 1, a typical search for Accommodation and Food Services would
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Scenario 1 Scenario 2 Scenario 1 Scenario 2
Total services 250 1000 Contexts 100 100
Category 1 25 105 Query 1 2 4
Category 2 20 100 Query 2 4 6
Category 3 25 100 Query 3 1 3
Category 4 20 100 Query 4 3 7
Category 5 20 70 Query 5 1 2
Category 6 25 100 Query 6 3 4
Category 7 20 100 Query 7 4 6
Category 8 25 125 Query 8 4 10
Category 9 20 100 Query 9 1 2
Category 10 20 105 Query 10 2 5
Table 1
Experimental setup parameters: The ﬁrst 3 columns show the service distribution in 10 service
categories within the service directory, while the last 3 columns show the query selectivity for
each of the 10 queries used in our two evaluation scenarios.
return all 25 services in this service category, while the context-based search
would only return the 2 services that actually conform to the context of the
request.
Then, we measure the extra burden imposed by context management, in
terms of processing times for serving requests for services. We also calcu-
late the associated cost of transmitting service descriptions with and without
context management.
Our initial evaluation results show that the use of context within the service
directory increases processing time during searching only by 14 % (scenario
1) and 2, 5 % (scenario 2) on average (see Figure 4) and this improves when
the number of services increases. It is clear that CASD processing times
are small (less than half a second) and increase slightly with the number of
services. Of course processing times of registry server and CASD are not
directly comparable for several reasons, i.e. the number of retrieved services
is not equal, however the setup simulates a realistic situation where only a
small subset of services within a particular service category is expected to
match the context of the query.
Given an average size of retrieved service description: SDavg bytes, the
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Fig. 4. Processing time for service registry (left) and CASD (right) for the 10 distinct queries of
Table 1.
amount of transmitted data is SDavg multiplied by the number of matched
services. Searching by service category without taking context into account
results in all services in the category, while context ﬁlters out those services
that do not conform to the user’s current situation. The average amount
of transmitted bytes is reduced by a factor of 8, 8 in scenario 1 and 20, 5 in
scenario 2, due to the increased query selectivity when context is taken into
account.
Concluding, the extra cost paid by managing context is considered min-
imal, when compared to the achieved increase in precision and the reduced
number of bytes transmitted to the requestor. Updating and searching the
CASD has a low cost in principal [4,5]. Even when the number of contextual
dimensions increases, these operations show good performance. Actually, the
only drawback of our approach is the CASD construction cost, especially for
large values of contextual dimensions and associated values, but a) this cost
is paid only once and b) the number of dimensions refers to those within each
service category and not all dimensions over all categories, so it is normally
bounded. After all, service directories usually receive many search requests
and relatively few updates, and this approach deals eﬀectively with search
requests.
7 Conclusions & Future Work
This paper proposes a system architecture for service discovery, based on
a novel context-aware service directory. We motivated the use of context
for service discovery (esp. when mobility of both consumer and provider is
involved), we presented the implementation of our system and we described
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the experimental results of two evaluation scenarios. The results show that
our approach reduces signiﬁcantly the amount of transmitted data at the cost
of a relatively small processing overhead, while at the same time the quality
of the search is improved.
As for future research directions, we intend to focus mainly in extending
the context-aware service directory by means of contextual ontologies, in order
to allow serving semantically enriched contextual requests for services, without
the restriction of predeﬁned contextual types or values.
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