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Resumen 
 
El presente proyecto tiene un fin social y otro técnico.  Por un lado, el desarrollo de una 
plataforma web que le permita a la ciudadanía, conocer sobre la calidad del aire que respira y 
cuyo uso apoye la loable misión del grupo de Ecologistas en Acción, quienes por años han 
venido denunciando e informando a la población sobre las consecuencias negativas que tiene 
la contaminación del aire en la salud.  
 
Por otro lado se desea mostrar un mecanismo para interactuar con información enmarcada en 
el contexto de la web semántica, donde las medidas de los agentes contaminantes que se 
obtienen en formato RDF/XML del sistema CommSensum,  se convierten en contenidos 
legibles hacia el ciudadano, a través del portal web http://airelimpio.pc.ac.upc.edu/ y de la 
aplicación móvil AireLimpioYA, que despliega los contenidos web embebidos en un contenedor 
de Android.   
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1 Introducción 
 
El desarrollo del presente trabajo tiene dos motivaciones, el primero es técnico y consiste 
en exponer una aplicación que interactúe con la plataforma CommSensum,  la cual 
comparte información bajo las recomendaciones del World Wide Web Consortium  (W3C) 
para lograr agregar semántica a los conocimientos que existen sobre la web. 
CommSensum dispone de datos sobre agentes contaminantes obtenidos de fuentes 
oficiales de las ciudades de Madrid y Barcelona, y los publica en formato RDF/XML a través 
de la API disponible en su portal web.  Estos datos en formato estándar, si bien son 
perfectos para la web semántica, resultan poco comprensibles para el lector sin formación 
técnica especializada, por lo que, la Plataforma Web para una red de Monitoreo permitirá  
transformar esos datos a un formato legible que le permita a la ciudadanía, conocer sobre 
la calidad del aire que respira, para que pueda socializar y difundir esa información 
haciendo énfasis sobre los efectos perjudiciales que la contaminación del aire tiene sobre 
la salud de la población. Esta difusión ha sido uno de los objetivos del grupo de Ecologistas 
en Acción durante los últimos años, de modo que con esta aplicación esperamos apoyar su 
loable misión.  
Para conocer sobre las necesidades de un sistema de monitoreo, se realizaron 
acercamientos con el personal del CSIC (Consejo Superior de Investigaciones Científicas) 
quienes nos explicaron sobre la disposición de estaciones de monitoreo y cómo llevan a 
cabo el control de las mismas.  También se revisó plataformas similares que existen sobre 
la web y finalmente se revisó la maquetación para el sistema AireLimpioYA,   llegando a 
obtener la Plataforma Web para una Red de Monitoreo de la Calidad del Aire: 
AireLimpioYA.   
AireLimpioYA es un sistema que dispone de una aplicación web responsiva, la cual puede 
visualizarse desde un browser accediendo a la dirección http://airelimpio.pc.ac.upc.edu/.   
La aplicación web despliega marcadores sobre un mapa que hacen referencia a las 
estaciones de Monitoreo disponibles en el Proyecto de Medición de Contaminantes de 
CommSensum, pudiendo revisar las medidas que se han tomado recientemente, así como 
también datos históricos por cada tipo de sensor y con la ayuda de gráficos puede 
visualizarse en qué momentos algún agente contaminante ha superado los límites 
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parametrizados, además cuenta con un registro de las infracciones que se han ido 
presentando.  
Las páginas a desplegarse en dispositivos móviles 
(http://airelimpio.pc.ac.upc.edu/monitoreo/resumenIndividual/0/) usan geolocalización 
para encontrar la estación más cercana a la ubicación del usuario, y con dicha estación se 
muestran las últimas medidas registradas; cada agente cuenta con una descripción y una 
categoría por color,  para que su significado y estado sea de fácil comprensión.  De ser el 
caso, el usuario puede compartir la información que ve en el sistema en las redes sociales 
de Facebook y Twitter agregando algún comentario personal.    Para facilitar la 
accesibilidad a la aplicación en sistemas operativos Android, se cuenta con un contenedor 
que embebe y despliega el contenido web  antes mencionado. 
Procesar toda la información que se extrae desde CommSensum y realizar una 
categorización en línea resultaría en un tiempo de respuesta inadecuado, por lo que se ha 
creado un proceso al que se ha denominado Monitor, el cual se encarga de procesar los 
datos en background, de tal forma que la información se despliegue a los usuarios de la 
forma más inmediata posible.  Entonces, el Monitor se encarga de alimentar la estructura 
de base de datos que se compone de: tipos de sensores, estaciones, observaciones 
recientes, realiza una  categorización de las muestras,  registra  notificaciones por aquellas 
muestras que hayan superado su límite permitido, y las publica automáticamente en las 
páginas web de la AireLimpioYA registradas en Facebook y en Twitter.      La 
implementación del Monitor requirió un cambio en la API de CommSensum para agregarle 
funcionalidad que seguramente será útil en implementaciones de otros clientes.  
 
1.1 Propósito 
El propósito del presente trabajo es exponer bajo qué requisitos se desarrolló el 
sistema,  el diseño de la solución propuesta y qué tecnologías se utilizaron para 
resolver cada uno de los requerimientos,  de forma que sirva como referencia 
para desarrollos similares, así como también  para que el equipo técnico de 
Ecologistas en Acción tome la posta en futuros requerimientos del proyecto. 
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1.2 Alcance  
Desarrollar una plataforma web que permita conocer el estado de las  redes de 
sensores de Monitoreo desplegadas en las ciudades de Barcelona y Madrid, 
tomando a CommSensum como fuente de información.  
 
Objetivos Generales 
- Transformar los datos proporcionados por CommSensum en formato 
RDF/XML, a contenidos web comprensibles para el usuario final como 
mapas, grids, gráficos, etc., con la ayuda de herramientas de la web 
semántica. 
- Presentar estaciones y observaciones categorizadas o clasificadas por color 
de tal forma que le sea fácil detectar al usuario las superaciones de límites o 
la ausencia de información. 
- Encontrar un mecanismo que permita procesar y categorizar las muestras 
obtenidas para cualquier tipo de gas, sin afectar los tiempos de respuesta 
de la página web. 
- Permitir la difusión en redes sociales de la información sobre agentes 
contaminantes que hayan superado el límite establecido. 
 
Objetivos Específicos 
- Permitir que la plataforma sea reutilizable para otros proyectos suscritos a 
CommSensum. 
- Lograr que el sistema sea parametrizable en cuanto a rangos y límites, ya 
que las normativas podrían variar. 
- Asegurar que el aumento de nodos o de propiedades en CommSensum no 
afecte el funcionamiento del sistema. 
- Considerar el diseño responsivo en la creación del sitio web. 
 
1.3 Metodología de Desarrollo 
El sistema fue desarrollado bajo los criterios de las metodologías ágiles, 
considerando el tiempo de desarrollo y la necesidad de contar con entregables 
antes de que toda la funcionalidad esté implementada.  
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Las metodologías ágiles sugieren definir un conjunto de características del 
producto que se desea implementar por cada versión, estos requerimientos pasan 
por las fases de de análisis, diseño, desarrollo, pruebas y liberación (ésta última 
opcional en las primeras iteraciones), para luego volver a ejecutar otro ciclo con 
cambios o nueva funcionalidad.   
Los requisitos sobre el funcionamiento así como las revisiones sobre las versiones 
se realizaron semanalmente en las reuniones mantenidas con el grupo de 
investigación del Departamento de Arquitectura de Computadores (CompNet) 
conformado por: Jorge García Vidal, José María. Barceló Ordinas, Manel Guerrero 
y Oscar Trullols. 
 
El presente documento describe las fases de la construcción del software como si 
fueran secuenciales, pero en realidad se ejecutaron de acuerdo a la metodología 
descrita anteriormente, los principales hitos fueron: 
- Despliegue de estaciones sobre un mapa invocando a la API de CommSensum, 
esta fase implicó una familiarización con el sistema operativo Ubuntu y el 
lenguaje de programación Django, para luego adentrarse al trabajo con la API 
de CommSensum y de Google Maps. 
- Consulta y Gráfico de observaciones por fecha, a la cual se llega a través de los 
marcadores del mapa que ya despliegan las últimas medidas. 
- Módulo web con consultas a la base de datos, la cual dispone de información 
obtenida luego de ejecutado el proceso Monitor, esta fase implicó cambios en 
interface de CommSensum. 
- Versión prototipo para móvil,  para esta fase fue imprescindible contar con el 
servidor de ip pública donde instalar el sistema. 
- Versión para Móvil dentro de un contenedor de Android. 
- Utilización de Bootstrap para obtener una web responsiva. 
 
1.4 Acrónimos, Definiciones y Abreviaturas 
 
Término Descripción 
Nodo  Estación de medida que puede contener uno o más 
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sensores en su interior. 
Agente o 
Propiedad 
El término definirá a un contaminante como el Ozono, 
Monóxido de Nitrógeno, Monóxido de Carbono, Dióxido de 
Nitrógeno, etc. Se usará también para parámetros 
meteorológicos como temperatura, dirección del viento, 
radiación solar, precipitación total, etc. También puede 
referirse a un tipo de sensor. 
W3C World Wide Web Consortium es una comunidad internacional que 
desarrolla estándares que aseguran el crecimiento de la 
Web a largo plazo. 
RDF Resource Description Framework, utilizado para describir 
los recursos sobre la web, recomendado por la W3C. 
XML XML, siglas en inglés  de eXtensible Markup Language, es 
un lenguaje de marcas desarrollado por el World Wide 
Web Consortium (W3C) utilizado para almacenar datos. 
GPS Sistema de Posicionamiento Global. 
OWL Lenguaje de Ontologías que permite extender la 
funcionalidad de la Web Semántica, agregando nuevas 
clases y propiedades para describir los recursos.  
API Application Programming Interface, es un conjunto de 
métodos que ofrece cierta biblioteca a ser utilizada por 
otro sistema. 
BSD BSD es la licencia de software otorgada principalmente 
para los sistemas BSD (Berkeley Software Distribution). 
 
 
1.5 Visión General del Documento 
El documento está dividido en las siguientes secciones: 
1. Introducción.- Se hace una presentación del sistema, el alcance, los objetivos, 
la metodología utilizada y  acrónimos que se utilizarán a lo largo del 
documento. 
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2. Descripción General.- Se revisa la perspectiva del producto, se presentan 
herramientas similares, una descripción general de las principales 
funcionalidades del producto y cuáles son los usuarios del sistema. 
3. Marco Teórico.- Se hace referencia a los conceptos y descripciones de las 
tecnologías utilizadas. 
4. Requisitos.- Se detallan los requerimientos del sistema. 
5. Análisis y Diseño.- Se presenta cómo se atendió a cada uno de los 
requerimientos, y cuál fue la solución propuesta en términos de arquitectura, 
modelo de clases, interfaces del usuario, etc. 
6. Implementación.- Se presenta los mecanismos más relevantes que se 
utilizaron para resolver los requerimientos. 
7. Software y Hardware.- Se lista los componentes de hardware y software que 
ser requirieron para el desarrollo así como para la puesta en producción. 
8. Conclusiones del proyecto y trabajo futuro. 
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2 Descripción General 
2.1 Perspectiva del producto 
La Plataforma Web para una Red de Monitoreo obtiene la información del 
sistema CommSensum, por tal razón es dependiente de su disponibilidad.  Si 
dicho sistema dejara de funcionar, el presente sistema trabajaría con la última 
información que logró procesar, y únicamente  la opción de consulta de 
muestras por cada estación no estaría disponible.  Por otro lado si la 
información que recolecta CommSensum estuviera retrasada, la información 
que presenta la plataforma de Monitoreo también lo estaría, pero los 
marcadores de cada estación tomarían un color gris que significa la ausencia de 
información en un periodo determinado. 
 
En la web existen otras plataformas que permiten monitorear la calidad del aire 
que se mencionan más adelante, sin embargo cabe mencionar el valor agregado 
que tiene el obtener la información del sistema CommSensum: 
- Trabaja en el contexto de Linked Data, usando OWL y RDF  para describir las 
entidades y sus relaciones, es decir, trabaja bajo las recomendaciones para la 
Web Semántica de la W3C, lo cual implica una mejor comprensión del formato 
a procesar. 
- CommSensum es el repositorio centralizado de información al cual acudir 
cuando se requieren hacer consultas detalladas de históricos, permitiendo que 
la plataforma de monitoreo solo procese y registre la información generada en 
tiempo real. 
- Cuenta con datos confiables, que se obtienen de bases de datos públicas o de 
proyectos con sensores debidamente calibrados. 
- Es Open Source lo cual significó un gran beneficio ya que ante nuevas 
necesidades fue posible modificarlo.  
- La información de red de sensores puede ampliarse con la inclusión de redes 
comunitarias que utilicen dispositivos calibrados de bajo costo, lo que no 
implica cambios en el sistema. 
- La información de CommSensum está dividida en proyectos, así que la misma 
plataforma web para monitoreo puede ser útil en diferentes instalaciones.  
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Otros sistemas que nos sirvieron como referencia para comprender las 
necesidades de un sistema de monitorización, se muestran a continuación: 
 
Visor de Calidad del Aire de MAGRAMA 
El visor del MAGRAMA (Ministerio de Agricultura, Alimentación y Medio 
Ambiente) permite  a través de un browser consultar la información de calidad del 
aire a nivel nacional de los contaminantes, que incluyen datos en tiempo real y la 
evolución histórica de la evaluación de la calidad del aire. Los datos del visor 
proceden de la información enviada al MAGRAMA por parte de las diferentes 
redes nacionales, autónomas y locales. 
Este sistema está desarrollado con la API de ArcGis para Flex versión 2.5 en Flash. 
 
 
SmartCitizen  
Smart Citizen es una plataforma para generar procesos participativos de las 
personas en las ciudades. Poseen un portal desde el cual se puede visualizar 
información de las estaciones de contaminación y de ruido en varios países del 
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mundo. 
 
Este proyecto se limita a presentar información de dos gases contaminantes el 
Monóxido de carbono CO y el Dióxido de Nitrógeno, y la unidad de medida está 
en ohmios en lugar de microgramos por centímetro cúbico. 
 
Generalitat de Cataluña  
La aplicación de la Generalitat de Cataluña ofrece un servicio de información 
actualizado e interactivo de las estaciones de medida de calidad del aire en el 
ámbito de Cataluña y están a disposición del público. Los datos se obtienen de la 
Red de Vigilancia y previsión de la Calidad del Aire. La información se despliega 
sobre un mapa con los últimos datos disponibles. 
 
Posee además una aplicación gratuita para teléfonos inteligentes la cual permite 
saber cuál es la calidad del aire medida en las estaciones más cercanas a la 
ubicación del usuario.  
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2.2 Funciones del Producto 
El sistema tiene 3 componentes: 
- La aplicación web que permite visualizar la situación actual de las estaciones 
de monitoreo desplegadas en las ciudades de Madrid y Barcelona, así como 
también el detalle histórico de muestras. 
- La aplicación móvil que utiliza la geolocalización automática o manual para 
desplegar las últimas medidas registradas de la estación más cercana.  En 
esta opción se permite al usuario compartir a través de las redes sociales 
alguna observación que tenga acerca de las muestras que se le han 
presentado. 
- El Monitor que periódicamente se encarga de evaluar y calificar las muestras 
obtenidas y de realizar las notificaciones pertinentes. 
2.3 Características de los usuarios 
La aplicación está dirigida hacia el ciudadano en general cuyos conocimientos 
sobre contaminación son básicos, pero deberá estar familiarizado con el uso del 
internet,  dispositivos móviles y redes sociales.  
Personas con más conocimientos acerca de la polución y los responsables de 
estaciones de monitoreo o de sensores particulares, también pueden ser 
usuarios del sistema, con el fin de verificar que la información está siendo 
actualizada, es decir que sus equipos están operativos. 
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3 Marco Teórico 
3.1 Web Semántica 
  
La Web Semántica es un objetivo del W3C, la cual permite que el conocimiento distribuido 
a través de la red, pueda ser comprensible por los ordenadores y pueda ser procesada 
automáticamente.  Para que la Web de Datos sea una realidad, es importante contar con 
una enorme cantidad de información disponible en la Web en un formato estándar, 
accesible y manejable por las herramientas de la Web Semántica.  Pero además necesita 
que las relaciones entre estos datos también estén disponibles para crear una red de 
información, a este conjunto de datos relacionados entre sí en la web se le denomina 
Linked Data.  W3C recomienda como formato estándar a RDF, que en conjunto con otras 
herramientas como  SPARQL y  OWL hacen posible convertir la Web en una infraestructura 
global en la que cual se puede compartir, y reutilizar datos y documentos de diferentes 
orígenes. 
 
3.1.1 RDF  
 
Resource Description Framework (RDF) es una recomendación del W3C como 
un modelo estándar para el intercambio de información en la web.  
RDF provee un método general y flexible para descomponer cualquier 
conocimiento en piezas pequeñas, llamadas triples, con algunas reglas de 
semántica. 
RDF rompe el conocimiento en un grafo dirigido etiquetado. Cada arista en el 
grafo representa un hecho, o relación entre dos cosas.   Una sentencia 
representada de esta manera tiene tres partes:  Un sujeto, un predicado y un 
objeto (s,p,o).  El sujeto es lo que está al inicio de la arista, el predicado es el 
tipo de arista  y el objeto es lo que está al final de la arista. 
Formalmente, los nombres para sujetos, predicados y objetos deben ser  
URIs. 
La sintaxis en XML es la más relevante, sin embargo también se puede 
representar con Notation3(N3), Turtle, N-Triples, N-Quads y JSON. 
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3.1.2 OWL  
 
Web Ontology Language (OWL), permite extender la funcionalidad de la Web 
Semántica, agregando nuevas clases y propiedades para describir los 
recursos.    Las ontologías, se encargan de definir los términos utilizados para 
representar un área de conocimiento, y son utilizadas por los usuarios, las 
bases de datos y las aplicaciones que necesitan compartir información 
específica en algún campo determinado, como puede ser el de las finanzas, 
medicina, deporte, contaminación, etc.  
 
3.1.3 SPARQL 
Simple Protocol and RDF Query Language (SPARQL) es lenguaje de consulta 
sobre RDF, que permite hacer búsquedas sobre los recursos de la Web 
Semántica utilizando distintas fuentes datos. Es el SQL de la Web Semántica. 
 
3.2 CommSensum 
Commsensum es una comunidad que trabaja bajo el criterio de Open Linked Data, 
que permite compartir la información generada por redes de sensores de varios 
proyectos públicos y privados suscritos a la plataforma. 
 
Con la API REST de CommSensum otras aplicaciones o servicios pueden acceder a los 
datos en formato RDF/XML de una forma sencilla, cuya estructura utiliza las 
siguientes ontologías: 
 
Ontología Descripción 
SSN Semantic Sensor Network, se utiliza para representar metadatos 
de sensores, soporta la descripción de su estructura física,  del  
procesamiento y de las observaciones que registra.  
GEO GeoNames Ontology, sirve para representar datos geoespaciales. 
Se la utiliza para describir la ubicación de los sensores. 
FOAF Describe a personas, sus actividades y relaciones con otras 
personas u objetos. En CommSensum describe la relación entre 
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usuarios y proyectos.  
CC Creative Commons, se utiliza para información de copyright. En 
CommSensum se usa para describir la licencia bajo la cual el 
proyecto está registrado. 
DC Dublin Core para describir metadatos genéricos.  
DUL Dolce (Descriptive Ontology for Linguistic and Cognitive 
Engineering ) Ultra-Light  se usa para describir en lenguaje natural. 
 
En el siguiente gráfico se puede ver el modelo de CommSensum basado en 
ontologías. 
 
Para consultar los datos de CommSensum y que sean visibles por otros sistemas, se 
ha creado un método HTTP GET Request, el cual ha sido diseñado para permitir la 
inclusión de parámetros en la URL y cuya ejecución entregue como respuesta la 
información solicitada en formato RDF/XML, considerando el modelo descrito 
anteriormente.  
3.3 Django 
Django es un framework web de código abierto escrito en Python, que permite 
construir más rápido  aplicaciones web  y con menos código. 
Django fue inicialmente desarrollado para gestionar aplicaciones web de páginas 
orientadas a noticias de World Online, más tarde se liberó bajo licencia BSD en julio 
de 2005.  Respeta el modelo MVC (Modelo-Vista-Controlador) pero lo renombra 
como MTV (Model-Template-View). 
 
Librerías utilizadas en el desarrollo fueron: 
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3.3.1 Requests 
Requests es una librería para HTTP escrita en Python con licencia bajo 
Apache2. 
Permite la integración con servicios web de una forma sencilla. Es Keep-alive 
(más de una petición la misma conexión) y la administración del  pool  de 
conexiones HTTP es 100% automática, manejado por urllib3. 
 
3.3.2 RDFLib 
RDFLib es un paquete de Python para trabajar con RDF, posee parsers que 
permiten serializar RDF/XML de acuerdo a la última revisión de la 
especificación, también trabaja con N3, NTriples, N-Quads, Turtle, TriX, RDFa 
y Microdata. 
La biblioteca maneja grafos en memoria y de manera persistente. 
Soporta SPARQL 1.1  para hacer consultas o sentencias de actualización. 
 
 
3.3.3 Bootstrap 3.3.1 
Bootstrap es un framework  o conjunto de herramientas de software 
libre creado por Twitter, es utilizado para diseño de sitios y aplicaciones web 
responsivas. Contiene plantillas de diseño con tipografía, formularios, 
botones, cuadros, menús de navegación y otros elementos de diseño basado 
en HTML,  CSS y  JavaScript (opcional). 
 
3.3.4 JQuery 
jQuery es una librería de JavaScript, es software libre y de código abierto.  
Permite interactuar con los documentos HTML, manipular el árbol DOM, 
manejar eventos, desarrollar animaciones,  utilizar AJAX en las páginas web, 
simple de usar y es multiplataforma. 
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3.3.5 APIs Google 
 
Mapas 
El API de Google Static Maps permite insertar imágenes de Google Maps en 
un sitio web sin utilizar JavaScript ni ningún sistema de carga dinámica de 
páginas. El servicio de Google Static Maps crea un mapa a partir de los 
parámetros de URL enviados a través de una solicitud HTTP estándar. 
La API de Google Places es un servicio que devuelve información sobre sitios, 
definidos en la API como establecimientos, ubicaciones geográficas o sitios 
de interés importantes, mediante solicitudes HTTP. En las solicitudes de 
sitios, las ubicaciones se especifican en forma de coordenadas de 
latitud/longitud. 
 
Charts 
Google Charts proporciona una forma para visualizar los datos en páginas 
web de forma gráfica. Permite un gran número de tipos de gráficos. 
 
3.3.6 API facebook 
Librería desarrollada en python que soporta los métodos de la API Graph de 
Facebook. 
3.3.7 API twitter 
Librería desarrollada en python que permite escribir tweets de forma 
automática. 
3.3.8 nginx 
Es software libre y open-source, es un servidor HTTP de alto rendimiento y un 
proxy para protocolos de correo electrónico (IMAP/POP3).  
El sistema es usado por una larga lista de sitios web conocidos,  
como: WordPress, Netflix, Hulu, Pinterest, GitHub, SoundCloud,  SourceForge 
entre otros. 
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3.4 Android 
Android es un sistema operativo basado en el kernel de Linux.  Fue diseñado 
principalmente para dispositivos móviles con pantalla táctil. Las aplicaciones se 
desarrollan habitualmente en el lenguaje Java con Android Software Development Kit 
(Android SDK) 
3.4.1 Android SDK 
Android SDK es el kit de desarrollo necesario para programar e implementar 
todo tipo de aplicaciones para Android, este paquete o kit de desarrollo 
incluye las APIs y herramientas necesarias para desarrollar las aplicaciones 
utilizando JAVA como lenguaje de programación.  
 
3.4.2 Web View 
Android SDK proporciona un widget denominado WebView para renderizar 
páginas web, ya sea obteniéndolas través de una URL o bien recibiendo el 
html directamente desde una Activity. WebView está basado en el proyecto 
Open Source WebKit, que incluye un motor de renderizado de html y un 
intérprete de javascript.  
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4 Requisitos 
4.1 Requisitos Funcionales 
 
Aplicación Web 
No. Requisito 
R01 La información de las estaciones de monitoreo así como de las muestras tomadas de 
cada propiedad deben obtenerse del Sistema CommSensum, el cual posee datos de 
fuentes oficiales públicas. 
R02 Se debe permitir visualizar todos los nodos o estaciones registradas en CommSensum 
sobre un mapa,  cada nodo debe tener una clasificación diferenciada por color que 
indique si el nivel de contaminación es bueno (verde), pobre (naranja) o malo (rojo). 
R03 Para determinar si una medida es buena, pobre o mala se debe establecer los rangos 
para cada clasificación y para cada propiedad. 
R04 Se debe poder filtrar las estaciones por tipo de sensor, y en ese caso la categoría o 
clasificación presentada, será la de la muestra. 
R05 Al presionar sobre cada estación se deben desplegar las últimas muestras tomadas de 
las propiedades que se miden en ese nodo, y debe presentar un link que permita 
mostrar información adicional de la estación. 
R06 Al revisar la información detallada se debe permitir consultar en cualquier rango de 
fechas las muestras recogidas de las diferentes propiedades. El resultado debe estar 
ordenado por fecha y por hora (Deben mostrarse en horario de España). Las muestras 
consultadas deben generar un gráfico que muestre la tendencia de la propiedad, 
visualizando que tan distantes están del límite permitido.  
R07 Es importante que se pueda definir los rangos con los cuales una propiedad toma una 
clasificación, ya que estos pueden cambiar si es que hubiera alguna modificación en la 
normativa. 
R08 Deben existir notificaciones cuando los límites de contaminación se hayan superado y 
debe ser posible consultarlos por estación. De igual forma estos límites de notificación 
pueden modificarse en el futuro por lo tanto es importante que sean parametrizados. 
R09 En el caso de que alguna estación no haya transmitido información desde hace 4 días 
atrás, las estaciones tomarán la clasificación de Sin Datos (gris). 
R10 Se debe permitir escoger entre los lenguajes español e inglés. 
R11 La aplicación debe tener enlaces a las  redes sociales facebook y twitter. 
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Aplicación para dispositivos móviles 
No. Requisito 
R12 Deben desplegarse las últimas medidas de las propiedades de la estación más cercana, 
para esto debe ser posible que el usuario puede obtener su ubicación mediante la 
geolocalización que poseen la mayoría de dispositivos móviles, en el caso de que no 
fuera posible, el usuario debe tener la posibilidad de configurar una ubicación digitando 
su dirección o posicionándose sobre un mapa. 
R13 La opción de localización debe realizarse al iniciar la aplicación por primera vez, y con 
esa ubicación buscará a la estación más cercana.  Si fuera necesario cambiarla después, 
debe ser posible a través de la opción de Ajustes. 
R14 Cada contaminante debe tener una descripción, para que el usuario comprenda su 
significado sin necesidad de ser un experto en temas de polución. 
R15 Es necesario poder compartir la información sobre la medida de algún contaminante a 
través de las redes sociales facebook o twitter. 
 
4.1 Requisitos No Funcionales 
 
Usabilidad 
La aplicación debe ser sencilla de usar, para esto se ha recibido ayuda con el 
documento realizado por el diseñador del equipo de Ecologistas en Acción (Aire 
Limpio YA WireFraming) donde se muestran los patrones de diseño para 
aplicación de Android. 
Por otro lado, la aplicación debe ser responsiva es decir que debe ajustarse a 
cualquier tipo de disposivo. 
 
Confiabilidad 
El sistema deberá mostrar información correcta. 
 
Escalable 
Las fuentes de datos sobre agentes contaminantes puede aumentar, en tal 
sentido la aplicación deberá estar preparada para un incremento de datos sin 
afectar su funcionalidad. 
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Mantenibilidad 
El sistema debe ser mantenible, debe contar con adecuada documentación 
sobre el diseño para poder realizar cambios o nuevos requerimientos en el 
futuro. 
 
Restricciones de Implementación 
CommSensum esta implementado sobre el sistema operativo Ubuntu, con la 
herramienta de desarrollo Django y utilizando la base de datos MySql, de 
preferencia la plataforma deberá ser implementada en las mismas herramientas 
o en otras que sean de código abierto. 
5 Análisis y Diseño 
5.1 Análisis 
5.1.1 Métodos API CommSensum 
 
La información acerca de las estaciones y las últimas observaciones debe ser 
leída del sistema CommSensum, así que el primer estudio se lo realiza sobre la 
API, la cual tiene varias URIs que resuelven varios tipos de consultas, pero las 
que se aplican a los requerimientos del presente proyecto son: 
 
1. URI para listar la  identificación, descripción, latitud, longitud, ubicación de los 
sensores que pertenecen a un proyecto: 
http://commsensum.pc.ac.upc.edu/sensors/project/<proyecto_id> 
 
Llamada: 
http://commsensum.pc.ac.upc.edu/sensors/project/8 
Respuesta: 
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2. URI para consultar las propiedades o tipos de sensor con los que cuenta un nodo, 
cuyas características son identificador, abreviatura, descripción, unidad de medida. 
 
http://commsensum.pc.ac.upc.edu/sensors/<estacion_id> 
 
Llamada: 
http://commsensum.pc.ac.upc.edu/sensors/868 
 
Respuesta: 
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3. URI para consultar las muestras por proyecto, propiedad, estación y rango de 
fechas, las muestras contienen la fecha y hora en la que fue tomada, el 
identificador de la propiedad y el valor de la medida.   
http://commsensum.pc.ac.upc.edu/observations/projects/<proyecto_id>/o
bservedproperties/<abreviatura_propiedad>/sensors/<sensor_id>/samplin
gTimes/<fechahoraInicio><fechahoraFin> 
 
 Llamada: 
http://commsensum.pc.ac.upc.edu:3000/observations/projects/8/obs
ervedproperties/O3/sensors/673/samplingTimes/20141010T120000::20
141010T230000 
 
  Respuesta: 
 
 
 
 
Los parámetros que se encuentran entre los signos “<>” varían de acuerdo a la 
información solicitada, el parámetro proyecto_id se refiere al id de proyecto a 
utilizar, que en este caso para AireLimpioYA  se utilizará el identificador 8, que 
corresponde en CommSensum al Proyecto de Medición de Contaminantes. 
 
Las URI’s devuelven la información en formato RDF/XML que deberá ser 
interpretado y traducido a una estructura de datos legible. 
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A continuación se hace una correspondencia entre la funcionalidad requerida, 
las URIs necesarias y el número de llamadas a realizar a cada una de ellas: 
Funcionalidad URI Número de 
llamadas 
Despliegue de estaciones sobre el mapa con 
su categoría o clasificación. 
1 
2  
3 
1 
n 
n 
Presentación  de últimas medidas 2 
3  
1 
n 
Consulta de Observaciones por tipo de 
sensor 
3 1 
 
Se puede observar, que tanto como para desplegar las estaciones 
sobre el mapa, como para clasificarlas de acuerdo a un rango de 
medidas habría que:  
- Llamar a la URI número 1 para obtener las estaciones. 
- Por cada estación obtenida (aproximadamente 300), se debe 
realizar una llamada a la URI número 2 para obtener las 
propiedades medidas en dicha estación. 
- Por cada propiedad  (promedio 6), obtener las medidas más 
recientes con la URI número 3 iterando por fecha hacía atrás hasta 
obtener las últimas medidas. 
- Finalmente con estas medidas se procede a categorizarlas de 
acuerdo a la parametrización de rangos.   
Este procedimiento supone un problema en el tiempo de respuesta de 
la aplicación, por lo que se justifica crear un proceso periódico en 
background que permita alimentar la base de datos con la información 
más relevante obtenida de CommSensum, de tal forma que la 
aplicación consulte en la mayoría de los casos la información 
procesada directamente a la base de datos. Con este mecanismo se 
reduce el tiempo de respuesta, y se explicará detalladamente más 
adelante, sin embargo, el número de llamadas a la API es susceptible 
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de mejoras, por lo que se la optimizará aprovechando que 
CommSensum es una plataforma de código abierto.   
Luego del análisis respectivo, se acuerda con el grupo agregar 
funcionalidad a la URI número 1,  para que dadas las condiciones de 
consulta, devuelva adicionalmente las últimas medidas de cada 
estación, incluyendo las características de las propiedades, a 
continuación el RDF/XML que devuelve el método luego del cambio: 
 
Y las características de cada propiedad: 
 
 
5.1.2 Modelo Conceptual 
 
La información que se obtiene de la API de CommSensum se registrará en 
la base de datos de la plataforma de monitoreo cuya estructura se haya 
enmarcada dentro del siguiente diagrama Conceptual: 
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Donde: 
- sensor.- Es la clase que representa a los tipos de sensores y sus principales 
características tomadas de CommSensum. 
 
- estacion.- Representa a las estaciones de monitoreo que están incluidas 
dentro de un proyecto. 
 
- observacion.- Una observación es una medida tomada por un sensor que 
pertenece a una estación, por tanto, rompe la relación entre estas dos clases.   
 
- rango.- Cada sensor mide un agente contaminante, y cada agente tiene uno o 
más rangos que permiten clasificar cada medida como buena, pobre o mala, 
pudiendo existir más clasificaciones de ser necesario o no existir ninguna 
para el caso de parámetros meteorológicos.   
 
- notificacion.- Cada sensor está relacionado a uno o más límites, ante los 
cuales realizar una notificación cuando la medida los supera. 
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5.1.3 Aplicación Web y Móvil 
 
La plataforma de monitoreo es web, cuando surge el requerimiento de 
replicar la funcionalidad de la aplicación móvil AireLimpioYA sobre la 
web, nace la necesidad de que el diseño de las páginas sea responsivo, es 
decir, debe adaptarse a diferentes pantallas de dispositivos, sin importar 
el tamaño, el contenido debe presentarse correctamente organizado. 
La ventaja inherente a que sea una aplicación web es que la versión del 
sistema está centralizada en el servidor web y cualquier modificación en 
la funcionalidad no requiere descargar una nueva versión e instalarla 
cada vez que hayan cambios, una desventaja puede ser la necesidad de 
estar siempre conectado a Internet, pero si revisamos los requerimientos 
de la aplicación, la conexión a Internet es mandatoria, ya que 
constantemente debe obtener datos actualizados del sistema 
CommSensum. 
Si no se desea digitar la URL para desplegar las páginas para el móvil, se 
plantea embeber las mismas, en un contenedor ejecutable en los 
dispositivos móviles, de tal forma que clicando sobre la aplicación las el 
contenido se despliegue. 
 
5.1.4 Notificaciones 
 
Un requerimiento se refiere a las notificaciones,  que suceden si alguno 
de los agentes contaminantes rebasan los límites establecidos,  al ser una 
aplicación web, y la funcionalidad de la aplicación móvil está reducida a 
un contenedor y no a un monitor local,  se opta por escribir las 
notificaciones en la base de datos a través del proceso Monitoreo, para 
que el usuario pueda consultarlos desde su aplicación.  Adicionalmente 
se deberá escribir las notificaciones en facebook y en twitter para que el 
usuario  que desee suscribirse a este tipo de noticias lo haga y utilice este 
mecanismo para estar al tanto, acortando el camino que persigue la 
aplicación móvil de publicar en redes sociales cuando el usuario visualice 
alguna novedad en su aplicación, pues esto se realizará 
automáticamente. 
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5.1.5 Monitor 
 
Como habíamos mencionado antes, es necesario contar con una tarea 
que procese la información que se dispone en CommSensum y la registre 
en la base de datos de la Plataforma para una Red de Monitoreo, para 
que la aplicación los tome directamente y pueda presentarlos al usuario 
en el menor tiempo posible. A la tarea que se ejecutará periódicamente 
en background se la ha denominado Monitor.  
CommSensum posee una tarea llamada Crawler, que es la que obtiene 
información de las estaciones de monitoreo adscritas al Ayuntamiento de 
Madrid y a la Generalidad de Catalunya, cuyos sistemas proveen 
muestras por cada hora del día, por lo tanto, el Monitor deberá 
ejecutarse periódicamente en intervalos de una hora, y tomará la 
información de CommSensum y poblará la estructura de base de datos. 
 
 
Base de Datos  
Monitor 
(Ejecución Periódica) 
 
API CommSensum 
 
El proceso de Monitoreo realizará las siguientes tareas: 
- Obtener rangos y límites para las notificaciones parametrizados en la 
base de datos. 
- Invocar a la URI número 1 complementada de la API de CommSensum 
y parsear la respuesta. 
- Recorrer los datos obtenidos, e insertar o actualizar los registros de 
estaciones, sensores. 
- Realizar la clasificación o categorización de las medidas de acuerdo a la 
tabla de rangos para los agentes contaminantes y actualizar o insertar 
las últimas observaciones.  
En la tabla de observaciones deben permanecer las últimas medidas. 
En el caso de que una observación no haya sido actualizada en el lapso 
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de 4 días, tomará la clasificación de “Sin Datos” de color gris, y será la 
clasificación que prevalecerá al resto de clasificaciones. 
- Actualizar la clasificación de la estación,  tomando la clasificación más 
alta de las observaciones medidas por los sensores que la componen. 
- Realizar notificaciones de ser necesario, cuando alguna de las medidas 
sobrepase el límite registrado para un sensor, de acuerdo a la tabla de 
límites para agentes contaminantes, la notificación debe escribirse en 
la base de datos local así como en las redes sociales, el mensaje podrá 
escribirse en forma de plantilla para que al momento de notificar 
simplemente se reemplacen los valores reales. 
 
Tipo de Sensor Desde Hasta Clasificación Color 
Ozone 0 110.00 Buena Verde 
Ozone 110 180.00 Pobre Naranja 
Ozone 180 9999.99 Mala Rojo 
Nitrogen Dioxido 0 90.00 Buena Verde 
Nitrogen Dioxido 90 200 Pobre Naranja 
Nitrogen Dioxido 200 9999.99 Mala Rojo 
Particulate Matter 10 0 35 Buena Verde 
Particulate Matter 10 35 50 Pobre Naranja 
Particulate Matter 10 50 9999.99 Mala Rojo 
Dioxido de Azufre 0 140 Buena Verde 
Dioxido de Azufre 140 500 Pobre Naranja 
Dioxido de Azufre 500 9999.99 Mala Rojo 
Particulate Matter 2.5 0 60 Buena Verde 
Particulate Matter 2.5 60 90 Pobre Naranja 
Particulate Matter 2.5 90 9999.99 Mala Rojo 
Tabla de Rangos para medidas de contaminantes 
 
 
Tipo de Sensor Límite 
Ozone 100 ug 
Nitrogen Dioxide 200ug 
Particulate Matter 10 50um 
Tabla de límites para agentes contaminantes 
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5.2 Diseño 
5.2.1 Arquitectura 
5.2.1.1 Arquitectura Lógica N-Capas 
 
 
 
 
 
 
 
 
 
 
                                
     
 
 
La arquitectura lógica está basada en el modelo MTV (Model – Template - View) 
de Django, que difiere de MVC solamente en la convención de nombres. Ya que 
Template se refiere a View, es decir, a las páginas html o a la capa que se 
presenta al usuario, View se refiere al Controller, y corresponde a la capa donde 
se obtienen y procesan los datos, y por último el Model que es donde se 
declaran las estructuras que contendrán los datos para transportarlos desde el 
controlador hacia la vista, o desde el view hacia el template. 
Como capas base, se representa a la Base de Datos,  a los Servicios externos de 
CommSensum y otras APIs referenciadas.  
Como capa superior se representa a los clientes web browser comunes o a 
aquellos embebidos dentro de un contenedor de una aplicación móvil. 
 
 
 
Servicios 
Externos 
 
Base de Datos 
Modelo 
Vista 
Template 
Web Browser 
App Móvil 
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5.2.1.2 Infraestructura Física e Interacción con otros Sistemas 
 
La arquitectura de la Plataforma de Monitoreo está representada en la siguiente 
figura:  
 
 
El Servidor de CommSensum, dispone de la información de redes de sensores 
obtenida tanto de bases de datos públicas así como de redes particulares 
suscritas,  estos datos son expuestos en formato RDF a través de una API. 
El Servidor de AireLimpioYA, cuenta con 3 componentes. 
Base de Datos. MySQL donde se guarda la información necesaria para 
el sistema de Monitoreo, cuyo modelo se detalla más adelante. 
Monitor. Módulo que se encarga de procesar los datos obtenidos del 
sistema Commsensum periódicamente y registra la información más 
relevante en la Base de Datos.  
Servicio Web. Nginx como servidor de páginas web de la aplicación 
desarrollada en Django, utiliza la información de la Base de datos así 
como de la API de CommSensum. 
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Clientes. La aplicación de AireLimpioYA se puede usar desde navegadores web 
de ordenadores así como en dispositivos móviles. Para Android se creó la 
AireLimpioYA para Móvil que consiste en un contenedor web que invoca a las 
opciones de la página web para la aplicación móvil. 
 
 
5.2.2 Base de Datos 
 
5.2.2.1 Modelo Entidad Relación 
 
El sistema manejará la persistencia de datos a través de una 
base de datos relacional MySqL, en la figura siguiente se 
puede apreciar el diagrama entidad relación del esquema 
monitoreo. 
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5.2.2.2 Diccionario de Datos 
5.2.2.2.1 Entidades 
 
Entidad Descripción 
monitoreo_sensor Principales características de los tipos de sensores 
que miden una propiedad contaminante o 
meteorológica. Ejemplo: Ozono, Monóxido de 
Nitrógeno, etc. 
monitoreo_estacion Listado de estaciones con su respectiva ubicación 
geográfica. 
monitoreo_observacion Contiene las últimas muestras tomadas por los 
diferentes tipos de sensores instalados en una 
estación. 
monitoreo_rango Muestra los rangos a considerar para clasificar una 
muestra como Buena, Pobre o Mala. 
monitoreo_notificacion Indica los límites de cada tipo de gas 
contaminante, los cuales una vez sobrepasados 
indica que debe existir una notificación. 
monitoreo_mensaje En esta tabla se registran todas aquellas muestras 
que han excedido los límites establecidos para 
notificar. 
monitoreo_email Lista de correos electrónicos  a los cuales se debe 
notificar en el caso de que hubiera un fallo en el 
proceso de monitoreo. 
 
5.2.2.2.1 Atributos  
 
Atributo Entidad Tipo de Dato Descripción 
idsensor monitoreo_sensor INT Identificador de 
Commsensum del tipo 
de sensor.  
abreviatura monitoreo_sensor VARCHAR(20) Siglas utilizadas como 
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abreviatura de un gas 
o parámetro 
meteorológico.  
descripción monitoreo_sensor VARCHAR(100) Descripción de un gas 
o parámetro 
meteorológico. 
unidad monitoreo_sensor VARCHAR(10) Unidad con la que se 
mide una propiedad. 
definición monitoreo_sensor TEXT Descripción detallada 
de la propiedad. 
idestacion monitoreo_estacion INT Identificador de 
Commsensum para 
una estación.  
idproyecto monitoreo_estacion INT Identificador de 
proyecto de 
Commsensum. 
clasificación monitoreo_estacion VARCHAR(10) Indica la clasificación 
de la estación en 
términos de Buena, 
Pobre o Mala para un 
gas contaminante, o 
indica si es una 
estación 
meteorológica. 
coordenadas monitoreo_estacion POINT Contiene la latitud y 
longitud en la que se 
encuentra ubicada la 
estación. 
direccion monitoreo_estacion VARCHAR(200) Dirección de la 
estación. 
idestacion monitoreo_observacion INT Identificador de la 
estación. 
idsensor monitoreo_observacion INT Identificador del 
sensor. 
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valor monitoreo_observacion DOUBLE Última muestra 
tomada sobre el gas 
contaminante o 
parámetro 
meteorológico. 
fecha monitoreo_observacion DATETIME Fecha en la que se 
obtuvo la última 
muestra. 
clasificación monitoreo_observacion VARCHAR(10) Clasificación de la 
última muestra en 
términos de buena, 
pobre o mala para un 
gas contaminante. 
idsensor monitoreo_rango INT Identificador del 
sensor. 
desde monitoreo_rango DOUBLE Valor inferior del rango 
utilizado para clasificar 
una muestra. 
hasta monitoreo_rango DOUBLE Valor superior del 
rango utilizado para 
clasificar una muestra. 
clasificación monitoreo_rango VARCHAR(20) Clasificación de 
acuerdo al gas. 
idsensor monitoreo_notificacion INT Identificador del 
Sensor. 
tipo monitoreo_notificacion VARCHAR(20) Indica el tipo de 
notificación. 
limite monitoreo_notificacion DOUBLE Límite a considerar 
para realizar una 
notificación en el caso 
de ser superado. 
plantilla monitoreo_notificacion TEXT Contenido de la 
notificación a ser 
enviada. 
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idestacion monitoreo_mensaje INT Identificador de la 
estación. 
idsensor monitoreo_mensaje INT Identificador del 
sensor. 
fecha monitoreo_mensaje DATETIME Fecha en la cual se 
realiza el mensaje o 
notificación. 
tipo monitoreo_mensaje VARCHAR(20) Tipo de mensaje. 
valor monitoreo_mensaje DOUBLE Valor correspondiente 
a la muestra que 
genera el mensaje. 
mensaje monitoreo_mensaje TEXT Cuerpo del mensaje a 
notificar. 
id monitoreo_mail INT Identificador 
secuencial de un 
correo electrónico. 
tipo monitoreo_mail VARCHAR(30) Tipo de evento por el 
cual se notifica a un 
correo electrónico. 
dirección monitoreo_mail VARCHAR(100) Dirección de correo 
electrónico. 
 
 
 
 
5.2.3 Interfaz de usuario 
5.2.3.1 WebSite 
 
Para utilizar la aplicación se debe digitar sobre el browser la 
url: http://airelimpio.pc.ac.upc.edu/. 
 
35 
 
5.2.3.1.1 Menú de Navegación 
 
El menú deberá estar en la parte superior de la pantalla con las 
opciones que permitan volver a la página inicial.  La estructura 
es: 
Opción Página  
Inicio Página principal. 
Acerca Información de la aplicación. 
Idioma Presenta un menú desplegable 
en el que se puede escoger 
entre español o inglés. 
 
 
5.2.3.1.2 Opciones 
 
Interfaz: Despliegue de Estaciones 
Presentación: 
  
Descripción: Esta es la pantalla principal del sitio web, donde se 
despliegan las estaciones de monitoreo como 
marcadores  con ubicación geográfica sobre un mapa. 
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Nombre Tipo de Control Descripción Obligatorio 
Tipo de 
Sensor 
ComboBox Permite escoger la propiedad que se 
desea consultar. 
NO 
Buscar Botón Permite realizar la búsqueda por tipo de 
sensor. 
 
 
Consideraciones: 
Al cargar la página se debe colocar un marcador por cada estación que pertenezca al proyecto 
8, cada marcador tomará el color que corresponde de acuerdo a la clasificación que se le 
asignó a la estación en el proceso de monitoreo. Cuando la consulta se hace por tipo de 
sensor, la clasificación a tomar corresponde a la asignada a la observación.  El detalle de los 
colores por categoría es: 
 Marcador Descripción 
 
Pin rojo para clasificación Mala. 
 
Pin naranja para la clasificación Pobre. 
 
Pin verde para la clasificación Buena. 
 
Pin gris para cuando la información está 
retrasada. 
 
Pin multicolor cuando los sensores que 
integran la estación son de tipo 
parámetro meteorológico. 
 
Al presionar sobre un marcador debe desplegarse,  la dirección de la estación y un link 
para ir a “Más Información”, seguida de las últimas medidas registradas en esa estación, 
las medidas que tengan una clasificación estarán dentro de un círculo con el color 
respectivo.  En la parte inferior se presentará una leyenda explicativa. 
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Interfaz: Observaciones 
Presentación: 
  
Descripción: Esta pantalla permite ver de forma más detallada las 
mediciones que realiza una estación. Contiene 
pestañas que organizan de mejor forma la 
información. 
 
Controles 
Nombre Tipo de Control Descripción Obligatorio 
Fecha (Desde) DatePicker Permite escoger la fecha desde la cual se 
efectuará la consulta. 
SI 
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Fecha (Hasta) DatePicker Permite escoger la fecha hasta la cual se 
buscara muestras. 
SI 
Tipo de 
Sensor 
ComboBox Permite escoger los tipos de propiedades 
con los que cuenta la estación. 
SI 
Buscar Button Permite realizar la búsqueda.  
 
Consideraciones: 
Al presionar el botón de Buscar se debe desplegar la información de acuerdo a los criterios 
escogidos, distribuida en 4 pestañas que se detallan a continuación: 
 
Pestaña Gráfico 
Permite visualizar las muestras consultadas en función de tiempo, y permite compararlo con el 
límite parametrizado (si es que lo hubiera). 
 
 
 
Pestaña de Muestras 
Contiene un grid que despliega todas las muestras encontradas, debe permitir realizar 
búsquedas sobre él y debe manejar paginado para evitar que la página crezca demasiado. 
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Pestaña de Resumen 
Presenta un resumen de las muestras desplegadas, muestra mayor, inferior, promedio, etc., y 
la tabla que se ha considerado para realizar la clasificación. 
 
 
Pestaña de Notificaciones 
Debe presentar el listado de notificaciones que se han insertado como resultado del proceso 
de monitoreo. 
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Interfaz: Acerca 
Presentación: 
 
 
Descripción: La opción de Acerca permite ver información sobre el 
proyecto AireLimpioYA, así como a los enlaces del grupo 
que lo lidera Ecologistas en Acción, y de la página de 
donde se toma la información Commsensum. Desde esta 
opción se debe poder bajar el apk de la aplicación de 
Android. 
 
5.2.3.1.1 Redes sociales 
 
En la parte inferior de la página web se deben desplegar 
los enlaces con las redes sociales de facebook y de 
twitter, con la posibilidad de poner Me Gusta en la 
aplicación de AireLimpioYA en facebook o Compartir la 
página.  
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O los botones de síguenos para ambas redes sociales 
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En facebook deberán poder verse las notificaciones de infracciones presentadas: 
 
Así como también en twitter considerando la restricción de 140 caracteres: 
 
 
5.2.3.1 Aplicación Móvil 
La aplicación móvil contará con un archivo .apk que permita 
instalarlo en un dispositivo con el sistema Android. 
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Cuando se ejecute la aplicación debe desplegar la url: 
http://airelimpio.pc.ac.upc.edu/monitoreo/resumenIndividual/0 
 
Al tratarse de páginas web es importante que se cuente con 
una barra de progreso que se complete cuando la página web 
este completamente cargada. 
 
 
5.2.3.1.1 Menú de Navegación 
 
El menú deberá estar en la parte superior de la pantalla con las 
opciones que permitan volver a la página inicial. Debido al 
espacio reducido la aplicación mostrará el menú contraído.  
 
  La estructura es: 
Opción Página  
Inicio Permite ir a la página de inicio. 
Ajustes Permite setear la ubicación del 
usuario. 
Acerca Información de la aplicación. 
Idioma Presenta un menú desplegable 
en el que se puede escoger 
entre español o inglés. 
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5.2.3.1.2 Opciones 
Interfaz: Geolocalización 
Presentación: 
 
Descripción: Esta pantalla permite setear en la aplicación la ubicación 
del usuario. 
 
Consideraciones:  
Esta pantalla aparece si es que no se ha seteado antes una ubicación por parte del usuario. 
Al presionar el botón “Geolocalización” se permite utilizar el GPS de los dispositivos móviles 
para detectar la ubicación del usuario y desplegar la dirección correspondiente en la casilla 
inferior indicando además las coordenadas de latitud y longitud. Si se presiona Aceptar esta 
ubicación queda registrada y disponible para ser usada por la aplicación desplegando a 
continuación la pantalla donde se presenta la información del sensor más cercana. 
Una vez seteada la ubicación, esta pantalla se omite y la ubicación puede ser cambiada 
nuevamente si se utiliza la opción del menú de “Ajustes”. 
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En el caso de que el dispositivo carezca de GPS se puede dar una dirección manualmente, 
presionando el botón “Localización Manual”, y de ser así, se presenta una pantalla para digitar 
una dirección y buscarla ó escoger una dirección sobre un mapa.   
 
Una vez obtenidas las coordenadas se presiona “Aceptar” y la dirección escogida retorna a la 
página anterior. 
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Interfaz: Estación Cercana 
Presentación: 
 
Descripción: Esta pantalla permite revisar las medidas tomadas en la 
estación más cercana a la ubicación seteada. 
 
Consideraciones: 
Si es que la ubicación ya esta registrada, ésta pantalla será la primera opción en ser presentada 
al ingresar a la aplicación.    
Basándose en la ubicación del usuario se debe encontrar la estación más cercana, de acuerdo a 
las coordenadas gráficas (no planas) y desplegar la información de las propiedades medidas en 
esa estación, siendo las más importantes las de agentes contaminantes, que deben listarse 
primero.  Cada agente tendrá la clasificación que haya tomado en el proceso de monitoreo. 
El ícono  permitirá ver las notificaciones de infracciones que se han generado en esa 
estación a lo largo del día, si es que hubieran 1 o más,  el icono aparecerá con una bandera 
indicando la cantidad de notificaciones en el día.  
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Al presionar sobre el íco de notificaciones se presentará la siguiente pantalla: 
 
Si es que el usuario lo desea, puede compartir la información de los agentes contaminantes, 
para eso debe presionar sobre el botón de ACTÚA. 
Interfaz: Actúa 
Presentación: 
 
Descripción: Esta pantalla permite compartir con redes sociales la 
información presentada. 
Consideraciones: 
Se debe presentar los enlaces para compartir en redes sociales de facebook y de Twitter que 
tengan relacionada la información del contaminante que corresponde, en el caso de facebook 
debe desplegarse lo siguiente: 
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Y para el caso de twitter: 
 
Interfaz: Acerca 
Presentación: 
 
 
Descripción: La opción de Acerca permite ver información sobre el 
proyecto AireLimpioYA, así como a los enlaces del grupo 
que lo lidera Ecologistas en Acción, y de la página de 
donde se toma la información Commsensum. 
 
Como se ha visto en casi todas las pantallas en la parte inferior se dispone de los enlaces para 
twitter y para facebook en el caso de que el usuario desee visitar las páginas relacionadas con 
AireLimpioYA. 
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6 Implementación 
La aplicación se desarrolló íntegramente con el framework de desarrollo web Django, cuyo 
lenguaje de programación es Python. Django tiene muchísimas características que 
permiten el desarrollo rápido de páginas web, entre ellas se pueden mencionar: 
- Django cuenta con una comunidad de desarrollo y dispone de una documentación 
bastante completa.  
- La instalación y desinstalación sobre Linux es sencilla y sin errores. 
- Dispone de un servidor web incluido para el ambiente de desarrollo. 
- Usa la arquitectura Modelo, Vista, Template de un modo sencillo, el modelo que no 
solo refleja la estructura de base de datos sino también cualquier estructura a utilizar 
en memoria, la Vista que se encarga de conseguir los datos, procesarlos y devolver un 
modelo, y template que son las páginas web con html estático o dinámico a partir de 
modelos. 
- Cuenta con un archivo de urls, cuyos nombres pueden cambiar fácilmente. 
- Usa un archivo de configuración sencillo en el cual se ponen las variables que se 
utilizarán posteriormente, en un formato simple de código = valor. 
- Las páginas pueden extenderse, es el este caso el menú, el pie de página, el 
contenedor central, referencias a librerías están en una sola página que son la base de 
otras páginas, evitando la repetición de código. 
- La internacionalización permite la traducción de idiomas, sencilla de implementar. 
Con respecto a python: 
- Obliga a una correcta indentación del código que posteriormente facilita la lectura del 
mismo. 
- El número de líneas de código se ve reducido al no tener que declarar las variables y al 
utilizar funciones simplificadas. 
Una vez descrita la herramienta que se ha utilizado, procedemos a detallar las partes más 
relevantes de implementación de los 3 componentes del sistema: 
6.1 Monitor 
 
Uso de la API de CommSensum 
El monitor va a realizar las funciones descritas anteriormente, lo primordial en el 
proceso es llamar a la API de CommSensum, para esto se utilizó la librería 
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“requests” y para parsear el RDF se utilizó la librería “rdflib”, ambas de python. A 
continuación se coloca un extracto del código, donde: 
- Se llama a la API incluyendo las cabeceras HTTP que habilitan la consulta. 
- Se parsea el RDF/XML obtenido haciendo la consulta de grafos con lenguaje 
SPARQL,  formando tripletas de sujeto, predicado y objeto, solicitando los 
campos necesarios de acuerdo a las ontologías utilizadas en el método de la 
API. 
- Se traslada la información una vez serializada a una lista de tipo medida. A lo 
largo del proceso se utilizan listas de clases con las cuales se interactúa usando 
expresiones lambda que nos facilitan el trabajo. 
from rdflib import Graph 
import requests 
 
… 
urlBase = "http://commsensum.pc.ac.upc.edu/" 
idProyecto = "8" 
uri = urlBase  + 'sensors/project/' + idProyecto 
p = Graph() 
 
headers = {'content-type': 'application/rdf+xml' , 
           'Accept': 'application/rdf+xml',  
           'X-ApiKey': 'KJXSIRwKsU5faOIWdVLkSB939kOW4PIdBI1wAMB3iG4', 
           'User': 'monitoreoALY' 
          } 
resp = requests.get(uri, headers=headers) 
p.parse(data=resp.content) 
qresp = p.query( 
        ''' 
        SELECT ?s ?op ?lab ?date ?val ?uni ?comm ?lati ?long ?addr 
        WHERE { 
        ?s a ssn:SensingDevice . 
        ?s ssn:hasDeployment ?x . 
        ?x ssn:deployedOnPlatform ?b . 
        ?b DUL:hasLocation ?c . 
        ?c geo:lat ?lati . 
        ?c geo:long ?long . 
        ?b DUL:hasLocation ?d . 
        ?d addr:thoroughfareName ?addr . 
        ?s ssn:hasMeasurementCapability ?mc . 
        ?mc ?prop ?li . 
        ?li rdf:type ssn:propertyWithLastObservation . 
        ?li ssn:observedProperty ?op . 
        ?li ssn:lastObservation ?obs . 
        ?obs ssn:observationResultTime ?date . 
        ?obs ssn:observationResult ?so . 
        ?so ssn:hasValue ?amount . 
        ?amount DUL:hasDataValue ?val . 
        ?amount DUL:isClassifiedBy ?unitsId . 
        ?op rdfs:label ?lab . 
        ?unitsId  rdfs:comment ?comm . 
        ?unitsId  rdfs:label ?uni . 
        }    ''') 
 
for row in qresp: 
        medida = Medida() 
        arregloId = row["s"].split("/") 
        id = arregloId[len(arregloId) -1] 
        medida.idEstacion = id 
        arregloId = row["op"].split("/") 
        id = arregloId[len(arregloId) -1] 
        medida.idSensor = id 
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        medida.descripcion = row["comm"] 
        medida.abreviatura = row["lab"] 
        medida.valor=row["val"] 
        medida.unidad = row["uni"] 
        medida.fechahora =  row["date"] 
        medida.direccion =   row["addr"] 
        medida.latitud = row["lati"] 
        medida.longitud = row["long"] 
        medidas.append(medida) 
 
Para conectarse a la base de datos se utiliza el controlador para MySQL, y antes de 
insertar o actualizar un registro se consulta si existe. Debido a la integridad  de la 
base de datos, las sentencias deben realizarse en el siguiente orden por entidad: 
1. monitoreo_estacion 
2. monitoreo_sensor 
3. monitoreo_observacion 
4. monitoreo_estacion (Actualización de la clasificación) 
5. monitoreo_notificacion  
Para realizar la clasificación de medidas se toma en referencia los datos de la tabla 
Rango, pero a los colores se los codifica según la siguiente tabla, de tal forma que al 
momento de ordenarlos para sacar la clasificación mayor, se retira el carácter i y se 
ordena de forma descendente la lista que contiene los datos. 
Clasificación Código 
Buena i1 
Pobre i2 
Mala i3 
Sin Datos i9 
Parámetro Meteorológico i8 
 
Notificaciones en Facebook 
Para realizar las notificaciones a través de facebook, se creó una aplicación llamada 
AireLimpioYA con la finalidad de que a futuro se pueda compartir información o 
hacer publicidad. Para esto es necesario registrarse como Developer en 
https://developers.facebook.com/ e ingresar la información relacionada con la 
aplicación. 
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Una vez creada la aplicación es importante conservar el App ID y el App Secret 
generado para utilizar cuando queremos escribir publicaciones de forma 
automática.  La aplicación una vez creada, permite asociarla a una página de 
facebook, en la cual se escribirán las publicaciones, al hacerlo nos solicitará 
información de la página, iconos, políticas de privacidad, etc. 
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Una vez creada la página, se la puede visualizar, cambiar su contenido, escribir 
publicaciones, hacer promoción, pero por el momento nos servirá para hacer 
publicaciones de cuando los límites de los agentes contaminantes han sido 
superados, para esto usamos la librería “facebook” escrita en python y la invocamos 
usando el siguiente extracto de código:  
graph = facebook.GraphAPI(token) 
profile = graph.get_object("me") 
friends = graph.get_connections("me", "friends") 
graph.put_object(idPagina, "feed", message="Avisos:"+ "\n"+(cadenaMensaje)) 
 
Donde: el token pertenece a un usuario con permisos para realizar publicaciones, el  
id de la página se obtiene en información de facebook, y la cadena de Mensaje va a 
concatenar todas las infracciones presentadas, es decir, se realizará una sola 
publicación por ejecución, ya que publicar mensajes masivamente ocasiona que la 
cuenta del usuario se bloquee. 
Para escribir las publicaciones se creó el usuario de facebook Aire Limpio y se lo 
añadió como administrador de la aplicación y de la página web, para obtener el 
token del usuario se utiliza la opción de Graph API Explorer, donde se escoge la 
aplicación AireLimpioYA y se presiona sobre GetAccessToken para obtener el Access 
Token. 
 
Este token tiene una duración corta pero la extendemos utilizando el link 
https://graph.facebook.com/oauth/access_token?client_id=<appID>&client_secret=
<AppSecret>&grant_type=fb_exchange_token&fb_exchange_token=<AccessToken> 
 
Notificaciones en Twitter 
Para notificar en twitter es necesario crear una aplicación ingresando a 
https://apps.twitter.com/, aquí se presiona sobre Crear una nueva app y se ingresa 
la información relacionada a la aplicación. 
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Se otorga permisos de Read and Write.  
 
Y por último se obtienen los tokens de acceso que servirán para notificar 
automáticamente: 
 
La librería de python que se utilizó fue “twitter” y se utiliza como se muestra en el 
siguiente código, considerando recortar el número de caracteres a 140: 
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 api = twitter.Api(consumer_key='...', 
 consumer_secret='…', 
 access_token_key='..', 
 access_token_secret='….') 
 mensaje = "Infracciones Detalles.(http://airelimpio.pc.ac.upc.edu/)." + cadenaMensaje 
 status = api.PostUpdate(mensaje[:140]) 
 
Notificaciones de tipo Administrador del Servicio 
Si este procedimiento fallara, así como cualquier paso del proceso Monitor, se 
enviará una notificación a los mails que se encuentran parametrizados en la tabla de 
monitoreo_mail indicando el problema que ha habido. 
 
Ejecución de la Tarea 
El monitor debe ejecutarse periódicamente, para esto se hizo uso del demonio del 
sistema operativo denominado cron, modificando el fichero crontab con la línea 
siguiente: 
35 * * * * /home/cs/monitoreoCA/monitoreo/tareaMonitoreo.py 
 
 
 
6.2 WebSite 
 
Configuración de proyecto 
Django cuenta con el fichero settings.py como archivo de configuración, en donde 
colocaremos el id del proyecto con el que se va a trabajar, ya que de este 
dependerá la información que se presenta, en este caso el id del proyecto es 8. Si 
es que la plataforma fuera requerida para otros proyectos de CommSensum, 
bastaría con ejecutar el monitor para el proyecto en cuestión, instalar la aplicación 
en un servidor con un dominio propio y hacer modificaciones de estilo. 
 
Web Responsiva 
Como se ha mencionado antes el sitio web debe ser responsivo, para esto se 
utilizó Bootstrap versión 3.3.1 el cual trabaja con HTML, CSS y JavaScript, éstas 
librerías nos permitirán que los elementos de las páginas web se ajusten de 
acuerdo al tamaño de la pantalla del dispositivo donde se despliegan, mediante la 
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asignación de una clase de estilos. Un ejemplo que se puede mencionar es el 
menú, el cual cuando se despliega en una pantalla pequeña se contrae como se 
puede apreciar en la siguiente figura, así como también el resto de elementos: 
 
Mapa 
Para dibujar el mapa en la pantalla principal se envía la información en forma de 
cadena larga al cliente,  luego se descompone utilizando JavaScript, y enviando 
este contenido a la API v3 de Google Maps JavaScript. En este tema los puntos 
interesantes fueron: 
- Utilizar iconos diferentes para los marcadores dependiendo de su clasificación. 
- Cambiar el estilo de la ventana de información del marcador y desplegar a 
través de frames una página independiente ya que así se hace una sola 
consulta a la base de datos por marcador. 
- Cambiar el estilo del mapa para que tenga una tonalidad que permita resaltar 
los marcadores, a través de la herramienta Custom Google Maps Style Tool. 
- Hacer que el zoom se ajuste de acuerdo a la pantalla y a la ubicación de los 
marcadores.  
- Permitir que el mapa cambie de idioma. 
El código que se utilizó para dibujar el mapa fue: 
//Referencia a la api, seleccionando el lenguaje 
<script src="http://maps.google.com/maps/api/js?sensor=false&amp;language={{ LANGUAGE_CODE }}" 
type="text/javascript"></script> 
<script type="text/javascript"> 
        var misPuntos; 
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        var bounds = new google.maps.LatLngBounds(); 
        var myCenter = new google.maps.LatLng(0.00,0.00); 
        var map; 
        function inicializaGoogleMaps() 
        { 
            puntos = document.getElementById("puntos").value; 
            if (puntos=="" || puntos.substring(0,5)=="Error") 
                alert(puntos); 
            misPuntos = puntos.split(":::"); 
            for (i=0;i<misPuntos.length;i++){ 
                if (misPuntos[i]!=""){ 
                    misPuntos[i]=misPuntos[i].split("@"); 
                    var latlng = new google.maps.LatLng(misPuntos[i][1],misPuntos[i][2]); 
                    bounds.extend(latlng);} 
            } 
            // Coordenadas del centro de nuestro recuadro principal 
            var x = 41.389624; 
            var y = 2.15988563537; 
            //En base a todas las coordenadas la api de google encuentra el centro del mapa 
            if (puntos!=""){ 
                var centro = String(bounds.getCenter()).replace(")","").replace("(",""); 
                x = parseFloat(centro.split(",")[0]); 
                y = parseFloat(centro.split(",")[1]); 
                myCenter = new google.maps.LatLng(x, y); 
            } 
            var mapOptions = { 
                zoom: 6, 
                center: myCenter, 
                mapTypeId: google.maps.MapTypeId.ROADMAP, 
                panControl: true, 
                mapTypeControl: false, 
                panControlOptions: { 
                    position: google.maps.ControlPosition.RIGHT_TOP 
                }, 
                zoomControl: true, 
                zoomControlOptions: { 
                    style: google.maps.ZoomControlStyle.LARGE, 
                    position: google.maps.ControlPosition.LEFT_TOP 
                }, 
                scaleControl: false, 
                streetViewControl: false, 
                streetViewControlOptions: { 
                    position: google.maps.ControlPosition.LEFT_TOP 
                } 
            } 
            map = new google.maps.Map(document.getElementById("capa-mapa"), mapOptions); 
//Estilo diferenciado del mapa 
            var styles = [ 
              {stylers: [{ hue: "#00ffe6" },{ saturation: -20 }]}, 
              {featureType: "road",elementType: "geometry",stylers:[{ lightness: 100 },{ 
visibility: "simplified"}]}, 
              {featureType: "road",elementType: "labels",stylers: [{ visibility: "off" }]}, 
              {featureType: "landscape",stylers: [{hue: "#0043FF"},{saturation: 
50.41322314049586},{lightness: -3.450980392156879},{gamma: 1}]}, 
              ]; 
            map.setOptions({styles: styles}); 
            if (puntos!="") 
            { 
                setGoogleMarkers(map, misPuntos); 
//ajustar el mapa para que todos los puntos se visualicen 
                 map.fitBounds(bounds); 
            } 
            MinZoomLevel=3; 
            MaxZoomLevel=15; 
            google.maps.event.addListener(map,"zoom_changed",function() { 
                if(map.getZoom()<MinZoomLevel) map.setZoom(MinZoomLevel); 
                if(map.getZoom()>MaxZoomLevel) map.setZoom(MaxZoomLevel);                
            }); 
        } 
        var markers = Array(); 
        var infowindowActivo = false; 
        function setGoogleMarkers(map, locations) 
        { 
//Marcadores con diferente icono 
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            // Definimos los iconos a utilizar con sus medidas 
            //nivel medio i2 
            var i2 = new google.maps.MarkerImage("/static/monitoreo/images/orange-pin.png",new 
google.maps.Size(15, 24)); 
            //nivel extra i8 
            var i8 = new google.maps.MarkerImage("/static/monitoreo/images/blue-pin.png",new 
google.maps.Size(15, 24)); 
            //nivel sin datos i9 
            var i9 = new google.maps.MarkerImage("/static/monitoreo/images/grey-pin.png",new 
google.maps.Size(15, 24)); 
            //nivel bueno i1 
            var i1 = new google.maps.MarkerImage("/static/monitoreo/images/green-pin.png",new 
google.maps.Size(15, 24)); 
            //nivel malo i3 
            var i3 = new google.maps.MarkerImage("/static/monitoreo/images/red-pin.png",new 
google.maps.Size(15, 24)); 
            for(var i=0; i<locations.length; i++) { 
                var elPunto = locations[i]; 
                var myLatLng = new google.maps.LatLng(elPunto[1], elPunto[2]); 
                markers[i]=new google.maps.Marker({ 
                    position: myLatLng, 
                    map: map, 
                    icon: eval(elPunto[3]), 
                    title: elPunto[0] 
                }); 
                var infohtml=""; 
                infohtml=infohtml+"<div  class='myInfobox'>"; 
                infohtml=infohtml+"<b>"+ elPunto[0]+ "</b>"; 
                infohtml=infohtml+"<br><a href='/monitoreo/"+elPunto[5]+"/observaciones/'><b>{%  
trans 'Más Información' %}</a>" 
                infohtml=infohtml+"<center><iframe  src='/monitoreo/"+elPunto[5]+"/resumenmapa/' 
frameborder='0' width='100%' height='300px' top='0px'></iframe>"; 
                infohtml=infohtml+" <table><tr class='labelTextok'>"; 
                infohtml=infohtml+"<td><img src='/static/monitoreo/images/square-
green.png'/></td><td>{% trans 'Bueno' %}</td>"; 
                infohtml=infohtml+"<td><img src='/static/monitoreo/images/square-
orange.png'/></td><td>{% trans 'Pobre' %}</td>"; 
                infohtml=infohtml+"<td><img src='/static/monitoreo/images/square-
red.png'/></td><td>{% trans 'Malo' %}</td>"; 
                infohtml=infohtml+"<td><img src='/static/monitoreo/images/square-
grey.png'/></td><td>{% trans 'Sin Datos' %}</td></tr></table>"; 
                infohtml=infohtml+"</center></div>"; 
                markers[i].infoWindow=new google.maps.InfoWindow({ 
                    content: infohtml, 
                    disableAutoPan:false,  
                    position: myLatLng, 
                    shadowStyle: 1, 
                    padding: 0, 
                    backgroundColor: 'yellow', 
                    borderRadius: 4, 
                    arrowSize: 10, 
                    borderWidth: 1, 
                    borderColor: '#2c2c2c', 
                    hideCloseButton: false, 
                    arrowPosition: 30, 
                    arrowStyle: 2 
                }); 
                google.maps.event.addListener(markers[i], 'click', function(){ 
                    if(infowindowActivo) 
                        infowindowActivo.close(); 
                    infowindowActivo = this.infoWindow; 
                    infowindowActivo.open(map, this); 
                }); 
                google.maps.event.addListener(markers[i],"click",function() { 
                    this.infoWindow.open(map,markers[i]); 
                }); 
                google.maps.event.addListener(map,"click",function() { 
                    this.infoWindow.close(this.infoWindow); 
                }); 
                 
            } 
        } 
        inicializaGoogleMaps(); 
</script> 
60 
 
 
Estilo para que la ventana de información de los marcadores sea customizada: 
<style type="text/css"> 
    .myInfobox { 
          border: solid 1px black; 
          background-color:rgba(255, 255, 255, 0.5); 
          width: 280px; 
          color: #000; 
          font-family: Arial; 
          font-size: 14px; 
          padding: .5em 1em; 
          border-radius: 10px; 
          fontweight: bold; 
          margin-left: 0px; 
          margin-top: 0px 
      } 
      /* white background and box outline */ 
      .gm-style > div:first-child > div + div > div:last-child > div > div:first-child 
> div 
      { 
          background-color: transparent !important; 
          box-shadow: none !important; 
          width: auto !important; 
          height: auto !important; 
      } 
      /* arrow colour */ 
      .gm-style > div:first-child > div + div > div:last-child > div > div:first-child 
> div > div > div 
      { 
          background-color: #003366 !important;  
      } 
      /* positioning of infowindow */ 
      .gm-style-iw 
      { 
          top: 22px !important; 
          left: 22px !important; 
      } 
    </style> 
 
Observaciones 
Para dibujar los controles de la pantalla de observaciones como datepickers, pestañas, grids  
con paginado y búsqueda sobre las filas, se utilizó los plugins de JQuery, que permiten dar gran 
funcionalidad a los objetos html incluyendo poco código al inicializar la página como se puede 
ver en el siguiente extracto de código: 
 
<script type="text/javascript"> 
    $(document).ready(function() { 
//Para el grid que es una tabla de html 
        $('#gridDatos').dataTable( 
        { 
            "language":{"url": archivo} 
        } 
        ); 
        $('#gridDatosNotif').dataTable( 
        { 
            "language":{"url": archivo} 
        } 
        ); 
    }); 
//Para las pestañas, que son una lista de html 
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     $(function() 
     { 
          $("#tabs").tabs(); 
          $("#tabs").show(); 
     });  
 
//Para los controles de fecha, que son cajas de texto de html 
    $(function() { 
        $("#fecha").datepicker(); 
        $('#fecha').datepicker('option',{dateFormat:'yy-mm-dd'}); 
        $("#fechaHasta").datepicker(); 
        $('#fechaHasta').datepicker('option',{dateFormat:'yy-mm-dd'}); 
    }); 
 
 
Gráfico 
Para dibujar el gráfico se utilizó la API de Google Charts, en donde el principal 
problema fue la representación de datos continuos, ya que inicialmente se 
desplegaban como datos discretos, tal como se puede apreciar en el lado izquierdo del 
gráfico obtenido de la página de Google. 
 
El código que se obtuvo para representar correctamente el gráfico fue: 
      google.setOnLoadCallback(drawContinuousDateChart); 
      function drawContinuousDateChart() { 
        var data = new google.visualization.DataTable(); 
        data.addColumn('datetime', 'Fecha'); 
        data.addColumn('number', 'Nivel'); 
        {% if limit %} 
            data.addColumn('number', 'Limite'); 
        {% endif %} 
        var limite = {{limit}}; 
        //**********************Interpretacion datos********************* 
        var arreglo = document.getElementById('datosjs').value.split("|"); 
        for (i=0;i<arreglo.length;i++) 
        { 
            if (arreglo[i]!="") 
            { 
                var tupla = arreglo[i].split(","); 
                var instante = tupla[0].split(" "); 
                var fecha = instante[0].split("-"); 
                var hora = instante[1].split(":"); 
                var valor = tupla[1]; 
                {% if limit %} 
                data.addRows([[new Date(fecha[0], fecha[1]-1, 
fecha[2],hora[0],hora[1],hora[2]), parseFloat(valor),parseFloat(limite)]]); 
                {% else %} 
                    data.addRows([[new Date(fecha[0], fecha[1]-1, 
fecha[2],hora[0],hora[1],hora[2]), parseFloat(valor)]]); 
                {% endif %} 
            } 
        } 
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        var arrTipoSensor =document.getElementById('tipoSensor').value.split('|'); 
        var options = { 
          title: 'Muestras', 
          height: 350, 
          legend: 'none', 
          pointSize: 5, 
          curveType: 'function', 
          legend: {position:'bottom'}, 
          hAxis: {title: 'Hora',  format: 'MMM-dd HH:mm', gridlines: {count: 10}}, 
          vAxis: {title: arrTipoSensor[2] + " - " + arrTipoSensor[1], 
format:'00.00'} 
        }; 
        // Create and draw the visualization. 
        var chart= new 
google.visualization.AreaChart(document.getElementById('continuous_date_chart')); 
        chart.draw(data, options); 
      } 
 
Multiidioma 
Para que la aplicación se pueda traducir a otros idiomas se debe anteceder al 
texto el tag “trans” ej: {% trans ‘texto’ %} en los templates, o así _(“texto”) en la 
vista, luego se ejecuta el comando  django-admin.py makemessages –a  y 
automáticamente generará un archivo con todas las cadenas que deban ser 
traducidas, para que se las complete con su respectiva traducción: 
#locale/es/django.po 
msgid "texto" 
msgstr "text” (traducción) 
 
Una vez completo, se ejecuta el comando  django-admin.py 
compilemessages para compilar y listo. 
 
 
 
 
A continuación se hablará de la implementación de las páginas que se despliegan 
en dispositivos móviles. 
Localización  
Para la geolocalización se utilizó las propiedades de los navegadores, para obtener 
la ubicación del usuario, la cual se obtiene utilizando el receptor interno de GPS 
de los dispositivos, o bien la IP asignada por el proveedor de internet. El código 
para extraer la ubicación es: 
function geolocalizame(){ 
 //navigator.geolocation.getCurrentPosition(pedirPosicion, locateFail); 
        if (navigator.geolocation)  
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        { 
                var optn = { 
                    enableHighAccuracy : true, 
                    timeout : Infinity, 
                    maximumAge : 0 
         }; 
 navigator.geolocation.getCurrentPosition(function (pos) { 
 var geocoder = new google.maps.Geocoder(); 
 var lat = pos.coords.latitude; 
 var lng = pos.coords.longitude; 
 var latlng = new google.maps.LatLng(lat, lng); 
 var calle="" 
                                                                       
 document.getElementById("latitud").value=  lat; 
    document.getElementById("longitud").value=  lng; 
 //reverse geocode the coordinates, returning location information. 
 geocoder.geocode({ 'latLng': latlng }, function (results, status) { 
 document.getElementById("calle").value=results[0].formatted_address+".              
        Coordenadas:("+ lat + "," + lng + ")"; 
 }); 
 },locateFail); 
 }  
 else  
        { 
         alert("La geolocalización no es soportada"); 
        } 
} 
 
Para la localización manual se tienen dos opciones buscar una dirección o ubicar 
un marcador sobre el mapa, funcionalidad que se obtuvo de un demo de 
http://telegolf.org/ 
El código para hacerlo a partir de una dirección digitada es: 
<script type="text/javascript"> 
        var geocoder; 
        var latLng; 
        var latLng2; 
        var map2; 
        $(document).ready(function(){ 
            //Ubicacion inicial UPC 
            initialize2(41.3892927 ,2.1114341999999624); 
            $('#search').click( function() { 
                var address = $('#direccion').val(); 
                var geocoder = new google.maps.Geocoder(); 
                geocoder.geocode({ 'address': address}, geocodeResult); 
            }); 
        }); 
        function geocodeResult(results, status) { 
           if (status == 'OK') { 
                      
initialize2(results[0].geometry.location.lat(),results[0].geometry.location.lng()); 
                document.getElementById('latitud').value =  
  results[0].geometry.location.lat(); 
                document.getElementById('longitud').value =  
         results[0].geometry.location.lng(); 
                map2.setCenter(results[0].geometry.location); 
                map2.fitBounds(results[0].geometry.viewport); 
                marker.setPosition(results[0].geometry.location); 
            } else { 
                alert("Geocoding no tuvo éxito debido a: " + status); 
            } 
    } 
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Una vez que se tiene los datos de la ubicación, es decir, latitud, longitud y 
dirección, se procede a guardarlas a través de COOKIES, esto se hizo a través de 
las siguientes líneas de código: 
#Para leer: 
latitud=request.COOKIES["latitud"] 
longitud=request.COOKIES["longitud"] 
dir=request.COOKIES["dir"] 
 
#Para escribir: 
renderi= render(request, 'monitoreo/estacionCercana.html', {'error':error, 'lat': 
lat,'long':long,'dir':dir,'dist':distancia, 'obs':obs,'latO':lat, 'longO':long, 
'noti':notificaciones, 'nMensajes':contador, 'idEstacion':idEstacion}) 
        renderi.set_cookie("latitud",lat,duracion) 
        renderi.set_cookie("longitud",long,duracion) 
        renderi.set_cookie("dir",dirEscogida,duracion) 
 
 
Ultimas Medidas 
Para presentar las últimas medias se debe encontrar la estación más cercana a la 
ubicación del usuario, a pesar de que en la base de datos las coordenadas de 
latitud y longitud son de tipo punto (POINT),  la versión de MySQL disponible no 
cuenta con la función geográfica distance, por lo tanto, se consideró la formula 
Haversine para encontrar la distancia entre dos puntos geográficos considerando 
el arco que describe el recorrido entre esos dos puntos, mas no la distancia sobre 
un plano recto. 
  SELECT direccion,X(coordenadas), Y(coordenadas), ( 6371 * ACOS( 
            COS( RADIANS(@lat) )  
            * COS(RADIANS( X(coordenadas) ) )  
            * COS(RADIANS( Y(coordenadas) )  
            - RADIANS(@long) )  
             SIN( RADIANS(@lat) )  
            * SIN(RADIANS( X(coordenadas) ) )  
            )  
            ) AS distance, idestacion  
            FROM monitoreo.monitoreo_estacion where idproyecto=settings.ID_PROJECT 
             and clasificacion<>'i8' HAVING distance < 1000   
            ORDER BY distance ASC LIMIT 1  
Donde 6371  es el radio medio de la tierra en kilómetros, se omiten las estaciones 
puramente meteorológicas y se escoge a aquellos cuya distancia sea inferior a 
1000Km. 
Para desplegar las medidas se usó las clases de bootstrap para que los divs se 
puedan expander y colapsar como si fueran un objeto acordeón. 
 
Para compartir una medida en redes sociales se utilizó el siguiente código: 
 
Para Facebook: 
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<div class="fb-share-button" target="_parent" data-
href="http://airelimpio.pc.ac.upc.edu/monitoreo/mensajeFB/{{dato}}/{{dat.descripcio
n}}/{{dat.valor}}/{{dat.clasificacion}}/{{dat.hora}}/{{dir}}/{{dat.abreviatura}}/" 
data-layout="button"></div> 
 
<div id="fb-root"></div> 
<script>( 
 
    function(d, s, id)  
    { 
        var js, fjs = d.getElementsByTagName(s)[0]; 
        if (d.getElementById(id))  
            return; 
        js = d.createElement(s);  
        js.id = id;  
 
        js.src = "//connect.facebook.net/es_ES/sdk.js#xfbml=1&version=v2.0"; 
        fjs.parentNode.insertBefore(js, fjs); 
    } 
    (document, 'script', 'facebook-jssdk') 
); 
</script> 
 
 
 
Para Twitter: 
<script src="http://platform.twitter.com/widgets.js"></script> 
<a href="http://twitter.com/share" class="twitter-share-button" data-
text="{{dat.descripcion}}: {{dat.valor}}  {{dat.unidad}} : {{dat.hora}} - 
AireLimpioYA. " data-url="http://airelimpio.pc.ac.upc.edu/" data-
count="none">Twittear</a> 
 
 
El contenido que se comparte en twitter es solo texto, en cambio en facebook es 
un poco más complejo porque se pueden incluir imágenes y las páginas tienden a 
guardarse en la cache de facebook, por lo que en la variable {{dato}} se envía un 
tick que hará que la página se recree en cada llamada. Además se debe considerar 
incluir los siguientes elementos en los header de las páginas del sitio que se va a 
compartir a través de la red social. 
<meta property="og:title" content=".."/> 
<meta property="og:type" content=".."/> 
<meta property="og:image" content=".."/>  
<meta property="og:description" content=".."/> 
 
En la dirección  https://developers.facebook.com/tools/debug se puede revisar 
que propiedades de la página son requeridas, por ejemplo, la imagen debe 
cumplir con un tamaño mínimo para que se despliegue. 
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Consultas a la base de datos 
Debido a que periódicamente la información en la base de datos es actualizada, se 
deben evitar algún tipo de bloqueo al intentar leer la información, mientras está 
siendo modificada, por eso las lecturas de la página web hacia la página web 
tienen nivel de aislamiento READ UNCOMMITTED permitiendo que se lean filas 
sin estar confirmadas. Esto se implementa ejecutando SET  TRANSACTION ISOLATION 
LEVEL READ UNCOMMITTED; antes  de la sentencia de SELECT: 
cursor.execute(" SET  TRANSACTION ISOLATION LEVEL READ UNCOMMITTED ;") 
cursor.execute(“select descripcion,fecha,valor,unidad,O.clasificacion from…”) 
 
Horas  
Las horas en CommSensum se encuentran en horario UTC pero es requisito del 
sistema que se vean en horario de España, para esto se utiliza la librería dateutil 
de python, con el siguiente extracto de código: 
from_zone = tz.gettz('UTC') 
to_zone = tz.gettz('Europe/Madrid') 
utc = datetime.strptime(fecha, '%Y-%m-%d %H:%M:%S') 
utc = utc.replace(tzinfo=from_zone) 
fechaZone = utc.astimezone(to_zone) 
 
6.3 Aplicación Móvil 
 
El contenedor que se implementó se lo hizo para dispositivos con Android, 
utilizando NetBeans y el SDK de Android.  Se analizó la posibilidad de crear una 
aplicación cross-plattaform utilizando PhoneGAP, y se desarrolló una versión 
similar a la aplicación en lenguaje nativo, obteniendo las siguientes 
observaciones: 
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- El performance era inferior, por lo que es indudable que una aplicación 
nativa siempre va a funcionar mejor que una aplicación adaptada, que en el 
caso de PhoneGAP se implementa sobre HTML5 y CSS3.   
- El tamaño del apk a instalar para Android (40KB) es mucho más pequeño 
que el generado por PhoneGAP (2.5MB). 
- Para compilar una versión para IPhone es necesario realizar algunos 
cambios en el código y compilarlo en Machintosh, lo que supondría un 
esfuerzo similar a hacer una aplicación nativa desde cero. En el presente 
trabajo se aborda un contenedor web para Android. 
 
En el archivo Android manifest file,  se colocó los permisos necesarios para 
utilizar el internet y el GPS del dispositivo móvil: 
<uses-permission android:name="android.permission.INTERNET" /> 
<uses-permission android:name="android.permission.ACCESS_FINE_LOCATION" /> 
 
Las aplicaciones de Android utilizan iconos con diferente resolución por tal 
razón se deben poner iconos en las siguientes resoluciones: 
Densidad  Dpi’s Tamaño de Imagen 
ldpi (low) 120 dpi 36 x 36 px 
mdpi (medium) 160 dpi 48 x 48 px 
hdpi (high) 240 dpi 72 x 72 px 
xhdpi  (extra-high) 320 dpi 96 x 96 px 
 
El diseño de la aplicación está compuesto básicamente por un título, una 
barra de progreso y un webview. 
<?xml version="1.0" encoding="utf-8"?> 
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android" 
    android:orientation="vertical" 
    android:layout_width="fill_parent" 
    android:layout_height="fill_parent" 
    > 
<ProgressBar 
        android:id="@+id/progressbar" 
        style="@android:style/Widget.ProgressBar.Horizontal" 
        android:layout_width="fill_parent" 
        android:layout_height="wrap_content" 
        android:layout_margin="1dp" 
        android:visibility="gone"/> 
<WebView 
        xmlns:android="http://schemas.android.com/apk/res/android" 
        android:id="@+id/webkit" 
        android:layout_width="match_parent" 
        android:layout_height="match_parent" /> 
</LinearLayout> 
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Al crear la Actividad principal se debe  habilitar principalmente la ejecución 
de Javascript, de la geolocalización, al objeto webview se le agrega la 
funcionalidad de webview de Chrome, y se debe indicar cuál es la url a 
cargar cuando inicie la aplicación. 
public void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.main); 
          
        myWebView = (WebView) findViewById(R.id.webkit); 
         progressBar = (ProgressBar) findViewById(R.id.progressbar); 
        //enable Javascript 
        myWebView.getSettings().setJavaScriptEnabled(true); 
          
        //loads the WebView completely zoomed out 
        myWebView.getSettings().setLoadWithOverviewMode(true); 
          
        //true makes the Webview have a normal viewport such as a normal 
desktop browser  
        //when false the webview will have a viewport constrained to it's own 
dimensions 
        myWebView.getSettings().setUseWideViewPort(true); 
        myWebView.getSettings().setGeolocationEnabled(true);  
        //override the web client to open all links in the same webview 
        myWebView.setWebViewClient(new MyWebViewClient()); 
           
 
        myWebView.setWebChromeClient(new MyWebChromeClient()); 
          
          
        //load the home page URL 
        
myWebView.loadUrl("http://airelimpio.pc.ac.upc.edu/monitoreo/resumenIndividua
l/0/"); 
   
    } 
 
Se customiza el webview client para abrir links del propio sitio embebidos 
en el contenedor, pero los que pertenecen a otro dominio deben ejecutarse 
en el browser externo, es decir fuera del contenedor.  
 private class MyWebViewClient extends WebViewClient { 
     @Override 
     public boolean shouldOverrideUrlLoading(WebView view, String url) { 
         if (Uri.parse(url).getHost().equals("airelimpio.pc.ac.upc.edu")) { 
             return false; 
         } 
         Intent intent = new Intent(Intent.ACTION_VIEW, Uri.parse(url)); 
         startActivity(intent); 
         return true; 
     } 
 } 
 
Cuando customizamos el cliente webChrome permitimos el uso del GPS del 
dispositivo.  
private class MyWebChromeClient extends WebChromeClient { 
 
@Override 
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    public void onGeolocationPermissionsShowPrompt(String origin, 
GeolocationPermissions.Callback callback)  
    { 
        // callback.invoke(String origin, boolean allow, boolean remember);               
        callback.invoke(origin, true, false); 
    } 
 
 
7 Software y Hardware 
7.1 Software 
El sistema para funcionar requiere: 
 Ubuntu 14.04.1 LTS como Sistema Operativo 
 Python 2.7.6 como lenguaje de programación 
 Django 1.7 como framework de desarrollo web, y librerías para  
Bootstrap 3.3.1, jquery, rdflib, facebook, entre otras.  
 Sublime Text, como editor de código. 
 Nginx como servidor web. 
 MySQL 5.5.40-0ubuntu0.14.04.1 como base de datos. 
 Git como repositorio de código fuente. 
Para la aplicación Android: 
 NetBeans IDE 7.4 
 Android SDK 2.2 API 8 para Windows 
 Plugin de Android para Netbeans 7.4. 
7.2 Hardware 
7.2.1 Desarrollo 
El equipo de desarrollo tiene un Procesador Intel dual core de 1.73 GHz  
de 32 bits y memoria RAM de 1GB. 
Para desarrollar la aplicación de Android se utilizó un equipo con 
procesador Intel Core i5 de 1.6 GHz, y 4GB de memoria RAM. 
7.2.2 Producción 
En producción se dispone de una máquina virtual con procesador QEMU 
Virtual CPU,  de 64 bits y memoria RAM de 1GB.  
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8 Conclusiones y trabajo futuro 
En el presente trabajo se ha desarrollado una aplicación que permite informar al 
ciudadano sobre la calidad del aire de su entorno, creando conciencia en la población que 
usa el sistema, acerca de los efectos negativos que tiene la contaminación del aire sobre la 
salud, además de facilitar su participación de forma activa a través de las redes sociales, 
mediante la difusión de cualquier infracción a los límites establecidos por la Organización 
Mundial de la Salud. 
Se ha trabajado con la API de CommSensum para obtener información de las 
observaciones registradas por la redes de sensores en las ciudades de Madrid y Barcelona 
provenientes de fuentes oficiales, haciendo uso de consultas SPARQL a través de la librería 
de RDF que sirve para parsear la información y convertirla en información legible para el 
usuario.  Interactuar con una plataforma que contempla recomendaciones de la W3C y 
que  comparte su información con el estándar RDF/XML, es una garantía de que la 
comprensión de la información contenida va a ser mucho más rápida, ya que cada 
elemento esta descrito por una ontología, en comparación con formatos propietarios que 
se suelen diseñar para compartir información, que además de no aportar a la web 
semántica, requieren de una extensa documentación y reuniones justificadas para 
comunicar la estructura del formato. 
Django es un framework web basado en Python que permite el desarrollo rápido de 
aplicaciones y su curva de aprendizaje es baja. El desarrollo de este proyecto me ha 
permitido desenvolverme en un entorno de herramientas open source, ya que hasta el 
momento había trabajado únicamente con herramientas de software  propietario, lo cual 
supone un gran ahorro a la hora de desarrollar un sistema.  
De ser necesario, la plataforma desarrollada puede ser usada por otros grupos suscritos a 
CommSensum ya que se ha considerado esta posibilidad como parte de la funcionalidad.  
El sistema por lo pronto será entregado al grupo de Ecologistas en Acción para que puedan 
desarrollar futuros requerimientos.  
Un logro del proyecto fue haber encontrado un mecanismo eficiente para procesar y 
resumir información de un gran repositorio de muestras como es CommSensum y poder 
presentar al usuario la información en tiempos de respuesta aceptables. A partir de aquí 
otra funcionalidad puede ser añadida.   
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A futuro sería interesante promocionar la página web de facebook e interactuar con otras 
redes sociales para que se masifique el uso de la aplicación. 
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9 Apéndice B 
9.1 Manual de instalación Web Site 
 
1. Instalar en el equipo la versión de Ubuntu Ubuntu 14.04.1 LTS solo con el 
usuario root.  
2. Crear un Nuevo usuario 
# adduser cs 
password XXXXX 
3. Añadir al usuario permisos de administrador 
# adduser cs sudo 
4. Cerrar Sesión y loguearse como el usuario cs. 
5. Instalar el software necesario con el siguiente comando: 
$ sudo apt-get install git mysql-server python-mysqldb libmysqlclient-dev 
python-pip python-dev python-software-properties python g++ make 
supervisor nginx  facebook-sdk pip install python-twitter 
Cuando se instale mysql solicitará un password para el usuario root. 
6. Baje el código fuente de la pagina, para esto cree el directorio del proyecto 
$ mkdir monitoreoCA 
Y use Git para clonar el repositorio  
$git clone 
https://www.ac.upc.edu/projects/monitoreoCA 
Si es que el código está disponible en la máquina local se debe conectar al 
servidor remoto utilizando el comando: 
ssh cs@airelimpio.pc.ac.upc.edu 
Si se trata de una actualización habrá que respaldar la última versión con el 
comando 
cs@airelimpio:~/monitoreoCA$  cp -r monitoreo 
RespaldoMonitoreo<fecha> 
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Y borrar la carpeta con el comando: 
cs@airelimpio:~/monitoreoCA$ rm -r monitoreo 
Y desde la consola local ubicarse en el directorio del código fuente y 
ejecutar el siguiente comando: 
monitoreoCA$ scp -r monitoreo 
cs@airelimpio.pc.ac.upc.edu:monitoreoCA/monitoreo 
7. Una vez copiado el código se debe ejecutar el comando:  
cs@airelimpio:~/monitoreoCA$ python manage.py collectstatic 
8. Configurar la base de datos, creando la base de datos del proyecto de 
Monitoreo, con los siguientes comandos que solicitarán la contraseña:  
mysql -u root -p 
create database monitoreo; 
exit; 
9. Ejecutar el script que contiene el modelo de base de datos 
mysql -u root -p monitoreo < script.sql 
 
10. Instalar Django de acuerdo a los requerimientos del archivo 
requirements.txt con el comando: 
Sudo pip install -r requirements.txt 
11. Ahora se deben editar los archivos de configuración: 
cd $MonitoreoCA/MonitoreoCA 
Utilizando el comando vim editar el archivo settings.py y modifique el 
Password de la base de datos. 
cd $MonitoreoCA/monitoreo 
Modifique el archivo tareaMonitoreo.py para modificar el password a la 
base de datos. 
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12. Configuración del servidor web 
sudo cp cs.nginxconf /etc/nginx/sites-available/cs 
sudo cp cs.supervisorconf /etc/supervisor/conf.d/cs.conf 
sudo supervisorctl reread 
sudo supervisorctl update 
sudo ln -s /etc/nginx/sites-available/cs /etc/nginx/sites-enabled/cs 
sudo rm /etc/nginx/sites-enabled/default 
sudo restart nginx  (o   sudo service nginx restart o sudo /etc/init.d/nginx 
restart) 
13. Configuración de la tarea automática usando Crontab, ejecutar 
crontab -e 
y editar el archivo indicando el minuto en el cual se ejecutará la tarea. 
35 * * * * /home/cs/monitoreoCA/monitoreo/tareaMonitoreo.py 
crontab -l 
El proceso deberá llenar algunas tablas de la base de datos, para lo cual 
verifique que retornen datos ejecutando la siguiente sentencia:  
select * from monitoreo.monitoreo_sensor;  
Y posteriormente declare ejecute el script_final.sql para completar 
información de rangos y notificaciones. 
9.2 Manual de instalación dispositivos Android 
1. El dispositivo debe tener instalado el navegador de Chrome, y la aplicación 
Apk Installer. 
2. En el dispositivo ir a Ajustes-Seguridad y momentáneamente habilitar la 
opción de Orígenes Desconocidos y deshabilitar la opción de Verificar 
aplicaciones. 
3. Si el dispositivo tiene GPS y se desea utilizarlo se lo debe habilitar. 
4. Bajar la aplicación del link http://airelimpio.pc.ac.upc.edu/monitoreo/apk, 
el link se encuentra en la página Acerca de sitio web. 
5. Ejecutar el archivo e instalarlo. 
6. Abrir la aplicación. 
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