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English Summary 
A new ontology development paradigm has started; its emphasis lies on the reuse and possible 
subsequent reengineering of knowledge resources, on the collaborative and argumentative 
ontology development, and on the building of ontology networks; this new trend is the opposite of   
building new ontologies from scratch. To help ontology developers in this new paradigm, it is 
important to provide strong methodological support. 
This thesis presents some contributions to the methodological area of the Ontology Engineering 
field that we are sure will improve the development and building of ontologies networks, and thus, 
 It proposes the NeOn Glossary of Processes and Activities, which identifies and defines the 
processes and activities potentially involved when ontology networks are collaboratively 
built. 
 It defines a set of two ontology network life cycle models. 
 It identifies and describes a collection of nine scenarios for building ontology networks. 
 It provides some methodological guidelines for performing the ontology requirements 
specification activity, to obtain the requirements that the ontology should fulfil. 
 It offers some methodological guidelines for obtaining the ontology network life cycle for a 
concrete ontology network, as part of scheduling ontology projects. Additionally, the thesis 
provides the technological support to these guidelines: a tool called gOntt. 
 It also proposes some methodological guidelines for the reuse of ontological resources at 
two different levels of granularity: as a whole (general ontologies and domain ontologies) 
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Resumen 
Un nuevo paradigma de desarrollo de ontologías ha comenzado. Dicho paradigma se basa en la 
reutilización y posterior reingeniería de recursos de conocimiento disponibles, en la colaboración y 
argumentación durante el desarrollo de las ontologías, y en la construcción de redes de 
ontologías, en contraposición a construir nuevas ontologías a la medida y desde cero. En este 
contexto, es importante proporcionar un soporte metodológico robusto para ayudar a los 
desarrolladores de ontologías. 
Esta tesis doctoral presenta las siguientes contribuciones al área metodológica del campo de la 
Ingeniería Ontológica: 
 Propone el Glosario NeOn de Processos y Actividades, que identifica y define los procesos 
y actividades que potencialmente están involucradas en el desarrollo colaborativo de redes 
de ontologías. 
 Define un conjunto de dos modelos de ciclo de vida para redes de ontologías. 
 Identifica y describe un conjunto de nueve escenarios para construir redes de ontologías. 
 Propone las guías metodológicas para desarrollar la actividad de especificacion de 
requisitos, con el objetivo de obtener los requisitos que la ontología debe satisfacer. 
 Propone las guías metodológicas para obtener el ciclo de vida de una red de ontologías, 
como parte de la planificación de proyectos ontológicos. Además, la tesis proporciona el 
soporte tecnológico a dichas guías, la herramienta llamada gOntt. 
 Propone las guías metodológicas para la reutilización de recursos ontológicos a dos 
niveles distintos de granularidad: reutilización de ontologías como un todo (ontologías 
generales y ontologías de dominio) y reutilización de statements ontológicos.  
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Introduction 
1. Introduction 
Knowledge has become increasingly important to support intelligent process automation and solve 
problems collaboratively. Thus, the effective management of knowledge and shared data is one of 
the greatest challenges of current large organizations, both public and private.  
Organizations manage crucial data and knowledge, namely, data about products, financial 
information, etc., that are recorded with the aim of supporting day-to-day company applications and 
decision making processes.  
Additionally, an increase in the demand for resource sharing across different sites connected 
through networks has led to the evolution of data and knowledge-management systems from 
centralized to decentralized systems. Current decentralized systems still focus on data and 
knowledge as their main resource, and this implies to handle very large quantities of data and 
knowledge in different types of distributed archives. These data are normally structured, but 
sometimes they are very heterogeneous and, in most of the cases, not necessarily interoperable. 
Nowadays, ontologies are used for making explicit the meaning of information and allowing the 
sharing of information. Thus, the solution to improving the management of data and knowledge is 
to create an ontology-based application that manages in a proper way all the knowledge of the 
organization; and this process involves modelling all this knowledge in an ontology network. 
1.1. Thesis Context 
Ontologies are widely used in (a) Knowledge Engineering, Artificial Intelligence and Computer 
Science, (b) applications related to knowledge management, natural language processing, e-
commerce, intelligent integration information, information retrieval, database design and 
integration, bio-informatics, education, and (c) the Semantic Web and the Semantic Grid. 
The word ontology was taken from Philosophy, where it means a systematic explanation of being. 
There are many definitions about what an ontology is and such definitions have changed and 
evolved over the years. However, one of the most well-known definition, which is the one used in 
the present thesis, is provided by Studer and colleagues [Studer et al., 1998]: “An ontology is a 
formal, explicit specification of a shared conceptualization. Conceptualization refers to an abstract 
model of some phenomenon in the world by having identified the relevant concepts of that 
phenomenon. Explicit means that the type of concepts used, and the constraints on their use are 
explicitly defined. Formal refers to the fact that the ontology should be machine-readable. Shared 
reflects the notion that an ontology captures consensual knowledge, that is, it is not private of 
some individual, but accepted by a group”. 
Research on methodologies for the Ontology Engineering field is in its “adolescence”. The 1990s 
and the first years of this new century have witnessed the growing interest of many practitioners in 
approaches that support the creation and management, as well as the population of single 
ontologies built from scratch [Gómez-Pérez et al., 2003]. Until the mid-1990s, the ontology 
development process was an art rather than an engineering activity. Each development team 
usually followed their own set of principles as well as their own design criteria and phases for 
manually building the ontology [Gómez-Pérez et al., 2003]. Thus, the absence of common and 
structured guidelines slowed the development of ontologies within and between teams, the 
extension of any ontology, the possibility of ontologies of being reused in others, and the use of 
ontologies in final applications [Gómez-Pérez et al., 2003]. 
Until now, a large number of ontologies have been developed by different groups, under different 
approaches, and with different methods and techniques. Ontological Engineering [Gómez-Pérez et 
al., 2003] refers to the set of activities that concern the ontology development process, the 
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ontology life cycle, as well as the methodologies, tools and languages required for building 
ontologies. The progress made in building ontologies, which have to model some agreed-upon 
views of the reality, is impressive. 
A series of methods and methodologies for developing ontologies from scratch have been reported 
in [Gómez-Pérez et al., 2003] and these can be summarized as follows: in 1990, some general 
steps and some interesting points about the Cyc ontology development were published. Some 
years later, in 1995, the first guidelines were proposed. These were based on the experience 
gathered in developing the Enterprise ontology and the TOVE (TOronto Virtual Enterprise) project 
ontology, both belonging to the enterprise modelling domain. In 1996, a method to build an 
ontology in the domain of electrical networks was presented. This method was part of the Esprit 
KACTUS project. The METHONTOLOGY methodology [Gómez-Pérez et al., 2003] appeared 
almost simultaneously, in 1996. In 1997, a new method was proposed for building ontologies 
based on the SENSUS ontology. And some years later, in 2001, the On-To-Knowledge 
methodology emerged from the project of the same name. However, all the aforementioned 
approaches have one important limitation: they do not regard the collaborative and distributed 
development of ontologies [Gómez-Pérez et al., 2003]. In this respect, in 2004, the DILIGENT 
methodology [Pinto et al., 2004] was proposed. This new methodology was intended to support 
domain experts in a distributed setting when they need to engineer and evolve ontologies. 
In general, we can say that METHONTOLOGY [Gómez-Pérez et al., 2003] and On-To-Knowledge 
[Staab et al., 2001] are up to now the most complete methodologies for building ontologies from 
scratch. Both include guidelines for single ontology construction, ranging from ontology 
requirements specification to implementation. 
1.2. Thesis Main Motivations 
The development of ontologies in different national and international projects has revealed that 
there are different alternative ways or possibilities of building ontologies. For example, and just to 
name a few: in the Esperonto1 project ontologies were built from scratch using METHONTOLOGY; 
in Knowledge Web Network of Excellence2 the issue of the aligning and versioning of ontologies 
was tackled as well as the use of best practices or patterns in the context of W3C activities; in the 
SEEMP3 project a good ontology requirements specification document helped to find ontologies 
and consensual knowledge resources that were reused and re-engineered into ontologies; the 
SEKT4 project was focused on argumentative development of ontologies using the DILIGENT 
methodology; in the UMLS Project [Coté et al., 1994] the experiences gained while transforming 
the UMLS® Semantic Network into OWL ontology were described; within the UK PRODIGY and 
Drug Ontology Projects [Hodge, 2000] it was described the transformation of tangled hierarchies 
(for example, those derived from ambiguous "broader than / narrower than" thesauri in library 
science) into formal ontologies; and the WonderWeb project5, whose goal was to build a modular 
ontology library around DOLCE, can be seen as an initial attempt to build an ontology network.  
Thus, it is not premature to affirm that a new ontology development paradigm is starting, whose 
emphasis is on (1) the reuse and subsequent reengineering of knowledge resources, (2) the 
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collaborative and argumentative ontology development, and (3) the building of ontology networks6, 
as opposed to custom-building new ontologies from scratch.  
Furthermore, with the goal of speeding up the ontology development process, ontology 
practitioners are starting to reuse [Simperl, 2009] as much as possible (a) other ontologies such as 
DOLCE7, SUMO [Pease et al., 2002] and KOWIEN8, ontology modules [Cuenca-Grau et al., 2007]; 
(b) ontology statements and ontology design patterns [Gangemi, 2007; Presutti and Gangemi, 
2008]; and (c) non-ontological resources [Jimeno-Yepes et al., 2009] such as thesauri, lexicons, 
DBs, UML diagrams and classification schemas (e.g., NAICS9 and SOC10) built by others and 
which already have some degree of consensus. 
In this regard, a good example to mention is the case of the FAO (Food and Agriculture 
Organization)11 fishery department. This department has several information and knowledge 
organization systems that facilitate and secure the long-term sustainable development and 
utilization of the world’s fisheries and aquaculture. Such systems are developed and maintained by 
different people, who interact with experts and users worldwide. Each system has its own 
community, which currently constitutes a separate knowledge collective.  
The FAO fishery systems manage different types of data and knowledge (e.g., fishing statistical 
data, GIS data, information on aquaculture, geographic entities, and description of fish stocks). 
Much of the data are ‘structured’, but they are very heterogeneous and, in most of the cases, not 
necessarily interoperable. In addition, knowledge is embedded in different resources that are not 
easily available. 
In those cases in which different resources are not easily available, the solution is to create an 
ontology-based application that manages all the knowledge in the organization properly. This 
process implies first to model all this knowledge in an ontology network. In the case of FAO fishery 
department, the ontology should represent knowledge about different resources, for example, 
taxonomic classification of biological entities, ISSCFC12 and HS classification of fisheries 
commodities13, ISSCAAP classification of species14 (with links to taxonomic classification of 
biological entities and ISSCFC commodities), FAO division of water areas15, large marine 
ecosystems (with links to FAO divisions)16, geopolitical ontology17 [Kim et al., 2009], exclusive 
                                                
6 An ontology network or a network of ontologies is defined as a collection of ontologies (called networked ontologies) 
related together through a variety of different meta-relationships such as mapping, modularization, version, and 
dependency relationships [based on Haase et al., 2006]. 
7 http://www.loa-cnr.it/DOLCE.html 
8 Skill Ontology from the University of Essen, which defines concepts representing the competencies required to 
describe job position requirements and job applicant skills. Available at http://www.kowien.uni-
essen.de/publikationen/konstruktion.pdf 
9 North American Industry Classification System, which provides industry-sector definitions for Canada, Mexico, and the 
United States to facilitate uniform economic studies across the boundaries of these countries. Available at 
http://www.census.gov/epcd/www/naics.html 
10 Standard Occupational Classification, which classifies workers into occupational categories (23 major groups, 96 
minor groups, and 449 occupations). Available at http://www.bls.gov/soc/ 
11 http://www.fao.org/index_en.htm 
12 International Standard Statistical Classification of Fishery Commodities: Divisions and Group. Available at 
ftp://ftp.fao.org/FI/DOCUMENT/cwp/handbook/annex/ANNEX_RII.pdf 
13 Harmonized Commodity Description and Coding System. 2007 Edition. Available at 
http://www.wcoomd.org/ie/En/Topics_Issues/HarmonizedSystem/DocumentDB/TABLE_OF_CONTENTS_2007.html 
14 International Standard Statistical Classification of Aquatic Animals and Plants. Version in use until 1999 available at: 
ftp://ftp.fao.org/FI/DOCUMENT/cwp/handbook/annex/AnnexS1listISSCAAPold.pdf 
15 Handbook of Fishery Statistical Standards. Fishing Areas for Statistical Purposes. Available at  
http://www.fao.org/fi/website/FIRetrieveAction.do?dom=ontology&xml=sectionH.xml 
16 http://www.lme.noaa.gov/ 
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economic zones (with links to geopolitical ontology), ISSCFG classification of gear types18, 
ISSCFV classification of vessel type and size19, and stocks (with links to taxonomic classification of 
biological entities and FAO divisions). 
Thus, developers realized that such an ontology network should not be developed entirely from 
scratch, but by reusing and possibly reengineering other ontologies, databases, XML schemas, 
thesauri, classification schemes, and other knowledge resources, as well as by taking into account 
good practices in the development. Additionally, they also believed that in large organizations the 
development and maintenance of these knowledge models that are the ontology networks should 
be performed by people with many different expertises (ontology engineers, software developers, 
aquaculture specialists, economists, biologists, etc.), who should collaborate in a coherent manner 
and have the possibility of managing different versions of the knowledge model. 
Accordingly, it is logical to predict that the Semantic Web of the future will be characterized by 
using a very large number of ontologies embedded in ontology networks built collaboratively by 
distributed teams. Such ontology networks could include ontologies that already exist or that could 
be developed in different scenarios by reusing either other available ontologies or non-ontological 
but knowledge resources (thesauri, lexicons, text corpora, DBs, UML diagrams, etc.) [NeOn 
Consortium, 2006].  
The amount of knowledge published on the Semantic Web (i.e., the number of ontologies and 
semantic documents available on-line) is rapidly increasing, having reached the critical mass 
required to enable the vision of a truly large scale, distributed and heterogeneous web of 
knowledge [d’Aquin et al., 2007d].  
With this new vision of the ontologies and the Semantic Web, it is important to provide strong 
methodological support for the collaborative and context-sensitive development of ontology 
networks. 
However, up to date, there are no methodological approaches that help ontology developers 
to build large ontologies embedded in ontology networks in complex settings where 
distributed teams could collaboratively build ontologies by reusing and possibly 
reengineering knowledge resources, using alignments and having in mind the continuous 
evolution of the ontologies. On the other hand, the approaches available are not described 
with a user-oriented approach, but with a style that is more oriented to ontology 
researchers than to developers. In summary, the methodologies available for building ontologies 
have at least four important limitations:  
1. They lack detailed and clear guidelines for building ontologies by reusing and 
reengineering knowledge resources widely agreed upon in a particular domain.  
2. They do not consider those scenarios in which the reuse is the key aspect. 
3. They do not take into account different life cycle models related to the aforementioned 
reuse scenarios. 
4. They do not explain the ontology building process with the same style and granularity than 
those methodologies for developing software, which would facilitate the understandability 
and adoption of such methodologies. 
Additionally, there is no consensus about the definitions of activities and processes that potentially 
could be carried out when ontologies and ontology networks are developed. Consequently, there is 
a lack of standardization on the Ontology Engineering field terminology. 
                                                                                                                                                               
17 http://www.fao.org/countryprofiles/geoinfo.asp?lang=en 
18 International Standard Statistical Classification of Fishing Gear. Available at 
ftp://ftp.fao.org/FI/DOCUMENT/cwp/handbook/annex/AnnexM1fishinggear.pdf 
19 International Standard Statistical Classification of Fishery Vessels by Vessel Types, in use until 1995. 1984. Available 
at ftp://ftp.fao.org/FI/DOCUMENT/cwp/handbook/annex/annexLII.pdf 
Introduction 
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 5 
Our aim is to create the NeOn Methodology for building ontology networks, covering the 
drawbacks of the existing methodologies while, at the same time, benefiting from the advantages 
included in them. 
Thus, the main goal of this thesis is to present a methodology for building networks of ontologies. 
The main principles that guide the construction of such a methodology are  
1. It should define each process or activity precisely; it should state clearly its purpose, its 
inputs and outputs, the actors involved, when its execution is more convenient, and the set 
of methods, techniques and tools to be used for executing it.  
2. It should be presented in a prescriptive way and not only oriented to researchers, to 
facilitate a promptly assimilation by software developers and ontology practitioners. 
3. It should be general enough in the sense that it should help software developers and 
ontology practitioners to build networks of ontologies with any ontology development tool 
(NeOn Toolkit20, Protégé21, Top Braid Composer22, etc).  
1.3. Thesis Main Objective and Tasks 
Methodological frameworks are widely accepted in different mature fields, like Software 
Engineering and Knowledge Engineering. Such methodological frameworks involve the following 
issues: development process, life cycle models and life cycle, and the methods, techniques and 
tools to be used. Thus, the methodologies for developing ontologies should also involve the issues 
aforementioned. 
In this context, the main objective of this thesis is to create the NeOn Methodology framework, a 
framework that will support different aspects of ontology network development as well as the reuse 
and the dynamic evolution of networked ontologies in distributed environments where knowledge is 
introduced by developers (domain experts, ontology practitioners) at different stages of the 
ontology development process.  
This objective will be achieved through investigating the following tasks:  
 Task 1. Identification and description of the research methodology used in this thesis. 
 Task 2. Identification and definition of the development process and life cycle of ontology 
networks.  
In order to provide the methodological support for the collaborative and context-sensitive 
development of ontology networks, we have taken as a starting point some IEEE standard 
definitions [IEEE, 1990; IEEE, 1997] related to the development process, life cycle models, 
and life cycle in Software Engineering and we have adapted them to the specific 
characteristics of the development of single ontologies and ontology networks.  
y Task 2.1. Creation of the NeOn Glossary of Processes and Activities. 
 Task 3. Creation of the NeOn Methodology for building ontology networks. This 
methodology will include methodological guidelines (methods, techniques and tools) for 
carrying out the processes and activities identified and defined in the ontology network 
development process.  
y Task 3.1. Creation of the NeOn Methodology framework, as a scenario-based 
methodology, for building ontology networks. 




María del Carmen Suárez de Figueroa Baonza 
y Task 3.2. Creation of the methodological guidelines within the general 
methodological framework for the following activities and processes: 
o Ontology requirements specification activity. 
o Ontology development project schedule activity. 
o Ontological resources reuse process. 
It is worth mentioning that within our research group there are three theses, one 
already presented and the other two in progress, that deal with the NeOn 
Methodology framework though they cover different issues from those tackled here. 
These are  
 Collaboration and dynamism [Palma, 2009] 
 Reuse and reengineering non-ontological resources [Villazón-Terrazas, 
in progress] 
 Localization [Espinoza, in progress] 
1.4. Thesis Main Contributions 
The six main contributions of this thesis are the following:  
1. The NeOn Glossary of Processes and Activities, which identifies and defines the processes 
and activities potentially involved when ontology networks are built. Part of this work was 
carried out in collaboration with partners concerned with the NeOn project, as explained in 
Chapter 5. This glossary is included in Chapter 5. 
2. A collection of nine scenarios for building ontology networks, included in Chapter 6. 
3. A set of two different ontology network life cycle models, which is sufficient to allow 
ontology practitioners to develop ontology networks covering the different possibilities. This 
set of models is described in Chapter 7. 
4. Guidelines for performing the ontology requirements specification activity, to obtain the 
requirements that the ontology should fulfil. These guidelines are explained in Chapter 8. 
5. Guidelines for obtaining the ontology network life cycle for a concrete ontology network, 
which is a crucial part of scheduling ontology projects. Additionally, we provide the 
technological support to these guidelines in the form of a plug-in called gOntt. Both 
contributions are included in Chapter 9.  
6. Guidelines for the reuse of ontological resources described in Chapter 1. 
1.5. Thesis Structure 
The thesis is structured as follows:  
 Chapter 2 (State of the Art) deals with the state of the art of the development process and 
life cycle models in different fields (Software Engineering, Knowledge Engineering and 
Ontology Engineering). This chapter also includes the state of the art of methodologies for 
building ontologies and some methodological issues related to ontology requirements 
specification and ontological resource reuse. 
 Chapter 3 (Work Objectives) presents the main objectives and assumptions of this thesis. 
 Chapter 4 (Research Methodology) explains the research methodology followed. 
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 Chapter 5 (Glossary of Processes and Activities) presents the NeOn Glossary of 
Processes and Activities, which identifies and defines the activities and processes 
potentially involved in ontology network construction.  
 Chapter 6 (Scenarios for Building Ontology Networks) deals with the identification and 
definition of different scenarios for building ontology networks collaboratively, with special 
emphasis on reuse, reengineering and merging. 
 Chapter 7 (Life Cycle Models for Ontology Networks) provides the definition of several 
ontology network life cycle models according to those defined in the Software Engineering 
field.  
 Chapter 8 (Ontology Requirements Specification) presents the proposed methodological 
guidelines for carrying out the ontology requirements specification activity. This chapter 
also includes three examples of how to carry out this activity in different use cases. 
 Chapter 9 (Planing and Scheduling: Obtaining the Ontology Network Life Cycle) provides 
the groundings for scheduling ontology network development projects and describes the 
plug-in gOntt and the methodological guidelines for the scheduling activity. 
 Chapter 10 (Ontological Resource Reuse) presents the methodological guidelines 
proposed for carrying out the ontological resource reuse process. Specifically, such 
guidelines are proposed for the general or common ontology reuse, the domain ontology 
reuse, and the ontology statement reuse. 
 Chapter 11 (Experimentation) includes action research and controlled experiments that 
show the evaluation of the results presented in this thesis.  
 Chapter 12 (Conclusions and Future Work) offers the main conclusions of this work, 
emphasizing its main contributions. The chapter also lists future lines of work that might be 
performed in the field of ontology networks development.  
Finally, the thesis includes the bibliographic references used for its elaboration and 8 annexes that 
provide information relevant to the thesis. 
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2. State of the Art 
2.1. Introduction 
This chapter presents a summary of the state of the art that is relevant for this thesis. Bearing in 
mind that ontologies are part of software products and that sometimes ontologies are considered a 
kind of software, we provide, in Section 2.2, a glossary of the terms most used in the present 
thesis, taken from the Software Engineering field. Because this thesis deals with development 
process, life cycle models and life cycles, Sections 2.3 and 2.4 focus on development process and 
life cycle models in the Software Engineering and Knowledge Engineering fields, respectively. 
Additionally, Section 2.5 includes how the most well-known methodologies in the Ontology 
Engineering field (METHONTOLOGY [Gómez-Pérez et al., 2003], On-To-Knowledge [Staab et al., 
2001], and DILIGENT [Pinto et al., 2004]) tackle development process and life cycle models. 
Section 2.5 gives also an overview of some seminal works on ontology requirements specification 
and ontological resource reuse, issues important here since this thesis provides guidelines for 
specifying ontology requirements and reusing ontological resources. Finally, Section 2.6 concludes 
with a summary of the main gaps in methodologies for building ontologies in the current state of 
the art. 
In a nutshell, we will show that none of the methodological approaches available can help ontology 
developers to build large ontologies embedded in ontology networks by reusing and possibly 
reengineering knowledge resources.  
2.2. Basic Terminology from Software Engineering 
This section includes several terms defined in Software Engineering that are crucial for this thesis. 
Those terms have been extracted from the following IEEE documents: 
 IEEE Standard Glossary of Software Engineering Terminology (IEEE Std 610.12-1990) 
[IEEE, 1990]. 
 IEEE Guide for Developing Software Life Cycle Processes (IEEE Std 1074.1-1995) [IEEE, 
1995]. 
 IEEE Standard for Developing Software Life Cycle Processes (IEEE Std 1074-1997) 
[IEEE, 1997]. 
The terminology is presented in an incremental way, from the simplest term to the most complex 
one. 
 A task can be defined as the smallest unit of work subject to management accountability. 
Another definition of task [IEEE, 1995] can be a well-defined work assignment for one or 
more project members. Related tasks are usually grouped to form activities. 
 An activity [IEEE, 1997] is a defined body of work that is to be performed, including its 
required input and output information. 
 A process [IEEE, 1990] is a sequence of steps performed for a given purpose. A process 
is composed of activities.  
 The software development process [IEEE, 1990] is the process by which user needs are 
translated into a software product. The process involves translating user needs into 
software requirements, transforming the software requirements into design, implementing 
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 9 
María del Carmen Suárez de Figueroa Baonza 
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 10 
the design in code, testing the code, and sometimes, installing and checking out the 
software for operational use. 
 A software life cycle model [IEEE, 1997] is the framework, selected by each 
organization, on which to map the activities identified in the software development process 
to produce the software life cycle. For example, waterfall model [Royce, 1970], evolving 
prototyping model [Davis et al., 1988], etc.  
 The software life cycle [IEEE, 1990] is defined as the period of time that begins when a 
software product is conceived and ends when the software is no longer available for use. 
The software life cycle typically includes a concept phase, requirements phase, design 
phase, implementation phase, test phase, installation and checkout phase, operation and 
maintenance phase, and, sometimes, retirement phase. Furthermore, the software life 
cycle [IEEE, 1997] is the project-specific sequence of activities created by mapping the 
activities identified in the software development process onto a selected software life cycle 
model.  
Throughout the literature, the terms methodology, method, technique, process, activity, etc. are 
used indiscriminately [de Hoog, 1998]. To make clear the use of these terms, in this thesis23 we 
have adopted the IEEE definitions for such terms. 
The IEEE [IEEE, 1990b] defines methodology as “a comprehensive, integrated series of 
techniques or methods creating a general systems theory of how a class of thought-intensive work 
ought to be performed”. Methods and techniques are parts of methodologies. A method [IEEE, 
1990b] is a set of “orderly processes or procedures used in the engineering of a product or 
performing a service”. A technique [IEEE, 1990] is “a technical and managerial procedure used to 
achieve a given objective”. De Hoog [de Hoog, 1998] explores relationships between 
methodologies and methods. According to this author, methodologies and methods are not the 
same because “methodologies refer to knowledge about methods”. Methodologies state “what”, 
“who” and “when” a given activity should be performed. Greenwood [Greenwood, 1973] also 
explores the differences between methods and techniques. A method is a general procedure, 
whereas a technique is the specific application of a method and the way in which the method is 
executed. Several techniques are used for applying a given method, and each technique specifies 
what means should be used to execute the method.  
Methods and techniques are strongly related because both are used to carry out tasks inside the 
different processes a methodology comprises. The IEEE defines a process [IEEE, 1995] as a 
“function that must be performed in the software life cycle. A process is composed of activities”. An 
activity [IEEE, 1995] is “a constituent task of a process”. Another definition of the latter [IEEE, 
1997] is that an activity is a defined body of work that is to be performed, including its required 
input and output information. A task is the smallest unit of work subject to management 
accountability. “A task [IEEE, 1995] is a well-defined work assignment for one or more project 
members. Related tasks are usually grouped to form activities”.  
The relationships between the aforementioned definitions are summarized in Figure 1 [Gómez-
Pérez et al., 2003], where it can be observed that a methodology is composed of methods and 
techniques. Methods, in turn, are composed of processes and are detailed with techniques. 
Processes are composed of activities. And finally, activities are made up of groups of tasks. 
                                                
23 This section is a summary taken from [Gómez-Pérez et al., 2003].  
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Figure 1. Graphical representation of terminological relationships in methodologies 
[Gómez-Pérez et al., 2003] 
2.3. State of the Art in Software Engineering 
This section summarizes the main results of the development process and life cycle models in the 
Software Engineering field. 
2.3.1. Development Process  
A software development process is a process that transforms a user’s need into a computable 
product that satisfies the user’s need. 
This section briefly summarizes three well-known Software Engineering development processes: 
IEEE development process [IEEE, 2006] (Section 2.3.1.1), ISO development process [ISO, 2006] 
(Section 2.3.1.2), and RUP development process [Kruchten, 2000] (Section 2.3.1.3). 
2.3.1.1. IEEE development process 
The 69 activities identified in the software project development process are grouped 
administratively, according to IEEE [IEEE, 2006], into five main activity groups. The full set of 
activities covers the entire software life cycle, from concept exploration through the eventual 
retirement of the software system. The main activity groups [IEEE, 2006], also shown in Table 1, 
are the following: 
1. Project Management Activity Group [IEEE, 2006]. This group includes activities that initiate, 
monitor, and control a software project throughout its life cycle. For example, Project Monitoring 
and Control activities are used to track and manage the project. During these activities, the actual 
project performance is tracked, reported, and managed against the planned performance. In this 
group special consideration is given to risk management. The group is divided into three 
subgroups: Project Initiation, Project Planning, and Project Monitoring and Control.  
2. Pre-Development Activity Group [IEEE, 2006]. This group includes the activities that explore 
and allocate system requirements before the software development can begin. For example, the 
feasibility study serves to analyse the idea or need, the potential approaches, and all the life cycle 
constraints and benefits. Justification for each recommendation should be fully documented and 
formally approved by all the organizations concerned (including the user and the developer). This 
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group is divided into three activity subgroups: Concept Exploration, System Allocation, and 
Software Importation. 
3. Development Activity Group [IEEE, 2006]. This group includes the activities performed during 
the development and enhancement of a software project. For example, Design activity has as main 
goal to develop a coherent, well-organized representation of the software system that meets the 
software requirements. This group is divided into three subgroups: Software Requirements, 
Design, and Implementation. 
4. Post-Development Activity Group [IEEE, 2006]. This group includes the activities that install, 
operate, support, maintain, and retire a software product. For example, the Installation activity 
consists in the transportation and installation of a software system from the development 
environment to the target environment(s); and the Operation and Support activities involve the 
user’s operation of the system and ongoing support. Support includes providing technical 
assistance, consulting the user, and recording user’s support requests by maintaining a Support 
Request Log. This group is divided into four subgroups: Installation, Operation and Support, 
Maintenance, and Retirement. 
5. Support Activity Group [IEEE, 2006]. This group includes activities that are necessary to 
assure the successful completion of a project, but that are considered supporting activities rather 
than activities directly oriented to the development effort. In other words, the Support Activity 
Group includes the set of activities necessary to ensure that a system fulfils its original 
requirements and any subsequent modifications to those requirements. For example, the 
Documentation Development activity for software development and usage has as a purpose to 
plan, design, implement, edit, produce, distribute, and maintain the documents that are needed by 
developers and users. This group is divided into four subgroups: Evaluation, Software 
Configuration Management, Documentation Development, and Training. 
Section Clause Activity groups 
Project Management A.1 
Project Initiation 
Project Planning 
















Software Configuration Management 
Documentation Development 
Training 
Table 1. Activity groups from IEEE [IEEE, 2006]  
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2.3.1.2. ISO development process 
The international standard ISO 12207 [ISO, 2006] establishes a common framework for software 
life cycle processes, with well-defined terminology, that can be referenced by the software industry. 
It contains processes, activities, and tasks that are to be applied during the acquisition of a 
software product or service and during the supply, development, operation, and maintenance of 
software products. Each process within the life cycle has a set of outcomes associated with it. 
This international standard also provides a process that can be employed for defining, controlling, 
and improving software life cycle processes. 
The standard emphasises two basic principles: modularity and responsibility.  
 Modularity means processes with minimum coupling and maximum cohesion.  
 Responsibility means establishing a responsibility for each process, facilitating the 
application of the standard to projects in which many people can be involved.  
This international standard [ISO, 2006] groups the activities that may be performed during the life 
cycle of a software system into seven process groups. Each of the processes within those groups 
is described in terms of its purpose and desired outcomes and lists activities and tasks that need to 
be performed to achieve those outcomes. The purposes and outcomes of these processes 
constitute a process reference model. 
The seven process groups, shown in Figure 2, are the following: 
1. Agreement Processes define the activities necessary to establish an agreement between two 
organizations. These processes are the acquisition process and the supply process. 
2. Project-Enabling Processes manage the organization’s capability to acquire and supply 
products or services through the initiation, support and control of projects. 
3. Project Processes. There are two categories of Project Processes: project management 
processes and project support processes. The Project Management Processes are used to 
plan, execute, assess and control the progress of a project. The Project Support Processes 
support specialized management objectives, which refer to the management of any 
undertaking, ranging from a complete organization down to a single life cycle process and its 
tasks. 
4. Technical Processes, which include eleven processes, are used to define the requirements 
for a system, to transform such requirements into an effective product, to permit consistent 
reproduction of the product where necessary, to use the product, to provide the required 
services, to sustain the provision of those services, and to dispose of the product when it is 
retired from service. 
5. Software Implementation Processes, which include seven processes, are used to produce a 
specified system element (software item) implemented in software. Those processes transform 
specified behaviour, interfaces and implementation constraints into the implementation actions 
resulting in a system element that satisfies the requirements derived from the system 
requirements.  
6. Software Support Processes, which include eight processes, provide a specific focused set 
of activities for performing a specialized software process. A supporting process assists the 
Software Implementation Process as an integral part with a distinct purpose, contributing to the 
success and quality of the software project. 
7. Software Reuse Processes, which include three processes (domain engineering process, 
reuse program management process, and reuse asset management process) that support an 
organization’s ability to reuse software items across project boundaries. 
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Figure 2. Process groups in the software development process [ISO, 2006]  
2.3.1.3. RUP development process 
One of the best-known methodologies is the Rational Unified Process (RUP) [Kruchten, 2000]. 
This methodology is an iterative software development framework originally created in the late 
1980s by the Rational Software Corporation, which became a division of IBM in 2002. Since then, 
the methodology is sometimes referred to as IBM RUP process. 
RUP is not a single concrete process that would prescribe definite steps for the software 
development but rather an adaptable framework. It is intended to be tailored and customized by 
development organizations and project teams, who are expected to select the elements of the 
process appropriate for their needs. RUP is also a fully-fledged software product in its own right (it 
includes a hyperlinked knowledge base with sample artefacts and detailed descriptions for many 
different types of activities). 
RUP is based on six key principles for the so-called business-driven development: 
1. Adapting the process. There is not a single ‘typical’ software development process; 
organizations must have options to tailor the process to their needs. In this regard, RUP 
provides pre-configured process templates for small, medium and large projects, which can be 
used for easier adoption. 
2. Balancing stakeholder priorities. The key principle of this tenet is to address the traditional 
requirements gathering and analysis and to see these activities as a part of a broader 
relationship to business goals and stakeholder interests, which are often contradictory. 
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3. Collaborating across teams. Since RUP is built upon an assumption of iterative and 
incremental development, the direct effect of this assumption is that a wide range of developers 
will be involved. 
4. Demonstrating the added value iteratively. As above, software projects are assumed to be 
delivered in increments. The increment, which includes the value of the past iteration, is used 
as a measure of the project progress. That increment is also used to encourage feedback 
about the direction of the project from stakeholders. All this allows the provision of a timely 
feedback and rectification of identified shortcomings. 
5. Elevating the level of abstraction. RUP motivates the use of reusable assets such as software 
patterns. Its importance lies in that it prevents the engineers from ‘doing hacks’; i.e., going 
directly from the requirements to custom-made software code. A higher level of abstraction 
also allows discussions on different architectural levels, which are, in practice, often 
accompanied by visual representations, for example using UML. 
6. Focusing continuously on quality. Quality checks are not only at the end of each iteration but 
also form a continuous activity, often performed daily and supported by the entire team. 
Automating test scenarios (scripts) are increasingly popular for coping with the increasing 
amount of tests due to the iterative development. 
The RUP development process recognizes the following four broad phases: 
 Inception phase. In this initial phase, the business case (including the context of the product 
and its success factors) is established. At least two aspects are crucial for this phase: (1) 
an initial use case and (2) an initial project description comprising the key requirements, 
constraints and features. The purpose of this phase is to appreciate the scope of the 
definition, the understanding of the requirements and their satisfaction in the proposed use 
case(s), and the overall credibility of the project. 
This is also the phase where one usually defines base milestones related to satisfying the 
key aspects discussed in this phase. 
 Elaboration phase. This is where the project starts taking its shape; the key activity in this 
step is the problem domain analysis, and the key outcome is usually the initial architecture. 
The purpose of this phase is to extend and elaborate the initial use case(s) and use case 
descriptions that start driving the formulation of key architectural modules.  
 Construction phase. In this phase the main focus shifts from the analysis to the synthesis 
and development of components and other features of the system being designed. This is 
the phase where the bulk of the coding, modelling and also testing take place. In larger 
projects, several construction iterations may be developed in an effort to divide the use 
cases into manageable segments. Thus, two key outcomes come from this phase: (1) a 
realistic project plan (the familiar Gantt chart is a good example of this) and (2) a suite of 
demonstrable prototypes. It is also in this phase where the first software releases are 
produced; hence, this phase is often associated with the operational capability milestones. 
 Transition phase. Here the project is moving from the development organization to the end 
user(s). The activities of this phase include training end users and maintainers and beta 
testing the system to validate it against end users’ expectations. The product is also 
checked against the quality level set in the inception phase. If the product does not meet 
this level or the end users’ standards, the entire cycle may begin again or may return to the 
appropriate earlier phase. 
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2.3.2. Life Cycle Models 
The life of a software product can be modelled by a life cycle model consisting of stages [ISO, 
2006]. 
Software life cycle models define how to develop and maintain a software system, i.e., they 
describe different ways of organizing the activities to be carried out [Pfleeger, 2001]. Software life 
cycle models are abstractions of the phases or states that a software product passes through 
along its life. These models could also determine the order of the phases and establish the 
transition criteria between phases. 
It is well known that there is no a life cycle model valid for all the software development projects 
[Pfleeger, 2001], and that each software life cycle model is appropriate for a concrete project, 
depending on the following characteristics: 
 Software organization culture. The organization is enterprising or conservative (that is, it 
likes to assume or not risks in projects). 
 Previous experience of the software development team. 
 Software application area. 
 Comprehension and volatility of the software requirements. 
Once a particular software life cycle model has been chosen for the software project, then the 
concrete software life cycle can be obtained. The software life cycle describes the software 
product life from its conception until its implementation, deliver, use, and maintenance. That is, the 
software life cycle describes the states that a software product passes through from its conception 
until its death. 
This section briefly summarizes the most commonly used and well-known software life cycle 
models. Such models are based on the literature, but it was difficult to summarize them because 
different authors explain some of the models in a different way. For this reason, we include in this 
section our own understanding of the literature available.  
 The sequential models, such as the waterfall (Section 2.3.2.1) and the ‘V’ model (Section 
2.3.2.2). 
 The gradual models, such as the incremental development (Section 2.3.2.3) and the 
iterative development (Section 2.3.2.4). 
 The prototype-based models, such as evolutionary prototyping model (Section 2.3.2.5) and 
rapid throwaway prototyping approach (Section 2.3.2.6). 
 The spiral model (Section 2.3.2.7). 
 The extreme programming model (Section 2.3.2.8). 
 The reuse components model (Section 2.3.2.9).    
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2.3.2.1. Waterfall life cycle model 
The pure waterfall life cycle model was defined by Royce [Royce, 1970] to help cope with the 
growing complexity of the development of software projects. The use of such a model encourages 
the developer to specify what the system is supposed to do (i.e., to define the requirements) before 
building the system and to plan how components are going to interact (i.e., designing) before 
building the components (i.e., implementing). This model enables project managers to track 
progress more accurately and demands that the development process generate a series of 
documents that can later be used to test and maintain the system. The use of this model reduces 
development and maintenance costs for all of the above reasons [Davis, 1988]. 
The pure waterfall life cycle model [Pfleeger, 2001] is divided into sequential phases (analysis, 
design, implementation and testing) and represents the stages as a waterfall, from a particular 
stage through the following one. The model represents the stages of a project, starting with the 
requirements plan, such as the problem that the user has or thinks he has, through the analysis 
and definition of requirements, design, coding, testing, and operation to maintenance. The result of 
each phase is one or more documents that are approved (‘signed-off’) [Sommerville, 2007]. The 
following phase should not start until the previous one has finished, as shown in Figure 3. For 
example, the development team should not begin with the activities related to the system design 
until all the requirements have been identified and analysed with the purpose of checking their 
integrity and consistency and finally documenting them.  
 
Figure 3. Pure waterfall life cycle model 
In practice, the waterfall life cycle model has a lineal order in the transitions between phases, with 
one review for each phase. Thus, this model permits to backtrack to previous phases if errors or 
mistakes are detected [Sommerville, 2007]. Figure 4 shows the usual waterfall life cycle model. 
The waterfall life cycle model assumes that the requirements are completely known and without 
ambiguities at the beginning of the development process. Such requirements do not change along 
the project. Therefore, this model should only be used when the requirements are well understood 
and unlikely to change radically during system development. This model is still used, particularly 
when the software project is part of a larger systems engineering project [Sommerville, 2007]. 
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Figure 4. Waterfall life cycle model [Sommerville, 2007] 
The advantages of the waterfall model are the following: 
 The model is easy to understand. 
 The model facilitates to plan a project according to this sequential approach. 
 Documentation is produced at each phase. 
The main inconveniences with this type of model are 
 It does not reflect clearly how the software code is developed [Pfleeger, 2001] because 
real projects rarely follow the sequential flow that the model proposes.  
 It is inflexible with respect partitioning the project into distinct stages. Commitments must 
be made at an early stage of the process, which makes it difficult to respond to changes in 
the customers’ requirements [Sommerville, 2007]. 
 The requirements can be obsolete at the end of the project.  
 No software product is shown to the user until the end of the project. 
2.3.2.2.  ‘V’ life cycle model 
The most commonly known variant of the waterfall model, the ‘V’ life cycle model [Pfleeger, 2001; 
German Ministry of Defense, 1992], is a sequential path of execution of processes where each 
phase must be completed before the next phase begins. This model explicitly includes the 
observation that the result of each development task must be verified in a corresponding test task. 
This life cycle model gives emphasis to the validation of the products in each phase. 
Figure 5 shows the graphical representation of the ‘V’ life cycle model. The symmetry between the 
left and right sides of the model reflects the relationship between the steps on the left and the steps 
on the right. The system definition generated on the left is ultimately used to verify the system on 
the right. The connections between left and right are indicated by the arrows that cross the “V”, 
showing how plans developed on the left drive the process on the right. These connections provide 
continuity between the beginning and end of the project development and ensure that the 
engineers are focused on the completion of the project from the beginning [US Department of 
Transportation, 2007].  
The relation between the right and left sides of the V-model, shown in Figure 5 implies that if 
problems are found during the verification and validation, then the left part of the ‘V’ can be 
performed again to solve the problems and improve the requirements, the design and the code 
before redoing the tests. 
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Figure 5. ‘V’ life cycle model 
2.3.2.3. Incremental development
Incremental development model [Sommerville, 2007] involves producing and delivering the 
ge. 
system development starts with a small 
hrough the requirements, design, implementation, and testing 
odel, the risk of developing the wrong element is reduced by breaking the project into a 
each increment, and with each successive release more 
ment with the system 
 life cycle model 
software in increments rather than in a single packa
In the incremental development model [Pfleeger, 2001], the system, specified in the requirement 
document, is divided into functional subsystems, which are completely developed in different 
cycles. Each cycle follows the waterfall model. The 
functional subsystem that is fully developed. In each cycle a functional subsystem is developed 
and a new version is delivered to the user at the end of each cycle. Following this model, the 
software development process begins with the most essential functionalities and continues and 
ends with the less important ones. 
In this model, the complete system is built gradually through different iterations. The model can be 
seen as a repetition of the waterfall model for each functional subsystem. Therefore, in each 
iteration each subsystem passes t
phases.  
Incremental development implies that we understand upfront most of our requirements and simply 
choose to implement them in subsets of increasing capability. With the incremental development 
life cycle m
series of small subprojects (increments).  
In the incremental development model, as in the waterfall one, the problem and the overall 
requirements of the final product are well-known at the start of the development. Here, however, a 
limited set of requirements is allocated to 
requirements are addressed until the final release satisfies all requirements. 
The main advantages of this approach are  
 It accelerates the delivery of customer services and user’s engage
[Sommerville, 2007]. 
 It produces an operational system more rapidly, thus reducing the possibility that the user’s 
needs change during the development process [Davis, 1988].  
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One risk of this approach is that the first releases address such a limited set of requirements that 
customers could be dissatisfied; on the other hand, one benefit is that wrong or missing 
requirements can be corrected in time. 
There are some types of systems for which the incremental development and delivery is not the 
best approach. These are very large systems in which development may concern (a) teams 
working in different locations, (b) some embedded systems where the software depends on 
hardware development, and (c) some critical systems where all the requirements must be analysed 
to check for interactions that may compromise the safety or security of the system [Sommerville, 
2007]. 
2.3.2.4. Iterative development life cycle model 
In the iterative development model, as in the waterfall one, the problem and the overall 
requirements of the final product are well-known at the start of the development. In iterative 
models, however, a limited set of requirements is allocated to each increment, and with each 
successive release more requirements are addressed until the final release satisfies all 
requirements. 
The iterative development [Pfleeger, 2001] also divides the system into small parts, as the 
incremental development (Section 2.3.2.3). However, instead of building and delivering a new and 
complete subsystem in each cycle, the iterative model proposes building and delivering in each 
cycle a system with all the subsystems partially developed, being the functionalities of each 
subsystem improved in each new cycle. At the end of the cycle, an improved new version of the 
complete system is delivered. 
This life cycle model has as purpose to reduce the risk between the user’s needs and the final 
product; it consists in the iteration of several waterfall life cycles. At the end of each iteration, an 
improved or refined version of the software product is delivered.  
2.3.2.5. Evolutionary prototyping life cycle model  
The evolutionary prototyping model [Davis, 1988] is based on the assumption that it is often difficult 
to know all the system requirements at the beginning of a project, and that the requirements can 
change during the project life. This assumption is the main difference of this model with respect to 
the previous ones, in which requirements were supposed to be known at the beginning of the 
project. Following an evolutionary prototyping life cycle model [Davis, 1988], the developers 
construct a partial implementation of the system that meets the requirements known. The prototype 
is rigorously developed by incorporating the best requirements understood. The prototype is then 
evaluated and used by its intended users and the requirements are refined according to the 
evaluation. 
This kind of model is used (1) when the user does not know exactly what he wants, or (2) when 
what the user wants is not understood by the development team, or (3) when the feasibility of the 
solution is not clear.  
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2.3.2.6. Rapid throwaway prototyping life cycle model  
The rapid throwaway prototyping approach [Davis, 1988] addresses the issue of ensuring that the 
software product being proposed really meets the users’ needs. The approach involves 
constructing a “quick and dirty” partial implementation of the system prior to (or during) the 
requirements stage. The potential users use and evaluate this prototype for a period of time and 
supply the developers with feedback concerning its strengths and weaknesses. This feedback is 
then used to modify the software requirements specification to reflect the users’ real needs. At this 
point, the developers can proceed with the actual system design and implementation with the 
confidence that they are building the “right” system (except in those cases where the users’ needs 
evolve). 
The objective of throwaway prototyping is to understand [Sommerville, 2007] the software 
requirements. The development should start with requirements that are not well understood or are 
doubtful in order to find out more about them. Requirements that are straightforward may never 
need to be prototyped [Sommerville, 2007]. 
Throwaway prototypes have a very short lifetime. It is possible to change them rapidly during 
development, but long term maintainability is not required. Poor performance and reliability may be 
acceptable in a throwaway prototype so long as it helps everyone understand the requirements 
[Sommerville, 2007]. 
This kind of model is used (1) when the user does not know exactly what he wants, (2) when what 
the user wants is not understood by the development team, (3) when the feasibility of the solution 
is not clear, or (4) when the development team should learn a new technology. 
2.3.2.7. Spiral life cycle model 
The spiral model [Pfleeger, 2001] was designed to include the best features from the waterfall and 
prototyping models, but it introduces a new component: the concept of risk, which appears 
because of the uncertainties in the requirements and its assessment. This life cycle model is based 
on the idea of showing the historical cycles of the Earth’s geology [Juristo and Pazos, 1993].  
The spiral life cycle model [Pfleeger, 2001; Boehm, 1988; Boehm, 1976], shown in Figure 6, 
proposes combining the development activities with the risk management activities to minimize and 
control the risk. This model divides the software engineering space into four quadrants: 
management planning, formal risk analysis, engineering, and customer assessment. The 
development of the system is divided into n-cycles. Each cycle consists of waterfall phases. The 
result of each cycle is a prototype, and the development cycle continues until the final version of 
the product is reached. With each iteration around the spiral (beginning at the center and working 
outward), more complete versions of the system are progressively built. Furthermore, user 
feedback is considered at the output of each cycle, and new additional features are included into 
the next cycle. 
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Figure 6. Spiral life cycle model [Boehm, 1976] 
This life cycle model consists of the following four repetitive phases:  
 Planning: it is based on the requirements. 
 Risk analysis: the decision of continuing with the development is taken according to the 
requirements. 
Risk analysis is included as a step in the development process. This analysis serves as a 
way of evaluating each version of the system to determine whether the development 
should continue. If the customer decides that any identified risk is too great, the project 
may be halted. For example, if a substantial increase in cost or completion time is 
identified during one phase of risk analysis, the customer or the developer may decide that 
it does not make sense to continue with the project, since the increased cost or lengthened 
timeframe may make the continuation of the project impractical or unfeasible. 
Risk management [Sommerville, 2007] is increasingly seen as one of the main jobs of 
project managers. It involves, on the one hand, anticipating risks that might affect the 
project schedule or the quality of the software being developed and, on the other hand, 
taking action to avoid these risks. The results of the risk analysis should be documented in 
the project plan along with an analysis of the consequences of a risk if this appears. 
There are three related categories of risk: 
y Project risks are risks that affect the project schedule or resources (e.g., the loss of 
an experienced designer). 
y Product risks are risks that affect the quality or performance of the software being 
developed (e.g., the failure of a purchased component to perform as expected). 
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y Business risks are risks that affect the organization developing or procuring the 
software (e.g., when a competitor introduces a new product in the market). 
 Implementation: developmente of a prototype based on the requirements. 
 Evaluation: the user evaluates the prototype. If the user is satisfied, the project ends; if not, 
new requirements are included in the following iteration. 
In a nutshell, the main difference between the spiral model and other life cycle models is the 
explicit recognition of risk. Informally, risk simply means that something can go wrong 
[Sommerville, 2007]. This model has an approach driven by risk. In each cycle, a risk analysis is 
carried out to identify possible situations that may cause the project failure and to focus first on the 
software aspects with more risk. 
2.3.2.8. Extreme programming life cycle model 
The Extreme Programming (XP) [Beck and Andres, 2004] is a lightweight methodology for 
software development, which emphasizes customer involvement and team work and targets small 
to medium sized teams that build risky software projects with dynamic requirements.  
The key aspects of XP are customer satisfaction, daily releases, and tests. The software project is 
managed as a small pieces puzzle, which is a way to approach software development that mainly 
differentiates XP from other traditional software development methodologies.  
Software requirements are collected by means of user stories written by the customers as “things 
that the system has to do”. User stories consist of two or three sentences and drive the creation of 
acceptance tests.  
The four basic activities in the XP life cycle model are coding, testing, listening, and designing. 
There is no special order for them since all happen in parallel. 
 Coding means constantly creating the simplest possible solutions for tasks based on single 
user stories or possibly on a few related stories at once. Coding is performed by pairs of 
programmers working together. 
 Testing means creating executable test scripts even before coding starts. They are run 
daily, and the number of them that succeed measures the velocity of the project. 
 Listening means meeting users regularly and collecting their own stories (the so-called 
user stories). These form the basis of both coding and testing. 
 Designing means applying design patterns, going over the code and ‘refactoring' it in order 
to remove any duplications or any inelegant constructs. 
XP methodology is an iterative process. It consists in applying 12 basic rules, which are also called 
XP practices. 
 Planning game24. It is related to the project planning activity and is aimed at defining a 
release plan (the user stories to be implemented for each release, and their dates). The 
planning activity is treated as a game with a goal, playing pieces, players, and rules for 
allowable moves. The playing pieces are the user stories. They are estimated, and based 
on such estimates a number of them are put into production. The goal of the planning 
game is to put the larger number of stories in production over the game time. The Planning 
game is an iterative process itself, and has three phases: exploration, commitment, and 
steering. The release plan provides the set of stories from which the customer can choose 
during the iteration planning meeting, whose objective is to plan releases for the next 
iteration. 
                                                
24 http://c2.com/cgi/wiki?PlanningGame 
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 Small releases. The approach consists in releasing new versions of the system quickly and 
continuously.  
 Metaphor. The project development is guided by a shared metaphor for the system. This 
approach simplifies the definition of naming/coding conventions and allows developers to 
share the intuition of how the overall system works. 
 Simple design. The design should be simple and intuitive; the use of design pattern is 
crucial in this methodology.  
 Testing. The development is test-driven. Developers write and run tests first, and then 
code. Each user stories has its set of acceptance tests to be satisfied. Until this happens, 
the user story is not considered complete. 
 Refactoring. This practice has to be performed whenever is needed and possible to keep 
the code clean and to improve the system design. 
 Pair programming. It means that two programmers develop software side by side in one 
computer. Costs and benefits of pair programming are discussed and shown in [Cockburn 
and Williams, 2000]. Specifically, the authors show through a project experience that many 
mistakes are caught on the fly; the end result contains less defects, the design is better 
and the code is shorter. Besides, people learn more about software development and 
share knowledge about all pieces of the system, they profit from teamwork and enjoy their 
work more.  
 Collective ownership. In theory, all programmers work on all the pieces of the system. 
 Continuous integration. Integration is performed every few hours as well as testing and 
building. 
 40-hours weeks. Never work overtime. 
 Onsite customer. Direct interaction with and involvement of the customer. 
 Coding standards. The use of coding patterns and design patterns is crucial in this 
methodology. They help the entire team to read and to refactor the code. 
Figure 7 (based on the figure appearing in the XP web site25) shows the XP methodology. As a first 
step, the team develops a Spike Architecture, a disposable prototype. It is a very simple program 
used to explore potential solutions and evaluate risks. Based on the Release Planning, the needed 
iterations are performed. Iterations are meant to address a number of user stories that are 
implemented by following the four basic life cycle model activities, i.e., by following a test-driven 
approach. Iterations include Iteration Plan activities for the next iteration to perform. The software 
developed during one iteration is presented for judgment. The evaluation is performed by means of 
the Acceptance Tests that have been previously defined by the customers for the user stories. If 
the software passes the acceptance test, it is then released. 
                                                
25 http://www.extremeprogramming.org/ 
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Figure 7. Extreme programming methodology 
XP methodology is particularly targeted to small and medium sized teams building software with 
vague and/or rapidly changing requirements. XP is an agile and very light methodology; it 
emphasizes customer satisfaction but does not stress the production of detailed design 
documentation. 
2.3.2.9. Reuse components life cycle model 
The reuse components life cycle model [Davis, 1988; Jones, 1984] attempts to reduce the 
development costs since it incorporates previously proven designs and codes into new software 
products. The basic premise behind this model is that systems should be built using available 
components, the opposite of custom-building new components. The net effect of reusing 
components should be shorter development schedules and more reliable software since the 
developer is using components that have been previously “shaken down”. 
The reuse-oriented approach relies on a large base of reusable software components and some 
integrating framework for these components. While both the initial requirements specification stage 
and the validation stage are comparable with other processes in other life cycle models, the 
intermediate stages in a reuse-oriented approach are different. Such intermediate stages include 
component analysis, requirements modification, system design with reuse, and development and 
integration. 
The advantages of reusing software components are obvious [Sommerville, 2007]. If it is possible 
to find and use a software component that fulfils the requirements at hand, it will, in general, be 
cheaper and will include more functionalities than an in-house component would. Furthermore, its 
quality is known and it is immediately available. With this approach, the amount of software to be 
developed is reduced, so costs and risks are also reduced. In addition, it usually leads to faster 
delivery of the software. 
However, requirements compromises are inevitable and this may lead to a system that does not 
meet the real needs of the users. Furthermore, some control over the system evolution is lost as 
new versions of the reusable components are not under the control of the organization using them 
[Sommerville, 2007]. 
Clearly, what is need are techniques to create reusable components, techniques and tools that 
store and retrieve reusable components, and component specification techniques that help catalog 
and locate relevant components. 
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2.4. State of the Art in Knowledge Engineering 
The major difference between Knowledge Engineering, the field of developing knowledge-based 
systems (KBSs), and Software Engineering is the requirement for knowledge engineers to capture, 
represent, analyse and exploit knowledge in order to produce a successful knowledge-based 
system [Kingston, 1994].  
Both disciplines (Software Engineering and Knowledge Engineering) have similar aims, that is, to 
turn the process of developing systems (classical and knowledge-based, respectively) from an art 
into an engineering discipline. This shift requires to analyse the building and maintenance 
processes themselves and to develop appropriate methods, languages, and tools for developing 
systems [Studer et al., 1998]. 
This section summarizes the main results in development process and life cycle models within the 
Knowledge Engineering field. 
2.4.1. Development Process  
Some of the methodologies proposed for building KBSs are based on Software Engineering 
methodologies and tackle the features of this kind of systems. Such methodologies provide a 
complete life cycle for the development process and include the guidelines to be followed in the 
different activities of the process. 
In this section we briefly include the development processes proposed by two Knowledge 
Engineering methodologies: CommonKADS and IDEAL. 
In the CommonKADS methodology [Schreiber et al., 1994], KBS development entails 
constructing a set of six engineering models of problem solving behaviour in its concrete 
organization and application context. This modelling concerns not only expert knowledge but also 
the various characteristics of how that knowledge is embedded and used in the organizational 
environment. Hence, a KBS is a computational realization associated with a collection of these 
models. The models to be developed are 
 The organization model, which models the main features of the organization developing 
the KBS.  
 The task model, which models the different tasks to be supported by the application being 
developed. 
 The expertise model, which models the problem solving behaviour of an agent in terms of 
the knowledge applied to perform a certain task. 
 The agent model, which models the features and capabilities of the agents (people, 
information systems, etc.) carrying out tasks. 
 The communication model, which models the communication between the agents involved 
in the resolution of a task.  
 The design model, which models the technical aspects of the KBS. 
The aforementioned models are considered not as “steps along the way”, but as independent 
products in their own right that play an important role during the development process of the KBS 
[Schreiber et al., 1994].  
In the IDEAL methodology [Gómez et al., 1997], KBS development and maintenance processes 
consist of the following five main phases, which includes several stages: 
 Phase I: Task Identification. In this phase the KBS objectives and problem characteristics 
are defined. Based on them, a feasibility study is also carried out to determine whether 
knowledge engineering techniques are needed for the task. If so, a first version of systems 
requirements is specified. 
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 Phase II: Development of the different prototypes. This development allows defining and 
refining system requirements. This phase includes the following main activities for each 
prototype: (a) knowledge acquisition, (b) conceptualization and formalization, (c) 
implementation and (d) evaluation and validation. 
 Phase III: Development of the complete and integrated system. In this phase, the 
integration of the KBS with other systems takes place. 
 Phase IV: Perfective maintenance. This phase includes the maintenance of the whole 
system, the maintenance of the knowledge bases, and the acquisition of new knowledge. 
 Phase V: Proper technology transfer. In this phase, the technology transfer is organized 
and the documentation of the KBS is completed. 
2.4.2. Life Cycle Models 
When building an expert system (ES), which is a special type of KBS, the objective is to model the 
behaviour of the experts working in their domain of expertise. In this type of systems, it is very 
difficult to establish the requirements to design a system that models the subjective expert 
behaviour [Juristo and Pazos, 1993]. This implies that it is difficult to establish a priori the 
requirements, and less so a definition of specifications. Therefore, it is necessary to use a process 
of progressive improvement to define the requirements gradually. In addition, the operative product 
will never be completely finished since its use by the experts should improve their services, which 
should, in turn, lead to a new version of the system, thus producing a feedback cycle which, at 
least to begin with, although toned down, is positive and therefore unending. 
In this section we include briefly the KBS life cycle models proposed by two Knowledge 
Engineering methodologies: CommonKADS and IDEAL. 
In CommonKADS methodology [Schreiber et al., 1994], the life cycle model proposed is a cyclic, 
risk-driven model similar to Boehm’s life cycle model (presented in Section 2.3.2.7). For each 
project a specialized life cycle, based on the life cycle model proposed, is configured depending on 
specific project objectives and risks. 
In a CommonKADS project, the KBS development [Schreiber et al., 1994] usually consists of 
several cycles, depending on the identification of new objectives and risks. Steps within a cycle 
can be repeated many times. The CommonKADS model set (described in 2.4.1) provides a 
comprehensive and organized collection of aspects that can be relevant in a KBS project. 
However, this does not mean that in an actual project all models have to be fully developed; only 
those model components and states that affect the project objectives and risks are selected. 
Whenever possible, parallel development of models is encouraged. Models must be maintained 
over the life cycle of the KBS. Control of quality and progress is integrated through the regular 
checking of model states that must be reached in each cycle. 
Figure 8 gives a stylized representation of how project management and development works are 
connected through model states. At the start of a management cycle, objectives for the cycle are 
defined, and associated risks are identified. From these objectives and risks, a set of model states 
is derived, which must be realized within the cycle. These target model states are projected onto 
development activities that should result in “filling” elements of the CommonKADS models. 
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Figure 8. Example of CommonKADS cycle26 [Schreiber et al., 1994] 
The IDEAL methodology [Gómez et al., 1997] proposes a conical-spiral life cycle model (shown 
in Figure 9), based on Boehm’s spiral model but in three dimensions, for the case of KBS [Juristo 
and Pazos, 1993]. The authors [Juristo and Pazos, 1993] claim that a KBS life cycle model cannot 
be defined by means of the two axes of the classical software (cost and time), but by the addition 
of a new axis, which reflects the intrinsic characteristic of knowledge. This new axis could be the 
quality of knowledge which, like cost and time, increases during the life of a KBS. The third 
dimension of the conical-spiral life cycle model would correspond to adaptative or perfective 
maintenance, i.e., the incorporation of new knowledge into the system, which the expert acquires 
in time. Since knowledge generates always new knowledge, a kind of adaptative maintenance, 
where new knowledge is added to the system as experts obtain new experience, is always 
necessary. Perfective or adaptative maintenance entails building in the new knowledge acquired 
by the expert at a later stage. This would call for another spiral life-cycle with shorter stages and 
smaller prototypes, located on another plane, to produce the spiral cone [Alonso et al., 1995]. 
                                                
26 OM: Organization Model; TM: Task Model. 
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(a) Top view 
(b) Side view 
Figure 9. Conical-Spiral life cycle model [Alonso et al., 1995] 
The conical-spiral life cycle model would have the development of the ES on one plane, based on 
a specific level of expert knowledge. Its development would involve the use of prototypes to define 
the initial system and to refine the requirements and specifications, obtaining a review and 
operational prototype system [Alonso et al., 1995]. The number of prototypes to be developed will 
depend on cost analysis and problem complexity. Later, the ES would be integrated into a general 
purpose system to make a commercial system [Alonso et al., 1995]. 
In short, according to [Alonso et al., 1996], a life cycle model for an ES with a spiral structure and 
conical prototype, based on a modular design with small well-defined modules and on modules 
which are easily related to the problem and independent, would make it possible to obtain a highly 
maintainable, adaptable, and flexible product, i.e., a minimum-cost system, which is the aim of all 
methodologies. 
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2.5. State of the Art in Ontology Engineering 
This section includes a summary of the most well-known methodologies for building ontologies, 
paying special attention to how such methodologies propose carrying out the establishment of the 
ontology life cycle (Section 2.5.1). The section also includes the most significant work on ontology 
requirements specification (Section 2.5.2) and ontological resource reuse (Section 2.5.3). 
2.5.1. Main Methodologies 
This section includes chronologically a brief description of the three most used methodologies for 
building ontologies (METHONTOLOGY, On-To-Knowledge and DILIGENT). A detailed explanation 
can be found in [Gómez-Pérez et al., 2003].  
In the methodologies dealt with, we pay special attention to the ontology development process and 
to the establishment of the ontology life cycle as part of the scheduling activity.  
Additionally, at the end of this section, we compare METHONTOLOGY, On-To-Knowledge and 
DILIGENT with respect to the following characteristics:  
 Collaboration in the ontology development. 
 Degree of coverage of the processes or activities included in this thesis (that is, ontology 
requirements specification, scheduling, and reusing ontological resource) and detail of the 
guidelines provided. 
 Observance of whether the three methodologies mentioned are targeted to software 
developers and ontology practitioners or to ontology researchers. 
2.5.1.1. METHONTOLOGY 
METHONTOLOGY methodology [Fernández-López et al., 1997; Blázquez et al., 1998] was 
developed within the Ontology Engineering Group at Universidad Politécnica de Madrid. This 
methodology enables the construction of ontologies at the knowledge level.  
This methodology includes the identification of the ontology development process (which is the set 
of activities to be carried out to build ontologies), a life cycle based on evolutionary prototyping, 
and techniques to carry out each activity during the management, development-oriented, and 
support activities. 
To give technological support to METHONTOLOGY, ODE [Blázquez et al., 1998] and WebODE 
[Arpírez et al., 2003] were built within the same group at Universidad Politécnica de Madrid. Some 
other ontology tools and tool suites can also be used to build ontologies following this 
methodology, for example, the NeOn Toolkit, Protégé, etc. It should be mentioned that 
METHONTOLOGY has been proposed27 for ontology construction by the Foundation for Intelligent 
Physical Agents (FIPA), which promotes inter-operability across agent-based applications. 
The ontology development process [Fernández-López et al., 1997; Blázquez et al., 1998] was 
identified on the framework of the METHONTOLOGY methodology for ontology construction. Such 
a proposal was based on the IEEE standard for software development [IEEE, 1997]. The ontology 
development process refers to which activities are performed when building ontologies. If an 
agreement is to be reached on ontologies built by geographically distant cooperative teams, it is 
crucial to identify these activities. Such activities are organized into the three following categories: 
management, development oriented, and support, as Figure 10 shows. 
                                                
27 http://www.fipa.org/specs/fipa00086/ (last access, January 16, 2008) 
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Figure 10. METHONTOLOGY ontology development process 
1. Ontology management activities include activities that initiate, monitor, and control an 
ontology project throughout its life cycle. These activities are 
 The scheduling activity, which identifies the tasks to be performed, their arrangement, and 
the time and resources needed for their completion.  
 The control activity, which guarantees that scheduled tasks are completed in the manner 
intended to be performed.  
 The quality assurance activity, which guarantees that the quality of each and every product 
output (ontology, software, and documentation) is satisfactory.  
2. Ontology development oriented activities are grouped, as presented in Figure 10, into pre-
development, development and post-development activities. 
a) The pre-development activities include activities that explore and allocate 
requirements before the ontology development can begin. These activities are  
 An environment study is carried out to know the project environment, the 
organization where the ontology will be developed, the participants in the ontology 
development, etc. 
 A feasibility study answers questions such as: Is it possible to build the ontology? Is 
it suitable to build the ontology? etc. 
b) The development activities include activities performed during the development and 
enhancement of an ontology project. Such activities are  
 The specification activity states why the ontology is being built, which its intended 
uses are, and who are the end-users.  
 The conceptualization activity structures the domain knowledge as meaningful 
models at the knowledge level [Newell, 1982].  
 The formalization activity transforms the conceptual model into a formal or semi-
computable model.  
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 The implementation activity builds computable models in an ontology language. 
c) The post-development activities include the maintenance activity, which updates and 
corrects the ontology if needed, and the (re)use activity, which refers to the (re)use of 
the ontology by other ontologies or applications. 
3. Ontology support activities include activities that are necessary to assure the successful 
completion of an ontology project. This group includes a series of activities performed at the 
same time as the development-oriented activities, without which the ontology could not be built. 
Such activities are  
 The knowledge acquisition activity whose goal is to acquire knowledge from experts of a 
given domain or through some kind of (semi)automatic process, which is called ontology 
learning. 
 The evaluation activity makes a technical judgment of the ontologies, of their associated 
software environments, and of the documentation [Gómez-Pérez, 2004]. This judgment is 
made with respect to a frame of reference during each stage and between stages of the 
ontology’s life cycle. 
 The integration activity is required when building a new ontology by reusing other 
ontologies already available.  
 The merging activity consists in obtaining a new ontology from several ontologies on the 
same domain. The resulting ontology is able to unify concepts, terminology, definitions, 
constraints, etc., from all the source ontologies. The merge of two or more ontologies can 
be carried out either in run-time or design time.  
 The alignment activity establishes different kinds of mappings (or links) between the 
ontologies involved. Hence this option preserves the original ontologies and does not 
merge them.  
 The documentation activity details, clearly and exhaustively, each and every one of the 
completed stages and products generated.  
 The configuration management activity records all the versions of the documentation and 
the ontology code to control the changes. 
As already mentioned, the ontology development process does not identify the order in which the 
activities should be performed. This is the role of the ontology life cycle. The ontology life cycle 
identifies when the activities should be carried out, that is, it identifies the set of stages through 
which the ontology moves during its life time, describes what activities are to be performed in each 
stage and how the stages are related (relation of precedence, return, etc.). METHONTOLOGY 
proposes an ontology building life cycle based on what the authors call evolutionary prototyping life 
cycle model because it allows adding, changing, and removing terms in each new version of the 
ontology (prototype). For each prototype, METHONTOLOGY proposes beginning with the 
schedule activity that identifies the tasks to be performed, their arrangement, and the time and 
resources needed for their completion. After that, the ontology requirements specification activity 
starts and at the same time several activities begin inside the management (control and quality 
assurance) and support processes (knowledge acquisition, integration, evaluation, documentation, 
and configuration management). All these management and support activities are performed in 
parallel to the development activities (specification, conceptualization, formalization, 
implementation and maintenance) during the whole life cycle of the ontology. 
In the case of the ontology requirements specification activity, METHONTOLOGY proposes 
the use of competency questions or intermediate representations for describing the requirements 
that the ontology should fulfil. However, this methodology does not provide detailed guidelines for 
carrying out this activity. Once the first prototype has been specified, the conceptual model is built 
within the ontology conceptualization activity. This is like assembling a jigsaw puzzle with the 
pieces supplied by the knowledge acquisition activity, which is completed during the 
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conceptualization. METHONTOLOGY provides detailed guidelines for carrying out this 
conceptualization activity. Then the formalization and implementation activities are carried out. If 
some problem is detected after any of these activities, we can return to any of the previous ones to 
make modifications or refinements. When tools like the WebODE ontology editor are used, the 
conceptualization model can be automatically implemented into several ontology languages using 
translators. Consequently, formalization is not a mandatory activity in METHONTOLOGY. 
Figure 11 shows the ontology life cycle proposed in METHONTOLOGY; it summarizes the 
previous description. Note that the activities inside the management and support processes are 
carried out simultaneously with the activities inside the development process. 
 
Figure 11. METHONTOLOGY ontology life cycle 
The idea of integrating an ontology into a new one is related to the reuse of ontologies. In this 
case, METHONTOLOGY includes the list of activities to be carried out during the ontology reuse, 
but does not provide detailed guidelines for such activities. Furthermore, METHONTOLOGY does 
not consider different levels of granularity during the reuse of ontologies (as for example, ontology 
statements). 
When an ontology to be reused has to be modified, METHONTOLOGY proposes to carry out the 
ontology reengineering activity. However, for this activity, the methodology only mentions the 
main activities to be carried out and does not provide detailed guidelines. The activities proposed 
are shown in Figure 12.  
In the context of reusing and reengineering, METHONTOLOGY does not regard the reuse and 
reengineering of non-ontological resources neither the reuse of ontology design patterns. 
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Figure 12. Ontology reengineering activities [Gómez-Pérez and Rojas-Amaya, 1999] 
Related to the support activities, Figure 11 also shows that knowledge acquisition, integration and 
evaluation are greater during the ontology conceptualization, and that they decrease during 
formalization and implementation. The reasons for this greater effort are 
 Most of the knowledge is acquired at the beginning of the ontology construction. 
 The integration of other ontologies into the one we are building is not postponed to the 
implementation activity. The integration at the knowledge level should be carried out before 
the integration at the implementation level. 
 The ontology conceptualization must be evaluated accurately to avoid propagating errors in 
further stages of the ontology life cycle. 
The relationships between the activities carried out during ontology development are called intra-
dependencies or, what is the same, they define the ontology life cycle. 
METHONTOLOGY also considers that the activities performed during the development of an 
ontology may involve performing other activities in other ontologies already built or under 
construction [Fernández-López et al., 2000]. Therefore, METHONTOLOGY takes into account not 
only intra-dependencies, but also inter-dependencies. Inter-dependencies are defined as the 
relationships between activities carried out when building different ontologies. Instead of talking 
about the life cycle of an ontology, we should talk about crossed life cycles of ontologies. The 
reason is that, most of the times and before integrating an ontology into a new one, the ontology to 
be reused is modified or merged with other ontologies of the same domain. 
We can also say that METHONTOLOGY does not mention anything about collaboration. 
The main METHONTOLOGY contributions to the area were 
 Identification of the ontology development process. 
 Identification of the life cycle. 
 Provision of detailed guidelines for building ontologies from scratch. 
However, its main limitation is that the methodology is not targeted to software developers and 
ontology practitioners but to ontology engineers and researchers. 
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2.5.1.2. On-To-Knowledge 
The aim of the On-To-Knowledge project [Staab et al., 2001] was to apply ontologies to 
electronically available information for improving the quality of knowledge management in large 
and distributed organizations. The partners involved in this project developed a methodology and 
some tools for the intelligent access to large volumes of semi-structured and textual information 
sources in intra-, extra-, and internet-based environments. The On-To-Knowledge methodology 
for building ontologies proposes building ontologies taking into account their future use in further 
knowledge management applications. Consequently, the ontologies developed with this 
methodology are highly dependent of the application.  
Another important characteristic is that On-To-Knowledge proposes ontology learning for reducing 
the efforts made to develop the ontology. However, On-To-Knowledge does not regard the 
collaboration dimension. 
The methodology also includes the identification of goals to be achieved by knowledge 
management tools and is based on an analysis of usage scenarios [Staab et al., 2001]. 
The processes proposed by this methodology can be summarized as follows:  
1. Feasibility study. On-To-Knowledge adopts the kind of feasibility study described in the 
CommonKADS methodology [Schreiber et al., 1999]. According to On-To-Knowledge, the 
feasibility study is applied to the complete application and, therefore, should be carried out 
before developing the ontologies. In fact, the feasibility study serves as a basis for the kickoff 
process. 
2. Kickoff. The result of this process is the ontology requirements specification document that 
describes the following issues: domain and goal of the ontology; design guidelines (for 
instance, naming conventions); available knowledge sources (books, magazines, interviews, 
etc.); potential users and use cases; as well as applications supported by the ontology. 
On-To-Knowledge proposes competency questions (CQs) [Grüninger and Fox, 1994] for 
carrying out the ontology requirements specification activity; however, not detailed 
guidelines are provided for this activity. 
CQs can be useful to elaborate the requirements specification document. The requirement 
specification should lead the ontology engineer to decide on the inclusion or exclusion of 
concepts in the ontology and on their hierarchical structure. In fact, this specification is useful to 
elaborate a draft version containing few but seminal elements. This first draft is called “baseline 
ontology”. The most important concepts and relations are identified on an informal level. 
In the kickoff process developers should look for potentially reusable ontologies already 
developed. Although this methodology mentions the identification of potential ontologies to be 
reused, it does not provide detailed guidelines for identifying such ontologies nor for reusing 
them. Apart from that, this methodology does not explicitly provide guides for the reuse and 
reengineering of non-ontological resources, nor for the reuse of ontology design 
patterns. 
3. Refinement. The goal here is to produce a mature application-oriented “target ontology” 
according to the specification given in the kickoff process. This refinement process is divided 
into two activities: 
 Activity 1: Knowledge elicitation process with domain experts. The baseline ontology, that 
is, the first draft of the ontology obtained in Process 2, is refined by means of the interaction 
with domain experts. Once this activity is performed, axioms are identified and modelled. 
During the elicitation, the concepts are gathered on one side and the terms to label the 
concepts on the other. Then, both elements are mapped. 
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The On-To-Knowledge methodology proposes the use of intermediate representations to 
model the knowledge. In this respect, it follows METHONTOLOGY’s basic ideas. 
A complementary way to enrich the ontology is to use it as seed in an ontology learning 
process. 
 Activity 2: Formalization. The ontology is implemented using an ontology language. The 
language is selected according to the specific requirements of the application envisaged.  
To carry out the formalization, On-To-Knowledge recommends the use of the OntoEdit 
ontology editor, which automatically generates the ontology code in several languages, but 
other ontology editors that perform similar functions can also be used. 
4. Evaluation. The evaluation process serves as a proof of the usefulness of the ontologies 
developed and their associated software environment. The product obtained is called ontology 
based application. During this process two activities are carried out: 
 Activity 1: Checking the requirements and competency questions. The developers check 
whether the ontology satisfies the requirements and “can answer” the competency 
questions. 
 Activity 2: Testing the ontology in the target application environment. Further refinement of 
the ontology may be needed in this activity.  
This evaluation process is closely linked to the refinement process. In fact, several cycles are 
needed until the target ontology reaches the level envisaged. 
5. Maintenance. It is important to clarify who is responsible for the maintenance and how this 
should be carried out. On-To-Knowledge proposes to carry out ontology maintenance as part 
of the system software. 
Finally, it is important to mention that ontologies developed with this methodology are highly 
dependent on the application. However, the methodology is not targeted to software developers 
nor ontology practitioners. 
The On-To-Knowledge methodology proposes an incremental and cyclic ontology life cycle, 
based on evolutionary prototyping life cycle model [Gómez-Pérez et al., 2003]. This ontology life 
cycle is shown in Figure 13.  
 
Figure 13. On-To-Knowledge ontology life cycle [Staab et al., 2001] 
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2.5.1.3. DILIGENT 
The DILIGENT methodology [Pinto et al., 2004] was developed by the Institute AIFB of the 
University of Karlsruhe and the Instituto Superior Técnico of Lisboa. This methodology is intended 
to support domain experts in a distributed setting in order to engineer and evolve ontologies. This 
methodology is focused on collaborative ontology engineering, and its central issue is to keep 
track of the change arguments.  
The ontology development process proposed by this methodology includes the following five main 
phases: 
1. Build. The build phase aims to create an initial version of the ontology quickly, so that the 
stakeholder can start using the ontology soon [Engler et al., 2006]. Domain experts, users, 
knowledge engineers and ontology engineers collaboratively create an initial version of the 
ontology. However, the team involved in building the initial ontology should be relatively small 
in order to find more easily a small and consensual first version of the shared ontology. 
Completeness of the initial shared ontology with respect to the domain is not required. 
For building this initial version of the ontology, DILIGENT does not propose carrying out the 
ontology requirements specification activity nor does it propose reusing and 
reengineering available knowledge resources. 
2. Local adaptation. During the next phase, users locally adapt the ontology according to their 
own needs, while the ontology is in use, for example, to organize knowledge [Engler et al., 
2006]. Once the shared ontology is made available, users can start using it and locally 
adapting it for their own purposes. Typically, due to new business requirements or user and 
organization changes, their local ontologies evolve in a similar way to folder hierarchies do in a 
file system. In their local environment, they are free to change the local copy of the shared 
ontology. However, they are not allowed to directly change the ontology shared by all users. All 
local changes of the shared ontology are collected by a central control board. 
3. Analysis. The analysis phase requires the ontology control board to evaluate the changes 
suggested by the stakeholders [Engler et al., 2006]. The input from users provides the 
necessary arguments to underline change requests, whereas the control board analyses the 
local ontologies and the change requests and tries to identify similarities in users' ontologies. A 
crucial activity of the board is to decide which changes are going to be introduced in the next 
version of the shared ontology. Then, a balanced decision that takes into account the different 
needs of the users and meets the user's evolving requirements has to be found. The goal of 
this phase is to develop a core-shared ontology because otherwise its size will grow fast, and it 
will become un-maintainable. 
4. Revision. Then, the board revises the ontology by deciding which changes should be applied 
to the ontology [Engler et al., 2006]. The board should regularly revise the shared ontology in 
order to avoid a larger divergence of the local ontologies from the shared ontology. Therefore, 
the board should have a well-balanced and representative participation of the different types of 
participants involved in the process, the different needs of the users, and their evolving 
requirements. 
5. Local update. In the last step the stakeholders update their local ontologies based upon the 
revised version of the ontology [Engler et al., 2006]. Once a new version of the shared ontology 
is released, users can update their own local ontologies to better use the knowledge 
represented in the new version. Even if the differences are small, users may rather reuse the 
new concepts, for example, instead of using their previously locally defined concepts that 
correspond to the new concepts represented in the new version. 
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The shared ontology may contain several of the changes that were introduced in the local 
adaptation phase; other changes, however, may be missing. Because the control board tries to 
balance the different users’ needs, it will not always take over changes as they are. Thus, even 
if a previous change made it into the new revision of the shared ontology, it may contain 
differences. 
The DILIGENT methodology proposes an ontology life cycle model based on evolutionary 
prototyping life cycle model, shown in Figure 14. 
 
Figure 14. DILIGENT ontology life cycle [Pinto et al., 2004] 
As already mentioned, the DILIGENT methodology is an argumentation framework that facilitates 
discussions about the design rationale of changes introduced in the different phases of the life 
cycle. The arguments exchanged help the control board in understanding the reasons for specific 
changes, especially in the analysis and revision phases [Engler et al., 2006].  
But in the same way, the argumentation model may also be used by the control board for 
communicating the reasons of a decision to the users of the shared ontology. Otherwise, it would 
be difficult for users to understand why, for example, a change was made into the new revision of 
the shared ontology whereas other was not. More details about the DILIGENT argumentation 
framework and how it facilitates collaborative ontology engineering are available in [Dellschaft et 
al., 2008]. 
Finally, because DILIGENT is intended to support domain experts, it is not targeted to software 
developers and ontology practitioners. 
2.5.2. Ontology Requirements Specification  
As we will define in Section 5.3, Ontology Requirements Specification is the activity of collecting 
the requirements that the ontology should fulfil. The output of this activity is the ontology 
requirements specification document (ORSD), which includes the purpose, the level of formality 
and scope of the ontology, the target group and the intended uses of the ontology, as well as a set 
of requirements, which are those needs that the ontology to be built should cover. 
In this section we present a brief summary of the methods, techniques and tools available for 
ontology requirements specification.  
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2.5.2.1. Methods and Techniques 
In this section we present some general methods and techniques for carrying out the ontology 
requirements specification activity. 
METHONTOLOGY [Gómez-Pérez et al., 2003; Fernández-López et al., 1997; Blázquez et al., 
1998] proposes the goals of the ontology requirements specification activity; however, it does not 
propose any method for carrying out the activity. 
Grüninger and Fox methodology [Grüninger and Fox, 1995], On-To-Knowledge methodology 
[Staab et al., 2001], and Uschold [Uschold, 1996] propose the following steps for obtaining the so-
called ontology requirements specification document: 
 Identifying the purpose of the ontology to be developed. 
 Identifying the intended uses and users of the ontology to be developed. 
 Identifying the set of ontology requirements that the ontology should satisfy after being 
formally implemented.  
There are different techniques that can be applied for collecting requirements. Examples of these 
techniques are brainstorming, joint application development (JAD) [Pressman, 2001], exploit 
scenarios and use cases using templates, interviews with users and domain experts, and 
competency questions. 
Most of the methodologies or methods [Grüninger and Fox, 1995; Staab et al., 2001; de Hoog, 
1998; Hristozova and Sterling, 2003; Uschold, 1996] and guides [Noy and McGuinness, 2001] for 
developing ontologies suggest identifying competency questions as a technique for establishing 
the ontology requirements. Competency questions (CQs) were proposed for the first time in 
[Grüninger and Fox, 1995], where they were defined as questions that the ontology to be built 
should be able to answer.  
Next, we present how the different methodologies and guides abovementioned propose carrying 
out the ontology requirements specification activity by means of competency questions. 
 Grüninger and Fox’s methodology [Grüninger and Fox, 1995] is inspired by the 
development of knowledge-based systems using first order logic. This methodology 
proposes identifying intuitively the main motivating scenarios, that is, possible applications 
in which the ontology can be used. Such scenarios describe a set of the ontology 
requirements that the ontology should satisfy after being formally implemented. The 
scenarios may be presented by industrial partners and concern problems encountered in 
their enterprises. The motivating scenarios often have the form of story problems or 
examples not adequately addressed by existing ontologies. A motivating scenario also 
provides a set of intuitively possible solutions to the scenario problems. These solutions 
give a first idea of the intended informal semantics of the objects and relations that will later 
be included in the ontology. 
Given the set of informal scenarios, a set of informal competency questions is identified to 
determine the scope of the ontology. Informal competency questions are those written in 
natural language that are to be answered by the ontology, once the ontology is expressed 
in a formal language. These questions and their answers are both used to extract the main 
concepts and their properties, relations and formal axioms of the ontology. Competency 
questions and their responses play the role of a type of requirement specification against 
which the ontology can be evaluated.  
Ideally, competency questions should be defined in a stratified manner, with higher level 
questions (complex queries) requiring the solution of lower level ones (simple queries). 
Competency questions are not well designed if all competency questions have the form of 
simple queries, that is, if the questions cannot be decomposed or composed into more 
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specific or general questions, respectively. Specific competency questions can be included 
into more general questions that are answered by composing answers associated to 
specific competency questions. 
 On-To-Knowledge methodology [Staab et al., 2001] states that competency questions can 
be useful to elaborate the requirements specification document. The requirement 
specification should lead the ontology engineer to decide about the inclusion or exclusion of 
concepts in the ontology and about their hierarchical structure.  
 Uschold [Uschold, 1996] proposes identifying (a) the purpose of the ontology and, 
specifically, identifying and characterizing the range of the intended users, (b) the uses of 
the ontology, and (c) (fairly general) motivating scenarios and competency questions, and 
producing a user requirements document for the target software system. After that, the 
methodology recommends deciding how formal the ontology needs to be. This decision is 
determined in large part by the users and by the purpose of the ontology. Finally, this 
methodology proposes identifying the scope of the ontology by means of (a) creating the 
detailed motivating scenarios that arise in the applications, which is also proposed by 
Grüninger and Fox’s [Grüninger and Fox, 1995] or (b) using brainstorming to do a more 
thorough and accurate job of scoping. 
 The EXPLODE methodology [de Hoog, 1998; Hristozova and Sterling, 2003] integrates 
ideas from the eXtreme Programming methodology. This methodology is particularly 
suitable for dynamic and open environments thanks to its focus on immediate feedback and 
evaluation. It proposes fetching the requirements of the system and defining the 
competency questions. 
 The “Ontology Development 101” guide [Noy and McGuinness, 2001] proposes 
determining the domain and scope of the ontology by answering a set of basic questions 
(“What is the domain that the ontology will cover?”, “What will be the uses of the ontology?”, 
“Who will use and maintain the ontology?”, etc.) and identifying the ontology competency 
questions. 
2.5.2.2. Tools 
After analysing the state of the art, we realized that there is only one tool for supporting the 
creation of ontology requirements. This tool is called OntoKick [Sure et al., 2002] and is used to 
create the requirement specification document and to extract relevant structures for building the 
semi-formal ontology description.  
OntoKick is an OntoEdit [Sure et al., 2002] plug-in that supports the collaborative generation of 
requirement specifications for ontologies. OntoKick can be used for the description of important 
aspects of the ontology, such as domain and goal of the ontology, design guidelines, available 
knowledge sources (e.g., domain experts, reusable ontologies), potential users, use cases, and 
applications supported by the ontology. This tool employs competency questions (CQ) to define 
requirements for an ontology. Each CQ defines a query that the ontology should be able to answer 
and, therefore, it defines an explicit requirement for the ontology. OntoKick takes further advantage 
of CQs to create an initial version of the semi-formal description of the ontology. Based on the 
assumption that each CQ contains valuable information about the domain of the ontology, 
OntoKick extracts relevant concepts and relations. Furthermore, it establishes and maintains links 
between CQs and concepts derived from them. This permits a better traceability of the origins of 
the concept definitions in later stages. 
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2.5.3. Ontological Resource Reuse 
As will be defined in Section 5.3, Ontology Resource Reuse is the process of using available 
ontological resources (ontologies, modules, statements, or ontology design patterns) for the 
solution of different problems (e.g., the development of different ontology-based applications, the 
activity of ontology aligning (as background knowledge)). We distinguish between ontology reuse, 
ontology module reuse, ontology statement reuse, and ontology design pattern reuse.  
In this section we present a brief summary of the methods, techniques and tools available for 
reusing ontological resources.  
2.5.3.1. Methods and Techniques 
Next we present different approaches to carry out the reuse of ontological resources. 
 METHONTOLOGY [Gómez-Pérez et al., 2003] propose some activities to reuse ontologies 
in a particular domain. These are the following:  
a. Finding candidate ontologies to be reused.  
b. Inspecting the content and granularity of the candidate ontologies.  
c. Selecting the ontologies to be reused.  
d. Evaluating the selected ontologies from knowledge representation point of view. 
This reuse process is illustrated in the methodology with a real example. 
 Uschold et al. [Uschold et al., 1998] identify the main tasks involved in reusing available 
ontologies. Reusing ontologies involve the following steps: 
1. Understanding the ontology and finding a kernel to reuse. 
2. Translating the ontology. 
3. Specifying and refining the ontology into executable code. The goal here is to define 
refinements of the specifications produced in the above steps, and produce the 
executable code. 
4. Verifying the ontology refined, which will guarantee that the executable code is true to 
the original specification. 
5. Integrating the ontology with the application. 
 Pinto and Martins [Pinto and Martins, 2001] propose the following activities for reusing 
ontologies as part of the integration process: 
1. Searching and selecting the candidate ontologies. The ontologies to be analysed, and 
perhaps reused, are chosen from those available in libraries that meet a series of 
requirements. The ontologies chosen as candidates must also be compatible with the 
requirements specified for the resulting ontology. The authors divide requirements into 
(a) strict28 requirements, such as ‘candidate ontology should represent a similar domain’ 
and (b) desirable29 requirements, such as ‘candidate ontology should have been 
evaluated’. Strict requirements eliminate the ontologies that are not appropriate to be 
reused. Desirable requirements distinguish between those ontologies that are more 
likely to be better candidates, but they do not exclude candidate ontologies. 
                                                
28 Strict means hard or “must have” 
29 Desiderable means soft or “good to have” 
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2. Evaluating with an integration approach. The candidate ontologies should be evaluated 
from an integration point of view. The authors have identified a series of criteria that 
domain experts should take into account when analyzing an ontology for integration. 
The domain experts should evaluate the ontology paying special attention to what 
knowledge is missing; what knowledge should be removed; what knowledge should be 
relocated; and which knowledge sources, documentation, terminology, definitions, and 
practices should be changed. 
These evaluation criteria show the weaknesses and strong points of the candidate 
ontology from the domain expert point of view. 
3. Assessing with an integration approach. The candidate ontologies should be assessed 
from an integration point of view. The authors have identified a series of criteria that 
ontologists should take into account when analyzing an ontology for integration. 
Ontologists should assess the ontology paying special attention to the following items of 
the ontology: general structure, basic distinctions, structuring relation, naming 
convention rules, definitions, documentation, and knowledge pieces represented. 
4. Selecting the adequate ontology. After the analysis of various candidate ontologies, and 
given the fact that they may not perfectly match the ontology needed, another choice 
must take place. This selection must be made among the candidate ontologies that 
passed strict requirements and among those that scored best in integration oriented 
evaluation and assessment; then, the ontology chosen must be the one that best suits 
our needs, or that can more easily or better be adapted to them. This selection also 
depends, to some extent, on the other ontologies that are going to be reused, since 
more than one ontology can be reused in an integration process. 
5. Integrating the selected candidate ontology. 
6. Evaluating and assessing the resulting ontology. 
 Paslaru and Mochol [Paslaru and Mochol, 2005] propose an incremental reuse process that 
consists in  
1. Considering the vocabulary of the candidate ontologies (concepts, relations, and 
axioms) and computing a common vocabulary depending on the natural language in 
which the ontological primitives have been originally denominated. 
2. Merging the candidate ontologies vocabularies, generating separate lists of ontological 
primitives according to the degree of formality of the considered models, and eliminating 
duplicates in order to avoid unnecessary computations. 
3. Computing syntactical similarities between concept names belonging to different source 
ontologies [Cohen et al., 2003].  
4. Improving the accuracy of the similarity computation, generating a bag of terms for each 
concept name in the source vocabularies.  
5. Computing the ranking of the concepts by considering frequencies (concept names 
occurring in several source ontologies are ranked higher), source priority (relevance 
measure of the corresponding source to the target application domain) and application 
requirements. 
6. Identifying relevant concepts. The user selects the relevant relationships, which can be 
added incrementally to the ontology until a certain level of complexity is achieved. 
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2.5.3.2. Tools 
CORE (Collaborative Ontology Reuse and Evaluation) [Fernández et al., 2006] receives as input 
an informal description of a semantic domain and determines which ontologies, from an ontology 
repository, are the most appropriate to describe the given domain. For this task, the tool is divided 
into three main modules.  
1. The first component receives the problem description, represented as a set of terms and 
permits the user to refine and enlarge it using WordNet. 
2. The second module applies a set of criteria to evaluate the ontologies of the repository and 
then determines which ones fit best the problem description. A ranked list of ontologies is 
returned for each criterion; the lists are combined by means of rank fusion techniques that 
combine the selected criteria.  
3. The third component of the system uses manual user evaluations of the ontologies in order 
to incorporate a human, collaborative assessment of the quality of ontologies. 
ProSe [Jiménez-Ruiz et al., 2008; Jiménez-Ruiz et al., 2008b] is a Protégé plug-in for reusing 
ontologies. This tool supports the underlying formalisms to reuse ontologies in a safe and 
economic way. Safety guarantees that the semantics of imported concepts is not changed, 
whereas economy guarantees that only the relevant part of the ontology will be imported. ProSe 
intends to guide the user in the proper reuse of external symbols (safety), that is, without adding 
new implication to them. ProSe also provides a module extraction engine that obtains modules with 
a reasonable size and with all the necessary axioms to guarantee the coverage of the terms to be 
reused and. ProSe allows the user to add to the ontology such ontology modules. 
Watson [d’Aquin et al., 2007; d’Aquin et al., 2007b] is a gateway to the Semantic Web that 
collects, analyses and gives access to ontologies and semantic data available on-line. Its objective 
is to support the dynamic exploitation of ontologies by semantic applications. Watson, which is 
already coupled with ontology editors, is a specific tool for reusing ontologies. 
Watson implements a number of techniques that enhance the basic keyword-based search in 
ontology repositories by taking into account compound terms for example. Additionally, rather than 
providing no results when a query is only partially matched, Watson returns a combination of 
ontologies that together cover the terms considered. It also implements mechanisms that select 
only relevant ontology modules corresponding to the user/application needs.  
2.6. Conclusions  
After analysing the state of the art, we can state that  
1. The degree of maturity of the Ontology Engineering field is very low when is compared with 
the Knowledge Engineering field and, specially, with the Software Engineering field. The 
long term goal of the Ontology Engineering field will be to reach a similar degree of maturity 
to that of the Software Engineering field today.  
2. None of the methodological approaches available in the Ontology Engineering field can 
help ontology developers to build large ontologies embedded in ontology networks by 
reusing and possibly reengineering knowledge resources.  
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Thus, unlike what happens in the Software Engineering field, in the Ontology Engineering field 
¾ We need a glossary that identifies and defines the processes and activities that could 
potentially be carried out when single ontologies and ontology networks are developed.  
None of the most well known methodologies (METHONTOLOGY, On-To-Knowledge and 
DILIGENT) includes shared definitions for the activities they propose. Only METHONTOLOGY 
provides activity definitions, but they are not obtained by means of consensus process, nor do 
they include relations to ontology networks. 
Additionally, it is also remarkable that in the last few years, new activities have been identified 
when building ontologies.  
This situation is the result of a lack of standardization of the Ontology Engineering field 
terminology, in contrast with the Software Engineering field that boasts the IEEE Standard 
Glossary of Software Engineering Terminology [IEEE, 1990]. 
¾ We need to fill the gaps with respect to the development process and the life cycle of 
single ontologies and ontology networks.  
METHONTOLOGY proposes explicitly the ontology development process that identifies a set 
of activities performed during ontology development, but the set of activities includes also the 
maintenance and use of the ontology, which is not compliant with the software development 
process that only refers to development issues [IEEE, 1999]. Furthermore, On-To-Knowledge 
and DILIGENT do not include an explicit definition for both the development process and the 
life cycle. 
As already mentioned, up to date, there are no methodological approaches that help ontology 
developers to build large ontologies embedded in ontology networks in complex settings. Thus, in 
this regard, we can mention that in the Ontology Engineering field 
¾ We need new methodologies since those available do not cover the complex scenarios 
in which reuse and reengineering of ontological and non-ontological resources are 
needed. 
a. METHONTOLOGY and On-To-Knowledge are up to now the most complete methodologies 
for building ontologies from scratch. They mainly include guidelines for single ontology 
construction from the ontology requirements specification to the implementation. However, 
neither of them allows for distributed ontology engineering among heterogeneous and 
geographically distributed groups of domain experts and ontology practitioners. DILIGENT 
does it, but it only provides a rich argumentation framework in order to proceed quickly with 
the building of a single ontology and the tracking of all relevant discussions about the 
conceptualization activity [Engler et al., 2006]. 
b. Only METHONTOLOGY considers that the activities performed during the development of 
an ontology may involve performing other activities in other ontologies already built or 
under construction [Fernández-López et al., 2000]. Therefore, METHONTOLOGY allows 
for not only intra-dependencies but also inter-dependencies. Inter-dependencies are 
defined as the relationships between activities carried out when building different 
ontologies.  
c. DILIGENT does not take into account the reuse of information and knowledge resources 
available for speeding up the ontology building process. On-To-Knowledge considers the 
use of ontology learning methods from textual resources for reducing the efforts made to 
develop the ontology. METHONTOLOGY proposes a general method for reusing 
ontologies but does not include prescriptive methodological guidelines.  
d. Of the methodologies mentioned, only METHONTOLOGY provides a definition and initial 
guidelines for reengineering ontologies [Fernández-López et al., 2000; Gómez-Pérez and 
Rojas-Amaya, 1999]. 
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¾ Most of the methodologies available propose simple methods for carrying out the 
ontology requirements specification activity, which consist of high level steps. However, 
these methodologies do not provide detailed guidelines explaining how to carry out each step, 
what is needed for obtaining a good Ontology Requirements Specification Document (ORSD), 
and how the ORSD can be used later on in the ontology development, for instance, (a) to 
search the knowledge resources to be reused, and (b) to verify the ontology content.  
¾ We need guidelines that help software developers and ontology practitioners to select a 
specific life cycle model and thus to create a particular ontology life cycle, as part of the 
scheduling activity. Life cycle models defined in Software Engineering have not been 
seriously analysed, taking into account the new approach in ontology development. 
Additionally, no new life cycle models have been proposed yet taking into account the special 
features of ontology networks and the different scenarios in ontology building. 
¾ We need detailed guidelines for carrying out the ontological resource reuse since most 
of the methods available only consist of high level steps. Additionally, such methods do 
not take into account different granularity during the reuse. 
 
Finally, Table 2 summarizes the presented methodologies (METHONTOLOGY, On-To-Knowledge 
and DILIGENT) according to the following characteristics:  
 Collaboration dimension in the ontology development.  
 Degree of coverage of the process or activities included in this thesis (ontology 
requirements specification, scheduling and ontological resource reuse) by means of 
providing detailed guidelines.  
 Observance of whether the three methodologies mentioned are targeted to software 
developers and ontology practitioners or to ontology researchers. 
 METHONTOLOGY On-To-Knowledge DILIGENT 
Dimension 
Collaboration  Not mentioned Not mentioned Treated 
Detailed Guidelines for Processes and Activities 
Ontology Requirements 
Specification 
Not provided  
Only Competency Questions 
are proposed 
Not provided  
Only Competency Questions 
are proposed 
This activity is not proposed 
by the methodology 




Only a list of activities to be 
carried out is proposed  
Not provided 
Only recommendation of 
identifying ontologies to be 
reused is given 
Not provided, neither 
explicitly mentioned 
Audience 
Targeted to Software 
Developers and Ontology 
Practitioners 
Targeted to ontology 
engineers and researchers 
Targeted to ontology 
engineers and researchers 
Intended to domain experts 
and users 
Table 2. Summary of conclusions 
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Regarding the collaboration dimension, none of the analysed methodologies allows for 
distributed ontology engineering among heterogeneous and geographically distributed 
groups of domain experts and ontology practitioners. DILIGENT does it, but it only provides a 
rich argumentation framework in order to proceed quickly with the building of a single ontology and 
the tracking of all relevant discussions about the conceptualization activity [Engler et al., 2006]. 
Table 2 shows that none of the analysed methodologies provide detailed guidelines for the 
process or activities (scheduling, ontology requirements specification, and ontological resources 
reuse) included in this thesis. Based on this fact, we can say that the analysed methodologies are 
more descriptive than prescriptive since they do not provide instructions to carry out processes or 
activities.  
As a final comment, it should be observed that none of the methodologies analysed and 
described here target software developers and ontology practitioners. 
 
For all the above reasons, our objective is to create the NeOn Methodology, a methodology for 
building ontologies and ontology networks, emphasizing the reuse of available knowledge 
resources (ontological and non-ontological), generalizing from previous experiences, covering the 
drawbacks of the methodologies available, and taking into account the new trends on collaboration 
and dynamism. Thus, to solve the above limitations, in this thesis we propose 
 Creating the NeOn Glossary of Processes and Activities, which identifies and defines the 
processes and activities potentially involved when ontology networks are collaboratively 
built.  
 Defining a collection of life cycle models for building ontologies and ontology networks. 
 Creating the NeOn Methodology framework for building ontology networks as a scenario-
based methodology. 
 Providing guidelines for specifying ontology requirements. 
 Providing guidelines for establishing the ontology network life cycle and scheduling 
ontology development projects. 
 Providing guidelines for reusing ontological resources. 
 
Work Objectives  
3. Work Objectives 
This chapter presents the goals of our work, together with terminological clarifications and the open 
research problems, identified in Chapter 2, that we aim to solve. It also describes our contributions 
to the current state of the art, the work assumptions (premises and hypotheses included) 
considered as a starting point for this work, and the restrictions of the results obtained.  
3.1. Terminological Clarifications 
Based on our experience in developing ontologies within different types of projects, we can identifiy 
three different possibilities when building ontologies: (1) building single ontologies; (2) building sets 
of interconnected single ontologies; and (3) building ontology networks. 
 A single ontology is an ontology that does not have any kind of of relationship (domain 
dependent or independent) with other ontologies. 
 A set of interconnected single ontologies includes a set of ontologies that have some kind 
of domain dependent relation among them. 
 An ontology network or a network of ontologies is a collection of single interconnected 
ontologies related to each other via a variety of different meta-relationships (based on 
[Haase et al., 2006]). Examples of these meta-relationships are the following: 
y hasPriorVersion: if the ontology to be developed is a new version of an existing one. 
This meta-relationship is related to the ontology evolution activity defined in Chapter 5. 
y useImports: if the ontology is importing any other ontology because the later contains 
definitions whose meaning are considered to be part of the meaning of the former 
ontology. This meta-relationship is related to the ontological resource reuse process 
defined in Chapter 5. 
y isExtension: if the ontology extends another existing ontology. This meta-relationship is 
related to the ontology enrichment activity, defined in Chapter 5. With regard to this 
meta-relationship, we can also mention isSpecialization and isGeneralization. 
y containsModules: if the ontology to be developed is composed of a number of modules. 
This meta-relationship is related to the ontology modularization activity defined in 
Chapter 5. 
y hasMapping: if some ontology components have mappings with other existing 
ontologies. This meta-relationship is related to the ontology mapping activity defined in 
Chapter 5.  
To sum up, if software developers and ontology practitioners explicitly define meta-
relationships such as mapping, modularization, version, and dependency between a set of 
interconnected ontologies and/or between an ontology and their components, then we can 
say that they are developing an ontology network. 
To clarify the difference among a single ontology, a set of interconnected single ontologies, and an 
ontology network, we provide here some examples. 
 An isolated ontology A1 is a single ontology, as Figure 15 (a) shows. 
 N single ontologies related among them by means of domain dependent relations between 
concepts included in the ontologies are considered a set of interconnected single 
ontologies, as Figure 15 (b) shows.  
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 Figure 15 (c) shows the ontology network associated to the set of interconnected single 
ontologies presented in Figure 15 (b). In this ontology network, the meta-relationships 
(“useImports” and “hasPriorVersion”) among the different ontologies have been explicitly 
expressed. 
 
(a) Single ontology 
 
(b) Set of interconnected single ontologies 
 
 
(c) Ontology network 
Figure 15. Simple graphical examples of single ontologies, of a set of interconnected single 
ontologies, and of ontology networks 
3.2. Goals and Open Research Problems 
The goal of this work is to advance the current state of the art in the Ontology Engineering field, 
specifically in the methodological area. To attain this goal, three subgoals have been pursued:  
O1. To provide the identification and definition of the development process and life cycle 
for networks of ontologies  
O2. To propose the NeOn Methodology framework, based on scenarios for building 
ontology networks. This framework should include methods, techniques and tools for 
carrying out the activities identified and defined in the ontology network development 
process.  
O3. To propose detailed methodological guidelines for ontology requirements 
specification, scheduling, and ontological resource reuse. 
In order to achieve the first objective, a list of open research problems, derived form the analysis 
included in Chapter 2, must be solved; these problems are the following: 
1. There is neither consensus on nor standardization of the definitions of the processes and 
activities that potentially could be carried out when single ontologies and ontology networks 
are developed. 
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2. There is only one ontology life cycle model (evolving prototypes), in contrast with the set of 
software life cycle models. 
With regard to the second and third objectives, the following list of open research problems, 
derived form the analysis included in Chapter 2, must be solved: 
1. None of the methodologies here described targets software developers and ontology 
practitioners, they only target ontology researchers. 
2. None of these methodologies can explain the ontology building process with the same style 
and granularity than those of the methodologies for developing software. 
3. None of these methodologies provide detailed prescriptive guidelines for carrying out the 
ontology requirements specification activity. 
4. None of these methodologies provide detailed prescriptive guidelines for selecting a 
specific life cycle model and creating a particular ontology life cycle (as part of the 
scheduling activity). 
5. None of these methodologies provide detailed prescriptive guidelines for reusing 
ontological resources at different levels of granularity (as a whole, by modules, or by 
statements).  
6. Finally, none of these methodologies can cover complex scenarios in which the reuse and 
reengineering of ontological and non-ontological resources are needed. 
3.3. Contributions to the State of the Art 
In this document, we intend to give solutions to the aforementioned open research problems. 
Chapters 5 and 7 describe the solutions we propose for objective O1; Chapter 6 describes the 
solutions for objective O2; and Chapters 8, 9, and 10 describe the solutions related to objective 
O3. 
With regard to the first objective, the thesis presents new advances in the state of the art 
concerning the following aspects: 
 It deals with ontology network development process, ontology network life cycle models 
and ontology network life cycle, issues all necessary to provide some methodological 
guidelines for the development of ontology networks. 
 It presents the NeOn Glossary of Processes and Activities, which identifies and defines 
the processes and activities potentially involved when ontology networks are collaboratively 
built.  
 It also proposes two different ontology network life cycle models: waterfall and 
iterative-incremental, which are related to the scenarios identified in Chapter 6. 
The second and third objectives tackle the NeOn Methodology for building ontology networks and 
are focused on (1) ontology requirements specification; (2) scheduling; and (3) ontological 
resource reuse. This thesis also presents advances in the current state of the art in the following 
aspects: 
 It identifies a set of nine scenarios for building ontologies and ontology networks, 
emphasizing the reuse of knowledge resources (ontological and non-ontological). 
 It provides prescriptive methodological guidelines for carrying out the ontology 
requirements specification activity. 
 It proposes prescriptive methodological guidelines for obtaining the ontology 
network life cycle for a concrete ontology network, as part of the scheduling activity. 
Additionally, a tool named gOntt, which supports such guidelines, is also provided. 
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 49 
María del Carmen Suárez de Figueroa Baonza 
 It offers prescriptive methodological guidelines for reusing ontological resources at 
different level of granularity. 
All these contributions are backed up by a large number of experiments. These experiments, 
included in Chapter 11, show how the solutions proposed have been applied to real-world 
problems in the context of research projects. 
3.4. Work Assumptions: Premises, Hypotheses and Restrictions 
The work here described is based on the set of assumptions appearing below. These assumptions, 
which are divided into premises, hypotheses, and restrictions, help to explain the decisions taken 
for the development of the solutions and for the relevance of the contributions presented. 
We have identified two premises, P1 and P2, both related to the three objectives of this thesis.  
P1. Some claims valid for software engineering are also valid for ontology engineering. 
The IEEE standard glossary of Software Engineering terminology [IEEE, 1990] defines 
software as “computer programs, procedures, and possibly associated documentation 
and data pertaining to the operation of a computer system”. Ontologies are part 
(sometimes only potentially) of software products. Therefore, ontologies should be 
developed according to the standards generally proposed for software, which should be 
adapted to the special characteristics of ontologies [Fernández-López and Gómez-
Pérez, 2002]. 
For such reasons, we will use and adapt Software Engineering terminology and 
methodological principles (taken from different IEEE standards) as basis for the current 
methodological research in the Ontology Engineering field. 
P2. Explaining the ontology building process with the same style and granularity than those 
methodologies for developing software benefits the understanding and adoption of 
ontology development methodologies. 
Once the premises have been identified and presented, the set of hypotheses of our work are 
described. This set of hypotheses covers the main features of the solutions proposed. 
Hypotheses H1 and H2 are related to objective O1, whereas hypothesis H3 is related to objective 
O2, and hypotheses H4, H5 and H6 are related to objective O3. 
H1. Despite the discrepancies found in the literature, ontology experts have reached a 
certain implicit consensus on what activities should be undertaken in ontology 
development. This implicit consensus can be made explicit by means of establishing a 
glossary of processes and activities in the Ontology Engineering field. 
H2. Despite the diversity of life cycle models proposed in the literature of Software 
Engineering and Knowledge Engineering fields, it should be pointed out that a collection 
of ontology network life cycle models, consisting of the waterfall model and the iterative-
incremental model, is enough to allow ontology practitioners to develop ontology 
networks.  
H3. Although the current methodologies pose ontology development as a process that 
mainly takes into account the ontology being built, our experience shows that there are 
alternative scenarios in which ontologies are built by reusing and reengineering 
knowledge resources, merging ontological resources and/or localizing ontological 
resources. Thus, we can hypothesize that the ontology network development entails 
combining different scenarios, which in turn involve reusing ontological and non-
ontological resources, reengineering, merging, restructuring, and localizing.  
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H4. While so far there have not been substantial contributions to Grüninger and Fox’s 
[Grüninger and Fox, 1994] proposal on the specification of ontology requirements 
based on CQs, a precise method, based on this approach, can be established. This 
method for specifying ontology network requirements can be applicable by software 
developers and ontology practitioners, and allows identifying the main terms to be 
included in the ontology.  
H5. Despite the fact that up to the present nobody has made a proposal on how to carry out 
the scheduling of ontology development projects, we here propose a set of identified 
processes and activities and life cycle models to bridge this gap. That means that it is 
possible to establish a clear, simple, and useful procedure to select and instantiate an 
ontology network life cycle model, as part of the scheduling activity. This procedure can 
be applicable by software developers and ontology practitioners. 
H6. It is possible to establish a clear, simple, and useful procedure to reuse ontological 
resources at different level of granularity. And again, as in the previous hypothesis, 
such a procedure can be applicable by software developers and ontology practitioners. 
Finally, the following set of restrictions defines the limits of our contributions and allows 
determining future research objectives. Restriction R1 is related to O1; restrictions R2, R3, R4, R5, 
and R6 are related to O2 and O3; finally, restriction R7 is a general restriction. 
R1. This work presents a glossary that includes the current processes and activities used in 
ontology engineering. New terms are still appearing. 
R2. This work is focused on a subset of processes and activities performed during the 
ontology network development. Such a subset includes ontology requirements 
specification, scheduling, and ontological resource reuse. Out of the scope of this thesis 
are the rest of the processes and activities identified in the NeOn Glossary (included in 
Chapter 5). 
R3. This work presents methodological guidelines for ontology requirements specification, 
which are based on the so-called competency questions (CQ). It is out of the scope of 
this thesis the rest of the tecniques identified in Section 2.5.2.1 for collecting 
requirements. 
R4. This work presents methodological guidelines for reusing ontological resources at 
different levels of granularity: (1) reusing domain ontologies and general or common 
ontologies as a whole and (2) reusing ontology statements. However, it does not 
provide guidelines for reusing ontology modules nor for reusing and reengineering 
knowledge resources that are not ontologies, since these issues are out of its scope. 
R5. This work does not propose guidelines for the collaboration and evolution of ontology 
networks nor for creating mapping among ontological resources, because they are out 
of the scope of this thesis.  
R6. This work presents methodological guides to develop ontology networks. However, it is 
assumed that the technological support to develop such ontologies is in charge of 
creating the meta-relationships for having ontology networks. 
R7. The evaluation of the work is restricted to the use of the results in real cases, which 
provide feedback, and to the execution of controlled experiments that use the results of 
this thesis.  
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In summary, the main aim of this thesis is to create the NeOn Methodology for building ontology 
networks, covering the drawbacks presented in the three methodologies analysed in Chapter 2, 
and benefiting from the advantages included in such methodologies. Concretely, we will take into 
account the proposal given by METHONTOLOGY and On-To-Knowledge about the use of 
competency questions for the ontology requirements specification activity within the 
methodological guidelines proposed for this activity and presented in this document. With respect 
to the reuse of ontologies, we will consider as starting point the list of activities proposed by 
METHONTOLOGY; however, we have tried to improve and extend them in order to provide the 
corresponding methodological guidelines in the NeOn Methodology. 
 
Research Methodology  
4. Research Methodology 
This chapter describes the research methodology adopted for creating the NeOn Methodology, a 
methodology for building ontology networks, which is presented in this thesis. Additionally, it 
explains the main requirements and conditions that have guided the creation of this methodology. 
4.1. General Framework for Describing the NeOn Methodology 
This thesis work is grounded on the following approaches, as presented graphically in Figure 16:   
 Software Engineering methodological work (terminology, models, ideas, etc.). 
Methodological frameworks are widely accepted in different mature fields, like Software 
Engineering. Since single ontologies and ontology networks could be seen as “software 
artifacts” and as part of software products, the current software methodologies could be 
relevant to the Ontology Engineering field, or at least, be taken as inspiration. 
 Methodologies and methods for building ontologies. We have employed METHONTOLOGY 
[Gómez-Pérez et al., 2003], On-To-Knowledge [Staab et al., 2001], DILIGENT [Pinto et al., 
2004] and other methods available (e.g., [Grüninger and Fox, 1995]) to provide guidelines 
for carrying out a particular process or activity. 
 Practices and previous experiences. Members of the NeOn consortium and of the OEG 
group (Ontology Engineering Group) have built a large number of ontologies in different 
domains across several European and National funded projects. From these experiences, 
we obtained a preliminary set of informal steps, which were refined, improved and 
completed to provide detailed methodological guidelines for each process or activity. As an 
example, we can mention the ontology requirements specification activity, whose guidelines 
are based on previous experiences drawn from the SEEMP project (FP6-27347). 
Output












Figure 16. Inputs taken into account for creating the NeOn Methodology 
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For building the NeOn Methodology we used a “divide and conquer” strategy. That is, we 
decomposed the general problem to be solved in different subproblems. To obtain the solution to 
the general problem, i.e., the development of an ontology network, some solutions to the different 
subproblems should be combined. In our case, the subproblems are the nine scenarios identified 
in Chapter 6, which are composed of processes and activities. For each subproblem, we provide 
different strategies and alternatives to find the solution. Additionally, and whenever possible, we 
present the results through a Software Engineering approach with different levels of complexity, 
which facilitates a promptly assimilation by software developers and ontology practitioners.    
The NeOn Methodology for building ontology networks is a scenario-based methodology that 
provides a set of nine scenarios that can be combined among them. Each scenario is decomposed 
in different processes and activities of those included in the NeOn Glossary. For each process or 
activity detailed methodological guidelines are provided. In this sense, the thesis is written with a 
process or an activity-centric approach, and in a prescriptive way rather than in a descriptive one. 
 The scenarios are described in Chapter 6, where we have also included assumptions for 
the scenarios, prerequisite resources, sequence of the processes and activities to be 
carried out, and the main outcomes of applying the scenarios. 
For identifying the scenarios (the different ways or paths we can follow to build ontologies 
and ontology networks), we founded on the different studies carried out to revise the state 
of the art of ontology development, on the building of ontologies in different international 
and national projects (Esperonto, Knowledge Web, SEEMP, etc.), and on the analysis of 
the NeOn European project use cases. 
 The NeOn Glossary includes activities and processes composed, in turn, of activities based 
on the terminology included in Section 2.2. The activities can be divided into zero or more 
tasks. Tasks, which are the smallest units of work, are used to decompose activities and 




Figure 17. Process, activities, and tasks 
For describing each of the processes and activities included in the NeOn Methodology presented 
in this thesis, we use the following structure:  
 A general introduction to the process or activity. In this introduction we show the necessity 
and/or utility of the process or activity.  
 The detailed guidelines proposed for carrying out the process or the activity, including the 
following fields: 
y Definition, which is taken from the NeOn Glossary of Processes and Activities and 
included in Section 5.3. 
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y Goal, which explains the main objective intended to achieve by the process or the 
activity. 
y Input, which includes the resources needed for carrying out the process or the activity. 
y Output, which includes the results obtained after carrying out the process or the activity. 
y Who, which identifies the people or teams involved in the process or the activity. 
y When, which explains in which moment the process or the activity should be carried 
out. 
We provide all the aforementioned information in the so-called Filling Cards. These filling 
cards allow us to explain the information of each process and activity of the NeOn 
Methodology in a practical and easy way. Each card is filled according to the filling card 
template shown in Table 3.  
 A graphical workflow that shows how the process or the activity should be carried out is 
also included. This workflow contains the inputs, outputs, actors involved, and details for 
carrying out the process or the activity in a prescriptive manner. Additionally, methods, 
techniques and tools supporting the process or the activity are proposed. 
 Some examples explaining the guidelines proposed, whenever possible, are given. The 
examples are based on previous experiences and/or NeOn use cases.  
























Table 3. Template for the process and activity Filling Card 
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 55 
María del Carmen Suárez de Figueroa Baonza 
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 56 
4.2. Requirements of the NeOn Methodology for Building Ontology Networks 
The main principles that guided the construction of the NeOn Methodology for building ontology 
networks were  
1. The methodology should define each process or activity precisely; it should state clearly its 
purpose, inputs and outputs, the actors involved, when its execution is more convenient, 
and the set of methods, techniques and tools to be used. 
2. The methodology should facilitate a promptly assimilation by software developers and 
ontology practitioners. That means that the methodology should be presented in a 
prescriptive way and non-oriented to researchers. It should be ease to understand and to 
learn in order to facilitate its success and its generalized use. 
Additionally, according to [Paradela, 2001], any methodology must fulfil a set of characteristics that 
can be grouped into two main types: 
 The suitability formal characteristics, that is, the necessary conditions (also called formal 
conditions) that any methodology in any activity domain must fulfil. These conditions are 
independent of the domain where the methodology is applied.  
 The suitability material characteristics, that is, the sufficient conditions (also called 
material conditions) that the methodology must fulfil in the domain where is applied. These 
conditions are specific to each methodology and are determined by factors such as the 
following: the domain where the methodology is applied; cases, situations or problems to 
be dealt with; characteristics of the material (economic, technological, etc.); human or 
temporal resources; etc.  
We use here requirements instead of characteristics or conditions because (1) the characteristics 
abovementioned are needed for any methodology, and therefore they should be considered as 
requirements30, and (2) the term condition is mainly used in the logic field, whereas the term 
requirement is used in the engineering field. 
This section presents the necessary and sufficient requirements in the development of the NeOn 
Methodology for building ontology networks. The section is based on Paradela’s conditions 
[Paradela, 2001], which were adapted whenever it was necessary. 
4.2.1. Necessary Requirements 
 Generality. A methodology should be general enough and should not be driven to solve 
ad-hoc cases or problems. 
 Completeness. A methodology must consider all the cases presented and propose 
solutions to all of them.  
 Effectiveness. A methodology should solve adequately the cases proposed that have a 
solution, with independency of the person that applies the methodology. Therefore, it 
should be more prescriptive than descriptive.  
 Efficiency. A methodology must be efficient, that is, it should be able to achieve its 
objective or goal. This means that the methodology should allow the construction of 
ontologies.  
                                                
30 Requirement is something required, wanted or needed (definition at http://www.merriam-
webster.com/dictionary/requirement). 
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 Consistency. A methodology must produce the same set of products for the same 
problem, independently of who applies the methodolgy. The content of such a set of 
products will be different depending on the problem treated.  
 Finiteness. The number of the elements that compose a methodology and the number of 
activities must be finite, i.e., they should consume a reasonable period of time.  
 Discernment. A methodology must be composed of a small set of structural, functional and 
representational components.  
 Environment. Methodologies can be classified into scientific and technological ones. In 
scientific methodologies ideas are validated, whereas in technological ones artefacts are 
built and evaluated. A technological methodology must regard the life cycle of the product 
that is guiding its development.  
 Transparency. A methodology must be like a white box that permits us to know in every 
moment the active processes or activities that are being performed, who is performing 
them, etc.  
 Essential Questions. In each activity included in the methodology, the following six 
questions: “what”, “who”, “why”, “when”, “where”, and “how” must be dealt with.  
4.2.2. Sufficient Requirements 
 Domain or Scope. The area in which the methodology can be applied.   
 Perspectives. A methodology must facilitate its application following different approaches.  
 Understanding. A methodology must be ease to understand and to learn in order to 
facilitate its success and its generalized use. 
 Usability. The degree of difficulty in using the methodology must be minimal. 
 Grounded on existing practices. A methodology must be founded on previous 
methodological and practical works.  
 Flexibility. A methodology must be adaptable to concrete needs and users. 
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5. Glossary of Processes and Activities 
5.1. Introduction 
As stated in Chapter 3, one of the goals of this PhD work is to provide the identification and 
definition of the development process for ontology networks. In this regard, the following open 
research problem identified in Chapter 2 must be solved: 
 Up to date, there is neither consensus nor standardization about the definitions of activities 
and processes that potentially could be carried out when single ontologies and ontology 
networks are developed. 
Therefore, this chapter treats of the definition of ontology network development process and the 
agreement on the activities and processes involved in the ontology development and their 
definitions. 
Despite the discrepancies found in the literature, ontology experts have reached a certain implicit 
consensus on which processes activities should be undertaken in ontology development and which 
are their definitions; thus, we should probe that 
 It is possible to make such a consensus explicit and thus to obtain a glossary of processes 
and activities of the Ontology Engineering field. 
5.1.1. Ontology Network Development Process 
Ontologies are artefacts designed for the purpose of satisfying certain requirements and needs that 
are emerging in the real world.  
The ontology development process can be defined (inspired by [IEEE, 1990] and according to the 
Software Engineering terminology) as the process by which user’s needs are translated into an 
ontology. 
Thus, we can define the ontology network development process as the process by which user’s 
needs are translated into an ontology network. This means that the ontology network development 
process can be seen as a specific case of the software development process. 
The main goal of this development process is to identify and define which processes and activities 
are carried out when ontology networks are built collaboratively. Such a developement process is 
related to the consensus of processes and activities involved in the ontology development. 
5.1.2. The Need for Reaching an Agreement on Processes and Activities  
Ontology researchers, technology developers, and users have noticed, during the different 
meetings held, that they use different terminology to name the processes and activities involved in 
the ontology development; that is, that they have not reached a consensus yet on the definitions 
for ontology engineering processes and activities. For instance, it is not clear enough the difference 
between ontology modification [Stojanovic, 2004] and ontology update [Stojanovic et al., 2002], 
whereas other activities have multiple definitions in natural language (e.g., ontology merging 
[Fernández-López et al., 1997; Kalfoglou and Schorlemmer, 2003; Kotis and Vouros, 2004]). We 
have also observed that in the last recent years, new processes and activities have emerged when 
large ontologies are built in complex settings. This situation is the result of a lack of standardization 
in the ontology engineering terminology, which clearly contrasts with the Software Engineering field 
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that boasts the IEEE Standard Glossary of Software Engineering Terminology [IEEE, 1990], a 
consensual glossary.  
Thus, in order to unify the terminology used by the NeOn partners, it was decided by members of 
the NeOn consortium31 to build the NeOn Glossary of Processes and Activities. The idea here 
was to reach consensus on the identification and definition of the processes and activities involved 
when developing ontology networks. The glossary, which is the result of the agreement, is a key 
asset for creating the NeOn Methodology framework.  
5.1.3. Chapter Structure 
This chapter presents the following issues: 
1. The consensus reaching process for the identification and definition of the processes and 
activities involved in the ontology network development process (Section 5.2).  
2. The NeOn Glossary of Processes and Activities (Section 5.3), which identifies and defines the 
processes and activities involved in ontology network construction. Definitions in the glossary 
have been collaboratively built and agreed upon by all NeOn partners through a long and 
difficult consensus reaching process, as explained in Section 5.2. 
3. Processes and activities are classified into those required for the development of ontology 
networks and those applicable (depending on the cases), but not required, and, therefore, non-
essential or dispensable. This classification is summarized in the “Required-If Applicable” table 
(Section 5.4). 
4. The processes and activities included in the NeOn Glossary of Processes and Activities are 
classified into groups according to the IEEE classification [IEEE, 2006] (Section 5.5). 
5. The relation between processes and activities included in the NeOn Glossary and the ontology 
networks (Section 5.6).  
5.2. Consensus Reaching Process 
Within the NeOn consortium, it was decided to build the NeOn Glossary of Processes and 
Activities with the purpose of unifying the terminology used by the NeOn partners. The idea was 
to reach a consensus on the identification and definition of the processes and activities involved 
when developing ontology networks.  
The definitions in the glossary have been collaboratively built and agreed upon by all NeOn 
partners. To reach a consensus in the process and activity terminology, we decided to use the wiki 
technology [Leuf and Cunningham, 2001] because it supports a higher level of consensus building 
by community members; thus, if a user disagrees with a statement, he can very easily modify it, 
delete it, comment it, etc. [Viégas et al., 2004]. Then, we created a non public space in the NeOn 
wiki where the partners involved in the NeOn project could discuss the ontology engineering 
terminology, express and exchange different opinions, and reach a final agreement. We also used 
meetings and mailing lists for agreeing on the process and activity definitions at the final stages.  
This section sketches the roles to be played in the NeOn consortium and the overall process 
involved in reaching a consensus on the processes and activities for developing ontology 
networks. During the consensus reaching process, we have tried to agree on the list of processes 
and activities and on the process and activity definitions.  
                                                
31 http://www.neon-project.org/ 
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Roles in the process: a varied number of skilled people (known as the ‘NeOn Glossary’ team), 
geographically dispersed, collaborated on our consensus reaching process. This team has a well-
balanced and representative participation of the different people involved in the process: ontology 
engineers, ontology editors, and users within the NeOn project. Its different members had the 
following specific roles (or functions):  
 The author of this PhD thesis, from the Universidad Politécnica de Madrid (UPM), led the 
whole consensus reaching process.  
She, personally, was in charge of creating the NeOn wiki page. She also created and 
published a template, in the wiki, for gathering information about processes and activities. 
Finally, she created the initial list of processes and activities with definitions, which are 
founded on the study of the state of the art in ontology engineering. 
 The following organisms introduced several comments in the process and activity 
definitions: Consiglio Nazionale delle Ricerche (CNR), United Nations Food & Agriculture 
Organization (FAO), Institut National de Recherche en Informatique et en Automatique 
(INRIA), Intelligent Software Components, S.A. (iSOCO), Josef Stefan Institute (JSI), The 
Open University (OU), Universitaet Karlsruhe (UKARL), UPM, and University of Sheffield 
(USFD). 
 Some of these organisms, i.e., CNR, FAO, JSI, OU, UKARL, UPM, and USFD, participated 
in some of the ad-hoc meetings carried out to reach a consensus. 
Process Stages: Before beginning the consensus reaching process, the meanings of consensus 
and consensus reaching process were explained to the people concerned.  
 Consensus is defined as a state of mutual agreement among members of a group where 
all opinions have been heard and addressed to the satisfaction of the group [Saint and 
Lawson, 1994]. 
 Consensus reaching process is defined as a dynamic and iterative process composed of 
several rounds, where the experts express and discuss their opinions in order to reach the 
maximum agreement about a set of alternatives before taking a decision [Herrera-Viedma 
et al., 2005]. 
Additionally, the ‘NeOn Glossary’ team explained and reviewed the process proposed for achieving 
consensus on the processes and activities. Then, they agreed on a targeted time period (one year) 
for reaching a consensus. Finally, they followed the general process, shown in Figure 18, to 
achieve consensus on the identification and definition of the processes and activities involved in 
the development of ontology networks, which they finally succeeded after the third round. 
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Figure 18. Consensus reaching process 
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The detailed stages of the consensus reaching process for the NeOn Glossary of Processes and 
Activities are the following: 
1. To create a NeOn wiki page dedicated to the consensus reaching process, within the NeOn 
consortium. We used this wiki page, which was created in mid-June 2006, within the NeOn 
consortium to build collaboratively and by consensus the NeOn Glossary of Processes and 
Activities. This technology was chosen because wiki web sites facilitate community members 
the reach of a consensus [Viégas et al., 2004]. At that moment, the argumentation tool Cicero32 
[Dellschaft et al., 2008] was not available for the consensus reaching process. 
2. To create a template for gathering information about processes and activities and to publish 
this template in the dedicated wiki page. The template shown in Table 4 gathers not only 
possible process and activity definitions but also other general information useful for the 
methodology, for example, the input and output of the process or activity. It was built and 
published in mid-June 2006. 
Template Slot Description 
Process or Activity Name Name of the process or activity 
Definition One or several natural language (NL) definitions (with the corresponding references) 
Type of Process/Activity according to IEEE 
In the Software Engineering field, activities are grouped 
administratively into five main activity groups [IEEE, 2006]. 
Based on that, the following groups are proposed:  
(a) Ontology Management  
(b) Ontology Pre-Development 
(c) Ontology Development 
(d) Ontology Post-Development 
(e) Ontology Support Activity 
The type for a concrete process or activity should be unique 
Input A list of the information required to be input of the process or activity 
Output A list of the information that is required to be output of the process or activity 
References References for the NL definitions 
Comments Other comments about the process or activity 
Table 4. Template for processes and activities in the NeOn Glossary 
3. To create an initial list of processes and activities with definitions. An initial NeOn Glossary of 
Processes and Activities (the initial identification and definition of the main activities to be 
included in the ontology network development process) was made available in the wiki 
following the template presented in Table 4. This initial glossary was created having as starting 
point the ontology processes and activities found in the sources that follow: METHONTOLOGY 
[Gómez-Pérez et al., 2003], On-To-Knowledge [Staab et al., 2001], DILIGENT [Pinto et al., 
2004], NeOn use cases [Iglesias et al., 2006; Gómez-Pérez et al., 2006], the Semantic Web 
Framework (SWF) from Knowledge Web Network of Excellence [García-Castro et al., 2007], 
and inputs from ontology engineering papers and ontology experts, as can be seen in Figure 
19. The initial list of processes and activities, definitions and groups contained 39 processes 
and activities, and was uploaded on the wiki in mid-June 2006. 
                                                
32 http://cicero.uni-koblenz.de 



















Figure 19. Approach to creating initially the NeOn Glossary of Processes and Activities 
4. To identify and define collaboratively processes and activities in the wiki, according to the initial 
list. The ‘NeOn Glossary’ team was given total freedom to incorporate more processes and 
activities and/or definitions in the initial glossary, and also to include more general information 
about the process or activity (such as input and output, classification following the groups 
based on IEEE [IEEE, 2006], etc.). 
5. To reach a consensus on process and activity definitions. For this stage, the team used the 
wiki, held ad-hoc meetings and interchanged e-mails. Then, we adopted the following process: 
a. To include comments in the wiki. The ‘NeOn Glossary’ team introduced their comments for 
each process and activity in a table where the institutions participating appeared. This table 
was uploaded on the wiki at mid-October 2006. In the table participants could include 
comments about activity definitions, i.e., the definition they would prefer it there were more 
than one; they could also add a proposal for a new definition. Figure 20 shows an example 
of a table of preferences for the ‘knowledge acquisition’ activity. 
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Figure 20. Knowledge acquisition activity: table of preferences 
b. To reach a consensus in ad-hoc meetings and via e-mail. Two ad-hoc meetings to review 
and agree on the definitions of processes and activities of the NeOn Glossary were held; 
the first one took place at the Bled plenary meeting (January 23rd 2007), and the second at 
the Dubrovnik plenary session (June 29th 2007).  
During these meetings, the team took into account some informal rules for accepting or 
rejecting a concrete process and activity definition; these rules were the following: 
 If the team’s comments were generally positive and no major objections were raised, 
then the definition was considered as final. 
 If the team’s comments were generally positive, but someone had a major objection to 
the definition, the definition was modified until no major objection was encountered.  
 If the team’s comments were generally negative, the definition was ruled out.  
 If the team’s comments were mixed, there were three possibilities: 
y discussions continued until positive or negative results were achieved;  
y discussions were postponed until the next meeting; and  
y the issue was postponed until more information was available in the wiki.  
 If discussions seemed to be going on forever without any possibility of reaching an 
agreement, the team could 
y decide to drop the definition, or the process or activity; or 
y move onto approval by voting the definition. The selected voting procedure was 
based on absolute majority. 
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During the first round of the process, which took place in Bled (January 23rd 2007), the 
team reached consensus on 25 definitions out of 46 identified processes and activities. The 
partners participating in this meeting were JSI, OU, UKARL, and UPM. Figure 21 shows the 
consensual definitions during the first round. Some processes and activities have been 
classified following a “sub-type” approach, such as ontology validation and ontology 
verification, which can be seen as ontology evaluation activities. This classification can be 
seen also in Figure 21. 
 
Figure 21. Processes and activities agreed upon in the first round, on 23rd January at Bled 
During the second round of the process, which took place in Dubrovnik (29th June 2007) 
there were 61 identified processes and activities, 36 of them without consensus. At this 
meeting we reached a consensus on 4 activity definitions; we also agreed on deleting 5 
activities, and almost achieved a consensus on 8 activity definitions (waiting for concrete 
feedback on minor details and to be agreed upon in the next round). The partners 
participating in this meeting were CNR, FAO, JSI, UKARL, UPM, and USFD. Figure 22 
shows the activity definitions agreed upon during the second round. The 5 deleted activities 
appear in Figure 22 surrounded by a dotted line, whereas the synonymous activities are 
linked by a bi-directional arrow.  
 
Figure 22. Activities agreed upon in the second round, on 29th June at Dubrovnik 
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Furthermore, in the third round, it was decided to finish via email the consensus process 
on the remaining 27 activity definitions. Therefore, in July 2007, several experts provided 
feedback on the 8 abovementioned activities that did not reach a final consensus; on the 
other hand, UKARL and UPM exchanged several emails and included several comments in 
the wiki with the following results: 22 processes and activity definitions agreed upon and 5 
activities deleted. Figure 23 shows the processes and activities agreed upon during the 
third round. The 5 activities deleted appear surrounded by a dotted line in Figure 23. 
 
Figure 23. Processes and activities agreed upon in the third round during July 2007 
c. To exchange e-mails. Several e-mails were sent to the NeOn consortium to encourage 
other WPs to put forward their ideas. 
Once the two ad-hoc meetings were held, WP5 partners decided that the existing 
definitions should be reviewed by other WPs within the NeOn consortium. Then, we 
identified which processes and activities were related to which WPs, taking into account the 
WP main objectives, and we created and sent a table for obtaining feedback from WPs 
about the different related processes and activities. Several processes and activities were 
reviewed by more than one WP.  
The comments received were mainly about differentiating or making equal some process 
and activity definitions, including missing aspects in some activity definitions, and deleting 
some processes and activities. All the comments received were considered during the 
second and third round of the process. 
6. To review the definitions from a linguistic point of view. The definitions and their corresponding 
comments were checked and reviewed from a linguistic point of view by an expert 
terminologist. 
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7. To publish the definitions in the NeOn website33 and in a public wiki page and to establish the 
procedure for getting feedback from the ontology engineering community, using the 
argumentation tool Cicero. 
After finishing the NeOn Glossary of Processes and Activities, we published it in the NeOn 
website and delved into the idea of obtaining feedback from the ontology engineering 
community (outside NeOn). Thus, we created a public wiki page with all the processes and 
activities of the glossary with the aim of getting comments from other people. We used the 
argumentation tool Cicero [Dellschaft et al., 2008], which is already a wiki, so that the OE 
community could comment on the activity definitions for about a year. Our long term goal is to 
have a more complete and consensual glossary that could become the terminological 
reference in the field. 
8. To propose the standardization of the NeOn Glossary of Processes and Activities. If the 
Ontology Engineering community supports the activity of providing feedback on the NeOn 
Glossary, then we could think of approaching IEEE or W3C for the standardization of the NeOn 
Glossary of Processes and Activities. 
Figure 24 shows the history of the consensus reaching process (from stage 1 to stage 5.b), 
including the main results in each time point. 
Mid June 2006 Mid October 2006 NeOn Plennary Meetingat Bled (23rd January 2007)
NeOn Plennary Meeting 
at Dubrovnik (29th June 2007) End July 2007
¾ Table for including comments
¾ 46 identified processes and activities
¾ 25 consensual definitions
¾ 61 identified processes and activities
¾ 25 + 4 consensual definitions
¾ 5 consensual deleted activities
¾ 56 identified processes and activities
¾ 25 + 4 + 22 consensual definitions
¾ 5 consensual deleted activities
¾ NeOn Wiki Page
¾ Template
¾ Initial list of processes and
activities (39)
 
Figure 24. History of the consensus reaching process 
                                                
33 http://www.neon-project.org/ 
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5.3. NeOn Glossary of Processes and Activities  
According to ISO 12200:1999 [ISO, 1999] and ISO 1087-1:2000 [ISO, 2000], a glossary can be 
defined as  
a. A terminological dictionary containing the terminology of a specific subject field or of related 
fields and based on terminology work [ISO, 1999].  
b. A terminological dictionary that contains designations and definitions from one or more 
specific subject fields. The vocabulary may be monolingual, bilingual or multilingual [ISO, 
2000]. 
According to [Landau, 1984] there are three basic principles for defining a term: “avoid circularity, 
define every word in a definition, and make sure that every word’s definition says what the word 
means”. However, applying these basic rules does not necessarily produce good definitions.  
The following principles, widely accepted in lexicographic practice, are also common:  
 Conciseness, i.e., every definition should say the most in the least number of words. 
 Clarity, or avoidance of ambiguity, i.e., words should be used unambiguously. 
 Appropriateness, i.e., the definition should be appropriate to the target reader. 
 Priority of essential traits, i.e., a definition should highlight the essential features of 
meaning. 
Following the aforementioned definitions and principles, the Neon Glossary of Processes and 
Activities collects the main processes and activities involved in the ontology network development 
process (within the specific field of ontology engineering) and provides some commonly agreed 
natural language definitions and explanations. The vocabulary included in the glossary is 
monolingual (English). 
As a result of the process explained in Section 5.2, we obtained the main processes and activities 
to be performed in the ontology network development process. Fifty one activities have been 
identified and defined as part of the NeOn Glossary of Processes and Activities. Moreover, other 
processes and activities and their corresponding definitions (e.g., Non-Ontological Resource 
Reengineering and Non-Ontological Resource Reuse) have been also included as a result of 
identifying the different scenarios for building ontology networks (presented in Chapter 6) and 
revising the glossary.  
5.3.1. Definitions in the NeOn Glossary 
The NeOn Glossary of Processes and Activities, which is ordered alphabetically, includes 59 
processes and activities. Three situations can be distinguished here:  
a. Some of the processes and activities have maintained their definition taken from the 
literature (as shown in the list below). This is the case, for example, of ontology 
configuration management, ontology evolution, and ontology formalization.  
b. For most of the processes and activities, the definition has been changed and adapted 
according to past definitions found in the literature and based on NeOn partners’ comments 
and discussions. This is the case, for example, of ontology conceptualization, ontology 
documentation, ontology matching, and ontology selection. 
c. New processes and activities and their definitions have been created during the consensus 
building process, either because the process or activity did not previously exist in the 
literature, or because the process or activity had not been defined, as it happens in the 
following processes and activities: ontology annotation, ontology comparison, ontology 
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customization, ontology diagnosis, ontology elicitation, ontology enrichment, ontology 
extension, ontology learning, ontology localization, ontology module extraction, ontology 
partitioning, non-ontological resource reengineering, ontology repair, non-ontological 
resource reuse, ontology search, and ontology upgrade.  
The terms (and their definitions) included in the NeOn Glossary are  
 Ontology Aligning. This term refers to the activity of finding the correspondences between 
two or more ontologies and storing/exploiting them. A synonym for this activity is Ontology 
Mapping.  
 Ontology Annotation. It refers to the activity of enriching the ontology with additional 
information, e.g., metadata or comments. 
 Ontology Assessment. It refers to the activity of checking an ontology against the user’s 
requirements, such as usability, usefulness, abstraction, quality. 
 Ontology Comparison. It refers to the activity of finding differences between two or more 
ontologies or between two or more ontology modules. 
 Ontology Conceptualization. It refers to the activity of organizing and structuring the 
information (data, knowledge, etc.), obtained during the acquisition process, into meaningful 
models at the knowledge level and according to the ontology requirements specification 
document. This activity is independent of the way in which the ontology implementation will be 
carried out. 
 Ontology Configuration Management  [Gómez-Pérez et al., 2003]. It refers to the activity of 
recording all the versions of the documentation, software and ontology code, and of controlling 
the changes. 
 Control [Gómez-Pérez et al., 2003]. It refers to the activity of guaranteeing that the activities 
scheduled in the ontology development process are completed and performed in the manner 
intended. 
 Ontology Customization. It refers to the activity of adapting an ontology to a specific user's 
needs. 
 Ontology Design Pattern Reuse. It refers to the process of using available ontology design 
patterns in the solution to different modelling problems during the development of new 
ontologies. 
 Ontology Diagnosis. It refers to the activity of identifying parts of the ontology directly 
responsible for incorrectness and incompleteness. Ontology diagnosis is triggered by ontology 
validation. 
 Ontology Documentation. It refers to the collection of documents and explanatory comments 
generated during the entire ontology building process. 
Examples of the documents external to the implemented ontology include ontology requirement 
specification document, sources used for acquiring knowledge, ontology conceptualization 
document, design and decision criteria, etc. 
The information inside the implemented ontology includes natural language comments, 
ontology metadata, and implementation code. 
In summary: anything that could be useful to help users, who did not build the ontology, to 
understand and learn how the ontology was built. Note that the level of granularity of 
descriptions can help the understanding of the ontology. 
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 Ontology Elicitation. It is a knowledge acquisition activity in which conceptual structures (e.g., 
T-Box) and their instances (e.g., A-Box) are acquired from domain experts.  
 Ontology Enrichment. It refers to the activity of extending an ontology with new conceptual 
structures (e.g., concepts, roles and axioms). 
 Ontology Environment Study. It refers to the activity of analyzing the environment in which 
the ontology is going to be developed. 
 Ontology Evaluation. It refers to the activity of checking the technical quality of an ontology 
against a frame of reference. 
 Ontology Evolution [Stojanovic, 2004]. It refers to the activity of facilitating the modification of 
an ontology by preserving its consistency. 
Ontology Evolution can be seen as a consequence of different activities during the 
development of the ontology. 
 Ontology Extension. It is an ontology enrichment activity for stretching the ontology in width. 
 Ontology Feasibility Study [Gómez-Pérez et al., 2003]. It refers to the activity of answering 
questions such as “Is it possible to build the ontology? and/or “Is it suitable to build the 
ontology?” 
 Ontology Formalization [Gómez-Pérez et al., 2003]. It refers to the transformation of a 
conceptual model into a formal or semi-computable model according to a knowledge 
representation paradigm (e.g., description logics, frames, and rules).  
 Ontology Forward Engineering [Gómez-Pérez and Rojas-Amaya, 1999]. It refers to the 
activity of outputting a new implementation of the ontology on the basis of the new conceptual 
model. 
 Ontology Implementation. It refers to the activity of generating computable models according 
to the syntax of a formal representation language (e.g., RDF(S), OWL, and FLogic). 
 Ontology Integration. It refers to the activity of including one ontology in another ontology. 
 Knowledge Acquisition for Ontologies. It comprises activities for capturing knowledge (e.g., 
T-Box and A-Box) from a variety of sources (e.g., documents, experts, data bases, etc.). We 
can distinguish between Ontology Elicitation, Ontology Learning and Ontology Population.  
 Ontology Learning. It is a knowledge acquisition activity that relies on (semi-) automatic 
methods to transform unstructured (e.g., corpora), semi-structured (e.g., folksonomies and html 
pages) and structured data sources (e.g., data bases) into conceptual structures (e.g., T-Box). 
 Ontology Localization. It refers to the adaptation of an ontology to a particular language and 
culture. 
 Ontology Mapping. It refers to the activity of finding the correspondences between two or 
more ontologies and storing/exploiting them. A synonym for this activity is Ontology Aligning. 
 Ontology Matching. It refers to the activity of finding or discovering relationships or 
correspondences between entities of different ontologies or ontology modules. 
Ontology Matching can be seen as the first stage of Ontology Aligning. 
 Ontology Merging. It refers to the activity of creating a new ontology or an ontology module 
from two or more, possibly overlapping, source ontologies or ontology modules. 
 Ontology Modification [Stojanovic, 2004]. It refers to the activity of changing the ontology 
without considering the consistency. 
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 71 
María del Carmen Suárez de Figueroa Baonza 
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 72 
 Ontology Modularization. It refers to the activity of identifying one or more modules in an 
ontology with the purpose of supporting reuse or maintenance. 
We can make distinctions between: Ontology Module Extraction and Ontology Partitioning.  
 Ontology Module Extraction. It refers to the activity of obtaining from an ontology some 
concrete modules that could be used for a particular purpose (e.g., to contain a particular sub-
vocabulary of the original ontology).  
 Ontology Module Reuse. It refers to the process of using available ontology modules in the 
solution of different problems 
 Ontology Partitioning. It refers to the activity of dividing an ontology into a set of (not 
necessary disjoint) modules that together form an ontology but that can be treated separately. 
 Ontology Population. It is a knowledge acquisition activity that relies on (semi-) automatic 
methods to transform unstructured (e.g., corpora), semi-structured (e.g., folksonomies and html 
pages) and structured data sources (e.g., data bases) into instance data (e.g., A-Box).  
 Ontology Pruning. It refers to the activity of discarding conceptual structures (e.g., part of T-
Box) of a given ontology that are not or no longer relevant. 
Pruning can be used in combination with ontology learning methods to discard potentially 
irrelevant learned concepts/relations. 
 Ontology Quality Assurance [Gómez-Pérez et al., 2003]. It refers to the activity of assuring 
that the quality of each and every process carried out and each an every product built 
(ontology, software and documentation) is satisfactory.  
 Ontology Reengineering [Gómez-Pérez and Rojas-Amaya, 1999]. It refers to the process of 
retrieving and transforming a conceptual model of an implemented ontology into a new, more 
correct and more complete conceptual model, which is re-implemented. 
 Ontology Repair. It refers to the activity of solving errors (incompleteness, incorrectness) in 
the ontology. This activity is triggered by ontology diagnosis.  
 Ontology Requirements Specification. It refers to the activity of collecting the requirements 
that the ontology should fulfil (for example, reasons to build the ontology, identification of target 
groups and intended uses). Such requirements may be reached through a consensus process.  
 Non-Ontological Resource Reengineering. It refers to the process of retrieving and 
transforming an non-ontological resource34 (data bases, controlled vocabularies, etc.) into an 
ontology.  
This process could be compared with the ontology learning activity with the difference that in 
this activity the knowledge is only transformed into conceptual structures, whereas in the 
process of reengineering non-ontological resources the sources can be transformed into 
conceptual structures and instance data. 
 Non-Ontological Resource Reverse Engineering. It refers to the activity of analyzing a non-
ontological resource in order to identify its underlying components and creating a 
representation of the resource at higher levels of abstraction. 
 Non-Ontological Resource Transformation. It refers to the activity of generating an 
ontological model at different levels of abstraction from the non-ontological resource. 
                                                
34 Non-ontological resource is defined as a knowledge resource whose semantics has not yet been formalized by means 
of an ontology. Elements in this set are glossaries, dictionaries, lexicons, classification schemes and taxonomies, and 
thesauri. 
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 Ontology Restructuring [Gómez-Pérez and Rojas Amaya, 1999]. It refers to the activity of 
correcting and reorganizing the knowledge contained in an initial conceptual model, and 
detecting missing knowledge.  
This activity contains two different tasks: analysis and synthesis. The goal of the analysis is to 
evaluate the ontology technically, that is, to check that the hierarchy of the ontology and its 
classes, instances, relations and functions are complete (contain all the definitions required for 
the domain of chemical substances), consistent (there are no contradictions in the ontology 
and with respect to the knowledge sources used), concise (there are no explicit and implicit 
redundancies) and syntactically correct. On the other hand, the synthesis task seeks to correct 
the ontology after the analysis phase and to document any changes made. 
 Non-Ontological Resource Reuse. It refers to the process of taking the available non-
ontological resources (data bases, controlled vocabularies, etc.) for the development of 
ontologies.  
 Ontological Resource Reuse. It is defined as the process of using available ontological 
resources35 (ontologies, modules, statements, or ontology design patterns) for solving different 
problems (e.g., the development of different ontology-based applications, the activity of 
ontology aligning (as background knowledge  
 Ontology Reuse. It refers to the process of using available ontologies for solving different 
problems.  
 Ontology Reverse Engineering [Gómez-Pérez and Rojas-Amaya, 1999]. It refers to the 
activity of outputting a possible conceptual model on the basis of the code in which the 
ontology is implemented. 
 Scheduling [Gómez-Pérez et al., 2003]. It refers to the activity of identifying the different 
activities and processes to be performed during the ontology development, their arrangement, 
and the time and resources needed for their completion. 
 Ontology Search. It refers to the activity of finding candidate ontologies or ontology modules 
to be reused. 
 Ontology Selection. It refers to the activity of choosing the most suitable ontologies or 
ontology modules among those available in an ontology repository or library, for a concrete 
domain of interest and associated tasks. 
 Ontology Specialization. It is an ontology enrichment activity for extending the ontology in 
depth. 
 Ontology Statement Reuse. It refers to the process of using available ontology statements in 
the solution of different problems 
 Ontology Summarization. It refers to the activity of providing an abstract or summary of the 
ontology content. 
The summary can include, for example, a couple of top level concepts in the ontology class 
hierarchy (perhaps a graphical representation of these top-level concepts and lthe inks 
between them). 
 Ontology Translation. It refers to the activity of changing the representation formalism or 
language of an ontology to another.  
Ontology Translation can be part of an ontology reengineering process. 
 Ontology Update. It refers to minor changes carried out in an ontology that could not be 
considered an upgrade. 
                                                
35 Ontological resource is defined as a set of elements extracted from a set of available ontologies in order to solve a 
need. Elements from this set can be ontologies, ontology modules, ontology statements or ontology design patterns. 
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 Ontology Upgrade. It refers to the activity of replacing an ontology with a new version. 
 Ontology Validation. It is the ontology evaluation that compares the meaning of the ontology 
definitions against the intended model of the world aiming to conceptualize. 
It answers the question “Are you producing the right ontology?”  
 Ontology Verification. It is the ontology evaluation that compares the ontology against the 
ontology requirement specification document (ontology requirements and competency 
questions), thus ensuring that the ontology is built correctly (in compliance with the ontology 
requirements specification). 
It answers the question “Are you producing the ontology right?”  
 Ontology Versioning [Stojanovic, 2004]. It refers to the activity of handling ontology changes 
by creating and managing different versions of the ontology. 
The 59 definitions and their corresponding comments included in the NeOn Glossary of Processes 
and Activities have been checked and reviewed, from a linguistic point of view, by an expert 
terminologist. Figure 25 shows the whole NeOn Glossary of Processes and Activities, where the 
different types of arrows have the following meanings: (1) arrows with dashed lines mean “a 
process is divided into activities”, (2) arrows with solid lines mean “type of”, and (3) arrows with 
dotted lines mean “synonymy”. 
 
Figure 25. NeOn Glossary of Processes and Activities 
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5.3.2. Getting Feedback from the Ontology Engineering Community 
After having achieved consensus on the definitions for the processes and activities involved in the 
development process of ontology networks within the NeOn consortium, and having built the NeOn 
Glossary of Processes and Activities, one important goal we have is to make the NeOn Glossary 
as much complete as possible, and so to have a commonly agreed collection of the most important 
terms in the field of Ontology Engineering. Because the terminology is continually evolving, it is 
essential to establish an approach to collecting feedback of the terms and the suggestion of new 
terms, which will maintain the NeOn Glossary up to date. For this reason, we have promoted an 
initiative to obtain feedback from ontology engineering people outside the NeOn project with the 
aim of having richer definitions and a more complete glossary. 
For this purpose, we set up a discussion project36 in the Cicero argumentation tool. The discussion 
project is used for collecting the feedback from the ontology engineering community. People 
interested in the glossary can find all the current definitions on the Wiki pages in Cicero37. 
Furthermore, a quick start guide38 explains how to use the tool and how to get access and 
contribute to it.  
Using Cicero for getting feedback has several advantages:  
 With Cicero, all discussions are centrally collected and accessible to everyone.  
 Cicero applies a specialized methodology for structuring discussions. Cicero facilitates 
efficient discussions and accelerates convergence to a solution [Dellschaft et al., 2008].  
 The discussions captured are (a) part of the design rationale and (b) part of the 
documentation of the glossary. Because Cicero is an extension of the well-known 
MediaWiki software, it is possible to have glossary definitions and discussions in the 
same system. The system then can be used for easily linking glossary definitions and 
holding relevant discussions with each other and for enhancing the documentation of 
the glossary. 
During the feedback process, we can distinguish between feedback related to already existing 
definitions (e.g., if the distinction between two terms should be made clearer) and the proposal of 
new terms that should be included in the glossary. 
After setting up the discussion project in Cicero, a call for collaboration in providing feedback of the 
NeOn Glossary was sent to several mailing lists (including public-owl-dev, protege-owl, web-
semantica-ayuda, semweb-spain, sti, super, and soa4all). Then, a story about this initiative was 
published on the NeOn website39 and flyers with the call for participation were distributed at the 
“International Semantic Web Conference 2008 (ISWC 2008)”. For the near future, it is planned to 
collect the feedback from the discussion project and use it for publishing an updated version of the 
glossary. 
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5.3.3. Towards Glossary Standardization 
Once the Ontology Engineering community provides us with feedback on the glossary, the next 
step will be to propose the standardization of the NeOn Glossary. Terminology standards help to 
avoid confusion by harmonizing terms; thus, we need that the processes and activities involved in 
the development of ontology networks be standardized.  
From our understanding, any standardization agency such as ISO or W3C does not deal with the 
unification of Ontology Engineering terminology. The only technical committee dealing with 
ontologies in order to unify linguistic resources is ISO/TC37 (Terminology and other language 
resources). This committee has set up an ontology task force to clarify the terminology of the area; 
it is worth mentioning that we have been invited to participate in that task force with the goal of 
standardizing the NeOn Glossary of Processes and Activities. 
Thus, the NeOn Glossary of Processes and Activities proposed in this thesis is intended to serve 
as a useful reference to those in the Ontology Engineering field and to those who come into 
contact with ontologies. 
5.4. Required or If Applicable Processes and Activities  
In order to facilitate the identification of which activities are important and necessary for developing 
a software product, IEEE standards [IEEE, 1997; IEEE, 2006] have identified the activities that are 
mandatory and those that are optional when developing a particular software product.  
Activities of the software development process are categorized as either mandatory or “if 
applicable” [IEEE, 1997]. Mandatory activities must be always carried out, whereas “if applicable” 
activities contain an explanation of the cases to which they will apply. In Software Enginering, most 
activities of the Project Management activity group and some activities of the Support activity group 
are mandatory. On the other hand, and depending on the concrete development case and on the 
life cycle model chosen, activities in the Pre-Development, Development, and Post-Development 
activity groups may or may not be required, that is, they are “if applicable” [IEEE, 2006].  
Based on the aforementioned Software Engineering classification and in order to speed up the 
ontology network development by software developers and ontology practitioners, we identify here 
which processes and activities are required and which ones are optional (or “if applicable”) for each 
process and activity included in the NeOn Glossary of Processes and Activities (Section 5.3).  
 Required processes and activities are those processes and activities that should be 
carried out when developing networks of ontologies. The processes and activities 
identified as “required” can be considered as core for the ontology network 
development. Examples of these are ontology requirements specification, ontology 
conceptualization, ontology reuse, and ontology implementation. 
 If Applicable or Optional processes and activities are those that can be carried out or 
not, depending on the case, when developing ontology networks. The other processes 
and activities (the “if applicable” ones, like ontology customization, ontology localization, 
ontology aligning, and ontology versioning) are optional in the ontology development, 
and they should be carried out depending on each specific case. For example, if the 
ontology is developed in English and has the requirement that the ontology should be 
available in other natural languages (such as French and Spanish), then the ontology 
localization activity should be performed. 
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To carry out the identification of which processes and activities are required and which are optional 
during the ontology network building process, we made an open call and invited ontology 
developers from the ontology engineering community participating in European projects (such as 
NeOn, Knowledge Web, X-Media, etc.) and working in universities and companies (iSOCO, OEG 
group, DERI, etc.) to take part in an on-line survey40. This survey began on July 27th 2007 and the 
results were collected on August 21st 2007. Thirty five people answered the survey. 
The analysed results of this survey, enhanced by our own experience in developing ontologies, are 
shown in Table 5. 
5.5. Processes and Activities Classification based on IEEE Groups 
Based on IEEE activity groups [IEEE, 2006] and on the classification proposed by 
METHONTOLOGY [Gómez-Pérez et al., 2003], we have grouped the 59 processes and activities 
identified in the NeOn Glossary of Processes and Activities (Section 5.3) into five main groups. The 
full set of processes and activities covers the entire ontology network life cycle. The groups provide 
an administrative classification that presents the processes and activities in a more coherent way.  
The main groups, as presented in Figure 26, are the following:  
1. Management processes and activities, which include the following three activities: 
scheduling, control and ontology quality assurance.  
2. Development-oriented processes and activities. These are grouped into pre-development, 
development and post-development activities. 
The pre-development processes and activities. These include the following activities: 
ontology environment study, ontology feasibility study, ontology reuse, ontology reengineering, 
non-ontological resource reuse, and non-ontological resource reengineering. 
The development processes and activities. They include the following activities: ontology 
requirements specification, ontology conceptualization, ontology formalization, ontology 
implementation, ontology integration, ontology modularization, ontology restructuring, ontology 
merging, ontology aligning, ontology update, ontology modification, ontology localization, 
ontology translation, ontology annotation, and ontology customization.  
The post-development processes and activities, which include the following activities: 
ontology upgrade, ontology versioning, and ontology evolution. 
3. Support processes and activities. They include the following activities: knowledge 
acquisition, ontology evaluation, ontology documentation, ontology summarization, ontology 
assessment, and ontology configuration management. 
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 Required If Applicable 
Ontology Aligning  X 
Ontology Annotation X  
Ontology Assessment X  
Ontology Comparison X  
Ontology Conceptualization X  
Ontology Configuration Management X  
Control X  
Ontology Customization  X 
Ontology Design Patterns Reuse  X 
Ontology Diagnosis X  
Ontology Documentation X  
Ontology Elicitation X  
Ontology Enrichment  X 
Ontology Environment Study X  
Ontology Evaluation X  
Ontology Evolution X  
Ontology Extension  X 
Ontology Feasibility Study X  
Ontology Formalization X  
Ontology Forward Engineering  X 
Ontology Implementation X  
Ontology Integration X  
Knowledge Acquisition for Ontologies X  
Ontology Learning  X 
Ontology Localization  X 
Ontology Mapping  X 
Ontology Matching  X 
Ontology Merging  X 
Ontology Modification  X 
Ontology Modularization  X 
Ontology Module Extraction  X 
 Required If Applicable 
Ontology Module Reuse  X 
Ontology Partitioning  X 
Ontology Population  X 
Ontology Pruning  X 
Ontology Quality Assurance X  
Ontology Reengineering  X 
Ontology Repair X  
Ontology Requirements Specification X  
Non-Ontological Resource Reengineering  X 
Non-Ontological Resource Reverse Engineering  X 
Non-Ontological Resource Transformation  X 
Ontology Restructuring  X 
Non-Ontological Resource Reuse  X 
Ontological Resource Reuse  X 
Ontology Reuse X  
Ontology Reverse Engineering  X 
Scheduling X  
Ontology Search X  
Ontology Selection X  
Ontology Specialization  X 
Ontology Statement Reuse  X 
Ontology Summarization  X 
Ontology Translation  X 
Ontology Update  X 
Ontology Upgrade X  
Ontology Validation X  
Ontology Verification X  
Ontology Versioning X  
Table 5. Required-If Applicable processes and activities
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Figure 26. Processes and activities classification 
5.6. Relation among Processes and Activities included in the NeOn Glossary and 
Ontology Networks 
In this section, in Table 6 we present which processes and activities from those identified and 
defined in Section 5.3 are possibly involved when building the different types of ontologies 
identified in Section 3.1 (single ontologies, interconnected single ontologies, and ontology 
networks). 
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(isExtension) 
Ontology Feasibility Study x x x 
Ontology Formalization x x x 
Ontology Forward Engineering  x x 
Ontology Implementation x x x 
Ontology Integration  x x 
Knowledge Acquisition for Ontologies x x x 
Ontology Learning x x x 
Ontology Localization x x x 
Ontology Mapping   
x 
(hasMapping) 
Ontology Matching   
x 
(hasMapping) 
Ontology Merging   
x 
(hasMapping) 
Ontology Modification x x x 
Ontology Modularization  x 
x 
(containsModule) 
Ontology Module Extraction  x 
x 
(containsModule) 
Ontology Module Reuse  x 
x 
(containsModule) 
Ontology Partitioning  x x 
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Ontology Population x x x 
Ontology Pruning x x x 
Ontology Quality Assurance x x x 
Ontology Reengineering  x 
x 
(useImports) 
Ontology Repair x x x 
Ontology Requirements Specification x x x 
Non-Ontological Resource 
Reengineering  x x 
Non-Ontological Resource Reverse 
Engineering  x x 
Non-Ontological Resource 
Transformation  x x 
Ontology Restructuring x x x 
Non-Ontological Resource Reuse  x x 
Ontological Resource Reuse  x 
x 
(useImports) 
Ontology Reuse  x 
x 
(useImports) 
Ontology Reverse Engineering  x 
x 
(useImports) 
Scheduling x x x 
Ontology Search  x x 
Ontology Selection  x x 
Ontology Specialization  x 
x 
(isSpecialization) 
Ontology Statement Reuse  x 
x 
(useImports) 
Ontology Summarization x x x 
Ontology Translation x x x 
Ontology Update x x x 
Ontology Upgrade  x 
x 
(hasPriorVersion) 
Ontology Validation x x x 
Ontology Verification x x x 
Ontology Versioning x x x 
Table 6. Relation among processes and activities and ontology networks 
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5.7. Conclusions 
As already mentioned, ontology experts have reached a certain implicit consensus on what 
processes and activities should be undertaken in ontology development. This implicit consensus 
can be made explicit by means of establishing a glossary of processes and activities in the 
Ontology Engineering field. 
As we have shown along this chapter, the NeOn Glossary of Processes and Activities, which 
identifies and defines the processes and activities potentially involved in the ontology network 
construction, has been established by a consensus reaching process among ontology experts. 
This glossary is a first step for solving the lack of a standard glossary in the Ontology Engineering 
in contrast with the Software Engineering field that boasts the IEEE Standard Glossary of Software 
Engineering Terminology [IEEE, 1990]. 
Thus, this chapter contributes to the whole thesis by providing the identification and definition of 
the processes and activities potentially involved in the ontology network development. The NeOn 
Glossary of Processes and Activities presented in this chapter is published in the NeOn website41. 
For the time being, this glossary is addressed to the Ontology Engineering community. Comments, 
examples, and additional information are being provided to make the glossary more complete and 
user-friendly for software developers and users. 
We are now in the process of obtaining feedback from the Ontology Engineering community on the 
current glossary. For this purpose, we use the argumentation tool Cicero, built on top of the wiki 
technology, so that the Ontology Engineering community can comment the definitions. Our long 
term goal is to have a more complete and commonly-agreed glossary, which could become the 
terminological reference in the Ontology Engineering field. The final goal is to propose the 
standardization of the NeOn Glossary of Processes and Activities in the ontology task force set up 
by the technical committee ISO/TC37. 
Additionally, this chapter provides two classifications: (1) one related to required or optional 
processes and activities; and (2) other related to general groups based on IEEE [IEEE, 2006] for 
process and activities. In addition, it provides a table that shows the relation among processes and 
activities and ontology networks.  
                                                
41 http://www.neon-project.org/web-content/images/Publications/neonglossaryofactivities.pdf 
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6. Scenarios for Building Ontology Networks 
6.1. Introduction 
As stated in Chapter 3, one of the goals of this PhD is to propose the NeOn Methodology for 
building collaboratively ontology networks. This methodology will include methods, techniques and 
tools for carrying out the activities identified and defined in the ontology network development 
process and will be focused on ontology requirements specification, scheduling and ontological 
resource reuse. 
In this regard, we must solve first the following open research problem (identified in Chapter 2):  
 None of the methodologies available cover complex scenarios in which reuse and 
reengineering of ontological and non-ontological resources are needed. 
The current methodologies propose an ontology development from scratch through a simple 
scenario that ranges from specification to implementation though this scenario is very rigid. Our 
experience tells that there are alternative scenarios to develop ontologies. Thus, we should probe 
that 
 The ontology network development entails combining different scenarios in which 
issues such as reuse of ontological and non-ontological resources, reengineering, 
merging, restructuration, and localization are involved. 
In this regard, this chapter presents the identification of nine scenarios for building ontology 
networks, the relation between processes and activities and scenarios, and an analysis of how 
argumentation and collaboration issues are related to the scenarios identified. 
6.2. Nine Scenarios for Building Ontology Networks 
In the framework of the NeOn Methodology, we have identified a set of nine flexible scenarios for 
collaboratively building ontologies and ontology networks, placing special emphasis on reusing and 
reengineering knowledge resources (ontological and non-ontological).  
Figure 27 presents the set of the 9 most plausible scenarios for building ontologies and ontology 
networks. Directed arrows with associated numbered circles represent the different scenarios. 
Each scenario is decomposed into different processes or activities. Processes and activities are 
represented with coloured circles or with rounded boxes and are defined in the NeOn Glossary of 
Processes and Activities presented in Section 5.3. Figure 27 also shows (as dotted boxes) the 
existing knowledge resources to be reused, and the possible outputs that result from the execution 
of some of the presented scenarios.  
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Figure 27. Scenarios for building ontologies and ontology networks 
This chapter includes, as independent sections, the most common scenarios that may unfold 
during the ontology network development, though they can not be considered exhaustive: 
 Scenario 1: From specification to implementation. The ontology network is developed 
from scratch, that is, without reusing knowledge resources available. 
 Scenario 2: Reusing and reengineering non-ontological resources. Ontology developers 
should carry out the non-ontological resource reuse process for deciding, according to 
the requirements in the ORSD, which NORs can be reused to build the ontology 
network. Then, the selected NORs should be re-engineered into ontologies. 
 Scenario 3: Reusing ontological resources. Ontology developers use ontological 
resources (ontologies as a whole, ontology modules, and/or ontology statements). 
 Scenario 4: Reusing and reengineering ontological resources. Ontology developers 
reuse and re-engineer ontological resources. 
 Scenario 5: Reusing and merging ontological resources. This scenario unfolds only in 
those cases where several ontological resources in the same domain are selected for 
reuse and when ontology developers wish to create a new ontological resource from 
two or more ontological resources. 
 Scenario 6: Reusing, merging and reengineering ontological resources. Ontology 
developers reuse, merge, and reengineer ontological resources in the ontology network 
building. This scenario is similar to Scenario 5; however, here developers decide not to 
use the set of merged resources such as it is, but to reengineer it. 
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 Scenario 7: Reusing Ontology Design Patterns (ODPs). Ontology developers access 
ODPs repositories to reuse them. 
 Scenario 8: Restructuring ontological resources. Ontology developers restructure 
(modularizing, pruning, extending, and/or specializing) ontological resources to be 
integrated in the ontology network being built. 
 Scenario 9: Localizing ontological resources. Ontology developers adapt an ontology to 
other languages and culture communities, obtaining a multilingual ontology. 
Knowledge acquisition, documentation, configuration management, evaluation and assessment 
should be carried out all along the ontology development (during the whole ontology network 
development), that is, in any scenario used for developing the ontology network. The intensity of 
such support activities depends on the concrete moment of the development progress. 
It is worth mentioning that these scenarios can be combined in different and flexible ways, and that 
any combination of scenarios should include Scenario 1 because this scenario is made up of the 
core activities that have to be performed in any ontology development. Indeed, as Figure 27 
shows, the results of any other scenario should be integrated in the corresponding activity of 
Scenario 1.  
Processes and activities included in this thesis cover partically Scenario 1 and Scenario 3. 
The following sections present the different scenarios identified; each section is organized as 
follows:  
 Motivation for the scenario. 
 Assumptions for the scenario. For each of the scenarios presented, it is supposed that 
the scenario begins with the decision of whether a single ontology, an interconnected 
set of ontologies, or an ontology network is going to be developed. In this chapter, it is 
assumed that an ontology network will be built for all scenarios. 
 Prerequisite resources. 
 Sequence of processes, activities, and tasks to be carried out. The processes and 
activities included are taken from the NeOn Glossary of Processes and Activities 
(Section 5.3).  
 Outcomes for the scenario. 
6.2.1. Scenario 1: From Specification to Implementation 
 Motivation: This scenario unfolds in those cases in which ontology developers42 wish to build 
ontologies from scratch. The scenario is based on those methodological approaches that 
appeared in the 1990s and the first years of this new century, with the objective of transforming 
the ontology building in an engineering activity.  
 Assumptions: In this scenario it is supposed that ontology developers build the ontology 
network from scratch, that is, without reusing knowledge resources available. 
 Prerequisite resources: Knowledge about the domain (general or specific) of the ontology 
network to be developed should be available for the building of the ontology network. 
                                                
42 In this thesis, ontology developers refer to software developers and ontology practitioners involved in the development 
of ontologies. 
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 Sequences of activities  
When ontology developers think about the use of ontologies for solving a particular problem, a 
provisional43 work team of ontology developers (if possible involving ontology engineers, 
software developers, domain experts and final users) should be established. Such a team will 
be concerned at least with the following activities: environment and feasibility study, knowledge 
acquisition, ontology requirements specification, and scheduling. 
After the provisional team has been established, the team should carry out an environment and 
feasibility study. This allow them to decide whether ontologies should be developed or not for 
the specific problem. If so, they have to decide if for their problem, it is better to build a single 
ontology, a set of interconnected single ontologies, or an ontology network, whose differences 
are explained in Section 3.1. 
Once such a decision has been taken, the provisional team should start with the knowledge 
acquisition activity, possibly including the ontology elicitation activity. This activity should be 
carried out during the whole development; however, ontology developers should acquire most 
of the knowledge at the beginning of the ontology development. 
Simultaneously with the knowledge acquisition activities, ontology developers should specify 
the requirements that the ontology should fulfil, by means of the ontology requirements 
specification activity. The objective of this activity is to output the ontology requirements 
specification document (ORSD) that includes the purpose, the scope and the implementation 
language of the ontology network, the target group and the intended uses of the ontology 
network, as well as the set of requirements that the ontology network should fulfil, mainly in the 
form of competency questions (CQs). After the ontology requirements specification activity, it is 
advisory to carry out a quick search for knowledge resources, using as input terms included in 
the ORSD. Then, the scheduling activity must be carried out, using the ORSD and the results 
of such a quick search. During the scheduling activity, the team establishes the ontology 
network life cycle and the human resources needed for the ontology project. Such resources 
may include or not people from the provisional team, depending on organizational issues. 
Then, the ontology developers assigned to the ontology project should carry out (1) the 
ontology conceptualization activity, in which knowledge is organized and structured into 
meaningful models at the knowledge level; (2) the ontology formalization activity, in which the 
conceptual model is transformed into a semi-computable model; and (3) the ontology 
implementation activity, in which a computable model (implemented in an ontology language) is 
generated. 
 Outcomes: The principal output is a network of ontologies that represents the expected 
domain implemented in an ontology language (OWL44, F-Logic [Kifer and Lausen, 1989], etc.). 
In addition, a broad range of documents, such as the ontology requirements specification 
document, the ontology description document and the ontology evaluation document, will be 
generated as output by the different activities. 
                                                
43 This first team can be considered as provisional because the definitive team is established during the scheduling 
activity. 
44 http://www.w3.org/TR/owl-ref/ 
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6.2.2. Scenario 2: Reusing and Reengineering Non-Ontological Resources 
 Motivation: Currently, ontology developers are realizing the benefits of “not reinventing the 
wheel” at each ontology development. They are starting to reuse as much as possible non-
ontological resources, such as classification schemes, thesauri, lexicons and folksonomies, 
built by others that already have reached some degree of consensus, with the aim of speeding 
up the ontology development process, The reuse of such resources involves necessarily their 
reengineering into ontologies. Therefore, this scenario unfolds in those cases in which ontology 
developers wish to reuse the non-ontological resources at their disposal. 
 Assumptions: In this scenario it is supposed that ontology developers develop the ontology 
network by means of reusing non-ontological resources (i.e., glossaries, dictionaries, lexicons, 
classification schemes and taxonomies, and thesauri).  
 Prerequisite resources: Knowledge of the domain (general or specific) of the ontology 
network to be developed should be available for building the ontology network. 
Additionally, non-ontological resources, related to the domain that the ontology network must 
cover, should be made available.  
 Sequence of processes and activities  
As Figure 27 shows (by arrows with the number 2), ontology developers should accomplish 
first the non-ontological resource reuse process and then choose the most suitable non-
ontological resources (thesauri, glossaries, data bases, etc.) to be used for building the 
ontology network. Such non-ontological resources cover to some extend the domain of the 
ontology network being built. If ontology developers decide that one or more resources are 
useful for the ontology network development, then the non-ontological resource reengineering 
process should be carried out to transform the non-ontological resources selected into 
ontologies. After this process, ontology developers should use the resultant ontologies as input 
of some of the activities included in Scenario 1 (explained in Section 6.2.1), as shown in Figure 
27.  
The activities for carrying out the non-ontological resource reuse process are briefly explained 
below; details are available in [Suárez-Figueroa et al., 2008]: 
Activity 1. Search non-ontological resources. The goal of the activity is to search non-
ontological resources from highly reliable Web sites, domain-related sites, and resources 
within organizations. The input for this activity is the ontology requirements specification 
document (ORSD).  
Activity 2. Assess the set of candidate non-ontological resources. The goal of this 
activity is to assess the set of candidate non-ontological resources obtained in Activity 1. To 
carry out this activity, the following criteria should be used: coverage, precision, and 
consensus in the resource, which is a subjective criterion.  
Activity 3. Select the most appropriate non-ontological resources. The goal of this 
activity is to select the most appropriate non-ontological resources from those candidates 
obtained in Activity 2.  
As mentioned before, the goal of the non-ontological resource reengineering process is to 
transform a non-ontological resource into an ontology. This process can be divided into the 
following activities [García-Silva et al., 2008]:  
Activity 1. Non-ontological resource reverse engineering. The goal of this activity is to 
analyse a non-ontological resource in order to identify its underlying components and 
create representations of the resource at the different levels of abstraction (design, 
requirements and conceptual).  
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Activity 2. Non-ontological resource transformation. The goal of this activity is to 
generate a conceptual model from the non-ontological resource. To perform such a 
transformation, the following characteristics have to be identified: (1) the non-ontological 
resource type; (2) the internal data model of the non-ontological resource; and (3) the 
semantics of the relations among the non-ontological resource entities. To guide this 
transformation process, in [García-Silva et al., 2008] the use of the so-called patterns for 
reengineering non-ontological resources (PR-NOR) is proposed. 
Activity 3. Ontology forward engineering. The goal of this activity is to output a new 
implementation of the ontology on the basis of the new conceptual model identified in 
activity 2. To depict this activity, we use the ontology levels of abstraction because they are 
directly related to the ontology development process. 
 Outcomes: The principal output is an ontology network that represents the expected domain 
implemented in an ontology language (OWL, F-Logic, etc.). Furthermore, a broad range of 
documents containing the requirements specification, the ontology documentation, the ontology 
evaluation, etc. will be generated as output of different activities. 
Additionally, the non-ontological resources selected to be reused have been “ontologized” by 
means of the non-ontological resource reengineering activity. 
It is important to mention that this scenario is treated in detail in a thesis now in progress [Villazón-
Terrazas, in progress] about reuse and reengineering non-ontological resources. 
6.2.3. Scenario 3: Reusing Ontological Resources  
 Motivation: Lately, ontological resources have been collected in ontology library systems [Ding 
and Fensel, 2001], which offer various functions for managing, adapting and standardizing 
groups of ontologies, and in ontology repositories45 that support knowledge access and reuse 
by humans and machines. As more ontological resources are available in ontology library 
systems, in ontology repositories and on the Internet, ontology developers are starting to reuse 
them not only with the idea of “not reinventing the wheel”, but also with the aim of taking 
advantage of them. Thus, this scenario unfolds in those cases in which ontology developers 
have at their disposal ontological resources useful for their problem and that can be reused in 
the ontology development. 
 Assumptions: In this scenario it is supposed that ontology developers use ontological 
resources in the same or similar domain than that of the ontology network to be developed for 
building the ontology network. The ontological resources may have been developed by 
ontology developers or by others. 
 Prerequisite resources: Knowledge of the domain (general or specific) of the ontology 
network to be developed should be available for building the ontology network. 
Additionally, ontological resources related to the domain that the ontology network must cover 
should be made available. 
                                                
45 An ontology repository is a structured collection of ontologies, modules and additional meta-knowledge. The software 
that manages an ontology repository is known as ontology repository management system; this system stores, 
organizes, modifies and extracts knowledge from an ontology repository. Related to this, the ontology registries should 
be also mentioned since such registries store descriptions of ontologies and not ontologies themselves. 
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 Sequence of processes and activities  
As Figure 27 shows (by arrows with the number 3), ontology developers should perform the 
ontological resource reuse process, which is composed of the following activities:  
Activity 1. Ontology search. Ontology developers search for the candidate ontological 
resources that satisfy the requirements in repositories and registries like Knowledge Zone46, 
ONTHOLOGY.org47, Oyster48, Swoogle49, and WATSON50. These ontological resources 
could be implemented in different languages or could be available in different ontology 
tools.  
Activity 2. Ontology assessment. Ontology developers must inspect the content and 
granularity of the ontological resources obtained in Activity 1 in order to find out if such 
resources satisfy the developers needs.  
Activity 3. Ontology comparison. Ontology developers should compare the ontological 
resources assessed in Activity 2, taking into account a set of criteria identified by 
developers (e.g., existing ontology documentation) and the ontology network requirements 
identified in the ORSD. 
Activity 4. Ontology selection. Ontology developers should select the set of ontological 
resources that are the most appropriate for their ontology network requirements, based on 
the comparisons obtained in Activity 3.  
After selecting the most appropriate ontological resources, ontology developers should 
define the reuse mode; that is, ontology developers need to decide how they will reuse the 
selected ontological resources. There are three possible modes: 
y The ontological resources selected will be reused as they are. 
y The ontology reengineering activity should be carried out with the ontological 
resources selected. 
y Some ontological resources will be merged to obtain a new ontological resource.  
Before reusing the selected ontological resources by means of any reuse mode, it is also 
convenient to evaluate these resources through the ontology evaluation activity. 
Activity 5. Ontology integration. Ontology developers should include, as they are, the 
ontological resources selected (the code) in Activity 4 into the ontology network being built 
following the activities of Scenario 1 (Section 6.2.1).  
 Outcomes: The principal output is an ontology network that represents the expected domain 
implemented in an ontology language (OWL, F-Logic, etc.). Additionally, a broad range of 
documents including the requirements specification, the ontology documentation, the ontology 
evaluation, etc. will be generated as output of different activities. 
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6.2.4. Scenario 4: Building, Reusing and Reengineering Ontological Resources  
 Motivation: This scenario unfolds in those cases in which ontology developers have at their 
disposal ontological resources useful for their problem and that can be reused in the ontology 
network development. However, such resources are not exactly useful as they are, so they 
should be modified (that is, reengineering) to serve to the intented purpose or problem. 
 Assumptions: It is supposed that ontology developers use ontological resources by 
reengineering them before reusing them in the ontology network building.  
 Prerequisite resources: Knowledge of the domain (general or specific) of the ontology 
network to be developed should be available for building the ontology network. 
Additionally, ontological resources related to the domain to be covered by the ontology network 
to be developed should be available. 
 Sequence of processes and activities  
As Figure 27 shows (by arrows with the number 4), ontology developers should perform first 
the ontological resource reuse process to select the most suitable ontological resources to be 
used for building the ontology network. Then, they should carry out the ontological resource 
reengineering process to modify the selected ontological resources. Finally, they should use 
the resultant ontological resources as input of some of the activities included in Scenario 1 
(explained in Section 6.2.1) as shown in Figure 27. 
Specifically, ontology developers should carry out some activities as part of the ontological 
resource reuse process; such activities are the following: ontology search, ontology 
assessment, ontology comparison, and ontology selection as already explained in Scenario 3 
(Section 6.2.3).  
After the ontology selection activity, ontology developers should decide how they will reuse the 
ontological resources. They should also decide whether to perform the ontological resource 
reengineering process with the selected ontological resources, because these resources are 
not absolutely useful for the concrete use case as they are and they need to be transformed in 
some way.  
The ontological resource reengineering process proposed here has been created taking as 
inspiration the software reengineering process [Byrne, 1992]. It is composed of the following 
activities: ontological resource reverse engineering, ontological resource restructuring, and 
ontological resource forward engineering. 
Additionally, this process is related to the levels of abstraction shown in Figure 28, which are 
based on [Byrne, 1992] and are described below. 
 
Figure 28. Levels of abstraction for the ontological resource reengineering process 
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y Specification is the highest level of abstraction. In this level, requirements, purpose and 
scope, among other components of the specification, are described.  
y In the conceptualization level, ontology characteristics such as structure and 
components are described. The knowledge that the ontology represents is organized 
following a set of knowledge representation primitives (concepts, relations, etc.). 
y In the formalization level, the formal o semi-computable model that was used to 
transform the conceptual model is described. 
y The implementation level is the lowest abstraction level. Here, the ontology description 
focuses on implementation characteristics and is represented in an ontology language 
understandable by computers and usable by automatic reasoners. 
Figure 29 presents the ontological resource reengineering model.  
 
Figure 29. Ontological Resource Reengineering Model 
This model suggests different paths to reengineer an ontological resource, taking into account 
the levels of abstraction presented in Figure 28 . Examples of these paths are  
y At implementation level51: from ontological resource 1 code to ontological resource 2 
code.  
y At formalization level: reverse engineering (from code 1 to formalization 1), restructuring 
formalization 1 to obtain formalization 2, and forward engineering to obtain code of 
resource 2.  
y At conceptualization level: reverse engineering (from code 1 to conceptualization 1), 
restructuring conceptualization 1 to obtain conceptualization 2, and forward engineering 
to obtain formalization or implementation 2.  
y At conceptualization level: reverse engineering (from code 1 to conceptualization 1), 
restructuring conceptualization 1 to obtain conceptualization 2, and forward engineering 
to obtain code of the ontological resource 2.  
                                                
51 This level could be considered no part of the proper reengineering process. 
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The choice of a concrete path depends on the ontological resource characteristics that have to 
be changed. Thus, in Figure 29, we can distinguish the following types of changes: 
y Re-specification. If the ontology developer restructures the requirements specification, 
(s)he changes requirements, purpose and scope, among other elements of the 
requirements specification. For example, changes in requirements; addition or deletion 
of requirements, etc. 
y Re-conceptualization. If (s)he restructures the conceptualization, changes might refer to 
modification of ontology structure, modification of granularity and richness of the 
knowledge, removal or addition of axioms, restructuration of ontology architecture 
(modularization), inclusion of new concepts, use of ontology design patterns, etc. 
y Re-formalization. If (s)he restructures the formalization level, the changes refer to 
formalization characteristics (such as changing the ontology paradigm from Description 
Logic to Frames). 
y Re-implementation. If (s)he restructures the implementation level, the changes are 
focused on implementation characteristics that are tightly related to the ontology 
implementation language (e.g., translation from RDF(S) to OWL). Other changes could 
be conforming to coding standards, improving code readability, renaming code items, 
etc. 
Ontology developers should decide at which level they need to carry out the ontological 
resource reengineering process. Once ontology developers have decided the level, they should 
carry out the ontological resource reengineering process, and then they should integrate the 
result of such a process (code, formalization, conceptualization, or specification) into the 
corresponding activity of Scenario 1 (Section 6.2.1). 
 Outcomes: The principal outcome is an ontology network that represents the expected domain 
implemented in an ontology language (OWL, F-Logic, etc.). Additionally, a broad range of 
documents including requirements specification, ontology documentation, ontology evaluation, 
etc. will be generated as output of different activities. 
Furthermore, new ontological resources from those selected for their reuse are generated 
through the ontological resource reengineering process. Such new resources can be 
considered as new versions of the ontological resources after the reengineering process. 
6.2.5. Scenario 5: Reusing and Merging Ontological Resources  
 Motivation: This scenario unfolds in those cases where several ontological resources in the 
same domain can be selected for reuse and when the ontology developer wishes to create a 
new ontological resource from two or more, possibly overlapping, ontological resources. It 
could also occur that the ontology developer wishes only to establish alignments among the 
ontological resources selected in order to create the ontology network.  
 Assumptions: It is supposed that ontology developers use ontological resources and merge 
them before reusing them in the development of the ontology network.  
 Prerequisite resources: Knowledge of the domain (general or specific) of the ontology 
network to be developed should be available for building the ontology network. 
Furthermore, ontological resources related to the domain to be covered by the ontology 
network to be developed should be available. 
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 Sequence of processes and activities  
As Figure 27 shows (by arrows with the number 5), ontology developers should perform first 
the ontological resource reuse process to select the most suitable ontological resources that 
will be used for building the ontology network. Concretely, ontology developers should carry out 
the activities presented in Scenario 3 (Section 6.2.3) as part of the ontological resource reuse 
process. After the ontology selection activity, ontology developers should decide how they will 
reuse the ontological resources selected. In this scenario, ontology developers decide to 
perform the following activities because the selected resources are valid as they are but not in 
a complete way for the concrete case if they are reuse separately. The activities to be 
performed are the following:  
Activity 1. Ontology aligning. Ontology developers carry out this activity with the aim of 
obtaining a set of alignments among the selected ontological resources.  
Activity 2. Ontology merging. Ontology developers can merge the selected ontological 
resources using the alignments (output of activity 1) to obtain a new ontological resource 
from the overlapping selected ones.  
Ontology developers have here two different possibilities: (1) to establish the mappings among 
such selected resources; (2) to establish the mappings and to merge the selected resources. 
After that, ontology developers should use the resultant merged ontological resource as input 
of some of the activities included in Scenario 1 (explained in Section 6.2.1) as shown in Figure 
27. 
 Outcomes: The principal outputs are (a) a set of alignments among the selected ontological 
resources, and (b) a set of new ontological resources to be integrated as they are in the 
ontology network. 
6.2.6. Scenario 6: Reusing, Merging and Reengineering Ontological Resources  
 Motivation: This scenario unfolds in those cases in which several ontological resources in the 
same domain can be selected to build the ontology network. Ontology developers decide to 
create a new ontological resource merging two or more, possibly overlapping, ontological 
resources. Such a merged ontological resource is not useful as it is, so it should be modified 
(that is, reengineering) to serve to the intented purpose to be covered by the ontology network 
being built. 
 Assumptions: It is supposed that ontology developers use ontological resources by means of 
merging and reengineering them before they are reused in the ontology network building.  
 Prerequisite resources: Knowledge of the domain (general or specific) of the ontology 
network to be developed should be available for building the ontology network. 
Furthermore, ontological resources related to the domain to be covered by the ontology 
network to be developed should be available. 
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 Sequence of processes and activities  
As Figure 27 shows (with arrows with the number 6), ontology developers should perform first 
the ontological resource reuse process to select the most suitable ontological resources for 
building the ontology network (as explained in Scenario 3 (Section 6.2.3)). Then, they should 
decide how they will reuse the selected ontological resources. It is in this scenario where 
ontology developers decide to perform the ontology aligning and ontology merging activities 
because the selected resources are valid but not in a complete way for the concrete case if 
they are considered separately, as explained in Scenario 5 (Section 6.2.5). After merging the 
selected resources, they should carry out the ontological resource reengineering process as 
described in Scenario 4 (Section 6.2.4). After that, they should use the resultant ontological 
resource as input of some of the activities included in Scenario 1 (explained in Section 6.2.1) 
as shown in Figure 27. 
 Outcomes: The principal output is an ontology network that represents the expected domain 
implemented in an ontology language (OWL, F-Logic, etc.). Additionally, a broad range of 
documents including the requirements specification, the ontology documentation, the ontology 
evaluation, etc. will be generated as output of different activities. 
Furthermore, a merged ontological resource, taken from those selected for reuse, and a 
reengineered merged ontological resource are generated. Alignments between the ontological 
resources selected are also outputs of this scenario. 
6.2.7. Scenario 7: Reusing Ontology Design Patterns 
 Motivation: Recently, within the Ontology Engineering field, ontology design patterns (ODPs) 
have emerged as (1) a way of helping ontology developers to model OWL ontologies 
[Gangemi, 2005; Pan et al., 2007], and (2) a new mode of encoding best practices, based on 
experiences and knowledge of ‘good’ solutions. As any other type of patterns, ODPs are 
perceived as having three kinds of benefits [Blomqvist et al., 2009]: (1) reuse benefits, (2) 
guidance benefits, and (3) communication benefits. ODPs can be found in on-line libraries that 
include both the description and the OWL code associated to the patterns as, for example, “the 
Ontology Design Pattern Wiki”52, or they can be obtained from the work team “Semantic Web 
Best Practices and Deployment”53. Thus, this scenario unfolds in those cases where best 
practices can be applied in the development of ontology networks. 
 Assumptions: It is supposed that ontology developers reuse ontology design patterns (ODPs) 
for different purposes: to reduce modelling difficulties, to speed up the modelling process, to 
check the adequacy of modelling decisions, or to evaluate modelling solutions.  
 Prerequisite resources: Knowledge about the domain of the ontology network to be 
developed should be available for the building of the ontology network. Furthermore, previous 
knowledge on the existence of design patterns and design patterns repositories should also be 
available. Ontology design patterns repositories or catalogues should be made available to 
users. These catalogues should contain templates that fully describe design patterns. 
 Sequence of processes and activities 
Ontology developers work on the development of an ontology network and very often 
encounter problems regarding the way in which certain knowledge should be modelled. This 
may happen during the ontology conceptualization activity, the ontology formalization activity, 
or during the ontology implementation activity. Since ontology developers are conscious of the 
existence of ontology design pattern repositories, they access them in order to find find 
modelling solutions.  
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As Figure 27 shows (with arrows with the number 7), ontology developers should perform the 
ontology design pattern reuse process to select the most suitable ODPs for building the 
ontology network. The activities to be carried out during the process are the following ones:  
Activity 1. ODP search. Ontology developers search for possible ODPs to be used in a 
repository or catalogue. This implies to carry out a careful analysis of the different 
information sections included in the ODPs templates in order to find possible ODPs for 
solving the modelling problem. 
Activity 2. ODP selection. Ontology developers select the ODPs that best match the 
modelling problem. This implies to contrast the ontology design pattern templates analysed 
against the real use case for finding out the overlap level.  
Activity 3. ODP adaptation. Ontology developers adapt the ODP in order to match the 
modelling issue. Depending on the selected pattern, an instantiation or an extension of the 
ontology design pattern has to be performed.  
Activity 4. ODP integration. Ontology developers integrate the ODPs into the 
corresponding model (conceptualization, formalization or implementation).  
 Outcomes: The principal output of this reuse process is an ontology design pattern integrated 
into the ontology network being developed. 
6.2.8. Scenario 8: Restructuring Ontological Resources  
 Motivation: This scenario unfolds in those cases where the knowledge contained in the 
conceptual model of the ontology network should be corrected and reorganized to obtain the 
network that covers the ontology requirements. 
 Assumptions: It is supposed that ontology developers restructure ontological resources.  
 Prerequisite resources: Knowledge of the domain (general or specific) of the ontology 
network to be developed should be available for building the ontology network. 
 Sequence of activities  
Ontology developers should perform the ontology restructuring activity to modify the ontology 
network being built, after the ontology conceptualization activity. The ontology restructuring 
activity can be performed by executing any of the following subactivities, combining them in 
any manner and order: 
y Ontology modularization activity. Ontology developers create different ontology 
modules in the ontology network, which facilitates the reuse of the knowledge included 
in the network. 
y Ontology pruning activity. Ontology developers prune those branches of the 
taxonomies included in the ontology network that are considered not necessary to cover 
the ontology requirements. 
y Ontology enrichment activity. This activity can be carried out by performing any of the 
two subactivities that follow: 
o Ontology extension activitiy. Ontology developers extend the ontology 
network, including (in width) new concepts and relations. 
o Ontology specialization activity. Ontology developers specialize those 
branches of the ontology network that require more granularity and include more 
specialized concepts and relations. 
Note that this activity (ontology restructuring) can be performed (1) in an indepent way as 
explained in this scenario, or (2) as part of the ontological resource reengineering process as 
described in Scenario 4 in Section 6.2.4. 
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 Outcomes: The principal output is a conceptual model of the ontology network that represents 
the expected domain.  
6.2.9. Scenario 9: Localizing Ontological Resources  
 Motivation: Although access to top-quality ontologies (e.g., Galen, CYC, or AKT) is, in many 
cases, free and unlimited for users all around the world, most of these ontologies are available 
only in English. Due to the language barrier, non-English users therefore often encounter 
problems when trying to access ontological knowledge in their own languages. Moreover, more 
and more ontology-based systems are being built for multilingual applications (e.g., multilingual 
machine translation, or multilingual information retrieval). For these reasons, the need for 
multilingual ontologies has increased. Thus, this scenario unfolds in those cases in which the 
ontology network to be developed should be written in different natural languages. 
 Assumptions: It is supposed that ontology developers include multilingualism in an ontological 
resource. 
 Prerequisite resources: Knowledge about the domain (general or specific) of the ontology 
network to be developed should be available for building the ontology network. Knowledge 
resources in different idioms (e.g., thesauri and dictionaries) should also be available. 
 Sequence of activities and tasks  
Ontology developers should perform the ontology localization activity once the ontology has 
been conceptualized and restructured. This activity requires the translation of all the ontology 
terms into another natural language (Spanish, French, German, etc.) different from the 
language used in the conceptualization, using multilingual thesauri and electronic dictionaries 
(e.g., EuroWordNet54). This ontology localization activity is composed of the following tasks 
[Espinoza et al., 2009]: 
Task 1. Selecting the most appropriate linguistic assets. The goal of this task is to 
select the most appropriate linguistic assets that help to reduce the cost, to improve the 
quality of the localization, and to increase the consistency of the localization activity. 
Task 2. Selecting ontology label(s) to be localized. The goal of this task is to select the 
ontology label(s) to be localized. 
Task 3. Obtaining ontology label translation(s). The goal of this task is to obtain the 
most appropriate translation in the target language for each ontology label.  
Task 4. Evaluating label translation(s). The goal of this task is to evaluate the label 
translations in the target language. 
Task 5. Updating the ontology. The goal of this task is to update the ontology with the 
label translations obtained for each localized label. The task output is an ontology enriched 
with labels in the target language associated to each localized term. 
After this localization activity, the resulting conceptual model should be integrated in the 
conceptualization activity of Scenario 1 (Section 6.2.1). 
 Outcomes: The principal outcome is a conceptual model of the ontology network in different 
natural languages (that is, a multilingual conceptual model) that represents the expected 
domain.  
It is important to mention that this scenario is treated in detail in an ongoning thesis [Espinoza, in 
progress] about localizing ontologies. 
                                                
54 http://www.illc.uva.nl/EuroWordNet/ 
Scenarios for Building Ontology Networks  
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 97 
6.3. Relation between Processes and Activities and Scenarios 
In this section we present Table 7 that relates scenarios with processes and activities in the 
following way: (1) a process or an activity can be carry out in a particular scenario; or (2) a process 
or an activity can be carry out in a list of scenarios. 
6.4. Collaboration and Argumentation in NeOn Scenarios 
In general, collaboration can involve two main situations [Dellschaft et al., 2008b]: (i) situations of 
reuse-oriented collaboration (e. g. reusing ontologies or ontology design patterns, making an 
ontology functional to a given task through appropriate evaluation and selection, reengineering 
thesauri, folksonomies, and/or classification schemes) or (ii) situations of active interaction 
between agents for producing a knowledge resource (e. g. collaborative editing and annotation of 
ontology elements and changes, discussing and getting consensus on design solutions and their 
rationales in context). 
A subset of the nine scenarios presented in Section 6.2 is related to the first of the situations 
aformentioned. 
With respect to the second situation, the collaborative development of ontology networks involves 
teams composed by different agents with different roles, conscious of their participation in the 
same plan and who share a same goal. The different participants that have different roles in an 
ontology development project should carry out different activities in which interaction and 
collaboration is always needed. In this context, the participants should discuss their different 
viewpoints in an efficient manner. Thus, argumentative discussions are an important part of 
collaborative ontology engineering. In general, one can distinguish two different cases in which 
argumentation plays an important role in enabling collaboration between the participants of an 
ontology engineering project:  
 First, there are activities during which argumentation data is actively created, e.g., by 
discussions between the participants. In this case, the argumentation framework has the 
role of structuring the discussion process, helping in systematically exploring possible 
solutions and capturing the pro and contra arguments. Argumentation support is then a 
means of having more efficient discussion and decision taking processes.  
 Second, there are activities where previously recorded discussions are used for 
understanding the design rationale of elements in the ontology network. For example, in the 
DILIGENT methodology the argumentation data created during the local adaptation of an 
ontology is used by the control board during the analysis and revision activity. In this case, 
recorded discussions are part of the ontology documentation. 
The most important activities of an ontology engineering project during which discussion data may 
be actively created are the ontology requirements specification, ontology conceptualization, 
ontology formalization and ontology implementation phases. The four activities require reaching a 
consensus between the participants about the requirements of the ontology network and how they 
should be implemented. But the recorded discussions may also be used for understanding the 
decisions made during previous activities (e.g., during ontology formalization one has to 
understand the decisions from the ontology conceptualization activity). 
Obviously, reaching a consensus or explaining decisions to collaborators is not only needed during 
the building of an ontology from scratch. It may also be needed during the reusing or reengineering 
of ontological and non-ontological resources, or during the alignment with other ontologies. 
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Process or Activity Name Related Scenarios 
Ontology Aligning S5, S6 
Ontology Annotation S1…S9 
Ontology Assessment S1…S9 
Ontology Comparison S3 … S6 
Ontology Conceptualization S1 
Ontology Configuration Management S1…S9 
Control S1…S9 
Ontology Customization S8 
Ontology Design Pattern Reuse S7 
Ontology Diagnosis S1…S9 
Ontology Documentation S1…S9 
Ontology Elicitation S1…S9 
Ontology Enrichment S4, S6, S8 
Ontology Environment Study S1 
Ontology Evaluation S1…S9 
Ontology Evolution S1 
Ontology Extension S4, S6, S8 
Ontology Feasibility Study S1 
Ontology Formalization S1 
Ontology Forward Engineering S2, S4, S6 
Ontology Implementation S1 
Ontology Integration S2…S6 
Knowledge Acquisition for Ontologies S1…S9 
Ontology Learning S1…S9 
Ontology Localization S9 
Ontology Mapping S5, S6 
Ontology Matching S5, S6 
Ontology Merging S5, S6 
Ontology Modification S1 
Ontology Modularization S4, S6, S8 
Ontology Module Extraction S4, S6, S8 
Process or Activity Name Related Scenarios 
Ontology Module Reuse S3…S6 
Ontology Partitioning S4, S6, S8 
Ontology Population S1…S9 
Ontology Pruning S4, S6, S8 
Ontology Quality Assurance S1…S9 
Ontology Reengineering S4, S6 
Ontology Repair S1…S9 
Ontology Requirements Specification S1 
Non-Ontological Resource Reengineering S2 
Non-Ontological Resource Reverse Engineering S2 
Non-Ontological Resource Transformation S2 
Ontology Restructuring S4, S6, S8 
Non-Ontological Resource Reuse S2 
Ontological Resource Reuse S3…S6 
Ontology Reuse S3…S6 
Ontology Reverse Engineering S4, S6 
Scheduling S1 
Ontology Search S3…S6 
Ontology Selection S3…S6 
Ontology Specialization S4, S6, S8 
Ontology Statement Reuse S3…S6 
Ontology Summarization S1…S9 
Ontology Translation S1 
Ontology Update S1 
Ontology Upgrade S1 
Ontology Validation S1…S9 
Ontology Verification S1…S9 
Ontology Versioning S1 
Table 7. Correspondence between scenarios and processes 
and activities  
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Discussions are an important part of the ontology documentation, which should also refer to 
explanatory comments generated during the entire ontology building process. The recorded 
discussions help to keep track of the design rationale all the way through the ontology engineering 
process, and to keep the design rationale up to date by amending it with additional arguments.  
Recording discussions makes it easier to resume a previous activity in the ontology engineering 
process if it turns out that a decision taken during that activity is underspecified or not appropriate. 
In this case, the discussion that leads to the decision may be easily resumed because all 
stakeholders that participated in the decision taking process are identified by the recorded 
discussion. Resuming a discussion may additionally be useful during the maintenance phase of an 
ontology, e.g., if there were changes to the requirements that affected the decision. 
In general, supporting the argumentation process is important in each situation where either 
several users collaboratively decide an issue or where a user by himself creates an ontology 
element that should be later used as input for the activity to be developed by another user. In the 
latter case, the collaboration is facilitated by enhanced and more complete ontology 
documentation.  
6.5. Conclusions 
As we have tried to show along this chapter, it is possible to develop ontology networks combining 
different scenarios that involve the reuse of ontological and non-ontological resources, 
reengineering, merging, restructuration, and localization. 
In this chapter we have identified a set of 9 flexible scenarios for building ontologies and ontology 
networks. This set of scenarios is the basis for the NeOn Methodology framework presented in this 
PhD Thesis. The scenarios proposed are flexible because they can be combined among them in 
different ways and are perceived to be the opposite to the rigid scenario encountered when 
building ontologies from scratch and presented in METHONTOLOGY, On-To-Knowledge and 
DILIGENT. It is worth also mentioning that any combination of scenarios should include Scenario 1 
because this scenario is made up of the core activities that have to be performed in any ontology 
development.  
We have created a figure showing the 9 scenarios and their relations, and also have described all 
the scenarios following the same template. Such a description of scenarios includes the motivation, 
the assumptions, some prerequisite resources, the sequences of processes, activities and/or tasks 
to be carried out as part of the scenario, and the results or outcomes. 
It should be noted that in the framework of the NeOn Methodology there are prescriptive 
methodological guidelines for carrying out processes and activities involved in Scenario 1 (ontology 
requirements specification and scheduling) and Scenario 3 presented in this thesis. In addition to 
the processes and activities presented in this thesis, there are also guidelines for Scenario 2 
[Villazón-Terrazas, in progress], Scenario 5 [Suárez-Figueroa et al., 2010], Scenario 7 [Suárez-
Figueroa et al., 2009], Scenario 8 (ontology modularization) [Suárez-Figueroa et al., 2009], and 
Scenario 9 [Espinoza, in progress]; and also for ontology evaluation [Suárez-Figueroa et al., 2009] 
and ontology evolution [Palma, 2009]. 
Chapter 11 presents how the scenarios identified have been followed in different use cases within 
European and educational projects. 
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7. Life Cycle Models for Ontology Networks 
7.1. Introduction 
In Software Engineering, every development project has a life cycle [Taylor, 2008], which is 
produced by instantiating a particular life cycle model. Life cycle models can be seen as 
abstractions of the phases or stages through which a product passes along its life. It is well known 
that there is no a unique life cycle model valid for all the developments [Taylor, 2008]. Examples of 
life cycle models are [Pfleeger, 2001; Sommerville, 2007]: waterfall, incremental, iterative, 
evolutionary prototyping, and rapid throwaway prototyping. 
As stated in Chapter 1, the methodological support for developing ontologies should include the 
identification and definition of life cycle models and the life cycle. However, methodologies for 
building ontologies (METHONTOLOGY, On-To-Knowledge, and DILIGENT) have some limitations 
with respect to the aforementioned issues, as presented in Chapter 2, since they only propose a 
unique life cycle model. 
Thus, as explained in Chapter 3, one of the goals of this PhD work is to provide the identification 
and definition of the life cycle models for networks of ontologies. In this regard, the following open 
research problem identified in Chapter 2 must be solved: 
 There is only one ontology life cycle model (evolving prototypes), in contrast with the set 
of software life cycle models. 
In this chapter we treat the definition of ontology network life cycle model and the identification of 
two different ontology life cycle models. Despite the diversity of models proposed in the literature 
for Software Engineering, we state that a collection of models consists of the waterfall model and 
the incremental-iterative model is enough to allow ontology developers to develop ontology 
networks. 
Additionally, in this chapter we present the relation among the two models proposed and the set of 
nine flexible scenarios for collaboratively building ontologies and ontology networks, presented in 
Chapter 6. Models and scenarios have been created taking into account the importance of reusing 
and reengineering knowledge resources and merging resources, for this reason, the relation 
between them is established.   
7.1.1. Ontology Network Life Cycle Model Definition 
In Software Engineering, life cycle models [Taylor, 2008] can be seen as abstractions of the 
phases or stages through which a product passes along its life; in our case the product is an 
ontology network. Life cycle models are used to represent the entire life of a product from concept 
to disposal, and they could determine the order of the phases and establish the transition criteria 
between different phases. Each phase or stage should be described with a statement of purpose 
and outcomes.  
Ontology network life cycle model is here defined as a model to describe how to develop (and 
maintain) an ontology network project; in other words, how to organize the processes and activities 
of the NeOn Glossary into phases or stages. 
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7.1.2. Preliminary Collection of Ontology Network Life Cycle Models 
In the Software Engineering field it is acknowledged that there is no a unique standard life cycle 
model valid for all the software development projects, and that each life cycle model is appropriate 
for a concrete project, depending on several features [Taylor, 2008]. For example, sometimes it is 
better a simple model (like the waterfall one), whereas other times it is most suitable a spiral one (if 
the analysis of the risk is needed within the project).  
In this PhD thesis, the claim, that is, ‘there is no a unique standard life cycle model valid for all the 
development projects, and that each life cycle model is appropriate for a concrete project, 
depending on several features’, is considered a premise for the Ontology Engineering field. 
Therefore, to propose a unique life cycle model for all the ontology network developments is not 
very realistic, according to different experiences in ontology developments in which different 
models were used. For this reason, we proposed in [Suárez-Figueroa et al., 2007; Suárez-
Figueroa and Gómez-Pérez, 2008] a preliminary collection of ontology network life cycle models 
based on the life cycle models described and used in Software Engineering and taking into 
account the specific features of the ontology network development while assuming a rather 
centralized and controlled setting for ontology engineering in which approaches such as mining 
ontologies from tags were not regarded.  
This preliminary collection of models included the following five ontology network life cycle models:  
 Waterfall model. Its main characteristic is that it represents the stages of an ontology network 
as sequential phases. Thus, a concrete stage must be completed before the following stage 
begins.  
 Incremental model. Its main feature is that it divides the requirements in different parts and 
then develops each part in a different cycle. The idea is to incrementally “produce and deliver” 
the network of ontologies (fully developed and functional), that is, the ontology network grows 
in layers centered in different topics (e.g., an ontology about project management in which first 
is represented the knowledge refers to publications, second, the knowledge about persons, 
and then, the knowledge about organizations and the project itself). Figure 30.a shows how an 
ontology network grows using this model (the stripped parts of the figure designate parts 
already developed). 
 Iterative model. Its main characteristic is that it divides all the requirements into small parts and 
develops the ontology network, including requirements from all the parts. For example, in the 
first iteration we deal with concepts, and then in the next iteration we can improve the ontology 
with properties, etc. Figure 30.b shows how the ontology network is developed following this 
model (the stripped parts designate the parts developed). 
a. Incremental Model 
 
b. Iterative Model 
Figure 30. Schematic vision of an ontology network following (a) an incremental model 
and (b) an iterative model 
 Evolving prototyping model. Its main feature is that it develops a partial product (in this case, a 
partial ontology network) that meets the requirements best understood. The preliminary 
versions of the ontology network being developed (that is, the prototypes) permit the user to 
give feedback of unknown or unclear requirements. 
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 Spiral model. Its main feature is that it proposes a set of repetitive cycles based on waterfall 
and prototype models. In this model, taking into account the special characteristics of ontology 
networks, the ontology engineering space is divided into three sections: planning, risk analysis, 
and engineering or development. This division is based on the need to evaluate and assess all 
the outputs of all the ontology network stages, and not only after the development phase as it 
happens in software projects.  
In the preliminary evaluations of the uses of the models above proposed [Dzbor et al., 2009], it was 
obvious that ontology developers had some difficulties in distinguishing among incremental, 
iterative, evolving prototyping and spiral ontology network life cycle models. Some problems found 
during the selection among the aforementioned models refer to which model should be chosen 
when the requirements are not well understood or fully captured, and when the development 
should be carried out by parts. 
Thus, taking into account (1) these preliminary evaluation results in which it was shown that the 
distinction among the different iterative models (incremental, iterative, evolving prototyping and 
spiral) is not easy for ontology developers; (2) the ideas presented by Larman [Larman, 2002], who 
proposed the existence of two different models: waterfall and iterative-incremental, and (3) the 
experience we had in ontology development in different research projects (Esperonto, Knowledge 
Web, SEEMP, etc.) in which the main models used were those based on waterfall ideas and on 
iterative ones, we decided to use these ideas that are valid in software engineering and apply them 
in ontology engineering, modifying the preliminary collection of ontology network life cycle models 
previously summarized by means of committing to only two different models: 
 Waterfall ontology network life cycle model. A model representing the stages as a waterfall, 
where a concrete stage must be completed before the following stage begins and where 
backtracking is permitted from the maintenance phase to the phase after the requirements 
one.  
 Iterative-Incremental ontology network life cycle model. Instead of distinguishing among 
incremental, iterative, evolving prototyping and spiral ontology network life cycle models, 
based on Larman’s ideas [Larman, 2002], we propose here a unique iterative-incremental 
model. This approach is simpler, and thus, it will be easier to introduce in the ontology 
development by ontology developers.  
In this chapter we present the collection of ontology network life cycle models proposed, which 
includes the enhanced waterfall model (Section 7.2) and the new iterative-incremental model 
(Section 7.3), in line with the rationale described in this section. Additionally, it is worth mentioning 
that these two models are intrinsically related to the set of nine flexible scenarios for collaboratively 
building ontologies and ontology networks, presented in Chapter 6. Such a relation is due to the 
creation of both models and scenarios, taking into account the importance of reusing and 
reengineering knowledge resources and merging resources. 
7.2. Waterfall Ontology Network Life Cycle Models 
The main characteristic of the waterfall life cycle model family proposed for the ontology network 
development is the representation of the stages of an ontology network as sequential phases. This 
model represents the stages as a waterfall. In this model a concrete stage must be completed 
before the following stage begins, and not backtracking is permitted except in the case of the 
maintenance phase. 
The main assumption for using the waterfall ontology network life cycle model proposed is that the 
requirements are completely known, without ambiguities, and unchangeable at the beginning of the 
ontology network development. 
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This model could be used in the following situations: 
 In ontology projects with a short duration (e.g., 2 months). 
 In ontology projects in which the goal is to develop an existing ontology in a different 
formalism or language. 
 In ontology projects in which the requirements are closed. E.g., to implement an ontology 
based on an ISO standard, or based on resources with previous consensus in the included 
knowledge.  
 In ontology projects when ontologies should cover a small, well-understood domain. 
Taking into account the characteristics of the ontology development, this model includes a set of 
support activities that should be performed in all of the phases. This set of support activities 
includes the acquisition of knowledge in the domain in which the ontology network is being 
developed, the evaluation (from a content-oriented perspective) and the assessment (from user 
and need perspectives) of the different phase outputs, project and configuration management and 
documentation.  
Because of the importance of reusing and reengineering knowledge resources and merging 
ontological resources, we define and propose the following five significantly different versions of 
the waterfall ontology network life cycle model. These versions have been created incrementally 
(that is, the 4-phase is the basis for the 5-phase, the 5-phase is the basis for the 6-phase, etc.), as 
Figure 31 shows. 
6-Phase + Merging Phase 
Model   
6-Phase Model 5-Phase + Merging Phase Model 
5-Phase Model 
4-Phase Model 
Figure 31. Pyramid of the versions of the Waterfall Ontology Network Life Cycle Model 
Before detailing the different versions, we can summarize them in the following way: 
 The 4-Phase Waterfall Model. It represents the stages of an ontology network, starting with 
the initiation phase and going through the design phase and the implementation phase to 
the maintenance phase. 
 The 5-Phase Waterfall Model. It extends the 4-phase model with the reuse of ontological 
resources as they are.  
 The 5-Phase + Merging Phase Waterfall Model. It is a special case of the 5-phase model. It 
includes the Merging Phase to obtain a new ontological resource from two or more 
ontological resources previously selected in the reuse phase. 
 The 6-Phase Waterfall Model. It extends the 5-phase model with Reengineering Phase. It 
allows the reengineering of knowledge resources (ontological and non-ontological). It could 
happen that several knowledge resources are transformed into ontologies in the 
reengineering phase. 
 The 6-Phase + Merging Phase Waterfall Model. It extends the 6-phase model by including 
the Merging Phase after the reuse phase. 
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 The 4-phase waterfall ontology network life cycle model.  
This model represents the stages of an ontology network, starting with the initiation phase and 
going through the design phase, the implementation phase to the maintenance phase. 
The model proposed is shown in Figure 32, and the main purposes and outcomes for each 
phase in the model are the following: 
y Initiation Phase. In this phase it is necessary to produce an ontology requirement 
specification document (ORSD) (explained in Chapter 8), including the requirements that 
the ontology network should satisfy and taking into account knowledge about the concrete 
domain. Also in this phase the approval or rejection of the ontology network development 
should be obtained. This phase has also as requisite to identify the development team and 
to establish the resources, responsibilities and timing (that is, the scheduling for the 
ontology project).  
y Design Phase. The output of this phase should be both an informal model and a formal one 
that satisfy the requirements obtained in the previous phase. The formal model can not be 
used by computers, but it can be reused in other ontology networks.  
y Implementation Phase. In this phase, the formal model is implemented in an ontology 
language. The output of this phase is an ontology implemented in RDF(S), OWL, or other 
language that can be used by semantic applications or by other ontology networks.  
It is worth mentioning that the last two phases (design and implementation ones) are 
normally performed in parallel when ontology development tools (such as NeOn Toolkit, 
Protégé, etc.) are used. 
y Maintenance Phase. If, during the use of the ontology network, errors or missing knowledge 
are detected, then the ontology development team should go back to the design phase. 
Additionally, in this phase the generation of new versions for the ontology network should 
be also carried out. 
 
Figure 32. The 4-Phase Waterfall Ontology Network Life Cycle Model 
 The 5-phase waterfall ontology network life cycle model.  
This model, shown in Figure 33, extends the 4-phase model with a new phase in which the 
reuse of already implemented ontological resources is considered. The main purpose in the 
Reuse Phase is to obtain one or more ontological resources to be reused in the ontology 
network being developed. The output of this reuse phase could be either an informal model or 
a formal one to be used in the modelling phase; or an implemented model (in an ontology 
language) to be used in the implementation phase. 
For the other phases, the purposes and outcomes are the same as those presented in the 4-
phase model. 
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Figure 33. The 5-Phase Waterfall Ontology Network Life Cycle Model 
 The 5-phase + merging phase waterfall ontology network life cycle model.  
Figure 34 shows the model proposed, which is a special case of the 5-phase model. Now, a 
new phase (the Merging Phase) is added after the reuse one. This merging phase has as a 
main purpose to obtain a new ontological resource from two or more ontological resources 
selected in the reuse phase.  
For the other phases, the purposes and outcomes are the same as those presented in the 5-
phase model. 
 
Figure 34. The 5-Phase + Merging Phase Waterfall Ontology Network Life Cycle Model 
 The 6-phase waterfall ontology network life cycle model. 
In this model, shown in Figure 35, the 5-phase model is taken as general basis and a new 
phase (Reengineering Phase) is included after the reuse one. This model allows the reuse of 
knowledge resources (ontological and non-ontological) and their later reengineering. In this 
model the reuse phase has as output one or more knowledge resources to be reused in the 
ontology network that is being developed. After this phase, the non-ontological resources are 
transformed into ontologies in the reengineering phase; the ontological resources, on the other 
hand, can or cannot be reengineered, a decision that should be taken by by the ontology 
development team. 
For the other phases, the purposes and outcomes are the same as those presented in the 6-
phase model. 
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Figure 35. The 6-Phase Waterfall Ontology Network Life Cycle Model 
 The 6-phase + merging phase waterfall ontology network life cycle model. 
This model, extended from the 6-phase model and shown in Figure 36, includes the Merging 
Phase after the reuse phase. For the other phases, the purposes and outcomes are the same 
as those presented in the 6-phase model. 
 
Figure 36. The 6-Phase + Merging Phase Waterfall Ontology Network Life Cycle Model 
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7.3. Iterative-Incremental Ontology Network Life Cycle Model 
The main feature of this model family is the development of ontology networks organized in a set of 
iterations (or short mini-projects with a fixed duration). Each individual iteration is similar to an 
ontology network project that uses any type of waterfall model from those presented in Section 7.2, 
as shown schematically in Figure 37. 
This model could be used in the following situations: 
 In ontology projects with large groups of developers having different profiles and roles. 
 In ontology project in which the development involves several different domains that are not 
well understood.  
 In ontology project in which requirements are not completely known or can change during 
the ontology development.  
Ontology requirements specified in the ORSD can be divided in different subsets. The result of any 
iteration is a functional and partial ontology network that meets a subset of the ontology network 
requirements. Such a partial ontology network can be used, evaluated and integrated in any other 
ontology network.  
This model is based on the continuous improvement and extension of the ontology network 
resulted from performing multiple iterations with cyclic feedback and adaptation. In this way, the 
ontology network grows incrementally along the development. Generally, in each iteration new 
requirements are taken into account, but, occasionally, in a particular iteration the partial ontology 
network could be only enhanced. 
This model focuses on a set of basic requirements; from these requirements, a subset is chosen 
and considered in the development of the ontology network. The partial result is reviewed, the risk 
of continuining with the next iteration is analysed, and the initial set of requirements is increased 
and/or modified in the next iteration until the complete ontology network is developed.  
The main benefit of this model is to identify and alleviate the possible risks as soon as possible. 
Other benefits are: 
 The development team is more motivated by having rapidly an ontology that can be used. 
 Some priorities can be established in the set of requirements. 
 The development can be possibly adapted to changes in the requirements. 
 The scheduling of each iteration can be adapted based on the experience of previous 
iterations. 
It is worth mentioning that at the beginning of the ontology network project, the number of iterations 
during the ontology project is influenced by 
 The decision of performing a more complete and detailed ontology requirements 
specification. In this case the number of iterations will be lower. 
 The decision of carrying out a simpler and more incomplete requirements specification; in 
which case more number of iterations and more revisions will be needed. 
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Figure 37. Schematic vision of the Iterative-Incremental Model 
Figure 37 shows the schematic vision of the iterative-incremental model. The first initiation phase 
shown in the figure has as main outcomes the ontology network requirements and the general and 
global plan for the whole ontology network development. Regarding the different iterations, as 
mentioned before, each iteration in the iterative-incremental model can follow a different version of 
the waterfall model from those presented in Section 7.2. However, any version of the waterfall 
model to be used in the iterative-incremental model should be modified in the following way: 
 No backtracking is allowed between phases in a particular iteration, because the refinement 
should be performed in the next iterations. 
 Revising the ontology network requirements and the global plan should be carried out in the 
initiation phase of each iteration. Additionally, a detailed plan for the particular iteration 
should be performed.  
7.4. Relation between Scenarios and Life Cycle Models 
The set of nine flexible scenarios for building ontologies and ontology networks presented in 
Chapter 6, and the two proposed ontology network life cycle models presented in this chapter, are 
intrinsically related because both scenarios and life cycle models have been created (1) taking into 
account the importance of reusing and reengineering knowledge resources (ontological and non-
ontological) and merging ontological resources, and (2) assuming a controlled setting for ontology 
engineering in which approaches such as mining ontologies from tags are not considered. 
Table 8 summarizes the relationships between scenarios for building ontology networks and 
ontology network life cycle models. These relationships have been established based on the 
following: 
 Scenario 1 (as stated in Section 6.2.1) is for building ontology networks from scratch. The 
scenario mainly includes core activities such as specification, conceptualization and 
implementation. This way of building ontologies fits together the stages represented in the 4-
phase waterfall model (initiation phase, design phase, implementation phase, and 
maintenance phase). 
 Scenario 2 (as stated in Section 6.2.2) is for building ontology networks by reusing and 
reengineering non-ontological resources, which is represented in the 6-phase waterfall 
model.  
 Scenario 3 (as stated in Section 6.2.3) is for building ontology networks by reusing 
ontological resources. This way of building ontologies is represented by the 5-phase waterfall 
model. 
 Scenario 4 (as stated in Section 6.2.4) refers to the development of ontology networks by 
reusing and reengineering ontological resources. This way of building ontologies is 
represented by the 6-phase waterfall model. 
 Scenario 5 (as stated in Section 6.2.5) is for building ontology networks by reusing and 
merging ontological resources, which is represented by the 5-phase + merging phase 
waterfall model. 
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 Scenario 6 (as stated in Section 6.2.6) refers to the development of ontology networks by 
reusing, merging and reengineering ontological resources. This way of building ontology 
networks is represented by the 6-phase + merging phase waterfall model. 
 Scenario 7 (as stated in Section 6.2.7) is for building ontology networks by reusing ontology 
design patterns, which is represented by the 5-phase waterfall model. 
 Scenario 8 (as stated in Section 6.2.8) is for building ontology networks by restructuring 
ontological resources. This is mainly related to the core activities already mentioned in 
Scenario 1. Thus, this Scenario 8 is also represented by the 4-phase waterfall model. 
 Scenario 9 (as stated in Section 6.2.9) refers to the development of ontology networks by 
localizing ontologies. This way of building ontologies is mainly related to Scenario 1, and 
thus represented by the 4-phase waterfall model.  
As explained in Section 7.3, the iterative-incremental model is basically formed by a set of 
iterations that can follow any version of waterfall ontology network life cycle model. Thus, the 
relation between scenarios and the iterative-incremental model depends on the different versions 
of waterfall model used in the iterative-incremental one, and for this reason, the relations presented 
in Table 8 are also valid for this model.  








Scenario 1 X     
Scenario 2    X  
Scenario 3  X    
Scenario 4    X  
Scenario 5   X   
Scenario 6     X 
Scenario 7  X    
Scenario 8 X     
Scenario 9 X     
Table 8. Relation between scenarios and life cycle models 
7.5. Coverage of the Set of two Life Cycle Models 
In this section we explain how the two models presented in Sections 7.2 and 7.3 are enough to 
cover the key features of the 5 preliminary models summarized in Section 7.1.2. 
 The enhanced waterfall model is an improvement of the previous waterfall model.  
 The iterative-incremental model covers the incremental model because requirements can 
be divided in different subsets, and each subset can be met in a different iteration of the 
iterative-incremental model. 
 The iterative-incremental model covers the iterative model because different sets of the 
ontology network requirements can be met in successive iterations of the iterative-
incremental model.  
 The iterative-incremental model covers the evolving prototyping model because the 
requirements best understood can be met in the initial iterations of the iterative-incremental 
model. The preliminary versions of the ontology network being developed (that is, the 
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prototypes) permit the user to give feedback of unknown or unclear requirements, and thus 
to include new requirements. 
 The iterative-incremental model covers the spiral model because requirements best 
understood can be met in repetitive iterations based on waterfall model; and a risk analysis 
can be performed during the initiation phases. 
7.6. Conclusions 
In this PhD thesis we have considered as a premise the claim made in the Software Engineering 
field that says that there is no a unique life cycle model valid for all the software development 
projects and that each life cycle model is appropriate for a concrete project, depending on several 
features [Taylor, 2008]. Therefore, we consider that is unrealistic to propose a unique life cycle 
model for all the ontology network developments in the Ontology Engineering field.  
For this reason, we proposed [Suárez-Figueroa et al., 2007; Suárez-Figueroa and Gómez-Pérez, 
2008] first a preliminary collection of ontology network life cycle models, based on the life cycle 
models described and used in Software Engineering, taking into account the specific features of 
the ontology network development. Such a collection of models include the following ontology 
network life cycle models: waterfall model, incremental model, iterative model, evolving prototyping 
model and spiral model.  
However, in this chapter we state that such a preliminary collection could be reduced to a set of 
two different ontology network life cycle models (the enhanced waterfall model (Section 7.2) and 
the new iterative-incremental model (Section 7.3)). This set of two models is enough to allow 
ontology developers to develop ontology networks and covers the previous models in the 
preliminary collection, thus,  
 The enhanced waterfall model covers the previous waterfall model. The 4-phase version is 
the basis for rest of versions of the waterfall model defined and described in Section 7.2.  
 The iterative-incremental model covers the incremental, iterative, evolving prototyping, and 
spiral models. 
Additionally, we have established the relationships among the scenarios described in Chapter 6 
and these two ontology network life cycle models. 
Finally, Chapter 11 presents the life cycle models in two different use cases within the NeOn 
project. 
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8.1. Introduction 
One of the key processes in software development is software specification [Sommerville, 2007], 
whose aim is to understand and define what functionalities are required from the software product. 
It has been proved that a detailed software requirements document provides several benefits 
[IEEE, 1993], such as (a) the establishment of the basis for agreement between customers and 
suppliers on what the software product is supposed to do, (b) the reduction of the development 
effort, (c) the provision of a basis for estimating costs and schedules, and (d) the offer of a baseline 
for validation and verification. 
When a software application based on ontologies is being developed, ontology requirements 
should be identified in addition to the application requirements. Our experience in building 
ontology-based applications, in domains as different as satellite data processing55, finding funding 
programs56, fishery stocks57 and e-employment58, has shown that more critical than capturing 
software requirements was the efficient and precise identification of the knowledge that the 
ontology should contain. Up to now, application developers already have precise methodologies 
[Sommerville, 2007; IEEE, 1993; Wiegers, 2003] that help them to define application requirements. 
However, the guidelines included in current methodologies for building ontologies are not enough 
for defining ontology requirements. Furthermore, so far there has not been a substantial 
contribution to the Grüninger and Fox’s proposal [Grüninger and Fox, 1995] on the specification of 
ontology requirements based on CQs. 
As stated in Chapter 3, one of the goals of this PhD thesis is to propose the NeOn Methodology for 
building collaboratively ontology networks. This methodology includes methods, techniques and 
tools for carrying out the processes and activities identified and defined in the ontology network 
development process, and it focused on ontology requirements specification, scheduling and 
ontological resource reuse. 
In this regard, the following open research problem identified in Chapter 2 must be solved: 
 No detailed prescriptive guidelines exist to carry out the ontology requirements 
specification activity. 
In this PhD thesis, we propose efficient, precise prescriptive and detailed methodological 
guidelines for specifying ontology requirements. Such methodological guidelines are based on the 
use of the so-called CQs and are inspired by methodologies for building ontologies and by 
available practices and previous experiences in different national and European funded projects. 
These methodological guidelines help to capture knowledge from users and to produce the 
ontology requirements specification document (ORSD) that will be used by ontology developers to 
develop an ontology that will fulfil the requirements identified. Such a procedure for specifying 
ontology requirements should be clear, simple, useful, and applicable by ontology developers.  
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8.2. Methodological Guidelines for Ontology Requirements Specification 
The goal of the ontology requirements specification is to state why the ontology is being built, 
which its intended uses are, who the end-users are, and what are the requirements that the 
ontology should fulfil. For specifying the ontology requirements we will use the competency 
questions technique proposed in [Grüninger and Fox, 1995]. Before identifying the set of 
competency questions, we will identify the purpose and scope of the ontology, its level of formality, 
and its intended uses and end-users.  
In the framework of the NeOn Methodology for building ontology networks, we propose the Filling 
Card, presented in Table 9, for the ontology requirements specification activity. The card includes 
the definition, goal, inputs and outputs, who carries out the activity and when the activity should be 
performed. Table 9 is an instantiation of the filling card template shown in Table 3. 
Ontology Requirements Specification  
Definition 
Ontology Requirements Specification refers to the activity of collecting the requirements 
that the ontology should fulfil (for example, reasons to build the ontology, identification of 





The activity states why the ontology is being built, what its intended uses are, who the end-




A set of ontological needs. 
 





Software developers and ontology practitioners, who form the ontology development team 




This activity must be carried out at the beginning of the ontology project and in parallel 




Table 9. Ontology Requirements Specification Filling Card 
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The tasks for carrying out the ontology requirements specification activity can be seen in Figure 38. 
The result of this activity is the Ontology Requirements Specification Document (ORSD) that 
should be written following the ORSD template shown in Table 10.  
Ontology Requirements Specification Document Template 
1 Purpose 
  
The general goal of the ontology. In other words, the main function or role that the ontology should 
have. 
2 Scope 
  The general coverage and the degree of detail that the ontology should have. 
3 Implementation Language 
  The formal language that the ontology should have. 
4 Intended End-Users 
  The intended end-users expected for the ontology. 
5 Intended Uses 
  The intended uses expected for the ontology. 
6 Ontology Requirements 
 a. Non-Functional Requirements 
  
The general requirements or aspects that the ontology should fulfil, including optionally priorities for 
each requirement.  
  b. Functional Requirements: Groups of Competency Questions 
  
The content specific requirements that the ontology should fulfil, in the form of groups of 
competency questions and their answers, including optionally priorities for each group and for each 
competency question. 
7 Pre-Glossary of Terms  
  a. Terms from Competency Questions 
  The list of terms included in the competency questions and their frequencies. 
  b. Terms from Answers 
  The list of terms included in the answers and their frequencies. 
  c. Objects 
  The list of objects included in the competency questions and in their answers.  
Table 10. Template for the OSRD 
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Task 1. Identifying the purpose, 
scope and implementation 
language
Task 2. Identifying the intended 
end-users
Task 3. Identifying the intended 
uses





Task 8. Extracting terminology and 
its frequency
Users and Domain Experts
Users, Domain Experts and ODT
Task 4. Identifying requirements
Users, Domain Experts and ODT
Task 6. Validating the set of requirements
Task 7. Prioritizing requirements
Users, Domain Experts and ODT
Ontology Development Team
Users, Domain Experts and ODT
Users, Domain Experts and ODT










Figure 38. Tasks for Ontology Requirements Specification 
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The tasks for carrying out the ontology requirements specification activity are explained in detail 
next. 
Task 1. Identifying the purpose, scope and implementation language.  
The objective is to determine the main goal of the ontology, its coverage and foreseeable 
granularity, and its implementation language (e.g., OWL, RDFS59, and WSML60). The ontology 
development team holds a set of interviews with users and domain experts in order to carry out this 
task, taking as input a set of ontological needs. The users and domain experts are crucial to 
identify the purpose and scope of the ontology; on the other hand, the ontology developers should 
decide the formal language to be used for implementing the ontology. 
The task output is included in slots 1-3 of the template shown in Table 10.  
Task 2. Identifying the intended end-users.  
The goal of this task is to establish who the intended main end-users of the ontology will be. The 
ontology development team holds a set of interviews with the users and domain experts to carry 
out this task, taking as input a set of ontological needs. 
The task output is a list containing the intended end-users of the ontology to be built; the list is 
included in slot 4 of the template shown in Table 10.   
Task 3. Identifying the intended uses.  
The development of an ontology is mainly motivated by scenarios related to the application that will 
use the ontology. The goal of this task is to obtain the intended uses and use scenarios of the 
ontology. The ontology development team holds a set of interviews with the users and domain 
experts in order to carry out this task, taking as input a set of ontological needs; the purpose here 
is to obtain the uses of the ontology within the application, and to have a general idea of the 
application requirements, in terms of knowledge to be represented. 
The task output is a list of intended uses in the form of scenarios, which is included in slot 5 of the 
template shown in Table 10. Such scenarios describe a set of general ontology requirements that 
the ontology should satisfy after being formally implemented. The scenarios should be described in 
natural language; they can be expressed in UML as use cases. 
Task 4. Identifying requirements.  
The goal of this task is to acquire the set of requirements that the ontology should satisfy. Taking 
as inspiration the Software Engineering field, in which requirements are divided into functional61 
and non-functional62 requirements [Sommerville, 2007], we also divide ontology requirements into 
the following two types, whose definition is different from those in Software Engineering:  
 Non-functional ontology requirements refer to the characteristics, qualities, or general 
aspects not related to the ontology content that the ontology should satisfy. Examples of 
non-functional requirements are (a) whether the terminology to be used in the ontology 
must be taken from standards, (b) whether the ontology must be multilingual, or (c) 
whether the ontology should be written following a specific naming convention. 
                                                
59 http://www.w3.org/TR/rdf-schema/ 
60 http://www.wsmo.org/wsml/wsml-syntax 
61 Functional requirements refer to the required behaviour of the system, that is, the functionalities that the software 
system should have. 
62 Non-functional requirements refer to implicit expectations about how well the software system should work. That is, 
these requirements can be seen as aspects about the system or as ‘non-behaviour’ requirements.  
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 Functional ontology requirements, which can be seen as content specific requirements, 
refer to the particular knowledge to be represented by the ontology and the particular 
terminology to be included in the ontology. In the SEEMP case for example, the knowledge 
and the terminology about curriculum vitae with candidate skills, education level, expertise, 
previous work experience, or about job offers with information on job location, salary, etc. 
The ontology development team should interview the users and domain experts, taking as input a 
set of ontological needs, and they should obtain as result the initial set of ontology requirements 
(non-functional and functional) of the ontology to be built. To identify functional requirements, they 
use as main technique the writing of the requirements in natural language in the form of the so-
called CQs. They can use Mind map tools [Buzan, 1974] and Excel for gathering the requirements. 
If people are geographically distributed, they can employ wiki tools, such as Cicero.  
Some strategies for identifying CQs are  
 Top-Down: The team starts with complex questions that are decomposed in simpler ones. 
 Bottom-Up: The team starts with simple questions that are composed to create complex 
ones. 
 Middle out: The team starts just writing down important questions that are composed and 
decomposed later on to form abstract and simple questions respectively. 
The output of this task is (1) a list of non-functional ontology requirements written in natural 
language, which is included in slot 6a of the template shown in Table 10, and (2) a list functional 
ontology requirements in the form of CQs and their associated answers, which is the input of task 
5. This list of functional requirements will be grouped in Task 5 and then included in slot 6b of the 
template shown in Table 10.  
Task 5. Grouping functional requirements.  
The goal of this task is to group into several categories the list of functional ontology requirements 
in the form of CQs and their associated answers obtained in Task 4. The users, the domain 
experts, and the ontology development team should classify the list of CQs written in natural 
language with a hybrid approach that not only combines pre-established categories such as time 
and date, units of measure, currencies, location, languages, etc., but it also creates categories for 
those terms that appear with the highest frequencies in the list of CQs.  
Techniques such as card sorting can be used when the grouping is done manually. In addition, 
mind map tools can help to display graphically and in groups the CQs or Cicero if the grouping is 
done collaboratively. 
The task output is the set of groups of functional requirements in the form of CQs and their 
associated answers, which is included in slot 6b of ORSD template shown in Table 10. 
Usually this task is carried out in parallel with Task 4. 
Task 6. Validating the set of requirements. It includes both non-functional and functional 
requirements.  
The aim here is to identify possible conflicts between ontology requirements, missing ontology 
requirements, and contradictions between them. Users and domain experts must carry out this 
task taking as input the set of requirements identified in Task 4 to decide if each element of the set 
is valid or not.  
The task output is the confirmation of the validity of the set of non-functional and functional 
ontology requirements.  
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The criteria that can be used in this validation task and that are mainly inspired by [IEEE, 1993; 
Davis, 1993] are the following: 
 Correctness. A set of requirements is correct if, and only if, each requirement refers to 
some features of the ontology to be developed. 
 Completeness. Inspired by [Wieringa, 1996], a set of requirements can be considered 
complete if, and only if, users and domain experts review the requirements and confirm 
that they are not aware of additional requirements.  
 Consistent. A set of requirements can be considered internally consistent if, and only if, no 
conflicts exist between them.  
 Verifiable. A set of requirements is verifiable if, and only if, there is a finite process with a 
reasonable cost that tests whether the final ontology satisfies each requirement.  
 Understandable. Each requirement must be understandable to end-users and domain 
experts.  
 No Ambiguity. An ontology requirement is unambiguous if, and only if, it has only one 
meaning; that is, if it does not admit any doubt or misunderstanding. 
 Conciseness. A set of requirements is concise if, and only if, each and every requirement 
is relevant and no duplicated or irrelevant requirements exist.  
 Realism. A set of requirements is realist if, and only if, each and every requirement 
meaning makes sense in the domain. 
 Modifiable. A set of requirements is modifiable if, and only if, its structure and style allow 
changing issues in an easy, complete and consistent way.  
 Traceable. An ontology requirement is traceable if, and only if, its origin is known and it can 
be referred to in other documents during the ontology development.  
Task 7. Prioritizing requirements.  
The goal of this task is to give different levels of priority to the non-functional and functional 
ontology requirements identified. In the case of functional requirements, priorities should be given 
to the different groups of CQs, and, within each group, to the different CQs; additionally, priorities 
could be given to each CQs independently of the groups. Users, domain experts and the ontology 
development team should carry out this task, taking as input the requirements identified in Task 4 
and the groups of CQs written in natural language obtained in Task 5. The task output is a set of 
priorities attached to each requirement, to each group of CQs, and to each CQ in a group. The 
output is included in the slots 6a and 6b of the template shown in Table 10. 
Priorities will be used by the ontology development team for planning and scheduling the ontology 
development and for deciding which parts of the ontology are going to be developed first. This task 
is optional, but recommended. In fact, if no priorities are given to the groups of CQs, ontology 
developers will start modelling the ontology without any guidance regarding the functional 
requirements that should be implemented first; in this case the waterfall ontology life cycle model 
should be selected during the scheduling of the ontology project. On the contrary, if different 
priorities have been assigned to functional ontology requirements, the iterative-incremental 
ontology life cycle model should be selected in the scheduling activity. 
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Task 8. Extracting terminology and its frequency. 
The goal of this task is to extract a pre-glossary of terms with their frequencies from the list of CQs 
and their answers identified in Task 4. The ontology development team carries out this task using 
terminology extraction techniques and tools supporting such techniques. 
This pre-glossary of terms is divided in three different parts: terms from the CQs, terms from the 
CQs’ answers, and terms identified as named entities. 
 From the requirements in the form of CQs, we extract terminology (names, adjectives and 
verbs) that will be formally represented in the ontology by means of concepts, attributes, 
relations or instances (in the case of named entities). 
 From the answers to the CQs, we extract terminology that could be represented in the 
ontology as concepts or as instances.  
 From both CQs and corresponding answers, we extract named entities such as countries 
or currencies, which are objects in the universe of discourse.  
The output is included in the slots 7a, 7b and 7c of the template shown in Table 10, respectively.  
The set of terms with higher appearance frequencies will be used later on for searching knowledge 
resources that could be potentially reused in the ontology development. As heuristic, we can 
mention that normally the set of more frequent terms is that requires more effort during the 
ontology development; for this reason, frequencies are important to know which knowledge 
resources allow to save more effort. 
8.3. Ontology Requirements Specification: Examples  
In this thesis we provide three different examples of how to use the guidelines proposed for the 
ontology requirements specification activity and what results are expected from any of the tasks 
detailed in the guidelines. All the examples show an excerpt of the ORSD obtained after 
performing the ontology requirements specification activity following the methodological guidelines 
proposed in Section 8.2. Such examples are included in Annex I. 
The first example refers to the requirements specification of the SEEMP Reference Ontology. It is 
important to mention that the work done within the SEEMP project in the ontology requirements 
specification activity has been one of the inputs to get preliminary guidelines for this activity. Such 
preliminary guidelines have been extended and improved in this thesis. Using the proposed 
guidelines, we described the requirements specification activity with the SEEMP reference 
ontology. This requirements specification is not intended to be exhaustive; it just describes the 
most important points. A detailed and complete requirements specification is described in [SEEMP 
Consortium, 2006].   
The remaining two examples instantiate the methodological guidelines for the ontology 
requirements specification in the invoice use case and in the nomenclature use case within the 
NeOn project63.  
                                                
63 http://www.neon-project.org/nw/Supporting_collaboration_in_pharmaceutical_industry 
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8.4. Conclusions 
One of the critical activities when developing ontologies is to identify their functional and non-
functional requirements. In this chapter we have systematized the ontology requirements 
specification activity by proposing detailed and prescriptive methodological guidelines for 
specifying ontology requirements, based on CQs, and by providing a template for writing the 
ontology requirement specification document. 
Thus, we show along this chapter that while so far there have not been substantial contributions to 
the technique proposed by Grüninger and Fox [Grüninger and Fox, 1995] on the specification of 
ontology requirements based on CQs, a precise method, based on this approach, is established in 
this thesis. This method for specifying ontology network requirements can be applicable by 
ontology developers, and it allows identifying the main terms to be included later on in the 
ontology.  
The ORSD will play a key role during the ontology development process because it facilitates 
different activities. In that sense, we will show in later chapters that the ontology requirements 
specification document (1) is a crucial input for the scheduling of ontology development projects 
and (2) facilitates, among other activities, the search and reuse of non-ontological resources for 
reengineering them into ontologies (such as, lexicons, glossaries, and dictionaries); the search and 
reuse of ontologies, ontology modules, ontology statements (e.g., using Watson or Swoogle), and 
ontology design patterns; and the verification of the ontology during the whole ontology 
development.  
Finally, we carried out a set of experiments whose aim was to test the methodological guidelines 
proposed for the ontology requirements specification activity. The main results and conclusions of 
such experiments are presented in Chapter 11. 
The samples presented in Annex I and the experiments carried out and presented in Chapter 11 
show that as in other disciplines, the requirements specification (a) establishes the basis for 
agreement between the users and ontology developers, (b) establishes clearly what the ontology 
development team should represent in the ontology, what possibly reduces the development effort, 
(c) provides a basis for estimating costs and schedules, and (d) offers a baseline for verification. 
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9. Planning and Scheduling: Obtaining the Ontology Network Life Cycle  
9.1. Introduction  
Planning and scheduling are related activities that are applied in different contexts such as civil 
engineering, software development, etc. While planning64 is the act of drawing up plans, that is, a 
series of steps to be carried out to achieve an objective, scheduling65 is defined as the activity to 
set order and time to planned events. Scheduling should be performed after planning; and both are 
crucial in any project. 
In Software Engineering, every development project has a life cycle [Taylor, 2008], which is 
produced by instantiating a particular life cycle model. Life cycle models can be seen as 
abstractions of the phases or stages through which a product passes along its life. Examples of life 
cycle models are waterfall, incremental, iterative, evolutionary prototyping, and rapid throwaway 
prototyping, as described in Section 2.3.2.  
To properly manage software development projects, it is crucial to have knowledge of the entire 
software development life cycle [Stellman and Greene, 2005]. In this regard, software engineers 
always plan and schedule every development project before starting it. The project plan defines the 
tasks to be done and establishes the human resources to perform the project work. To estimate 
the effort required to perform each task, techniques such as [Stellman and Greene, 2005] 
Wideband Delphi, PROBE and COCOMO II can be used. 
The project schedule is a calendar that links the tasks to be done with the resources to support 
their performance. The most common form of representing schedules is to use a Gantt chart 
[Stellman and Greene, 2005]; and the most popular tool for creating a project schedule is Microsoft 
Project [Stellman and Greene, 2005]. Such a tool allows managing and scheduling different types 
of projects. To create a project schedule, Microsoft Project provides three different ways: (a) from 
scratch by adding tasks, phases, etc.; (b) from a project template (engineering template, 
commercial construction template, annual report preparation template, etc.) selected by the user 
using a template library; and (c) from an existing project.  
However, unlike what happens in Software Engineering, in the Ontology Engineering field planning 
and scheduling ontology developments are still in their early stages.  
The Ontology Engineering field lacks methods to guide ontology developers when planning and 
scheduling their ontology development projects. Furthermore, there are no project templates 
oriented to ontology development projects in the template library of Microsoft Project and nor is 
there an ad-hoc support tool for providing ontology developers with ontology project schedules in 
the form of a Gantt chart. 
In this regard, in this chapter we propose solutions to the following open research problems:  
 There are no detailed prescriptive guidelines to select a specific life cycle model and thus 
to create a particular ontology life cycle, as part of the scheduling activity. 
 There is no ad-hoc support tool for scheduling ontology development projects. 
                                                
64 http://www.wordnet-online.com/planning.shtml 
65 http://www.wordnet-online.com/scheduling.shtml 
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Despite the fact that until now nobody has made any proposal on how to carry out the planning and 
scheduling activities, the set of processes and activities identified in Chapter 5 and the life cycle 
models proposed in Chapter 7 are the key to bridging this gap. Thus, we should probe that it is 
possible to establish a clear, simple, and useful procedure to select and instantiate an ontology 
network life cycle model and obtain the ontology network life cycle, which is the basis for ontology 
development projects schedules. This procedure should be applicable by ontology developers. 
Therefore, the contributions of this chapter to the thesis are (1) the groundings for scheduling 
ontology network development projects, (2) the creation of the gOntt plug-in, a tool that supports 
the scheduling of ontology network development projects and helps to execute such projects, and 
(3) the definition of prescriptive methodological guidelines for scheduling ontology development 
projects using gOntt.  
9.2. Scheduling Ontology Development Projects 
Scheduling, as defined in the NeOn Glossary of Processes and Activities included in Section 5.3, 
refers to the activity of identifying the different processes and activities to be performed during the 
ontology development, their arrangement, and the time and resources needed for their completion. 
Thus, this activity includes as an important task the establishment of the ontology network life 
cycle that is the specific ordered sequence of processes and activities that ontology developers 
carry out during the life of the ontology network.  
The goal of scheduling is to organize the different processes and activities in time, that is, to state 
a concrete programming or scheduling that guides the ontology network development, including 
processes and activities, their order and time, as well as human resources restrictions.  
To establish the concrete schedule for the ontology network development, four important questions 
have to be answered:  
1) Which ontology network life cycle model is the most appropriate for the ontology network 
development?  
2) Which particular processes and activities should be carried out in the ontology network 
development?  
3) Which order and dependencies exist among processes and activities? 
4) How many resources (human and time) are needed for the development of the ontology 
network? 
The first three questions are related to the establishment of the ontology network life cycle, and 
their responses would result in a general plan for the ontology network development. The fourth 
question, which is out of the scope of this thesis, is related to the inclusion of time and human 
resources restrictions for each process and activity included in the plan, and its response would 
result in the concrete schedule for the ontology network development. The information about how 
many people should be involved in the ontology network development can be obtained using the 
ONTOCOM model [Simperl et al., 2009]. This is a cost estimation model, whose goal is to predict 
the costs (expressed in person per month) arising in typical ontology engineering processes. 
However, this model does not provide the duration neither the resources needed for each process 
and activity planned. 
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As in the case of software engineering projects, an ontology engineer can not start the ontology 
project scheduling without having identified first the ontology requirements. Before scheduling the 
ontology development, it is also advisory to carry out a quick search for available knowledge 
resources (ontologies, theusari, lexicons, etc.) in order to possibly reuse them, avoiding the 
construction of ontologies from scratch. Such resources could be taken from the internet, 
standardization bodies (e.g., ISO), the intranet of the organization, ontology gateways or registries, 
etc. This approach is already explained in Section 6.2.1.  
The Filling Card for the scheduling activity, presented in Table 11, includes the definition, goal, 
inputs and outputs, performer of the activity and time of the activity. This concrete filling card 
follows the template presented in Section 4.1 (Table 3).  
Scheduling  
Definition 
Scheduling refers to the activity of identifying the different activities and processes to be 
performed during the ontology development, their arrangement, and the time and 




The scheduling activity states a concrete programming or scheduling to guide the 
ontology network development, including processes and activities and the order in which 




Ontology Requirements Specification 
Document (ORSD) and types of 
potential knowledge resources to be 
reused. 
 





Software developers and ontology practitioners, who form the ontology development team 




This activity must be carried out after the ontology requirements specification activity and 




Table 11. Scheduling Filling Card 
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9.3. Groundwork for Scheduling Ontology Development Projects 
We propose to carry out the scheduling of ontology development project based mainly on the 
scenarios identified in Chapter 6. For this reason and to be able to answer the first three questions 
presented in Section 9.2, we did some research that yielded the following results:  
 A set of simple questions that help to select (a) the most appropriate version of the 
waterfall ontology network life cycle model and (b) the set of scenarios to be followed in the 
development. 
 The correspondences between the scenarios and the processes and activities to be 
carried out in the ontology development. 
 The correspondences between the processes and activities and the phases of the ontology 
life cycle model. 
 The order and dependencies between processes and activities. 
These results are the basis for the creation of the guidelines and the tool for scheduling ontology 
development projects. 
9.3.1. Scenarios and Life Cycle Models 
As presented in Chapter 7, we propose two life cycle models: the waterfall and the iterative-
incremental. The waterfall model has five different versions (as presented in Section 7.2). In the 
iterative-incremental model, each iteration can follow any of the different versions of waterfall 
model. Note that in Section 7.4, we present a table (Table 8) that shows the relationships between 
scenarios for building ontology networks and some ontology network life cycle models. 
To select a particular waterfall model version, we propose the set of natural language questions 
displayed on the left hand-side of Figure 39. These questions are related to the different scenarios 
identified in the NeOn Methodology presented in Chapter 6. If one or more questions of those 
proposed in Figure 39 are answered affirmatively, then several candidate models could be used. In 
this case, the model version selected should be the most specific one, based on the pyramid 
shown in Figure 31. Otherwise, if all answers are negative, then the 4-phase waterfall model is 
selected by default.  
These questions are also useful for selecting the set of scenarios that are to follow during the 
ontology network development. Additionally, we identified the following set of restrictions among 
scenarios: 
 If Scenario 4 should be executed, then Scenario 3 should be also executed. 
 If Scenario 5 should be executed, then Scenario 3 should be also executed. 
 If Scenario 6 should be executed, then Scenario 5 should be also executed, and 
transitively Scenario 3 should be also executed.  
Finally, it is worth mentioning that Scenario 1 should be always included in the set of scenarios 
obtained for the development because, as explained in Chapter 6, Scenario 1 is mandatory. 
Additionally, we should mention that the scenarios can be combined. 
 
NeOn Methodology for Building Ontology Networks: Specification, Scheduling and Reuse 126 
Planning and Scheduling: Obtaining the Ontology Network Life Cycle  
Will you use any non-ontological resource such 
as thesauri, data bases, etc. in your ontology 
network development? Six-Phase Model
Scenario 2
YES




Will you use and modify any ontological 
resource in your ontology network development?
Scenario 4
Six-Phase Model
Will you use and merge a set of ontological 
resources in your ontology network development?




Will you use, merge, and modify a set of 
ontological resources in your ontology network 





Will you use ontology design patterns in your 
ontology network development?
Scenario 7
Will you restructure your ontology network 
development?














Figure 39. Decision tree for selecting model version and scenarios 
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9.3.2. Scenarios and Processes and Activities 
To obtain the set of processes and activities that will be used during the ontology network 
development, we propose a table of correspondences between scenarios and processes and 
activities. The table is presented in Section 6.3 (Table 7). 
9.3.3. Processes, Activities, and Life Cycle Models 
Processes and activities should be carried out in a particular phase of the selected ontology 
network life cycle model to fulfil the purpose and outcome of that phase. To obtain the mapping 
between processes and activities and phases in the ontology network life cycle model, we propose 
Table 12, which matches the process and activity outputs against the purpose and outcome of 
each phase of the ontology network life cycle model. To do this, we took into account the following 
phases in our repository of models: design phase, implementation phase, initiation phase, 
maintenance phase, merging phase, reengineering phase, and reuse phase. Table 12 relates 
processes and activities to model phases in the following way: (1) a process or an activity should 
be carried out in a particular model phase; or (2) a process or an activity should be carried out in all 
the phases of the model. 
9.3.4. Order of Processes and Activities 
The preliminary order in which processes and activities should be performed is determined by the 
following major factors: 
a) The selected ontology network life cycle model dictates an initial ordering of processes and 
activities, based on the order in which model phases should be performed. The order of the 
model phases is presented in figures that correspond to each ontology life cycle model 
described in Chapter 7.  
b) The availability of output information from one process or activity could affect the start of 
another process or activity. The second process or activity might require, as inputs, one or 
more of the outputs of the first one. For example, the ontology requirements specification 
activity should be performed before the scheduling one, as already mentioned in Section 
6.2.1. Another example could be the non-ontological resource reuse that should be carried 
out before the non-ontological resource reengineering. 
c) Processes and activities might be executed in parallel. For example, the ontological 
resource reuse could be performed in parallel with the non-ontological resource reuse 
rather than for serial execution if there are enough human resources. 
These restrictions have been represented in scheduling templates in the form of Gantt charts. We 
identified and represented 112 templates that can be used as preliminary schedules. Figure 40 
shows the template for the 4-phase waterfall model with Scenarios 1 and 9; Figure 41 shows the 
template for the 6-phase waterfall model with Scenarios 2 and 3; and Figure 42 shows the 
template for the 6-phase waterfall model with Scenarios 3, 4, 7, and 8. 
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Process or Activity Corresponding Phase 
Ontology Aligning Merging Phase 
Ontology Annotation All Phases 
Ontology Assessment All Phases 
Ontology Comparison Reuse Phase 
Ontology Conceptualization Design Phase 
Ontology Configuration Management All Phases 
Control All Phases 
Ontology Customization Reengineering Phase 
Ontology Design Pattern Reuse Reuse Phase 
Ontology Diagnosis All Phases 
Ontology Documentation All Phases 
Ontology Elicitation All Phases 
Ontology Enrichment Reengineering Phase 
Ontology Environment Study Initiation Phase 
Ontology Evaluation All Phases 
Ontology Evolution Design Phase 
Ontology Extension Reengineering Phase 
Ontology Feasibility Study Initiation Phase 
Ontology Formalization Design Phase 
Ontology Forward Engineering Reengineering Phase 
Ontology Implementation Implementation Phase 
Ontology Integration Design Phase 
Knowledge Acquisition for Ontologies All Phases 
Ontology Learning All Phases 
Ontology Localization Design Phase 
Ontology Mapping Merging Phase 
Ontology Matching Merging Phase 
Ontology Merging Merging Phase 
Ontology Modification Design Phase 
Ontology Modularization Reengineering Phase 
Ontology Module Extraction Reengineering Phase 
Process or Activity Corresponding Phase 
Ontology Module Reuse Reuse Phase 
Ontology Partitioning Reengineering Phase 
Ontology Population All Phases 
Ontology Pruning Reengineering Phase 
Ontology Quality Assurance All Phases 
Ontology Reengineering Reengineering Phase 
Ontology Repair All Phases 
Ontology Requirements Specification Initiation Phase 
Non-Ontological Resource Reengineering Reengineering Phase 
Non-Ontological Resource Reverse Engineering Reengineering Phase 
Non-Ontological Resource Transformation Reengineering Phase 
Ontology Restructuring Reengineering Phase 
Non-Ontological Resource Reuse Reuse Phase 
Ontological  Resource Reuse Reuse Phase 
Ontology Reuse Reuse Phase 
Ontology Reverse Engineering Reengineering Phase 
Scheduling Initiation Phase 
Ontology Search Reuse Phase 
Ontology Selection Reuse Phase 
Ontology Specialization Reengineering Phase 
Ontology Statement Reuse Reuse Phase 
Ontology Summarization All Phases 
Ontology Translation Implementation Phase 
Ontology Update Design Phase 
Ontology Upgrade Maintenance Phase 
Ontology Validation All Phases 
Ontology Verification All Phases 
Ontology Versioning Maintenance Phase 
Table 12. Correspondence between processes and activities 
and ontology network life cycle model phases
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Figure 40. Example of a scheduling template for the 4-Phase Waterfall Model with Scenarios 
1 and 9 
 
Figure 41. Example of a scheduling template for the 6-Phase Waterfall Model with Scenarios 
2 and 3 
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Figure 42. Example of a scheduling template for the 6-Phase Waterfall Model with Scenarios 
3, 4, 7, and 8 
9.4. gOntt: NeOn Toolkit plug-in for the Scheduling Activity  
To support the scheduling of ontology development projects, following the methodological 
foundations presented in Section 9.3, we have created gOntt as a NeOn Toolkit plug-in. The gOntt 
plug-in has the following main objectives:  
1. To support ontology developers in deciding which ontology network life cycle model is the 
most appropriate for building their ontologies. 
2. To help ontology developers to decide which concrete process and activities should be 
carried out in the ontology network development and in which order.  
3. To instantiate the life cycle model selected and to create a particular life cycle for the 
ontology development with the processes and activities needed, including time restrictions 
between processes and activities. 
4. To inform ontology developers about how to carry out a particular process or activity 
through the NeOn methodological guidelines and a reference to the concrete NeOn plug-
ins to be used. That is, to help ontology developers in the ontology project execution.  
According to the aforementioned objectives, gOntt functionalities can be divided in two main 
groups: functionalities for scheduling ontology development projects and functionalities for helping 
in the execution of ontology development projects.  
The functionalities for scheduling an ontology network development are 
 To create particular schedules from scratch, by allowing the ontology developer the 
inclusion of processes, activities, phases and relationships and restrictions between them. 
Such processes and activities could either come from the NeOn Glossary of Processes 
and Activities or be new ones proposed by the developer. 
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 To create particular schedules in a guided way. gOntt creates preliminary plans for the 
ontology development with a simple two-step wizard. The ontology developer uses the 
wizard to answer a set of simple and intuitive questions that implicitly allow him to select 
the ontology life cycle model and the processes and activities to be carried out. This way of 
working is different from that of the Microsoft Project, in which the user should directly 
select a general project template (e.g., engineering template, commercial construction 
template, annual report preparation template, etc.) from a template library.  
gOntt internally uses the methodological foundations explained in Section 9.3, including 
the scheduling templates presented in Section 9.3.4 to automatically generate the initial 
plan. Such scheduling templates show ontology project default plans based on the different 
and possible combinations among life cycle models, scenarios, and processes and 
activities. 
gOntt provides the user with an initial plan in the form of a Gantt chart that the user can 
modify in the following fashion: (a) by including or deleting processes and activities, (b) by 
changing order and dependencies among processes and activities, and (c) by including 
resource assignments and restrictions to the planned processes and activities (this 
possibility is out of the scope of this thesis). 
 To create, modify, and delete gOntt projects. 
 To save and open gOntt projects in an extension (.got) based on an xml standard.  
 To provide graphical and textual visualizations of gOntt projects. 
 To delete processes, activities and phases from a gOntt project. 
 To modify the names of the processes, activities and phases and their order in a gOntt 
project. 
 To create, modify and delete connections between activities, between processes, and 
between activities and processes. If a connection exists between two elements, the second 
one cannot start until the first connection finishes. These connections can have two 
different meanings: logical dependencies and temporal dependencies. 
y Logical dependencies: when it is required that one activity is carried out before another 
because of the nature of the activities (e.g., diagnosis before repair in ontology 
validation). 
y Temporal dependencies: when an activity should be performed after another because 
of project needs (e.g., ontology reuse and non-ontological reuse can be carried out in 
parallel because they have no restrictions between them but, in some cases, there are 
no enough human resources to perform the activities in parallel and so they should be 
planed to be perform in sequence). 
 To include and modify the duration and the starting date of the processes, activities and 
phases. 
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The functionalities for helping in the execution of ontology development projects are 
 To provide the developer with some methodological guidelines for the processes and 
activities identified in the NeOn Methodology, and thus  
y To display a filling card, which includes the process or activity definition, its goal, 
inputs and outputs, performer of the process or activity, and time of the performance. 
Figure 43 shows an example of the filling card for the ontology localization activity. 
 
Figure 43. Example of the Ontology Localization Filling Card in gOntt 
y To display a workflow and some methodological guidelines explaining how the 
process or the activity should be carried out, including its inputs, outputs and actors 
involved. Figure 44 shows an example of the methodological guidelines for the 
ontology localization activity. Workflows are implemented with Eclipse Cheat Sheets66. 
 
                                                
66 http://www.ibm.com/developerworks/opensource/library/os-ecl-cheatsheets 
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Figure 44. Example of the workflow and of some methodological guidelines for the 
Ontology Localization activity in gOntt 
 To provide a direct access to the NeOn plug-ins associated to each process and activity 
planned. This means that gOntt triggers the different NeOn Toolkit plug-ins associated to 
each process or activity included in the plan. 
 
Figure 45 shows the general appearance of the gOntt plug-in, whereas Figure 46 shows a specific 
plan in which it is worth mentioning that in the reuse phase, ontological and non-ontological 
resource reuses can be replicated for each different ontological and non-ontological resource used 
in the ontology development; the same can be said in the reengineering phase for the non-
ontological resource reengineering process. 
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Figure 45. Screenshot of the gOntt plug-in 
 
Figure 46. A specific plan generated by gOntt 
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9.5. Guidelines for Scheduling with gOntt 
In this section, we propose a workflow for carrying out the scheduling of ontology development 
projects using gOntt. We include prescriptive methodological guidelines for each of the tasks in the 
workflow proposed. The tasks for carrying out the scheduling activity can be seen in Figure 47, and 
are explained in detail below.  
Task 1. Selecting the ontology 
network life cycle model
Task 2. Selecting the set of 
scenarios
Users, Domain Experts and ODT
Task 3. Updating initial plan
Task 4. Establishing resource 
restrictions and assignments
Users, Domain Experts and ODT
Users, Domain Experts and ODT













Cycle in the 
form of a Gantt 
chart
OUTPUT
Types of potential 
knowledge 





Cycle in the 




Figure 47. Tasks for scheduling ontology development projects with gOntt 
Task 1. Selecting the ontology network life cycle model. 
The goal of this task is to obtain the most appropriate ontology network life cycle model for the 
ontology network to be developed. Users, domain experts and the ontology development team 
carry out this task taking as input both the ontology requirement specification document (ORSD) 
and the types of potential knowledge resources to be reused during the development. To help 
ontology developers to decide which is the most appropriate life cycle model among those 
presented in Section 7, gOntt presents a simple natural language question, displayed in Figure 48. 
Based on the response given to the question, the waterfall model or the iterative-incremental is 
selected. In the case of the iterative-incremental model, ontology developers should also provide 
the expected number of iterations in the ontology development. 
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Figure 48. Decision tree for selecting the most appropriate model 
Task 2. Selecting the set of scenarios. 
The goal of this task is to select the set of scenarios to be followed during the ontology network 
development. Users, domain experts and the ontology development team carry out this task taking 
as input both the ontology requirement specification document (ORSD) and the set of potential 
knowledge resources to be used during the development.  
To help ontology developers in this task, gOntt presents the set of natural language questions 
displayed on the left hand-side of Figure 39. If the model selected in Task 1 is the waterfall one, 
then questions should be answered once; on the other hand, if the model selected is the iterative-
incremental one, then the set of questions should be answered once per each iteration expected. 
With the responses to these questions and the methodological foundations presented in Section 
9.3, gOntt is able to obtain the initial ontology network life cycle, that is, an initial plan for the 
ontology network development. The task output can be represented as a Gantt chart, which is de 
facto standard in software project management. The main idea here was not to create new 
representations for schedules in ontology engineering but to adapt the existing ones from Software 
Engineering to this field. 
Task 3. Updating initial plan. 
The goal of this task is to modify (if necessary) the initial plan presented by gOntt. Users, domain 
experts and the ontology development team carry out this task taking as input both the ontology 
requirement specification document (ORSD) and the set of potential knowledge resources to be 
used during the development.  
Ontology developers can modify the initial plan in the following ways: (a) by including or deleting 
processes, activities, and model phases, and (b) by changing order and dependencies among 
processes and activities. 
Task 4. Establishing resource restrictions and assignments.  
The goal of this task is to include information about temporal scheduling and human resource 
assignments in the life cycle obtained in Task 3. Users, domain experts and the ontology 
development team carry out this task taking as input both the ontology requirement specification 
document (ORSD) and the set of potential knowledge resources to be used during the 
development.  
Task 4 is out of the scope of this thesis. 
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9.6. Conclusions 
To sum up, we could say that the Ontology Engineering field lacks methods and tools that could 
guide ontology practitioners when planning and scheduling their ontology development projects. 
The main contributions of this chapter are 
 The definition of methodological basis for scheduling ontology development projects, which 
are based on the set of scenarios identified in the NeOn Methodology (Chapter 6), on the set 
of life cycle models (Chapter 7), and on the NeOn Glossary of Processes and Activities 
(Chapter 5).  
 The gOntt plug-in, a tool that supports the scheduling of ontology networks developments. 
 The definition of prescriptive methodological guidelines for scheduling ontology development 
projects using gOntt.  
In order to manage properly ontology development projects in complex settings and to apply 
correctly the NeOn Methodology, it is crucial to have knowledge of the entire ontology development 
life cycle before starting the developments. The ontology project plan defines the tasks to be done, 
the time when the tasks will be executed and the dependencies between tasks. The project plan is 
the only way, as can be shown in other disciplines, to commit people to the project and to show 
how the work will be performed. It also helps the ontology engineer to monitor its execution and 
assess the impact of a particular delay in the planned tasks. 
In relation to the work presented in this chapter, we plan to integrate the guidelines proposed and 
gOntt with the the ONTOCOM model [Simperl et al., 2009] for predicting the total costs of the 
ontology development project. Additionally, we want to extend such works by providing details of 
the cost associated to carrying out a particular task in an ontology development project. 
Finally, we carried out a set of experiments whose aim was to test the preliminary methodological 
guidelines proposed for establishing the ontology network life cycle. Additionally, we performed an 
experiment whose goal was to test the use of gOntt both in the scheduling activity and in the 
development of ontology networks. The main results and conclusions of such experiments are 
presented in Chapter 11. 
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10. Ontological Resource Reuse 
10.1. Introduction 
Ontologies play an important role for many knowledge-intensive applications. The process of 
building ontologies from scratch as proposed in METHONTOLOGY [Gómez-Pérez et al., 2003] 
and in On-To-Knowledge [Staab et al., 2001] is time-and-cost consuming. One way of reducing the 
time and costs associated to the ontology development is by reusing available ontological 
resources. Ontologies developed by reuse are also expected to spread good practices (from well-
developed ontologies) and increase the overall quality of ontological models. 
The state of the art presented in Chapter 2 shows that most of the methods studied for carrying out 
the ontological resource reuse consist of high level steps but do not provide detailed guidelines 
explaining how to perform each step. Additionally, such methods do not take into account different 
levels of granularity during the reuse. Thus, one of the open research problem to be solved in this 
PhD thesis is the following:  
 There are no detailed prescriptive guidelines to reuse ontological resources at different 
levels of granularity. 
In this chapter we try to give solution to the abovementioned open research problem by reusing 
domain and general or common ontologies as a whole and/or by reusing ontology statements. That 
is, we establish a clear, simple, and useful procedure to reuse ontological resources. As stated in 
Chapter 3 as a restriction, it is out of the scope of this thesis to provide guidelines for reusing 
ontology modules and for reusing and reengineering knowledge resources that are not ontologies. 
The rest of the chapter is structured as follows: Section 10.2 presents an overview of the 
ontological resource reuse; Section 10.3 provides the methodological guidelines for reusing 
general or common ontologies; Section 10.4 describes the methodological guidelines for reusing 
domain ontologies as a whole; Section 10.5 presents the methodological guidelines for reusing 
ontology statements; and finally Section 10.6 concludes the work presented in the chapter. 
10.2. Overview of Ontological Resource Reuse 
As mentioned in Chapter 6, the NeOn Methodology presents 9 scenarios for building networks of 
ontologies. One of these scenarios is Building Ontology Networks by Reusing Ontological 
Resources. In this scenario, ontology developers should analyse whether ontological resources 
can be reused to build an ontology network or not. The underlying principle is that reusing 
ontological resources reduces the time and costs associated to the ontology development.  
The reuse of ontological resources is encouraged by a recent increase in the number of on-line 
available ontologies, ontology libraries and repositories67. 
                                                
67 See for example a list of novel ontology search engines described at: 
http://esw.w3.org/topic/TaskForces/CommunityProjects/LinkingOpenData/SemanticWebSearchEngines. 
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The ontological resource reuse process is often influenced by the type of ontology to be reused as 
presented in Figure 49. There are several types:  
 General [van Heijst et al., 1997] or common ontologies [Mizoguchi et al., 1995] provide 
conceptualizations of generic topics such as time, space, and mereology, and represent 
knowledge reusable in different domains. They are usually based on well studied theories68: 
mereology, which formalizes parthood relation; topology, which formalizes connection 
relations; time theories, which formalize terms like time interval, time point, etc. Given the 
generality of the topic described, it is common to have several ontologies on the same 
topic, each of them taking a different standpoint in the conceptual model of the topic. For 
example, in the case of the topic “time” one ontology can model a particular temporal point, 
and other ontology can model a temporal interval. When reusing one of these ontologies, 
the ontology engineer needs to be aware of the different views and assumptions the 
ontology relies on. Guidelines for reusing general or common ontologies are provided in 
Section 10.3.  
 Domain ontologies provide knowledge of a specific domain such as medicine, pharmacy, 
fisheries, etc. These ontologies can be helpful in cases when a domain ontology is being 
built in the same domain.  
The reuse of large ontologies such as WordNet69, the NCI ontology [Golbeck et al., 2003] is rather 
difficult because they contain a large amount of knowledge not really needed for a particular 
ontology development. Sometimes, the reuse requires to retrieve bits of knowledge (e.g., modules, 
statements) and integrate them later on in the new ontology being built rather than to retrieve entire 
ontologies [d’Aquin et al., 2007b]. For this reason, we distinguish different levels of granularity in 
the reuse of ontologies, as shown in Figure 49.  
 Ontologies can be reused as a whole if they closely meet the expectations and the needs of 
the ontology engineer. Methodological guidelines for reusing domain ontologies as a whole 
are provided in Section 10.4.  
 In certain cases, only one part or module70 of an ontology is relevant for reuse. For 
example, when building an ontology about lung cancer, it is not necessary to reuse an 
entire ontology about the human body, it suffices to reuse a module describing concepts 
related to the lung. Guidelines for reusing ontology modules are out of the scope of the 
thesis. 
 In other cases, only some knowledge components from the ontology (the description of a 
particular entity, the branch in the taxonomic hierarchy in which an entity appears, or entity 
neighborhoods in the ontology) are relevant for the development needs. In these cases, the 
reuse of ontological knowledge is performed at the statement level, providing the ontology 
developer with better control of the material being reused. Methodological guidelines for 
reusing ontology statements71 are provided in Section 10.5. 
 
 
                                                
68 A theory is considered here as a system of definitions, axioms and theorems that can be formal, semi-formal or 
informally represented. 
69 http://wordnet.princeton.edu/ 
70 We consider a module [d’Aquin et al., 2007c] as a part of the ontology that defines the relevant set of terms for a 
particular purpose. 
71 An ontology statement (or triple) contains the following three components: subject, predicate, and object. 
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Figure 49. Different types of ontological resource reuse 
The rest of the chapter includes some methodological guidelines for reusing ontological resources. 
It also provides some guidelines for reusing general or common ontologies, domain ontologies and 
ontology statements.  
10.3. Reusing General or Common Ontologies 
Common or general ontologies72 [Van Heist et al., 1997] are normally based on philosophical 
theories difficult to understand by engineers. Examples of theories fomalizing knowledge are the 
mereology theory [Varzi, 2007], the topology theory [Varzi, 2007], and the time theory [Hayes, 
1995]. Part of this knowledge has even been implemented in languages such as KIF [Genesereth 
and Fikes, 1992], OWL [Patel-Schneider et al., 2004], and CML [Schreiber et al., 1994b].  
One of the first works that describe how to build general ontologies is due to Borst [Borst, 1997], 
who built and used a mereology ontology in an engineering application for modelling, simulating 
and designing physical systems. Borst implemented the mereology ontology from scratch in 
Ontolingua, an ontology based on the work presented in [Simons, 1987]. 
                                                
72 Henceforth, we refer to general or common ontologies, just as general ontologies. 
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General ontologies formalize notions that go beyond particular domains. For example, the part of 
relation links objects in the mechanical domain (the spark plug is part of the motor), and also in the 
domain of cultural activities (the interpretation of Radetzsky March is part of the New Year 
Concert). Thus, it seems logical to affirm that such general ontologies have a great potential for 
reuse. 
However, nowadays most ontology developers consider this type of ontologies difficult to 
understand and, therefore, difficult to use, which implies that they avoid using these formal notions 
embedded in the general ontologies. As a confirmation of this assertion, we can show the results of 
a simple experiment we performed. Using Watson on-line we searched for semantic documents 
that contain the term “part”. Our search yielded a high number of results (4032)73. We then 
examined a subset of such ontologies (approximately 500) and realized that relations such as 
hasPart, partOf, etc. are simply defined as object properties with no background knowledge about 
this kind of relationships. We found in our analysis only one ontology (bio-zen.owl74) that reuses 
the general ontology Dolce-Lite. A similar situation occurred when we searched for ontologies 
containing the term “time”. In this case, we obtained 8803 semantic documents and found that only 
one of the ontologies analysed (bio-zen.owl) reuses the notion of time from a general ontology. 
Let’s suppose now that we have to develop an ontology about pharmaceutical products in which 
we directly define an object property as ‘isPartOf’. In this case, to answer the CQ ‘which medicine 
contains iron?’, a Java program similar to those presented in Figure 50 would be necessary. 
However, if we are aware of the formal properties (e.g., transitivity, antisymmetry, etc.) of the 
relationship ‘part of’ and we include such formal notions in the ontology (e.g., transitivity), then the 
aforementioned CQ could be solve with the SPARQL75 query shown in Figure 51.  
// Java program JP1 
 
public static List<Individual> SearchForFeature(OntModel m, Individual initial, 
ObjectProperty property, OntClass concept) 
  { 
    List<Individual> openL = new ArrayList(); 
    List<Individual> wholesL = new ArrayList(); 
    List<Individual> lIndividuals = new ArrayList(); 
 
    Iterator itc = concept.listInstances(); 
 
    while(itc.hasNext()) lIndividuals.add((Individual) itc.next()); 
 
    openL.add(initial); 
 
    while (!openL.isEmpty())  
    { 
      Individual q = (Individual) openL.get(0); 
      openL.remove(0); 
      if (lIndividuals.contains(q)) wholesL.add(q); 
      Iterator it = q.listPropertyValues( property ); 
      while(it.hasNext()) 
openL.add(((OntResource) it.next()).asIndividual()); 
    } 
    return wholesL; 
  } 
Figure 50. Example of a Java program 
 
                                                
73 Access carried out the 27 of April of 2010. 
74 http://neuroscientific.net/bio-zen.owl 
75 The W3C Recommendation for SPARQL is available in  (Prud'hommeaux and Seaborne, 2008). 
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# SPARQL query SQ1 
 
PREFIX rdf: <http://www.w3.org/1999/02/22-rdf-syntax-ns#> 





 ?X rdf:type ub:drug . 
 ub:iron ub:isPartOf ?X . 
} 
Figure 51. Example of a SPARQL query 
Thus, we can gain time and effort if we explicitly define ‘what things are’ in the ontology by reusing 
general ontologies, instead of implementing a Java program that refers to ‘how things are done’. 
That is, reusing general ontologies in the ontology development (a) prevents from repeating the 
definition of general notions (e.g., part of) and (b) allows taking advantage of the formal 
characteristics of such notions (properties and definitions). 
The main aim of this section is to brigde the gap between the people who work in formal 
specifications with a solid theoretical grounding and those who work in more technical issues. 
This section is organized as follows: first, we explain with examples two of the theories most 
relevant in philosophical ontology, in particular, the time theory (Section 10.3.1) and the mereology 
theory (Section 10.3.2). Then, we propose prescriptive methodological guidelines to reuse general 
ontologies (Section 10.3.3). Finally, we provide in Annex II an example of how to use the 
guidelines here proposed for the general ontology reuse process.  
10.3.1. Time Modelling 
This section presents some notions of time theories in an intuitive manner, which will facilitate the 
selection of time ontologies to non-experts. These notions are based on [Fernández-López and 
Gómez-Pérez, 2004]. 
 Time points. As a first intuitive approximation, we can see time points as points in the line 
time. A study of different ways to define the concept of time point can be found in [Hayes, 
1995]. 
 Time intervals. Also as a first intuitive approximation, we can see a time interval as the time 
between two time points. The abovementioned work also studies different ways to define 
the concept of time interval. 
 Absolute and relative time. On the one hand, we can say that time is represented in an 
absolute way when it is related to a fact76. For example, we can associate 1789 with the 
beginning of the French Revolution. On the other hand, we say that the valid time of a fact 
is represented in a relative way when it is related to the valid time of another fact (e.g., the 
Russian Revolution was after the French Revolution). 
 Relations between time intervals. The most well-known relations between intervals are the 
ones identified by Allen [Allen, 1984]. Some of them are shown in Figure 52. 
                                                
76 http://www.cs.auc.dk/~csj/Glossary/ 
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Figure 52. Relations between intervals 
 Convex and non convex intervals. These notions allow identifying periodic intervals with 
gaps between them (e.g., “every Wednesday”), which are called non convex intervals. 
Conversely, convex intervals are those that are not composed of “separate pieces” (e.g., 
from 1st April 2004 to 30th April). 
 Open and closed intervals. Sometimes, the interval end points might be or not included in 
the interval. For example, [1985, 1986) is an interval left closed and right open. 
 Proper intervals. An interval whose extremes are different is called proper (see DAML 
ontology documentation77 78). Thus, for example, [1985, 1986] is a proper interval, however, 
[1985, 1985] is not. 
 Temporal granularities. For example, the duration of an event in days can be transformed 
into minutes. This operation is usually easy to carry out. However, there are cases where 
the transformation can be more difficult. Let’s think, for instance, in the transformation of an 
interval between two different natural days into working days [Bettini et al., 1996]. 
 Total ordering. Total ordering means that, for every pair of temporal points t1 and t2, 
necessarily t1 < t2 or t2 < t1. It is useful to make this assumption in many applications. 
However, and in distributed systems mainly, this assumption may not be so appropriate. 
For example the time point t1 when the process P1 is started in the machine M1 and the 
point t2 when the process P2 is started in the machine M2 may not be linked through the 
relations t1 < t2 nor through t2 < t1. 
 Infinity. An infinite interval is that which is not limited in the past or in the future. There are 
two common ways of allowing infinitely long intervals (see footnote 77). In the first approach 
(see Figure 53), an infinite interval in the past and in the future is modelled through a point 
in the negative infinite and another one in the positive infinite. In the second approach, an 
infinite interval in the past and in the future is modelled through one interval with no 
beginning and one interval with no ending. Given that the second approach does not allow 
considering points in the infinite, both approaches are incompatible with the same ontology. 
This is the reason why some ontologies leave this part of the modelling open. 
 Density, which is used to represent that between any two distinct points there is a third 
distinct point. If we assume that between the second s and the second s + 1 there is no 
another second, and the time is viewed as an ordered set of seconds, then density cannot 
be assumed. The same happens if time is represented as an ordered set of minutes, or 
hours, etc. However, we have the option of assuming that a second establishes the interval 
where a time point is. According to this approach, if we say that point P is in second s, we 
are specifying the interval of time where P is. In this case, density can be assumed. 
                                                
77 http://www.cs.rochester.edu/~ferguson/daml/ 
78 http://vacuumcleaner.cs.kun.nl/c-corn/documentation/CoRN.ftc.MoreIntervals.html 
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Figure 53. The two usual representations of infinite temporal intervals (see footnote 77) 
 Isomorphism to the real numbers. The set of real numbers is very often the model of the 
time theory. We can observe that if we take this model in an exact way, we assume the 
properties of density, convexity, total ordering; we also assume that there are no points in 
the infinite. 




Absolute and relative time 
Relations between time intervals 
Convex and non convex intervals 






Isomorphism to the real numbers 
Table 13. Summary of notions in the time modelling  
10.3.2. Mereology Modelling 
A mereology is a formal theory of parts and associated concepts [Borst, 1997; Schneider, 2004]. 
We have said ‘a mereology’ instead of ‘the mereology’ because different assumptions can be taken 
into account in the formalization of parthood. Therefore, different mereologies can be proposed. 
In the following paragraphs we will show the set of mereologies presented by Varzi [Varzi, 2007]. 
Theory M 
Most of the authors agree on the following core of axioms (named with A) and definitions (named 
with D) [Varzi, 2007]. Along these paragraphs we use the examples of territories to clarify the 
meaning of axioms and definitions. The mentions to administrative units really refer to their 
physical territories. 
 A.1) Reflexivity. Every object of the universe of discourse is a part of itself. For instance, the 
European Union (EU) is part of the EU. 
 A.2) Antisymmetry. If an object x is a part of y, and y is a part of x, then x and y are the 
same object. For instance, if the territory T1 is part of the territory T2, then the only way so 
that T2 is part of T1 is being T1 and T2 the same territory. 
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 A.3) Transitivity. If x is a part of y, and y is a part of z, then x is a part of z. For instance, 
Madrid is part of a Spain, and Spain is part of EU, therefore, Madrid is a part of EU. 
A number of additional mereological predicates can be then introduced by definition: 
 D.1) Proper part. A proper part is a part that is other that the individual itself. For example, 
Spain is proper part of EU, since Spain is part of EU and they are different entities. 
 D.2) Direct part. X is direct part of y if and only if x is proper part of y and there is no part 
between x and y79. For example, Italy is direct part of EU, but Madrid is not, since Spain is a 
part between Madrid and EU. 
 D.3) Overlap. The relation overlaps is defined as a sharing part. That is, x and y overlap if 
and only if there is a z such that z is part of x and part of y. For instance, Spain and Africa 
overlap, since Spain has territories physically located in Africa (Ceuta, Melilla, etc.). 
 D.4) Underlap. The relation underlaps is defined as a sharing whole. That is, x and y 
underlap if and only if there is a z such that x and y are parts of z. For example, Portugal, 
Spain, France and Italy underlap the same common whole: EU. 
 D.5) Disjoint. The disjoint relation is the logical negation of overlaps. For example, EU and 
USA are disjoint territories. 
Theory M may be viewed as the embodiment of the common core of any mereological theory. A.1-
A.3 should be extended to build a mereology. Some of the most relevant extensions are the 
supplementation principles, the sum and the product principles, and the atomistic assumption. The 
combination of extensions leads to the following mereologies: minimal, extensional, closure, 
closure extensional, general, general extensional and atomistic. 
Minimal Mereology (MM) 
A way to extend M is assuming the following decomposition principle [Varzi, 2007]: 
 A.4) Weak supplementation principle. Every object x with a proper part y has another part z 
that is disjoint from y. The domain of territories, for example, fulfils this principle. For 
example, given that Spain is proper part of the European Union (EU), then EU has other 
parts that are disjoint from Spain: Portugal, France, Italy, etc. 
Most of the authors strengthen that A.4 should be incorporated to M as a further fundamental 
principle on the meaning of part-of. Other authors provide scenarios that could be 
counterexamples of this principle. However, it is far from being demonstrated that such supposed 
counterexamples have implications in computer applications. 
Extensional Mereology (EM) 
There is another stronger way to express decomposition: 
 A.5) Strong supplementation. If y is not part of x, then there is a part of y that does not 
overlap with x. The domain of territories also fulfils the strong supplementation principle. 
For example, given that Spain is not part of Africa, there is a part of Spain (e.g., Madrid) 
that is not part of Africa. The reason why this principle is named strong is that A.5 implies 
A.4. 
This theory is called ‘extensional’ because a theorem (T) that can be demonstrated is: 
 T.1) For all x and y such that x has proper parts or y has proper parts, x and y are identical 
if and only if x and y have the same proper parts, that is, for all z, z is proper part of x if and 
only if it is part of y. For example, the territory of Community of Madrid is the same as the 
one of Province of Madrid because both of them are composed by the same proper parts, 
that is, by the same municipalities. 
                                                
79 http://hcs.science.uva.nl/projects/NewKACTUS/library/lib/mereology.html 
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Closure Mereology (CM) 
Another way of extending M is by composition [Varzi, 2003]: 
 A.6) Sum principle. If x and y underlap, then there is a z such that, for all w, w overlaps z if 
and only if w overlaps x or w overlaps y. That is, if two objects underlap, then it may be 
assumed that there is a smallest object of which they are part (an object that exactly and 
completely exhausts both). For instance, Madrid and Barcelona underlap, since they are 
both parts of Spain. According to A.6, there is an object made up exactly of Madrid and 
Barcelona. Although Spain contains both Madrid and Barcelona, it is not the sum, since it is 
not the smallest object that fulfils such a property. 
 A.7) Product principle. If x overlaps y, then there is a z such that for all w, w is part of z if 
and only if w is part of x and w is part of y. That is, if two objects overlap, then it may be 
assumed that there is a largest object that is part of both (the common part at their 
junction). For example, Spain and Africa overlap, and it may be assumed that there is a 
largest object that is overlapped by both: Canaries, Ceuta, Melilla, etc. 
The assumption of A.6 and A.7 is controversial. That is, not every researcher accepts that the 
inclusion of these axioms leads to a practical or theoretical benefit. In fact, it is not obvious that the 
overlap of Spain and Africa makes an entity. 
Closure Extensional Mereology (CEM) 
The action of adding the axioms A.6 and A.7 to MM or to EM yields as a result Minimal Closure 
Mereology (CMM) or Extensional Closure Mereologies (CEM), respectively. In the presence of A.4, 
A.7 implies A.5. Consequently, CMM and CEM are the same theory [Varzi, 2003]. 
The entities whose conditional existence is asserted by A.6 and A.7 must be unique in the 
presence of extensionality. Thus, CEM supports the following definitions: 
 D.6) Binary sum. X + y is the z that fulfils that for all w, w overlaps z if and only if w overlaps 
x or w overlaps y. That is, x + y is the smallest object of which x and y are part. 
 D.7) Binary product. X · y is the z that fulfils that for all w, w is part of z if and only if w is 
part of x and w is part of y. That is, X · y is the largest object that is part of x and y. 
General (classical) Mereology (GM) 
Another way of extending M is through the following axiom schema:  
 A.8) Unrestricted fusion principle. For every satisfied property or condition φ there is a z 
such that for all y, y overlaps z if and only if there is an x such that x satisfies φ and 
overlaps y. That is, there is an entity consisting of all those things that satisfy φ. For every 
satisfied property or condition φ there is an entity consisting of all those things that satisfy 
φ. For example, let’s suppose that φ means: “country with more than 10 millions of 
inhabitants”, then there is an object that consists of all the countries with more than 10 
millions of inhabitants. 
If A.5 is satisfied, then at most one entity can satisfy the consequent of A.8. Therefore, the 
operation of general sum (σ) can be defined:  
 D.8) General sum. The general sum of all xs satisfying φ is that z such that for all y, y 
overlaps z if and only if there is an x such that x satisfies φ and overlaps y. That is, the sum 
of φs is the entity that consists of all entities that satisfy φ. 
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General Extensional Mereology (GEM) 
The extensions of MM and EM, which yield the same extensional strengthening of GM [Varzi, 
2003], is the theory of General Extensional Mereology, or GEM, since A.8 implies A.7 and A.7 + 
A.4 imply A.5 [Simons, 1987]. It is also clear that GM is extension of CM and GEM is extension of 
CEM, since A.6 also follows from A.8.  
Atomistic Mereology 
In an atomistic mereological theory, every element is made up of elements that are building blocks 
or atoms. To describe such a theory, the following definition can be provided: 
 D.9) Atom. It is an element that does not have proper parts. 
The atomistic axiom can be formulated in this way: 
 A.9) Atomicity. Every object has at least a part that is an atom. For example, the 
administrative division of territories follows this axiom, since there are simple divisions that 
are not divided in its turn. 
Figure 54 shows a diagram with all the theories [Varzi, 2003] presentedd in this section until now. 
A mereology X (e.g., GEM) extended with the atomicity axiom is known as AX (e.g., AGEM). 
 
Figure 54. Hasse diagram of mereological theories (from weaker to stronger, going uphill) 
[Varzi, 2003] 




A.3) Transitivity  
A.4) Weak supplementation principle  
A.5) Strong supplementation 
A.6) Sum principle  
A.7) Product principle 
A.8) Unrestricted fusion principle  
A.9) Atomicity 
D.1) Proper part  
D.2) Direct part 
D.3) Overlap  
D.4) Underlap 
D.5) Disjoint 
D.6) Binary sum 
D.7) Binary product  
D.8) General sum  
D.9) Atom 
Table 14. Summary of the axioms and definitions in the mereology modelling 
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10.3.3. Methodological Guidelines for Reusing General Ontologies 
The goal of reusing general ontologies is to find and select general or common ontologies and 
integrate them in the ontology network being developed. 
In the framework of the NeOn Methodology for building ontology networks, we propose the Filling 
Card presented in Table 15 for the reuse of general ontologies. The card includes the definition, 
the goal, the inputs and outputs, the performer of the process and the time scheduled for the 
process. 
General Ontology Reuse  
Definition 





The goal of this process is to find and select general ontologies and integrate them in the 




Competency questions (CQs) included in 
the ORSD of the ontology network to be 
developed and the implementation 
language of such ontology.  
Optionally, there may be a set of tables that 
compare with the same criteria the 
candidate ontologies to be reused. 
 
A general ontology integrated in the ontology 




Software developers and ontology practitioners involved in the ontology development. It may be 









Table 15. General Ontology Reuse Filling Card 
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Figure 55. Activities for Reusing General Ontologies 
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The workflow in Figure 55 is divided in two main parts: 
 Part 1. Activities 1 to 5 have to be carried out to obtain a comparative study of the theory 
that supports the type of general ontology to be reused (e.g., a study on time modelling or 
a study on part-whole modelling). The purpose of this part is to compare the general 
ontologies that describe a particular theory (e.g., time, mereology) with the features of such 
a theory. Our proposal is to carry out such a comparative study in the form of a table and 
then to use this table to select the general ontology that best fits with the requirements of 
the ontology to be developed. 
 Part 2. Activities 6 to 8 have to be carried out to select, customize, and integrate in the 
ontology to be developed the most appropriate general ontology. 
It is worth mentioning that if there is a previous comparative study of the theory that supports the 
type of general ontology to be reused, then activities 1 to 5 do not have to be carried out, and thus 
the reuse process should start directly in Part 2.  
The activities shown in Figure 55 are explained in detail next. Thus, we include the NeOn 
methodological guidelines for reusing general ontologies. For the sake of clarity, we explain the 
different activities involved in the whole process and consider the reuse of just one general 
ontology. To reuse more than one general ontology, the process described should be performed 
iteratively. 
Activity 1. Identifying the type of general ontology to be reused. 
The goal of this activity is to determine whether general ontologies should be reused, and if the 
answer is affirmative, what type of general ontology should be reused. Table 16 shows some 
heuristics to help to decide the type of general ontology to be reused. Such heuristics are based on 
the analysis of competency questions (CQs) of the ontology being built. Table 17 shows some 
example of these heuristics. 
Condition on the CQs of the 
ontology Typical cases 
Type of general 
ontology to reuse 
The word when appears. 
Some of the following adverbs appear: after, 
before, at the same time, simultaneously, etc. 
Some of the following expressions appear: 
how many times, how much time, how often, 
etc. 
A reference to time appears. 
Some of the following nouns appear: date, 
hour, minute, second, etc. 
Time 
Spatial relations 
Relations between activities 
The conjunction of the following 
conditions is satisfied: 
CM1) the CQ refers to a relation 
R that establishes an order; and 
CM2) R fulfils the weak 
supplementation principle. 
Relations between mechanical devices and 
their pieces 
CM3) The CQ refers to a relation 
S that is subrelation of an R that 
satisfies conditions CM1 and 
CM2. 
Some relations in the aforementioned domains 
(e.g., is capital of, is the conductor of, is the 
main component of, etc.). 
Mereology 
Table 16. Heuristics to determine what type of general ontologies is needed 
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Examples of the condition Typical cases and conditions Type of general ontology to reuse 
When is the deadline of 
activity a? The word when appears. 
Is activity a1 before activity 
a2? 
The adverb before appears. 
How often must driver d rest? The expression how often appears. 
How many hours does 
activity a last? 
The expression how many and the noun date 
appear. 
Time 
Which places can be visited 
in region r? 
Satisfaction of CM1: the place p1 can belong 
to the place p2, p2 to p3, etc., in such a way 
that the order p1 < p2 < p3 could be 
established, where ‘<’ means belongs to. 
Satisfaction of CM2: if x ≠ y and x belongs to 
y, then y necessarily has another place z 
such that z does not overlap x. For example, 
given that Madrid belongs to Spain and 
Madrid is not equal to Spain, then Spain has 
other places. 
Which were the 
interpretations in concert c? 
Satisfaction of CM1: the interpretation of a 
music piece p can belong to the interpretation 
of a music work w, w can belong to concert c, 
etc, in such a way that the order p < w < c 
could be established, where ‘<’ means 
belongs to. 
Satisfaction of CM2: for example, given that 
the interpretation of Chopin’s Sonata opus 35 
belongs to Pollini’s concert in Paris the 13th of 
October of 2009, and the interpretation of the 
Sonata opus 35 is not equal to such a 
concert, then it had other interpretations. 




Satisfaction of CM1: a spark plug p can 
belong to an engine e, e to car c, etc, in such 
a way that the order p < e < c could be 
established, where ‘<’ means belongs to. 
Satisfaction of CM2: for example, given that 
the 602 cc H2 air cooled engine belongs to 
Citroën 2CV, and such an engine is not equal 
to the 2CV, then the 2CV has other 
components. 
Which is the capital of 
country c? 
Satisfaction of CM3: is capital of is 
subrelation of is part of. 
Mereology 
Table 17. Examples of the heuristics to determine what type of general ontologies is needed 
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