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Resumen El e´xito de una partida en un juego de estrategia en tiempo
real (RTS) depende de la capacidad de cooperacio´n y reaccio´n en forma
adaptativa, ante los movimientos del oponente, por parte del jugador.
En muchos videojuegos, esto se logra a trave´s del uso de las llamadas
formaciones de “unidades”. El propo´sito de este trabajo es presentar el
disen˜o de un micromanagement de las formaciones de grupo de agentes
que se desenvuelven en un ambiente dina´mico y que permite adaptar
en forma “online” su comportamiento. La toma de decisio´n del agente
propuesto que decide la ta´ctica del juego, se realiza a partir de un a´rbol
de decisio´n, codificado en XML, que es generado por la herramienta
Weka, lo que permite automatizar el proceso de generacio´n del a´rbol de
decisio´n a partir de una base de datos. Asimismo, se presenta el disen˜o
e implementacio´n de un traductor que a partir del a´rbol de decisio´n
en formato XML genera reglas simples IF-THEN. Los cambios “online”
que se producen en el comportamiento de las formaciones, se reflejan
en el juego utilizando la te´cnica scripting. Dicho micromanagement fue
implementado, a partir de una arquitectura propuesta de videojuegos
RTS, sobre la plataforma de StarCraft: Brood War.
1. Introduccio´n
En la actualidad, los videojuegos son de gran importancia dentro de la indus-
tria del entretenimiento. Sin embargo, su aplicacio´n ha ido mas alla´ del diverti-
mento, encontrando utilidad en otros campos como el entrenamiento militar y/o
deportivo, educacio´n y en general ludificacio´n (gamification) [3,2,7,16]. Existen
caracter´ısticas comunes en los juegos, como las severas restricciones de tiempo
y la fuerte demanda de Inteligencia Artificial (IA) en tiempo real, la cual debe
ser capaz de resolver tareas de decisio´n de manera ra´pida y satisfactoria.
En un videojuego los jugadores interactu´an con las diferentes entidades pre-
sentes en el mundo virtual proporcionadas por el entorno. La calidad de esta
interaccio´n esta´ asociada, en buena parte, a la inteligencia mostrada por los per-
sonajes controlados por la computadora (de ahora en ma´s NPC, por sus siglas
en ingle´s, Non-Player Character) que habitan el mundo virtual.
En el ge´nero de los juegos RTS (Real Time Strategy), la inteligencia de los
NPCs debe ser lo suficientemente abarcativa de manera que exhiba coordinacio´n
en las acciones de las unidades, toma de decisiones estrate´gicas y gestio´n efectiva
de los recursos y las unidades. Sin embargo, la mayor´ıa de los videojuegos RTS
exhiben un motor de Inteligencia Artificial (o Inteligencia Artificial del Juego,
IAJ) de baja calidad, presentando acciones y estrategias por defecto, las cuales
son percibidas ra´pidamente por el jugador humano.
A su vez, el e´xito de una partida en un juego depende de la capacidad de coo-
peracio´n y reaccio´n, ante los movimientos del oponente, por parte del jugador. En
muchos videojuegos, esto se logra a trave´s del uso de las llamadas formaciones de
“unidades” [15]. La gestio´n de unidades de combate, comu´nmente denominada
micromanagement, tiene el propo´sito de maximizar el dan˜o causado al enemigo y
minimizar el propio. Las formaciones de grupo pueden proveer estas capacidades
a trave´s de movimientos cohesivos de grupo [15].
En un ambiente dina´mico, como lo es el de los juegos RTS, es fundamental
que el comportamiento de las formaciones propias responda a co´mo se presenta
el oponente durante el combate y se adapte en tiempo real al comportamiento
mostrado por el oponente.
En este trabajo se presenta el disen˜o de un micromanagement de las forma-
ciones de grupo de agentes que se desenvuelven en un ambiente dina´mico y que
permite adaptar su comportamiento. La toma de decisio´n del agente propues-
to que decide la ta´ctica del juego, se realiza a partir de un a´rbol de decisio´n,
codificado en XML. El formato del a´rbol de decisio´n se corresponde con el ge-
nerado por la herramienta WekatextToXML [12]. Esta herramienta convierte un
a´rbol de decisio´n producido por la herramienta Weka [6] en un archivo XML.
Esto permite automatizar el proceso de generacio´n del a´rbol de decisio´n a partir
de una base de datos, utilizando un reconocido sistema. Asimismo, se presenta
el disen˜o e implementacio´n de un traductor que a partir del a´rbol de decisio´n
en formato XML genera reglas simples IF-THEN. Dicho micromanagement fue
implementado, a partir de la arquitectura propuesta de videojuegos RTS, sobre
la plataforma de StarCraft: Brood War [1]. Este juego fue seleccionado por su
e´xito comercial y por ser reconocido en el a´mbito acade´mico.
Se utilizo´ la te´cnica de scripting para reflejar los cambios “online” que se
producen en el comportamiento de las formaciones. Esto es, los cambios que se
produzcan al editar el archivo XML se reflejan en la actualizacio´n de las reglas
que conforman el scripting dina´mico.
En [13], se propone la utilizacio´n de scripting dina´mico para reflejar cambios
sobre el comportamiento individual de los NPCs, a diferencia de nuestro trabajo,
donde los cambios se producen sobre la formacio´n. Por otra parte, aquel trabajo
implementa las variaciones en el comportamiento con modificando las priorida-
des(peso) de las reglas que contiene a priori. En nuestro trabajo, los cambios
pueden introducir reglas nuevas modificando el a´rbol de decisio´n.
El resto de este trabajo esta´ estructurado como sigue. En la seccio´n 2, se
introduce la arquitectura propuesta para juegos RTS, describiendo cada uno
de los mo´dulos. La seccio´n 3, presenta el disen˜o del agente Manager Ta´ctico
que es el encargado de las decisiones. En la seccio´n 4, se explican los detalles
de la implementacio´n del comportamiento adaptativo de los grupos utilizando
scripting. Finalmente, en la u´ltima seccio´n se presentan las conclusiones y los
trabajos futuros.
2. Arquitectura Propuesta
Basados en el modelo arquitecto´nico gene´rico propuesto por Millington y
Funge en [10], se disen˜o´ una arquitectura para juegos RTS, que se puede apreciar
en la Fig.1. A diferencia de la presentada en [10], se distinguen la capa estrate´gica
y ta´ctica del juego, diferenciada de la de personaje y se incluyen los mo´dulos



























Figura 1. Arquitectura propuesta del juego
A continuacio´n, describimos cada uno de los mo´dulos que componen la ar-
quitectura.
Capa Estrate´gica
Determina la estrategia a seguir de una formacio´n, para esto se contemplan
dos decisiones estrate´gicas diferentes que una formacio´n puede encarar: ataque
y defensa. Para cada decisio´n estrate´gica se correspondera´ una o ma´s decisiones
ta´cticas. Algunas estrategias propuestas en [8] incluyen, “unirse y defender la
base ma´s cercana”, “ataque en masa”y “ataque desplegado”, entre otras.
Capa Ta´ctica
El propo´sito de esta capa es elegir, en funcio´n de lo decidido por la Capa
Estrate´gica, la formacio´n ma´s adecuada para los grupos de combate en cada
situacio´n de juego. Para lograr su propo´sito, la Capa Ta´ctica utiliza dos entradas
de informacio´n: el modelo del oponente generado por el mo´dulo M.O y los datos
actuales sobre los recursos provistos por el mo´dulo M.R.
Es esperable que los personajes en un videojuego posean capacidad de reac-
cio´n y actu´en de manera cooperativa en pos de exhibir un comportamiento que
desaf´ıe al jugador humano. Por esta razo´n, consideramos apropiado emplear una
metodolog´ıa basada en agentes para abordar nuestros desarrollos.
En este trabajo se eligio´ para el ana´lisis y disen˜o de los agentes a la metodo-
log´ıa Gaia [17], dado que aspectos fundamentales, como autonomı´a, reactividad
y proactividad, pueden ser expresados de manera clara y precisa. Adema´s, el con-
cepto clave de esta metodolog´ıa, el rol, es adecuado si consideramos que nuestro
objetivo es modelar los distintos roles que desempen˜an los personajes presentes
en un juego RTS.
Los roles surgidos de la etapa de ana´lisis son: “l´ıder de formacio´n”, “obser-
vador”, “scout”, “soldado” y “manager ta´ctico”.
Estos roles fueron modelizados teniendo en cuenta que nuestro objetivo final
es el comportamiento coordinado de los agentes. En este sentido, la toma de
decisio´n sobre que´ formacio´n adoptar de acuerdo a lo observado en el ambiente,
la realiza el “manager ta´ctico”, a partir de un a´rbol de decisio´n.
Personajes
Este mo´dulo se encarga de ejecutar las acciones necesarias a nivel de perso-
naje, para establecer en el juego la formacio´n elegida por la Capa Ta´ctica. Cada
rol requerido en la Capa Ta´ctica es disen˜ado e implementado en este mo´dulo, a
trave´s de los servicios que ofrece.
Modelo del Oponente (M.O)
En juegos con informacio´n imperfecta, como los juegos RTS, un jugador no
puede realizar suposiciones esta´ndares sobre los oponentes.
Un factor importante que influencia la eleccio´n de una estrategia en parti-
cular, es la estrategia del oponente. Por ejemplo, si el jugador conoce que´ tipo
de unidades posee el oponente, entonces es esperable pensar que el jugador elija
construir unidades que sean ma´s fuertes que las del oponente. Para realizar
predicciones acerca de la estrategia del oponente, debe ser posible establecer un
modelo del oponente. Sin embargo, realizar esta tarea en un juego RTS representa
un desaf´ıo particular ya que se carece de informacio´n perfecta acerca del entorno
de juego. Ledezma et al. [9] presentan un enfoque para generar modelos del
oponente de manera automa´tica en entornos con informacio´n imperfecta.
Manager de Recursos (M.R)
Este mo´dulo provee informacio´n sobre los recursos econo´micos disponibles
(procesados y no procesados o potenciales), las unidades, de combate y de trabajo
y las construcciones realizadas.
3. Agente Manager Ta´ctico
El e´xito de una partida de juego depende de la capacidad de cooperacio´n
y reaccio´n, ante los movimientos del oponente por parte del jugador. En mu-
chos juegos esto es implementado a trave´s de las formaciones. Una formacio´n
puede definirse como una disposicio´n de unidades. Entre las formaciones ma´s
comu´nmente empleadas podemos citar a la formacio´n en “V”, la formacio´n
en cun˜a o “V” invertida, la formacio´n “fila”, y la formacio´n “circular”, entre
otras[4,15]. Algunas de ellas se muestran en la Figura 2.
(a) Filas (b) Circular (c) Vee
Figura 2. Algunas de las formaciones ma´s comunes
Las unidades dentro de la formacio´n del grupo debera´n seleccionar de manera
inteligente la unidad oponente a atacar. Las reglas que establecen esta seleccio´n
se describen en un esquema de ataque. Existen diversos esquemas propuestos en
[15] y en [14], que incluyen la seleccio´n del ma´s cercano, la seleccio´n del l´ıder, la
seleccio´n relativa y la seleccio´n jera´rquica, entre otras.
Dentro de la capa Ta´ctica se desarrollo´ el agente Manager Ta´ctico encargado
de manterner coordinado al grupo de unidades y de decidir la formacio´n y el
esquema de ataque. En este sentido, se caracterizo´ a las formaciones como grupo
de agentes y se definieron posibles operaciones.
Definition 1. [Grupo de Combate]
Definimos a un grupo de combate GC mediante la estructura 〈SL, L, SR, F, E〉
donde SL y SR son secuencias finitas, posiblemente vac´ıas, de agentes a izquierda
y derecha, respectivamente, del l´ıder L, con L /∈ SL y L /∈ SR. F y E indican,
el tipo de formacio´n utilizada y el esquema de ataque a emplear por el grupo,
respectivamente.
A continuacio´n mostramos algunos aspectos de la notacio´n empleada:
[ ] denota la secuencia vac´ıa.
ST denota la concatenacio´n de las secuencias de agentes S y T .
S[Ag] denota la secuencia obtenida agregando el agente Ag a la secuencia
de agentes S en la u´ltima posicio´n. Consecuentemente, [Ag]S denota la se-
cuencia obtenida agregando el agente Ag a la secuencia de agentes S en la
primer posicio´n. Si S = [ ] entonces S[Ag] = [Ag]S = [Ag]
|S| denota la longitud de una secuencia finita S, y Si denota al i-e´simo
elemento de S, para 1 ≤ i ≤ |S|. En particular, |[ ]| = 0.
Sobre esta estructura necesitaremos definir operaciones que contemplen las
situaciones de juego que sera´n habituales para una formacio´n de grupo. Esto es,
esperamos que durante el desarrollo del juego, el l´ıder de una formacio´n deba ser
reemplazado, o un nuevo soldado deba incorporarse o incluso que una formacio´n
deba cambiar su esquema de ataque y su disposicio´n de las unidades sobre el
terreno.
El reemplazo del l´ıder requerira´ que un agente de las secuencias a izquierda
o derecha ocupe su lugar. A fin de no desbalancear las secuencias de agentes, el
nuevo l´ıder sera´ elegido de aquella secuencia que posea mayor´ıa de agentes con
respecto a la otra, o en caso de igualdad, sera´ elegido de la secuencia a izquierda.
Definition 2. [Reemplazo del l´ıder]
Sean GC el conjunto de grupos de combate y G
′
C ⊆ GC el conjunto de grupos de
combate que verifican |SL|+ |SR| ≥ 1, entonces definimos la funcio´n reemp l´ıder:
G′C → G como:
reemp l´ıder(〈[Ag`mAg`m−1 · · ·Ag`1], L, [ ], F, E〉) = 〈[Ag`mAg`m−1 · · ·Ag`2], Ag`1, [ ], F, E〉
reemp l´ıder(〈[ ], L, [Agr1 · · ·Agrn−1Agrn], F, E〉) = 〈[ ], Agr1, [Agr2 · · ·Agrn−1Agrn], F, E〉
reemp l´ıder(〈[Ag`mAg`m−1 · · ·Ag`1], L, [Agr1 · · ·Agrn−1Agrn], F, E〉) =
〈[Ag`mAg`m−1 · · ·Ag`2], Ag`1, [Agr1 · · ·Agrn−1Agrn], F, E〉 si m ≥ n
〈[Ag`mAg`m−1 · · ·Ag`1], Agr1, [Agr2 · · ·Agrn−1Agrn], F, E〉 si m < n
En caso de bajas en el combate, el manager ta´ctico puede decidir incorporar
soldados de otro grupo a la formacio´n.
Definition 3. [Incorporar soldado]
Sean GC el conjunto de grupos de combate y AG el conjunto de agentes, entonces
definimos la funcio´n incorp soldado: GC × AG→ GC, como:
incorp soldado(〈SL, L, SR, F, E〉, A) = 〈[A]SL, L, SR, F, E〉, con A ∈ AG y
|SR| ≥ |SL|
incorp soldado(〈SL, L, SR, F, E〉, A) = 〈SL, L, [A]SR, F, E〉, con A ∈ AG y
|SR| < |SL|
No´tese que al reemplazar un l´ıder, el l´ıder desaparece de la formacio´n. Esto
tiene su razo´n en que el reemplazo siempre se debe a la baja del l´ıder en combate.
Sin embargo, el disen˜o permite que un l´ıder pueda tomar nuevamente rol de
soldado dentro de la formacio´n, despue´s de ser reemplazado. Esto se realiza
primero reemplaza´ndolo y luego incorpora´ndolo como soldado.
El cambio de formacio´n requerira´ la reagrupacio´n de las secuencias de agentes
a izquierda y derecha del l´ıder, de manera que e´stas se encuentren balanceadas
luego de realizar el cambio. A continuacio´n mostramos la definicio´n de la opera-
cio´n ’Cambiar formacio´n’ detallando so´lo los casos donde la secuencia de agentes
SR supera en cantidad a la secuencia SL. Los restantes casos pueden encontrarse
en [14].
Definition 4. [Cambiar formacio´n]
Sean GC el conjunto de grupos de combate, F el conjunto de formaciones y F y
F ′ miembros de F. Definimos la funcio´n cambiar formac.: GC × F→ GC como:
cambiar formac.(〈SL, L, SR, F, E〉, F ′) =
〈S1SL, L, S′R, F ′, E〉 si (|SR| > |SL|+ 1) ∧ (|SR|+ |SL| = 2× k + 1), para algu´n k ∈ Z
donde SR = [Agr1, Agr2 · · ·Agrn], S1 = [Agr1, Agr2 · · ·Agrj ],
S′R = [Agrj+1 · · ·Agrn]
con j = |SR|−|SL|−1
2
〈S1SL, L, S′R, F ′, E〉 si (|SR| > |SL|+ 1) ∧ (|SR|+ |SL| = 2× k), para algu´n k ∈ Z
donde SR = [Agr1, Agr2 · · ·Agrn], S1 = [Agr1, Agr2 · · ·Agrj ],
S′R = [Agrj+1 · · ·Agrn]
con j = |SR|−|SL|
2
Finalmente, caracterizamos el cambio en el esquema de ataque, lo que per-
mitira´ a cada unidad distinguir al oponente a atacar.
Definition 5. [Cambiar esquema de ataque]
Sean GC el conjunto de grupos de combate y E el conjunto de esquemas de
ataque, entonces definimos la funcio´n cambiar esquema ataque: GC × E → GC,
como:
cambiar esquema ataque(〈SL, L, SR, F, E〉, E′) = 〈SL, L, SR, F, E′〉
con E y E′ ∈ E.
El agente manager ta´ctico disen˜ado e implementado, realiza el proceso de
toma de decisiones basa´ndose en un a´rbol de decisio´n. En la Fig.3 puede verse,
a modo de ejemplo ilustrativo, un a´rbol de decisio´n en el cual la eleccio´n de la
formacio´n a emplear depende del cumplimiento de ciertas condiciones de juego.
En este a´rbol, los nodos enmarcados representan los tests a realizar sobre las
condiciones de juego, y los nodos hoja o terminales representan las decisiones,


















Figura 3. A´rbol de decisio´n para la eleccio´n de la formacio´n
4. Implementacio´n del comportamiento adaptativo de
grupo utilizando scripting
En este trabajo se utilizaron a´rboles de decisio´n como mecanismo de toma de
decisiones de nivel ta´ctico. El a´rbol se compone de los atributos y las decisiones
para cada situacio´n de juego descripta. El a´rbol de decisio´n esta´ codificado en
un archivo XML cuyo aspecto general puede verse en la Fig.4.
<DecisionTree type= "tactica-ataque" >
...
<Test attribute="despl-comb" operator="=" value="comb">
<Test attribute="EnemigoEnFlancos" operator="=" value="yes">




Figura 4. Formato XML del a´rbol de decisio´n
El formato del a´rbol de decisio´n se corresponde con el generado por la herra-
mienta desarrollada por Luc Sorel, WekatextToXML [12]. Esta herramienta con-
vierte un a´rbol de decisio´n producido por la herramienta Weka [6], cuyo formato
es texto con sintaxis Weka, en un archivo XML. Consideramos u´til la utilizacio´n
del formato XML producido por la herramienta WekatextToXML, dado que la
integracio´n del sistema Weka, un reconocido framework para el ana´lisis de datos
y el modelamiento predictivo, nos permitira´ automatizar el proceso de genera-













Figura 5. Proceso de Traduccio´n
Actualmente, el archivo XML ha sido construido de manera ad-hoc, sin em-
bargo, el framework desarrollado permitira´ utilizar te´cnicas de aprendizaje au-
toma´tico para generar el a´rbol de decisio´n a partir del modelo del oponente.
Un problema a enfrentar al adaptar comportamiento, es la magnitud y la
complejidad del espacio de bu´squeda, el que deber´ıa ser explorado de manera
ra´pida y eficiente.
El enfoque basado en scripting permite dar solucio´n a parte del problema, ya
que, por un lado, los cambios que se realicen no requieren de tiempo de rebuild
y por el otro, en muchos casos limitan el taman˜o del espacio estados-acciones.
Debido al dinamismo del juego, es posible editar el archivo XML de manera
“online” y ver como las modificaciones se reflejan en el juego, luego de que el
archivo es guardado en disco. Cada modificacio´n realizada en el a´rbol provoca
una actualizacio´n en las reglas que conforman el script. Esta caracter´ıstica es
importante ya que permite cambiar la ta´ctica empleada por los grupos de com-
bate en tiempo de ejecucio´n, evitando as´ı la creacio´n de una nueva partida de
juego para tal fin.
El traductor desarrollado [14] permite transformar el a´rbol de decisio´n en re-
glas simples de la forma IF-THEN. Seguidamente, dichas reglas son incorporadas
al co´digo del agente a trave´s de scripting.
Para tal fin, en este trabajo se eligio´ el lenguaje y la interfaz de programacio´n
GameMonkey [11]. De esta manera, y de acuerdo a la dina´mica del ambiente, es
posible extender o modificar el comportamiento del agente sin la necesidad de
reconstruir su co´digo. En la Fig.6 se muestra la traduccio´n a reglas IF-THEN
del a´rbol de decisio´n mostrado en la Fig.3.








Figura 6. Traduccio´n a reglas IF-THEN
Los atributos de test presentes en el archivo XML fueron implementados a
trave´s de un arreglo booleano de flags asociado a cada grupo de combate. Al
iniciarse el juego, el valor de cada flag es falso, luego, cuando el grupo de combate
entra en accio´n, cada flag tomara´ el valor true en el momento que se satisfagan
sus condiciones asociadas. Es esperable que las caracter´ısticas dina´micas del
entorno provoquen cambios en los flags con mucha frecuencia.
5. Conclusio´n y Trabajos Futuros
En este trabajo se presento´ el disen˜o de un micromanagement de las forma-
ciones de grupo de agentes que se desenvuelven en un ambiente dina´mico y que
permite adaptar en forma “online” su comportamiento.
En este sentido, se disen˜o´ y desarrollo´ el agente Manager Ta´ctico, cuya toma
de decisiones esta´ implementada a trave´s de un a´rbol de decisio´n codificado en
XML y que puede ser editado y adaptado “online”, mostrando cambios en el
comportamiento de las formaciones. Estos cambios se reflejan en cambios en las
reglas que genera el traductor desarrollado: transforma co´digo XML a reglas IF-
THEN. La te´cnica de scripting fue elegida para reflejar los cambios “online” que
se producen en el comportamiento de las formaciones, dado que e´sta permite
mostrar ra´pidamente la adaptacio´n.
El micromanagement fue implementado, a partir de la arquitectura propuesta
de videojuegos RTS, sobre la plataforma de StarCraft: Brood War[1].
En esta primer etapa, el a´rbol de decisio´n fue generado en forma ad-hoc. Entre
nuestros trabajos futuros se encuentra la aplicacio´n de aprendizaje automa´tico a
fin de poder generar a´rboles de decisio´n para seleccionar la formacio´n adecuada,
a partir del modelo del oponente.
Asimismo, esta´ entre nuestro trabajo futuro, utilizar al sistema DeLP [5]
como mecanismo de toma de decisio´n en la capa estrate´gica.
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