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Abstract
Introduction: The gestural control has created a new technological era in recent years.In this
project, we will make a tour on the evolution of computer input interfaces until the present
day and presents a brief summary of some of the more devices that havepointers. On the other
hand, it defines what is an unmanned aerial vehicle and theirrankings. We have chosen the leap
motion and the drone AscTec Hummingbird to carry out the implementation of physical control
Objective: the objective of the project is to control an unmanned aerial vehicle with agestural
control device. Methodology: First, we have studied the two components separately to find out
whatwas the best way to integrate them. Subsequently, it has carried out a study of reverse
engineering in order to discover a part of the protocol used for control of the droneAscTec
Hummingbird. From here, we have created the appropriate software structureto integrate
the gestural control device with the unmanned aerial vehicle. Conclusions: the historical
evolution shows that there is growing interest in discovering new technologies that are adapted
to their own channels of communication of humans.For this reason, it is necessary to continue
investigating in order to adapt the currentdevices in these new technologies. On the other
hand, it has been proven that it is easier to control unmanned aerial vehicle using the gestural




Introduccio´: El control gestual ha creat una nova era tecnolo`gica en els u´ltims anys. En aquest
treball es fa un recorregut sobre l’evolucio´ de les interf´ıcies d’entrada dels computadors fins
l’actualitat i, es presenta un breu resum d’alguns dels dispositius me´s punters que hi han. Per
altre banda, es defineix que` e´s un vehicle aeri no tripulat i les seves classificacions. S’han
escollit el leap motion i el drone AscTec Hummingbird per dur a terme la implementacio´
del control gestual. Objectiu: L’objectiu del projecte es controlar un vehicle aeri no tripulat
amb un dispositiu de control gestual. Metodologia: Primer s’han estudiat per separat els dos
components per cone`ixer quina era la millor manera d’integrar-los. Posteriorment, s’ha dut
a terme un treball d’enginyeria inversa per tal de descobrir una part del protocol utilitzat
pel control del drone AscTec Hummingbird. A partir d’aqu´ı, s’ha creat l’estructura software
adient per integrar el dispositiu de control gestual amb el vehicle aeri no tripulat. Conclusions:
L’evolucio´ histo`rica mostra que hi ha cada vegada me´s intere`s per descobrir noves tecnologies
que s’adapten als canals de comunicacio´ propis dels humans. Per aquest motiu, e´s necessari
continuar investigant per poder adaptar els dispositius actuals en aquestes noves tecnologies.
Per altra banda, s’ha comprovat que e´s me´s fa`cil el control del vehicle aeri no tripulat mitjanc¸ant




La societat actual e´s una societat digital, on moltes de les tasques dia`ries que fem estan di-
rectament o indirectament relacionades amb la tecnologia. Grans avenc¸os tecnolo`gics com
l’aparicio´ d’Internet, l’aparicio´ de les xarxes socials i la reduccio´ dels dispositius mo`bils, entre
d’altres, conjuntament amb comportaments socials, han produ¨ıt que avui dia la nostre societat
sigui una societat hiperconnectada. Permetent que persones d’arreu del mo´n puguin estar en
contacte en temps real independentment de la localitzacio´ on es trobin.
Actualment ha comenc¸at una nova tende`ncia que va me´s enlla` de intercomunicar u´nicament
a persones. Es tracta de dotar la intel·lige`ncia a les “coses”1 i que, aquestes, reaccionin entre
elles i actu¨ın en consequ¨e`ncia a accions dels humans. D’aquesta manera es permet una comu-
nicacio´ entre els humans i els objectes. Aquest tipus d’interaccio´ es veu limitada per els canals
de comunicacio´ huma`-computador tradicionals. Un dels camps que esta` prenent molta forc¸a
en els u´ltims anys, e´s la millora i la innovacio´ dels perife`rics d’entrada dels computadors.
Per aquest motiu, la primera part del projecte es fa un recorregut sobre l’evolucio´ histo`rica
fins l’actualitat dels perife`rics d’entrada dels computadors. Tambe´ es mostra un recull dels dis-
positius gestuals que s’estan desenvolupant actualment i que, pretenen substituir els perife`rics
d’entrada tradicionals. La segona part es parla sobre els UAV(Unmanned Aerial Vehicle), uns
dispositius que estan canviant la perspectiva de com es pot veure el mo´n. A me´s, es comenten
les diferents classificacions que existeixen d’aquest. Un cop introdu¨ıdes les diferents tecnologies,
es passara` a definir els dispositius seleccionats per dur a terme el control gestual de vehicle aeri
no tripulat i les seves caracter´ıstiques. Finalment es defineix quina ha estat la implementacio´
utilitzada.
1Internet de les coses
1
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2.1. Histo`ria dels computadors i interaccio´ amb els humans
La Real Academia Espan˜ola [11] defineix computador com a ma`quina electro`nica, analo`gica o
digital, dotada d’una memo`ria i de me`todes de tractament de la informacio´, capac¸ de resoldre
problemes matema`tics i lo`gics mitjanc¸ant l’utilitzacio´ automa`tica de programes informa`tics.
D’aquesta descripcio´ es pot extreure que els computadors estan dotats de mecanismes d’in-
sercio´ i representacio´ de la infromacio´. Aquests components so´n els anomenats perife`rics d’en-
trada (insercio´ de dades) i sortida (representacio´ de dades). En el marc del nostre projecte ens
centrarem a l’evolucio´ dels perife`rics d’entrada.
El cronograma 2.1, mostra de manera aproximada l’evolucio´ de les interf´ıcies d’entrada dels
computadors. Tot seguit es fa un recorregut sobre els fets me´s rellevants que s’han produ¨ıt
durant la seva evolucio´.
Figura 2.1.: Evolucio´ de les interf´ıcies d’entrada dels computadors
Un dels primers computadors que es va dissenyar va ser la ma`quina anal´ıtica de Charles
Babbage[21] a l’any 1822. Tot hi que Charles Babbage havia definit de manera detallada
la construccio´ i el funcionament de la ma`quina, va morir 1871 sense poder-la construir. Fet
produ¨ıt per la dificultat te`cnica de l’e`poca, per aconseguir les peces necessa`ries per la seva
construccio´. En el disseny de la ma`quina, contempla com a interf´ıcie d’entrada, la utilitzacio´
de les targetes perforades inventades per Joseph Marie Jacquard a l’any 1801, per programar
3
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el control d’un teler. A la figura 2.2, es mostra una targeta perforada.
Figura 2.2.: Targeta perforada
Les primeres computadores analo`giques van arribar a principis dels anys 30. L’any 1931,
Vannevar Bush i el seu equip d’investigadors del MIT van desenvolupar el primer computador
analo`gic que permetia calcular equacions diferencials. A la figura 2.3 es mostra la ma`quina
diferencial de Vannevar Bush. Aquesta, estava composta d’eixos i engranatges que utilitzaven
els graus de rotacio´ de motors per representar els valors de les operacions. En aquest cas
s’utilitzaven engranatges i palanques per introduir les dades de ca`lcul.
Figura 2.3.: Vannevar Bush al costat de la seva ma`quina diferencial
La primera computadora totalment digital[18] va ser el model Z1, desenvolupat per Konrad
Zuse a l’any 1936. Tot i aix´ı, no e´s fins la data de presentacio´ de ENIAC(Electronic Numerical
Integrator And Computer) a l’any 1946, que inicia el per´ıode anomenat primera generacio´ de
computadors i que dura fins a 1958.
El per´ıode de 1958 fins a 1964 es coneix com a segona generacio´ de computadors. Durant
aquest dos per´ıodes es pot destacar la utilitzacio´ de targetes perforades com a interf´ıcie d’en-
trada de dades. Aquesta tecnologia va ser a`mpliament utilitzada fins a mitjans dels 70.
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Al 1868[19], Christopher Sholes crea la primera ma`quina d’escriure comercial. La disposi-
cio´ de tecles d’aquesta ma`quina, s’anomena QWERTY perque` so´n les 6 primeres lletres de la
part superior esquerre del teclat. Aquest, es centra en permetre l’escriptura ra`pida, separant
equitativament les lletres me´s utilitzades a l’esquerre i a la dreta. Tenint en compte aquesta
premissa, es poden trobar diverses variants de les disposicions de lletres, les quals s’adapten
als cara`cters me´s utilitzats segons l’idioma. Aquesta ma`quina va anar evolucionant durant els
anys, fins que a l’any 1948, el BINAC e´s el primer computador que conte´ un teclat integrat.
A partir d’aquest moment, es va comenc¸ar a implantar el comandament dels computadors
mitjanc¸ant l´ınia de comandes.
Durant l’any 1951, investigadors del MIT van acabar les investigacions sobre un nou dis-
positiu d’entrada, el llapis o`ptic. Aquest, consisteix en un dispositiu que es situa en contacte
amb la pantalla i permet detectar la posicio´ que es troba. Tot hi aix´ı, el dispositiu no va ser
gaire utilitzat fins els anys 80.
Durant la segona guerra mundial es va popularitzar la utilitzacio´ de joysticks per a l’aviacio´.
L’adaptacio´ d’aquests dispositius en un computador, no va ser fins a 1961, quan Alan Koto va
desenvolupar un dels primers videojocs, el qual utilitzava el joystick com a interf´ıcie d’entrada.
Les primeres investigacions sobre visio´ artificial va ser portades a terme a l’any 1961 per
Larry Roberts. Es basava en la deteccio´ de les escales de grisos de les cantonades dels objectes
per poder determinar el model 3D i representar l’escena des d’un altre punt de vista per tal
de que es podes comprovar el correcte funcionament del sistema.
La tercera generacio´ de computadors s’inaugura amb el llanc¸ament de IBM 360 a l’abril de
1964. Durant aquest per´ıode, els progressos amb el teclat i la millora de les tecnologies, van
proporcionar l’increment de la popularitat del teclat. Durant la quarta generacio´ dels compu-
tadors, la popularitat de les targes perforades va anar decreixent i en canvi la utilitzacio´ del
teclat va anar en augment.
Douglas Engelbart i Bill English de Stanford Research Institute desenvolupen al 1968 el
primer ratol´ı [6]. A la figura 2.4 es pot veure un dels primers prototips que es van fer. Tot i
aix´ı, no va ser fins al 1981 que, Xerox Corporation va treure al mercat la seva estacio´ de treball
anomenada Xerox Star 8010 [?]. Aquesta estacio´ de treball va ser la primera en disposar d’in-
terf´ıcie gra`fica i ratol´ı. Tot i que el llapis o`ptic desenvolupat anys abans ja permetia l’entrada
de dades en 2 dimensions, aquestes dades eren puntuals. En canvi el ratol´ı va ser el primer
perife`ric que permet la deteccio´ de gestos en 2 dimensions.
Es considera que la primera pantalla ta`ctil va se desenvolupada per E.A. Johnson, amb
la seva patent[5] a l’any 1969.Tot i que aquesta tecnologia inicialment estava centrada en
aplicacions molt espec´ıfiques, la sortida al mercat del primer IPhone al 2007, va iniciar una nova
tende`ncia dels dispositius smartphones en els que una de les seves principals caracter´ıstiques
e´s la utilitzacio´ de pantalla ta`ctil.
Tot i que el ratol´ı ja permetia el reconeixement gestual en 2 dimensions, les pantalles ta`ctils i
la seva evolucio´ han perme`s una millor sensibilitat i comoditat. Comenc¸ant a imposar-se sobre
la utilitzacio´ del ratol´ı.
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Figura 2.4.: Un dels primers prototips de retol´ı
A finals dels anys 70 i principi dels 80, el desenvolupament del model ocult de Markov [20] va
iniciar una revolucio´ en l’a`mbit de reconeixement de la veu. Conjuntament amb els procedi-
ments del llenguatge natural, van permetre que els computadors interpretessin la comunicacio´
verbal dels humans.




L’evolucio´ de les interf´ıcies d’interaccio´ huma`-computador, ha evolucionat al llarg de l’histo-
ria. Durant aquest temps han anat desenvolupant-se cap a canals de comunicacio´ natius dels
humans.
Des de principis dels anys 80 amb l’aparicio´ de les noves empreses tecnolo`giques que van
iniciar el concepte de computadora personal, es va imposar uns canals de comunicacio´ t´ıpics
com so´n el teclat i el ratol´ı. Actualment la reduccio´ de mides i preus de computadors esta` com-
portant que a qualsevol dispositiu es pugi dotar d’intel·lige`ncia. Tots aquest nous dispositius,
conjuntament amb la computadora tradicional estan patint un proce´s de canvi d’interaccio´ amb
l’usuari. L’aparicio´ de nous dispositius ta`ctils i de reconeixement gestual 3D esta` comportant
grans canvis a la comunicacio´ huma`-ma`quina.





El control gestual e´s necessari definir-lo per entendre que e´s el gest. A l’article 3D Gestual
Interaction: The State of the Field [15] es defineix gest com:
Gesture is a pattern that can be extracted from an input data stream. The
frequency and size of the data stream are often dependent on the underlying tech-
nology used to collect the data and on the intended gesture style and type.
D’aquesta definicio´ es pot extreure que un gest queda directament lligat al tipus de dispositiu
de reconeixement utilitzat.
Durant els darrers anys, han aparegut diversos dispositius per dur a terme el control gestual.
Tot i que, els dispositius comercials me´s coneguts so´n Kinect i Leap Motion. El control ges-
tual e´s una tecnologia a l’alc¸a i estan sorgint nous projectes, que en poc temps ens permetran
triar entre una gran llista de dispositius segons les necessitats. A continuacio´ es fa un repa`s
sobre els projectes o dispositius de control gestual freehand i control gestual 3D me´s destacats
actualment.
2.2.1. Kinect
Kinect[7] e´s un dispositiu de Microsoft que amb la seva aparicio´ a finals del 2010, com a
complement de la videoconsola Xbox, va iniciar la popularitzacio´ del control gestual. Aquest
disposa d’una ca`mera RGB, dos sensors infrarojos de profunditat i un micro`fon de mu´ltiples
matrius, que permeten la deteccio´ dels moviments de les extremitats, reconeixement facial,
reconeixement d’objectes i reconeixement de veu. Es connecta per USB a una videoconsola o
computador i habitualment es col·loca a la part superior d’una pantalla que mostra les respostes
a l’usuari.
Figura 2.5.: Dispositiu Kinect
2.2.2. Leap Motion
Leap Motion[13] e´s un petit dispositiu que va apare`ixer a mitjans del 2013. Aquest dispositiu
ens permet obtenir informacio´ de posicio´ de mans i dits sense necessitat de contacte f´ısic.
Aquest petit aparell de mides redu¨ıdes (13x30x76 mm), esta` dotat per dues ca`meres infraroges
monocroma`tiques i per tres leds infrarojos. Amb aquets, es detecta i es determina la posicio´ de
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mans i dits situats dins de l’a`rea superior del dispositiu. Es connecta per USB a un computador
i es col·loca com un perife`ric me´s d’aquest.
Figura 2.6.: Dispositiu Leap Motion
Integracio´ amb altres dispositius
Actualment existeixen alguns projectes en els que s’esta` comenc¸ant a integrar el dispositiu.
La marca Hewlett Packard(HP), ha dissenyat un dels seus porta`tils HP Envy 17 Leap Motion
Special Edition al qual s’ha dotat amb l’integracio´ del dispositiu Leap Motion. Aquesta in-
tegracio´ ha suposat la necessitat de readaptar el dispositiu, i reduir encara me´s les mides del
model comercial, per tal de que el dispositiu pugui ser integrat dins del porta`til.
2.2.3. Myo
Myo[14] e´s un brac¸alet desenvolupat per thalmiclabs, que es situa a l’avantbrac¸ i detecta els
impulsos dels muscles de l’avantbrac¸, permetent detectar els gestos del brac¸, la ma` i els dits.
Actualment encara no es comercialitza per el pu´blic en general i nome´s pot ser comprat per
desenvolupadors.
Figura 2.7.: Dispositiu Myo
2.2.4. Sixthsense
Sixthsense[17] e´s un prototip desenvolupat per Pranav Mistry. E´s un dispositiu amb forma de
penjoll que, combina una ca`mera que permet recone`ixer gestos dels dits identificats amb unes
cintes de colors, i un projector que mostra la interaccio´ amb l’usuari.
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Figura 2.8.: Dispositiu Sixthsense
2.2.5. Displair
Displair[22] e´s un dispositiu desenvolupat inicialment per Maxim Kamanin. Genera una cortina
estable i constant de vapor d’aigua que utilitza com a pantalla per projectar imatges. Tambe´
consta de sensors multi-ta`ctils que permeten que l’usuari interaccioni amb la cortina de vapor
com si es tracte´s d’una pantalla ta`ctil.
Figura 2.9.: Dispositiu Displair
2.2.6. Digits
Digits[16] e´s un brac¸alet desenvolupat per Microsoft que es situa al canell i esta` format per una
ca`mera infraroja i un laser infraroig. Permet la deteccio´ dels moviments dels dits i l’orientacio´
del brac¸.
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Figura 2.10.: Dispositiu Digits
2.2.7. Skymouse
Skymouse[10] e´s un projecte de kickstarter desenvolupat per Eliott Ephrati. Skymouse e´s un
dispositiu que es situa sobre l’escriptori com un perife`ric me´s del ordinador connectat per USB.
Esta` compost per leds infrarojos i una ca`mera IR que permet la deteccio´ de gestos dels dits,
els quals han de portar una petita pec¸a de goma per ser detectats.
Figura 2.11.: Dispositiu Skymouse
2.2.8. A3D
A3D[2] e´s un software de l’empresa crunchfish que aprofita la ca`mera web dels dispositius
mo`bils per detectar i produir interaccio´ gestual.
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2.3. Vehicles aeris no tripulats
Els vehicles aeris no tripulats, anomenats de manera comu´ com a Drone o UAV (Unmanned
Aerial Vehicle), so´n dispositius que no porten pilot a bord i so´n controlats a dista`ncia. La
difere`ncia entre un UAV i un mı´ssil dirigit, e´s que un mı´ssil e´s d’un sol u´s.
Existeixen diverses classificacions de UAV. Una de les classificacions e´s la de tipus d’enlairament[1]
que es mostra a la figura 2.12.
Figura 2.12.: Classificacio´ segons tipus d’enlairament
Peter van Blyenburgh descriu una classificacio´ dels UAV en funcio´ de l’alc¸ada a la que volen
i el rang de dista`ncia a la qual poden volar remotament, figura 2.13.
Figura 2.13.: Classificacio´ segons Peter van Blyenburgh
Una altra classificacio´ e´s segons les mides dels UAVs, ja que so´n molt variades. Poden anar
des de dispositius de pocs cent´ımetres, com el model Craziflie que es mostra a la figura 2.14,
a avions de combat de varis metres com MQ-9 Reaper de la figura 2.15, utilitzat per l’exe`rcit
d’estats units.
Durant molts anys la tecnologia era pra`cticament exclusiva d’u´s militar. En els u´ltims anys
hi ha hagut un descens dels preus d’aquests dispositius que ha perme`s arribar a bona part
del pu´blic general, tant per u´s professional com lu´dic. Aquests dispositius, gra`cies a la seva
adaptabilitat, proporcionen infinitat d’aplicacions pels quals es poden utilitzar. Actualment la
combinacio´ del Drone amb ca`mera de fotografia o v´ıdeo s’esta` convertint en un sistema amb
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Figura 2.14.: Micro UAV Craziflye
infinitat d’aplicacions. Per exemple, gravar pel·l´ıcules des de plans que fins ara eren molt cos-
tosos, supervisar i localitzar persones, supervisar l´ınies ferrovia`ries o d’alta tensio´ i,controlar i
supervisar zones agra`ries i/o ramaderes.
Figura 2.15.: UAV de combat MQ-9 Reaper
Situacio´ legal
El fet de que aquests dispositius siguin accessibles actualment a la majoria de pu´blic, com-
porta la necessitat de determinar unes normes jur´ıdiques per l’espai aeri, semblants a les que
existeixen actualment a les carreteres.
L’agencia estatal de seguretat ae`ria espanyola, ha fet pu´blic un comunicat[4] en el que es
determinen quins so´n els usos actuals permesos, a l’espera de la nova regulacio´ jur´ıdica. En
aquest comunicat, es prohibeix la utilitzacio´ d’aquests dispositius en zones no habilitades per
el seu u´s, a excepcio´ d’usos militars.
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Integracio´ amb altres dispositius
A l’espera de la incertesa sobre la regulacio´ legal dels UAV, diverses companyies han anunciat
la possibilitat d’integrar aquests dispositius en productes o tasques a realitzar.
La marca de cotxes Renault ha sigut la primera en anunciar que el seu nou model futurista
KWID, sera` el primer cotxe del mo´n amb Drone incorporat, per aix´ı poder saber en quin estat
esta` el tra`nsit quan, per exemple, ens troben amb retencions.
La plataforma de venta per Internet Amazon, ha anunciat que estan treballant en un pro-
jecte anomenat Amazon Prime Air. Aquest, consisteix en integrar els Drones en el seu sistema





L’objectiu principal del projecte e´s dur a terme la implementacio´ necessa`ria per substituir el
comandament ra`dio control d’un Drone, per un dispositiu de control gestual. Aquest dispositiu
ha de poder permetre totes les possibilitats que ofereix el control remot convencional. Un cop
feta aquesta implementacio´ es vol comparar la comoditat del control remot convencional en
comparacio´ amb la comoditat del control gestual.
A banda de l’objectiu principal existeixen varies fites que es busquen assolir amb aquest
treball.
En primer lloc ampliar els coneixements sobre els dispositius de control gestual i els UAV
que existeixen actualment.
En segon lloc ampliar els coneixements i millorar la generacio´ de documents amb LATEX.
Utilitzacio´ de macros, generacio´ de grafs i diagrames, etc.
Aplicar els coneixements obtinguts durant la titulacio´ d’Enginyeria en sistemes TIC, i apro-




A l’apartat 2.2 s’ha parlat dels diferents dispositius de control gestual que que podem trobar
actualment. Excepte Leap Motion i Kinect la resta de dispositius so´n prototips o dispositius
que actualment encara no estan a la venta excepte per desenvolupadors.
Una de les caracter´ıstiques me´s destacades de Leap Motion e´s el fet de que permet una
sensibilitat molt alta per el que fa a la deteccio´ de les mans i els dits. En el nostre cas es ne-
cessita forc¸a precessio´ en el control. Segons l’estudi Analysis of the Accuracy and Robustness
of the Leap Motion Controller [12], es determina que la precisio´ del dispositiu Leap Motion e´s
de 0.7mm, i que aquesta e´s forc¸a superior a la de kinect, que e´s de 1.5cm.
Leap Motion ofereixen SDK (software development kit) per diversos llenguatges de progra-
macio´: python, javascript, java, c++, C# i objective-c.
El fet de que el dispositiu ofereix una gran sensibilitat, la possibilitat de fer el desenvolupa-
ment en python, i que disposa de molt bona documentacio´ i comunitat, han sigut els principals
factors per els quals s’ha acabat decidint com a dispositiu pel control gestual del nostre projecte.
El departament de Disseny i Programacio´ de Sistemes Electro`nics disposa d’un drone de
la marca AscTec1, concretament el model Hummingbird, que destaca per la seva lleugeresa.
Per aquest motiu s’ha aprofitat el fet de disposar d’aquest dispositiu per poder utilitzar-lo per
desenvolupar el treball.
4.1. Leap Motion
La companyia Leap Motion proporciona un kit per desenvolupadors. Aquest kid esta` compost
per dues parts, per una banda el driver i per un altre la SDK del Leap Motion.
El driver permet que el computador detecti el dispositiu Leap Motion. A me´s incorpora el
programa Visualizer que permet visualitzar la deteccio´ del dispositiu i permet comprovar el
correcte funcionament del mateix.
La SDK disposa de les llibreries dels diferents llenguatges de programacio´ que s’ofereixen
per comunicar-se amb el dispositiu.
En el nostre cas com utilitzarem la SDK de Python per desenvolupar el programa que permet
la comunicacio´ amb el UAV.
La API de Leap Motion concretament per python disposa dels segu¨ents objectes:
Controller Interf´ıcie entre el software del Leap Motion i l’aplicacio´
Listener utilitzat per gestionar els esdeveniments del Leap Motion




Hand conte´ les dades de seguiment de les mans detectades
Finger conte´ les dades de seguiment dels dits detectats
Vector representa la posicio´ 3D o el vector director
Gesture representa el reconeixement d’un gest
4.1.1. Deteccio´
L’a`rea de deteccio´ del dispositiu e´s la zona semiesfe`rica superior, que es pot observar a la figura
4.1.
Figura 4.1.: A`rea d’interaccio´ de Leap Motion
Leap Motion es basa en el tractament d’imatge, per a detectar els gestos de les mans. Tal i
com es pot apreciar a la figura 4.2, dispositiu esta` dotat de dues ca`meres infraroges i tres leds
tambe´ infrarojos. Els leds emeten llum infraroja, inapreciable per la sensibiltat de l’ull huma`.
Aquesta llum permet que les ca`meres infraroges detectin les mans, i mitjanc¸ant te`cniques de
reconeixement visual es pugi determinar la posicio´ de mans i dits.
Idealment el dispositiu permet detectar tantes mans com es situ¨ın dins de l’a`rea d’interac-
cio´. Tot hi aix´ı, cal tenir en compte que el dispositiu no pot detectar mans les quals no tingui
contacte “visual” directe. De manera similar el dispositiu pot distingir dits creuats o dits molt
pro`xims, ja que els reconeix com si fos un u´nic dit.
En el cas de que els dits es situ¨ın de manera molt pro`xima, el dispositiu no e´s capac¸ de dis-
tingir entre si tenim varis dits junts o be´ un u´nic dit. De manera similar el dispositiu presenta
errors de deteccio´ si situem mans sobreposades.2
A me´s el dispositiu enregistra sequ¨e`ncies de posicions de les mans en el temps, que permeten
detectar un conjunt de gestos. Els gestos que es poden detectar de manera nativa so´n: cercles,
swipe horitzontal i vertical, “pulsacio´” de tecla i “pulsacio´” de pantalla. La figura 4.3, ens
2A finals del mes de maig de 2014, la companya Leap Motion ha fet pu´blica la nova versio´ beta de la




Figura 4.2.: Leap Motion sense encapsular
mostra un exemple dels diferents gestos que es poden detectar.
Figura 4.3.: Conjunt de gestos detectats per el Leap Motion
4.1.2. Exemple d’u´s
L’exemple ba`sic3 d’utilitzacio´ e´s el segu¨ent.
Definim el Listener.
c l a s s Samp l eL i s t e n e r ( Leap . L i s t e n e r ) :
def o n i n i t ( s e l f , c o n t r o l l e r ) :
p r i n t ” I n i t i a l i z e d ”
def on connec t ( s e l f , c o n t r o l l e r ) :
p r i n t ”Connected ”




p r i n t ”D i s connec ted ”
def o n e x i t ( s e l f , c o n t r o l l e r ) :
p r i n t ” Ex i t e d ”
def on f rame ( s e l f , c o n t r o l l e r ) :
p r i n t ”Get frame ”
frame = c o n t r o l l e r . f rame ( )
p r i n t ”Frame i d :%d , t imestamp :%d , hands :%d , f i n g e r s :%d ,
t o o l s :%d”%(
frame . id ,
f rame . t imestamp ,
l e n ( frame . hands ) ,
l e n ( frame . f i n g e r s ) ,
l e n ( frame . t o o l s ) )
En el Listener anterior, es defineixen els callbacks per cada una de les accions possibles. En
aquest exemple, la majoria de callbacks nome´s imprimeixen el nom del tipus d’esdeveniment
que s’ha produ¨ıt. Cal destacar, que a la recepcio´ de trames on frame, e´s on es fa la consulta
de la trama rebuda i s’imprimeixen els diferents atributs.
Un com s’ha definit el Listener, es crea una insta`ncia del Listener i un altre de Controller.
A continuacio´ s’assigna el Listener al Controller.
l i s t e n e r = Samp l eL i s t e n e r ( )
c o n t r o l l e r = Leap . C o n t r o l l e r ( )
c o n t r o l l e r . a d d l i s t e n e r ( l i s t e n e r )
4.2. AscTec Hummingbird
El Drone utilitzat e´s el model Hummingbird de la marca AscTec4 forc¸a utilitzat en desenvolu-
pament. A la figura 4.4, es mostra una imatge del UAV i els eixos de refere`ncia que utilitza.
La documentacio´ te`cnica sobre el dispositiu es troba a la wiki oficial5.
A la documentacio´ s’utilitza el terme AutoPilot, fent refere`ncia a la placa que es pot observar
a la figura 4.5. Aquesta e´s la placa que conte´ els processadors i sensors dels quals disposa el
UAV per tal de poder dur a terme el control i estabilitzacio´ del mateix.
L’AutoPilot esta` conformat per varis components que dels quals la figura 4.5 ens permet
observar la seva posicio´ sobre la placa. La figura 4.6 es mostra una representacio´ esquema`tica






Figura 4.4.: UAV AscTec Hummingbird
El llistat de components i interf´ıcies so´n:
• Processador de baix nivell(LL)
• Processador d’alt nivell(HL)
• Sensor de pressio´
• GPS
• Compa`s









Figura 4.5.: Placa AutoPilot
Figura 4.6.: Diagrama de blocs de la placa Autopilot i les seves interf´ıcies de comunicacio´
En aquest cas cal destacar el funcionament d’alguns dels components. A continuacio´ e´s
defineixen les funcions del processador de baix nivell, el processador d’alt nivell i les carac-
ter´ıstiques dels mo`duls de comunicacio´ sense fils XBee.
4.2.1. Processador de baix nivell
El processador de baix nivell(LL)6, gestiona el processament i la fusio´ de les dades dels sensors,
aix´ı com l’algoritme de control d’orientacio´ estable proporcionat per AscTec.
El drone pot ser comandat a dista`ncia en tres modes de control definits a la taula 4.1.





Mode d’estabilitat de posicio´ horitzontal d’alc¸ada
Mode GPS 3 3 3
Mode Alc¸ada 3 3 7
Mode Manual 3 7 7
Taula 4.1.: Modes de control
el UAV i el comandament R/C es perd. Dona la possibilitat de triar diferents comportaments7
en el moment d’entrar en mode d’emerge`ncia.
El processador de baix nivell permet consultar les dades dels sensors de manera remota,
utilitzant la interf´ıcie UART i un protocol definit a l’apartat 4.2.2. Aquest protocol permet
enviar comandes (que permeten definir pitch angle, roll angle, yaw rate i thrust) de manera
remota mitjanc¸ant la interf´ıcie UART. Aquesta interf´ıcie ens permet utilitzar una comunicacio´
sense fils XBee, de rang inferior a 1 km i taxes d’actualitzacio´ de 15 Hz o una connexio´ de
cable se`rie de fins a 100 Hz.
4.2.2. Protocol de dades del processador de baix nivell
Per tal de poder consultar les dades dels sensors i enviar comandes de forma remota mitjanc¸ant
l’interf´ıcie de comunicacio´ UART del processador de baix nivell, e´s necessari utilitzar el proto-
col definit a la wiki 8. A la documentacio´ es pot trobar que hi ha unes estructures definides per
els tipus de paquets que es poden rebre (annex A.2) i transmetre (annex A.3). A me´s podem
diferenciar entre dos tipus de comandes segons si es volen consultar dades de telemetria o si es
volen enviar comandes de control de vol.
Peticio´ de dades de telemetria
Les dades de telemetria que es poden consultar so´n les corresponents als paquets descrits a
l’annex A.2.
Per fer la peticio´ de dades cal enviar la segu¨ent trama:
>∗>p [ unsigned short packe t s ]
Startstring Identificador Selector de paquets a rebre
> ∗ > p [unsigned short packets]
El conjunt de cara`cters >∗>p identifica que e´s l’enviament d’una estructura de peticio´ de
dades.
El valor unsigned short pakets so´n dos bytes, on cadascun dels bits correspon a un dels





que estem fen la peticio´ d’aquest paquet. En cavi si esta` e´s 0 vol dir que no fem la peticio´ del




















Taula 4.2.: Relacio´ entre bits corresponents als paquets que es volen consultar
La contestacio´ a la peticio´ de paquets, e´s una trama formada per els segu¨ents camps:
Startstring So´n el conjunt de cara`cters >∗> informen de la iniciacio´ d’un paquet
Llargada de l’estructura E´s un unsigned short (2 bytes) i defineix la llargada total de l’es-
tructura rebuda(nombre de bytes)
Descriptor del paquet E´s un unsigned char que identifica el paquet de manera inequ´ıvoca. La
relacio´ entre l’identificador i el tipus de paquet es pot consultar a l’annex A.3
Estructura de dades Conte´ els bytes necessaris segons el tipus d’estructura definit per l’iden-
tificador. El nombre de bytes d’aquest camp e´s el valor del camp Llargada de l’estructura
Stopstring So´n el conjunt de cara`cters <#< informen de la finalitzacio´ d’un paquet
Enviament de comandes de control
Per tal de comandar el UAV mitjanc¸ant el protocol se`rie e´s necessari que el comandament
convencional R/C estigui ence`s i que aquest tingui habilitat el switch de serial interface. Aquest
interruptor e´s l’interruptor situat a la part superior dreta del control remot. Per tal d’activar
l’interf´ıcie se`rie e´s necessari que la posicio´ d’aquest interruptor sigui la posicio´ que e´s me´s
pro`xima a la part frontal del comandament. E´s una mesura de seguretat ja que el comandament
radiocontrol u´nicament te´ el control del UAV mentre la interf´ıcie se`rie esta habilitada mentre
per la interf´ıcie se`rie no s’env´ın comandes i en qualsevol moment es pot recuperar el control
del UAV per comandar-lo amb el comandament deshabilitant la interf´ıcie se`rie.
Per enviar comandes de control de pitch angle, roll angle, yaw rate i thrust cal enviar:
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>∗>d i [ e s t r u c t u r a de c o n t r o l ]
Startstring Identificador Estructura de dades de comanda
> ∗ > di [estructura]
El conjunt de cara`cters >∗>di identifica que e´s l’enviament d’una estructura de control.
A l’annex A.3 es pot consultar l’estructura de dades que s’envia com a control. Aquesta
estructura tracta els para`metres de pitch, roll i yaw tots ells de la mateixa manera ja que en
tots els casos corresponen a angles. Aix´ı que aquestes variables poden prendre valors entre
-2047 i 2047.
El para`metre de thrusts correspon a pote`ncia dels motos no pot prendre valors negatius, aix´ı
que el rang de valors va`lids e´s entre 0 i 4095.
El para`metre anomenat control, correspon a 2 bytes els quals l’estat dels seus bits permet
habilitar o deshabilitar el control de pitch, roll, yaw, thrust, control d’alc¸ada i control de GPS.
A la taula 4.3 es mostra la relacio´ entre els bits i cada un dels para`metres de control.
Byte Bit Paquet
Baix
0 Control de pitch habilitat
1 Control de roll habilitat
2 Control de yaw habilitat
3 Control de thrust habilitat
4 Control d’alc¸ada habilitat












Taula 4.3.: Bits de control
Els bits de control 4 i 5 permeten seleccionar el mode de control de la taula 4.1.
Caracter´ıstiques del protocol
Durant el transcurs d’aquest projecte s’ha pogut comprovar que la documentacio´ oficial del
projecte no disposa del detall necessari per poder implementar el protocol de baix nivell. Ja
que es trobaven dificultats per poder definir algun dels comportaments i la implementacio´ del
protocol.
Els punts que la documentacio´ oficial no ofereix so´n:
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• Quin tipus d’endianess s’utilitza
• Existe`ncia de missatge de confirmacio´ (ACK)
• Encesa i parada de motors
Durant el proce´s de cerca, es va observar que el programa AscTec AutoPilot Control9 propor-
cionat pel fabricant, permetia fer l’enviament de comandes de manera remota i la visualitzacio´
de telemetria. I es va fer una hipo`tesis de que el programa utilitzava el protocol de comuni-
cacio´ amb el processador de baix nivell, ja que les dades mostrades i les variables que permet
controlar encaixen amb les d’aquest protocol.
Tenint en compte la falta d’informacio´ sobre el protocol i el fet de que el programa que
proporciona el fabricant esta` compilat i no es pot consultar el codi font, es va optar per fer
un estudi d’enginyeria inversa per tal d’extreure el protocol utilitzat. El procediment ha sigut
el de enregistrar els bytes que es transmeten per el port se`rie mentre s’executa el programa
compilat. Per poder enregistrar els bytes que s’enviaven per el port se`rie s’ha utilitzat el
programa Serial Port Monitor de Eltima. Aquest programa ha perme`s obtenir el fitxer de
bytes transmesos, dels quals s’han extret els patrons de dades corresponent a les estructures
dels annexes A.2 i A.3. D’aquestes dades s’ha pogut extreure caracter´ıstiques del protocol que
no estaven documentades.
• El protocol utilitza Little Endian. Quan transmet el valor d’una variable, ho fa trans-
metent del byte mes baix al byte me´s alt.
• S’ha pogut comprovar com els missatges de control so´n resposos per un missatge de
confirmacio´ de 5 bytes. El missatge de confirmacio´ en representacio´ hexadecimal e´s 0x3e
0x61 0x17 0x61 0x3c. El byte 0x17 e´s un cara`cter no imprimible. Si tenim en compte
que el cara`cter no imprimible es representa per un punt podem dir que >a.a< e´s la
representacio´ ASCII el missatge de confirmacio´.
• El programa proporcionat per el fabricant, permet la possibilitat d’encendre i parar els
motors. Gra`cies a aquest estudi d’enginyeria inversa s’ha pogut detectar que l’encesa i
parada dels motors utilitzen un tipus de comanda que no es contempla a la documentacio´.
La comanda d’encesa dels motos e´s:
Startstring Identificador Encen/Apaga
> ∗ > m [encen apaga]
En aquest cas el para`metre encen apaga correspon a un byte que si el seu valor e´s 1 activa
els motors en canvi si e´s 0 els para.
Resum del protocol
A la Figura 4.7 es pot apreciar clarament l’intercanvi de missatges entre el UAV i el computador.




Valor del byte Accio´
0x00 Apagar
0x01 Encendre
Taula 4.4.: Comanda ence´n/apaga
1. En el moment que encenem el UAV aquest envia un paquet de dades de manera au-
toma`tica.
2. El computador envia una comanda d’encesa dels motors.
3. El computador envia la peticio´ de paquets de dades i el UAV respon amb els paquets
corresponents.
4. El computador envia una comanda de control. El UAV respon amb un missatge de
confirmacio´.
5. El computador envia una comanda d’apagada de motors.
Computador Drone Manual
encenem el drone>*> len id estructura <#<
>*> m 0x01
>*> p byteBaix byteAlt





Figura 4.7.: Diagrama de sequ¨e`ncia de missatges del protocol
4.2.3. Processador d’alt nivell
El processador d’Alt Nivell(HL)10 e´s un processador de lliure disposicio´ que permet programar




el processador de baix nivell(LL) com a suport de seguretat .
Els dos microprocessadors es comuniquen amb una velocitat extremadament ra`pida de 1.000
Hz , per tant , totes les dades dels sensors esta` disponible per al processador HL. Els co-
mandaments de control poden ser enviats del processador HL al processador LL a la mateixa
frequ¨e`ncia , per exemple: les ordres de velocitat de rotacio´ per a cada motor o comandaments
pitch/roll/yaw/thrust.
El processador HL ofereix les interf´ıcies UART per comunicar-se amb un computador (amb
cable o XBee 4.2.4) i SPI per comunicar-se amb el processador de baix nivell.
4.2.4. XBee
XBee so´n uns mo`duls de comunicacio´ sense fils, que es basen en el protocol 802.15.4 (ZigBee).
Els mo`duls XBee proporcionen dues formes de comunicacio´[8]: Transmissio´ se`rie transparent
(mode AT) i en mode API. Els mo`duls XBee poden ser configurats des d’un computador
utilitzant el programa X-CTU o be´ des d’un microcontrolador. Els mo`duls XBee es poden
comunicar en arquitectures punt a punt o en una xarxa mesh.
En el nostre cas utilitzem el model XBee Pro 60mW Wire Antenna (Series 1) que es mostra
a la figura 4.8 amb les segu¨ents caracter´ıstiques segons la pa`gina oficial[9].
• 3.3V @ 215mA
• 250kbps Max data rate
• 60mW output (+18dBm)
• 1 mile (1500m) range
• Built-in antenna
• Fully FCC certified
• 6 10-bit ADC input pins
• 8 digital IO pins
• 128-bit encryption
• Local or over-air configuration
• AT or API command set
El parell de mo`duls utilitzats per la comunicacio´ del AscTec Hummingbird venen pre-
configurats de fabrica. Encara que permeten modificar la seva configuracio´11 per tal de








Durant l’apartat 4, s’ha pogut veure les caracter´ıstiques pro`pies del Leap Motion i el drone
AscTec Hummingbird. La integracio´ dels dos dispositius, consisteix en aconseguir una fusio´
entre els eixos de refere`ncia del drone i el Leap Motion. A la figura 5.1 es mostra la concordanc¸a
entre els eixos dels dos dispositius.
Figura 5.1.: Concordanc¸a entre els eixos dels dos dispositius
El control es realitza mitjanc¸ant una traduccio´ directe dels diferents graus pitch, roll i yaw
de la ma` detectada, als graus d’inclinacio´ del drone, que es mostren a la figura 4.4. S’ha definit
que el rang dels diferents angles siguin de 180 graus, (-90 a +90). La posicio´ horitzontal de la
ma` que es pot veure a la figura 5.2, correspon a 0 graus en els tres eixos.
Figura 5.2.: Concordanc¸a entre els eixos del Leap Motion i la posicio´ de la ma`
La dista`ncia de la ma` al Leap Motion, determina la potencia thrust aplicada al drone. El
rang de thrust del drone, correspon al rang entre 10 cm i 40 cm de la ma` en l’eix Y. La figura







Figura 5.3.: Rang de posicio´ corresponent a la pote`ncia de thrust
L’encesa i parada de motors s’ha relacionat amb el gest d’obrir i tancar la ma`. A la figura
5.4, e´s mostra un exemple de la deteccio´ de ma` oberta (a l’esquerre) i una ma` tancada (a la
dreta).
Figura 5.4.: Deteccio´ del Leap Motion d’una ma` oberta i una ma` tancada
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6. Implementacio´
En aquest apartat es descriu l’explicacio´ del procediment i el codi utilitzats per tal de poder
implementar el control gestual del dispositiu 1. La part de programacio´ del dispositiu s’ha









Figura 6.1.: Diagrama de mo`duls per l’implementacio´ del control
La funcio´ principal dels mo`duls propis e´s:
crc16 Ca`lcul i verificacio´ de CRC16
estructures Definicio´ de les diferents estructures que intervenen en el sistema.
comunicacio Mo`dul que gestiona les trames de dades que s’envien per el port se`rie.
checksum Ca`lcul i verificacio´ del checksum.
data Mo`dul que gestiona l’empaquetat de dades del protocol de comunicacio´.
1Durant aquest cap´ıtol alguns noms de mo`duls i alguns fragments de codi, no s’han accentuat segons les regles
ortogra`fiques, ja que els noms dels mo`duls i el codi no poden contenir lletres accentuades
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drone Implementacio´ d’una Classe Drone que permet les accions ba`siques de control i consulta
del Drone.
control Mo`dul d’integracio´ entre el dispositiu Leap motion i el Drone.
El mo`dul Leap s’ha explicat a l’apartat 4.1. El mo`dul serial e´s una llibreria ba`sica de
python que permet configurar i utilitzar ports se`rie.
6.1. Mo`dul CRC16
Aquest mo`dul implementa la comprovacio´ i generacio´ de CRC16.
crc16.crc16(frame)
Calcul del CRC16 corresponent a la frame rebuda.
Parametres
frame (str) – Frame a la que s’ha de calcular el CRC16
Return type
int corresponent al resultat del CRC16
crc16.check crc16(frame)
Comprovacio´ de CRC16 d’una frame. Retorna True si el CRC e´s correcte i False
si no ho e´s.
Parametres




Mo`dul en el que es defineixen les diferents estructures de recepcio´ i de transmissio´ utilitzades
en el protocol se`rie.
6.2.1. Type values
Definicio´ de la llargada dels diferents tipus de dades.
:Char: 1 Byte :Unsigned Char: 1 Byte :Short: 2 Byte :Unsigned Short: 2 Byte :Integer: 4
Bytes :Unsigned Int: 4 Bytes
6.2.2. Rx descriptor
Diccionari on es defineix la relacio´ entre el nom del tipus de paquet a rebre i el codi que es rep.
Aquest identificador es troba a l’estructura enviada des del drone al computador. En aquest




Diccionari on es defineix la relacio´ entre el nom del tipus de paquet de telemetria que volem
consultar i el bit al que correspon del byte de peticio´ que s’envia. Aquest codi el trobem en
els missatges de peticio´ de paquets de telemetria que s’envien des del computador al drone.
6.2.4. Rx structure
Diccionari que conte´ la relacio´ del tx descriptor del paquet rebut i l’estructura de dades segons
el tipus de paquet. El valor d’aquest diccionari e´s una tupla de dues llistes. La primera llista
conte´ el nom de les variables i la segona llista conte´ el tipus de variable que e´s. Durant la
definicio´ d’aquestes estructures s’ha tingut en compte l’ordre de les variables per tal de que
concordin amb la posicio´ del valor de les variables a l’estructura del paquet rebut i de la
mateixa manera coincideixi el tipus de variable que s’utilitzara` per determinar la llargada de
la mateixa.
6.2.5. Tx structure
E´s sime`tric a rx structure. En aquest cas nome´s e´s contempla una estructura d’enviament de
dades. El cas de les dades de control.
6.2.6. Descriptor to structure
Diccionari que defineix la relacio´ entre el codi de rx descriptor rebut i el nom de tx descriptor
que s’ha fet la peticio´. S’utilitza` per poder cone`ixer l’estructura associada ala paquets que
rebem.
6.3. Mo`dul comunicacio´
S’encarrega de la gestio´ de mes baix nivell del protocol de comunicacio´.
comunicacio.check start end(frame)
Verifica que la trama contingui la inicialitzacio´ i finalitzacio´ de trama definides al
protocol. Retorna True si la trama conte´ la inicialitzacio´ i finalitzacio´ correcte i
False en cas contrari.
Parametres




Verifica que el camp de llargada de paquet que conte´ la trama correspongui amb
la llargada real del paquet. Retorna True si la llargada del paquet coincideix amb








Verifica que la llargada del paquet de la trama sigui correcte i que el format de la
trama sigui l’adequat. Retorna True si es compleix que la llargada de la trama e´s
correcte i alhora el frmat de la trama tambe´ ho e´s. En cas de que alguna de les
dues comprovacions sigui erro`nia retorna False.
Parametres




Inicialitza la comunicacio´. Retorna True si s’ha pogut inicialitzar la comunicacio´ i




Permet la funcionalitat d’enviament d’un paquet. Afegeix els camps necessaris per
convertir el paquet en trama i envia la trama.
comunicacio.rx paquet()
Permet la funcionalitat de recepcio´ d’un paquet o una confirmacio´. Espera a llegir
una trama o confirmacio´ i verifica que aquesta no sigui corrupte. Si la trama
e´s va`lida extreu el paquet que conte´. Pot retornar un paquet, un OK si e´s una
confirmacio´ o un str buit si la trama e´s corrupte.
6.4. Mo`dul checksum
Aquest mo`dul implementa la comprovacio´ i generacio´ de checksum.
checksum.checksum(llista dades)
Calcula el checksum corresponent dels elements d’una llista de dades.
Parametres




int valor de checksum corresponent
>>> hex ( checksum ( [ ] ) )
’ 0 xaaaa ’
>>> hex ( checksum ( [ 0 ] ) )
’ 0 xaaaa ’
>>> hex ( checksum ( [ 1 ] ) )
’ 0 xaaab ’
checksum.check checksum(llista dades, checksum)
Comprova si el checksum e´s correcte. Retorna True si aquest e´s correcte o retorna
False en cas contrari.
Parametres
llista dades (list) – Llista de dades a verificar el checksum
checksum (int) – Checksum a verificar
Return type
bool
>>> check \ checksum ( [ 0 ] , ’ 0 xaaaa ’ )
True
>>> checksum ( [ 1 ] , ’ 0 xaaab ’ )
True
>>> checksum ( [ 1 ] , ’ 0 xaaaa ’ )
F a l s e
6.5. Mo`dul data
S’encarrega de la traduccio´ de paquets a dades i de dades a paquets.
data.data2int(v, len v type)
Conversor entre valors i representacio´ hexadecimal del valor en un string. Si li
passem un valor ens retorna el la seva representacio´ hexadecimal en un string que
te en compte la llargada del tipus de dada.
Parametres
v (int) – Valor que volem convertir
len v type (int) – Llargada del tipus de dada
Return type
str corresponent a la conversio´ de valor
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>>> da t a 2 i n t (−1 , 2) == ’ \ x f f \ x f f ’
True
>>> da t a 2 i n t (−1 , 4) == ’ \ x f f \ x f f \ x f f \ x f f ’
True
>>> da t a 2 i n t (0 xa0 , 1) == ’ \ xa0 ’
True
data.str2int unsigned(str valor param, len tipus param)
Conversor entre cadenes de cara`cters i enters. Prenent cada cara`cter com un byte.
La cadena de cara`cters representa un enter sense signe.
Parametres
str valor param (int) – Cadena de cara`cters que codifica un enter sense signe
len tipus param (int) – Llargada del tipus de para`metre
Return type
int
>>> s t r 2 i n t \ un s i gn ed ( ’ \ x f f ’ , 1 )
255
>>> s t r 2 i n t \ un s i gn ed ( ’ \ x f f \ x f f ’ , 2 )
65535
>>> s t r 2 i n t \ un s i gn ed ( ’ \ xaa ’ , 1 )
170
data.str2int signed(str valor param, len tipus param)
Conversor entre cadenes de cara`cters i enters. Prenent cada cara`cter com un byte.
La cadena de cara`cters representa un enter amb signe.
Parametres
str valor param (int) – Cadena de cara`cters que codifica un enter amb signe
len tipus param (int) – Llargada del tipus de para`metre
Return type
int
>>> s t r 2 i n t \ s i g n e d ( ’ \ x f f ’ , 1 )
−1
>>> s t r 2 i n t \ s i g n e d ( ’ \ x f f \ x f f ’ , 1 )
−1





Passem un diccionari que conte ’tipus’ i ’estructura’. La clau ’tipus’ te associat el
tipus de paquet que es i la clau ’estructura’ te associat un diccionari que conte el
nom dels para`metres com a clau i el valor dels para`metres com a valor.
Parametres
tx data (dict) – Diccionari que conte l’identificador del tipus de paquet i
l’estructura de les dades
Return type
str paquet corresponent a les dades de l’estructura
>>> dades2paquet ({ ’ t i p u s ’ : ’ d i ’ , ’ e s t r u c t u r a ’ : { ’ p i t c h ’ : 0x1234 ,
’ r o l l ’ : 0x5678 , ’ yaw ’ : 0x1234 , ’ t h r u s t ’ : 4321 , ’ c t r l ’ : 0
xB1B2 , ’ checksum ’ : 0xAAAA}}) == ’ d i \x34\x12\x78\x56\x34\x12\
x21\x43\xb1\xb2\ xaa\ xaa ’
True
>>> dades2paquet ({ ’ t i p u s ’ : ’ ’ , ’ e s t r u c t u r a ’ : ’ ’ })
data.paquet2dades(tx data)
Li passem un paquet i retorna l’identificador del paquet i un diccionari amb les
dades extretes del paquet.
Parametres
tx data (dict) – Diccionari que conte l’identificador del tipus de paquet i
l’estructura de les dades
Return type
str paquet corresponent a les dades de l’estructura
>>> paquet2dades ( ’ Ahsask ’ )
{ ’ e s t r u c t u r a ’ : {} , ’ t i p u s ’ : ’No s t r u c t ’ }
>>> paquet2dades ( ’ \x01\ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \
x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \
x f f \ x f f \ x f f ’ )
{ ’ e s t r u c t u r a ’ : { ’ temp\ ADC ’ : 4294967295 , ’ temp\ gy r o ’ : 65535 , ’
acc \ z ’ : −1, ’ p r e s s u r e ’ : −1, ’ gy ro \ z ’ : −1, ’ gy ro \ x ’ : −1, ’
gy ro \ y ’ : −1, ’ acc \ x ’ : −1, ’mag\ y ’ : −1, ’mag\ x ’ : −1, ’ acc
\ y ’ : −1, ’mag\ z ’ : −1} , ’ t i p u s ’ : ’ IMU\ RAWDATA ’ }
data.tx data(tx data)
Empaqueta les dades i les envia
data.rx data()
Demana un paquet el transforma en dades i el retorna Retorna un diccionari amb




Inicia el canal de comunicacio´ Retorna True si s’ha pogut iniciar el canal de comu-
nicacio´ amb e`xit
data.close()
Tenca el canal de comunicacio´
6.6. Mo`dul Drone
Implementacio´ de la classe Drone. Ofereix les accions que podem aplicar-li.
drone. init ()





Permet definir quin so´n els para`metres de comandament que estan activats.
drone.estat()
Consulta l’estat dels motors. Retorna True si els motors estan encesos i False si
estan apagats.
drone.encen()
Ence´n els motors. Retorna True si s’han ence`s els motors i False si no s’han ence`s.
drone.apaga()
Apaga els motors del Drone. Retorna True si s’han apagat els motors i False si no
s’han apagat.
drone.comanda()
Envia una comanda de control al Drone. Retorna True si s’ha pogut enviar la
comanda i False en cas contrari.
drone.consulta()
Envia una comanda de consulta al Drone. Retorna un diccionari amb el resultat




Mo`dul que implementa l’objecte Control que e´s l’encarregat de controlar i fusionar les dades
d’entrada del Leap Motion amb les dades de control del UAV
control. init ()
Inicialitza les variables d’estat de l’objecte
control.normalitza(pitch, roll, yaw, thrust)
Normalitzacio´ dels rangs del Leap motion als rangs de control del UAV Retorna
una tupla de (pitch, roll, yaw, thrust) amb els rangs adequats
Parametres
pitch (int) – Valor de pitch en el rang del Leap Motion
roll (int) – Valor de roll en el rang del Leap Motion
yaw (int) – Valor de yaw en el rang del Leap Motion




Callback associat a la inicialitzacio´ del controlador de Leap Motion
control.on connect()
Callback associat a la connexio´ del Leap Motion
control.on disconnect()
Callback associat a la desconnexio´ del Leap Motion
control.on exit()
Callback associat a la sortida del controlador de Leap Motion
control.on frame()
Callback associat a la recepcio´ d’una trama del Leap Motion S’encarrega de gesti-
onar la comunicacio´ entre les dades rebudes del Leap Motion i les dades de control
del UAV. Implementa la ma`quina d’estats que s’encarrega de la gestio´ del UAV.
control.main()
Funcio´ principal del programa de control. Inicialitza els diferents mo`duls i permet
una iniciar la lectura de dades del Leap Motion i transmissio´ de control del UAV Un
cop iniciada es mante´ encesa fins que e´s premi la tecla enter per sortir dl programa.
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7. Conclusions i l´ınies futures
L’evolucio´ de les tecnologies sempre s’ha anat desenvolupant per buscar la ma`xima adapta-
cio´ a les interf´ıcies de comunicacio´ pro`pies dels humans, com s’ha comprovat amb la bibliografia.
El control gestual e´s una nova tende`ncia que sembla ser que ha arriba per canviar la manera
en com ens comuniquem amb les ma`quines. E´s un camp on hi ha molta feina per continuar
investigant i perfeccionant. En aquest treball s’ha pogut veure que hi han dispositius que
permeten dur a terme interaccions inimaginables fins fa poc. L’e`xit d’aquestes tecnologies esta`
relacionat amb una bona feina d’integracio´ d’aquests dispositius amb els computadors, ja que
els sistemes d’interf´ıcies d’usuaris de finestres que existeixen actualment so´n poc pra`ctiques.
De manera similar, els mo`bils tambe´ han hagut d’innovar-se canviant el teclat per pantalles
ta`ctils.
Durant l’estudi de les classificacions dels UAV, s’ha vist que aquests dispositius no es limiten
a ser u´nicament petits aparells voladors, sino´ que existeixen gran varietat de dispositius i amb
un gran nombre d’aplicacions.
La substitucio´ del control remot ha resultat no ser una feina fa`cil. Ha causa de la manca
de documentacio´ ha sigut necessari un estudi d’enginyeria inversa per tal de determinar amb
exactitud el protocol utilitzat pel dispositiu AscTec Hummingbird. Aquesta tasca, ha requerit
coneixements transversals de diferents mate`ries pro`pies de la titulacio´ d’enginyeria en sistemes
TIC.
Durant les proves realitzades de control del UAV amb el comandament remot gestual, ha
resultat ser me´s co`mode aquest que el comandament remot convencional. Aquest fet e´s degut
a que ergono`micament, resulta molt me´s co`mode rectificar les derives del dispositiu modificant
la inclinacio´ de la ma` ja que els angles de refere`ncia no so´n fixos per una ma` humana.
Realitzar aquest projecte amb LATEXm’ha suposat un gran aprenentatge de coneixements
avanc¸ats. Tot i tenir uns coneixements ba`sics pre`viament, alhora de construir les gra`fiques i
diagrames he apre´s a definir macros i automatitzacions LATEX.
Algunes de les l´ınies futures a seguir serien:
• Control del dispositiu per posicionament. Quan el Leap Motion detecti una ma` amb un
u´nic dit estirat, el control del UAV passa de ser relatiu, a ser posicionament absolut. Per
exemple el desplac¸ament del dit 2 cm a la dreta, provoca un desplac¸ament del UAV 2 m
a la dreta.
• Treballar amb la programacio´ del processador d’alt nivell del AscTec Hummingbird.
• Integracio´ del dispositiu actual amb una ca`mera. Gestionar el control de la ca`mera i el
UAV mitjanc¸ant interf´ıcie gestual.
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• Substituir el dispositiu de control gestual. Un dels dispositius que podria ser interessant
de comparar amb el Leap Motion, e´s el Myo.
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A.1. Generador de documentacio´
S’ha crat un scrip per tal d’extreure la documentacio´ dels docstrings del codi python. Aquest
scrip genera una documentacio´ formatada en LATEX.
# −∗− e n c o d i n g : u t f−8 −∗−
import os
import s y s
from s t r i n g import Template
# Output t y p e : document , p a r t o f document
ou tpu t comp l e t e doc = Fa l s e
document b lock = ”””
\\ d o c u m e n t c l a s s { s c r r e p r t }
\\ usepackage [ u t f 8 ]{ i n p u t e n c }
\\ usepackage [ c a t a l a n ]{ b a b e l }
\\ usepackage { l i s t i n g s }
\\ l s t s e t {
b a s i c s t y l e =\\ s f f a m i l y ,
}
\\newcommand{\\ code } [ 1 ]{\\ t e x t t t {#1}}
\\newcommand{\\ b f c o d e } [ 1 ]{{\\ l a r g e \ code {\\ t e x t b f {#1}}}}
\\newcommand{\\ comanda } [ 3 ]{\\ code {#1.}\\ b f c o d e {#2}\\ code {(}\\ t e x t i t
{#3}\\ code {) }}
\\newcommand{\\ a t r i b u t } [ 3 ]{\\ i t em [#1](\\ t e x t i t {#2}) −− #3}
\\Dec la reFontShape {OT1}{ cmtt }{bx}{n
}{<5><6><7><8><9><10><10.95><12><14.4><17.28><20.74><24.88>
cmttb10 }{}
\\ b e g i n {document}





command block = ”””
$command
$ d e s c b l o c k
$ a r g s r e t
$ c o d e b l o c k
”””
def comment2tex ( l i n e s , module=None , f u n c t i o n=None ) :
t i t o l = [ ]
s u b t i t o l = [ ]
f o r n l i n e i n range (0 , l e n ( l i n e s ) ) :
i f ’===’ i n l i n e s [ n l i n e ] :
t i t o l . append ( n l i n e )
e l i f ’−−− ’ i n l i n e s [ n l i n e ] :
s u b t i t o l . append ( n l i n e )
s imp l e a r g s = ””
desc = ””
a r g s = ””
arg = ” \\ a t r i b u t {$arg name }{ $a r g t y p e }{ $a r g d e s c }\n”
r e t = ””
code = ””
a r g s l i s t = [ ]
c o d e l i n e = None
f o r n l i n e i n range (0 , l e n ( l i n e s ) ) :
i f not c o d e l i n e :
i f n l i n e i n t i t o l or n l i n e i n s u b t i t o l :
continue
e l i f n l i n e + 1 i n t i t o l :
de sc += ’ \\ s e c t i o n { ’ + l i n e s [ n l i n e ] . l s t r i p ( ) .
r e p l a c e ( ’ \n ’ , ’ ’ ) + ’ }\n ’
e l i f n l i n e + 1 i n s u b t i t o l :
de sc += ’ \\ s u b s e c t i o n { ’ + l i n e s [ n l i n e ] . l s t r i p ( ) .
r e p l a c e ( ’ \n ’ , ’ ’ ) + ’ }\n ’
e l i f ’ : param ’ i n l i n e s [ n l i n e ] :
l i n e = l i n e s [ n l i n e ] . s p l i t ( ’ : ’ )
arg name = l i n e [ −2 ] . s p l i t ( ’ ’ ) [ −1 ] . l s t r i p ( ) . r e p l a c e (
’ \n ’ , ’ ’ )
a r g t y p e = l i n e [ −2 ] . s p l i t ( ’ ’ ) [ −2 ] . l s t r i p ( ) . r e p l a c e (
’ \n ’ , ’ ’ )
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a r g d e s c = l i n e [ −1 ] . l s t r i p ( ) . r e p l a c e ( ’ \n ’ , ’ ’ )
a r g s l i s t . append ( arg name )
a r g s += Template ( a rg ) . s u b s t i t u t e ( arg name=arg name ,
a r g t y p e=arg t ype , a r g d e s c=a r g d e s c )
e l i f ’ : r t y p e ’ i n l i n e s [ n l i n e ] :
r e t = l i n e s [ n l i n e ] . s p l i t ( ’ : ’ ) [ −1 ] . l s t r i p ( ) . r e p l a c e (
’ \n ’ , ’ ’ )
e l i f ”>>>” i n l i n e s [ n l i n e ] :
c o d e l i n e = n l i n e
break
e l s e :
i f l i n e s [ n l i n e ] . l s t r i p ( ) == ’ \n ’ :
desc += ’ \\\\ ’
e l s e :
de sc += l i n e s [ n l i n e ]
c od e b l o c k = ’ ’
i f c o d e l i n e :
code = ’ ’ . j o i n ( l i n e s [ c o d e l i n e : ] )
i f code :
c od e b l o c k = ”””\\ b e g i n { l s t l i s t i n g } [ l a n g u a g e=python ]
$code
\\ end{ l s t l i s t i n g }
”””
cod e b l o c k = Template ( c od e b l o c k ) . s u b s t i t u t e ( code=code )
s imp l e a r g s = ’ , ’ . j o i n ( a r g s l i s t )
command = ’ ’
i f f u n c t i o n :
command = ”\\comanda{$module }{ $ f u n c t i o n }{ $ s imp l e a r g s }\n”
command = Template (command) . s u b s t i t u t e ( module=module ,
f u n c t i o n=func t i o n , s imp l e a r g s=s imp l e a r g s )
d e s c b l o c k = ’ $desc ’
i f f u n c t i o n :
d e s c b l o c k = ”””\\ b e g i n { quote }
$desc
\\ end{ quote }
”””
d e s c b l o c k = Template ( d e s c b l o c k ) . s u b s t i t u t e ( desc=desc )
a r g s r e t = ’ ’
i f a r g s and r e t :
a r g s r e t = ”””\\ b e g i n { quote }
\\ b e g i n { d e s c r i p t i o n }
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$ p a r a m e t r e s
$ r e t u r n t y p e
\\ end{ quote }
”””
pa ramet r e s = ’ ’
i f a r g s :
pa ramet r e s = ”””\\ i t em [ Parametres ] \\ l eavevmode
\\ b e g i n { d e s c r i p t i o n }
$ a r g s
\\ end{ d e s c r i p t i o n }
”””
pa ramet r e s = Template ( pa ramet r e s ) . s u b s t i t u t e ( a r g s=a rg s )
r e t u r n t y p e = ’ ’
i f r e t :
r e t u r n t y p e = ”””\\ i t em [{ Return t y p e } ] \\ l eavevmode
\\ b e g i n { d e s c r i p t i o n }
\\ i t em [ $ r e t ]
\\ end{ d e s c r i p t i o n }
\\ end{ d e s c r i p t i o n }
”””
r e t u r n t y p e = Template ( r e t u r n t y p e ) . s u b s t i t u t e ( r e t=r e t )
a r g s r e t = Template ( a r g s r e t ) . s u b s t i t u t e ( pa ramet r e s=
parametres , r e t u r n t y p e=r e t u r n t y p e )
return Template ( command block ) . s u b s t i t u t e (command=command ,
d e s c b l o c k=de s c b l o ck , a r g s r e t=a r g s r e t , c od e b l o c k=
code b l o c k )
i f name == ’ ma i n ’ :
module = s t r ( s y s . a rgv [ 1 ] )
i f module [ −3 : ] == ’ . py ’ :
f = open (module , ’ r ’ )
module = module . r e p l a c e ( ’ . py ’ , ’ ’ )
e l s e :
f = open ( module + ’ . py ’ , ’ r ’ )
l i n e s = f . r e a d l i n e s ( )
f . c l o s e ( )
comments = [ ]
f u n c t i o n s = [ ]
in comment = Fa l s e
comment = [ None , None ]
f o r n l i n e i n range ( l e n ( l i n e s ) ) :
i f not in comment :
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i f ’ ””” ’ i n l i n e s [ n l i n e ] :
in comment = True
comment [ 0 ] = n l i n e
e l i f ’ d e f ’ i n l i n e s [ n l i n e ] :
f u n c t i o n s . append ( n l i n e )
e l s e :
i f ’ ””” ’ i n l i n e s [ n l i n e ] :
in comment = Fa l s e
comment [ 1 ] = n l i n e
comments . append ( comment )
comment = [ None , None ]
con t en t = ’ ’
f o r i n i t comment , end comment i n comments :
i f i n i t comment − 1 i n f u n c t i o n s :
f unc t i on name = l i n e s [ i n i t comment − 1 ] . s p l i t ( ’ d e f ’ )
[ −1 ] . s p l i t ( ’ ( ’ ) [ 0 ]
con t en t += comment2tex ( l i n e s [ i n i t comment + 1 :
end comment ] , module , f unc t i on name )
e l s e :
c on t en t += comment2tex ( l i n e s [ i n i t comment + 1 :
end comment ] , Fa l s e , F a l s e )
con t en t = con ten t . r e p l a c e ( ’ ’ , ’ \ ’ )
i f ou tpu t comp l e t e doc :
document = Template ( document b lock ) . s u b s t i t u t e ( con t en t=
con ten t )
e l s e :
document = con ten t
i f not os . path . i s d i r ( ’ . / doc ’ ) :
os . maked i r s ( ’ . / doc ’ )
f = open ( ’ . / doc/doc− ’ + module + ’ . t e x ’ , ’w ’ )
f . w r i t e ( document )
f . c l o s e ( )
A.2. Estructures de recepcio´
s t r u c t LL STATUS
{
// b a t t e r y v o l t a g e s i n mV
short b a t t e r y v o l t a g e 1 ;
short b a t t e r y v o l t a g e 2 ;
// don ’ t c a r e
51
A. Annexes
short s t a t u s ;
// C o n t r o l l e r c y c l e s p e r second ( s h o u l d be ?1000)
short cpu l oad ;
// don ’ t c a r e
char compass enab l ed ;
char chk sum e r ro r ;
char f l y i n g ;
char motors on ;
short f l i g h tMode ;
//Time motors a r e t u r n i n g
short up t ime ;
} ;
s t r u c t IMU RAWDATA
{
// p r e s s u r e s e n s o r 24− b i t v a l u e , not s c a l e d but b i a s f r e e
i n t p r e s s u r e ;
//16− b i t gy ro r e a d i n g s ; 32768 = 2 . 5V
short gy r o x ;
short gy r o y ;
short gy r o z ;
//10− b i t magnet ic f i e l d s e n s o r r e a d i n g s
short mag x ;
short mag y ;
short mag z ;
//16− b i t a c c e l e r o m e t e r r e a d i n g s
short acc x ;
short acc y ;
short a c c z ;
//16− b i t t e m p e r a t u r e measurement u s i n g yaw−gy ro i n t e r n a l s e n s o r
unsigned short temp gyro ;
//16− b i t t e m p e r a t u r e measurement u s i n g ADC i n t e r n a l s e n s o r
unsigned i n t temp ADC ;
} ;
s t r u c t IMU CALCDATA
{
// a n g l e s d e r i v e d by i n t e g r a t i o n o f g y r o o u t p u t s , d r i f t
compensated by data & ! f u s i o n ; −90000..+90000 p i t c h ( n i c k ) and
r o l l , 0 . . 3 6 0 0 0 0 yaw ; 1000 = 1 & ! d e g r e e
i n t a n g l e n i c k ;
i n t a n g l e r o l l ;
i n t ang l e yaw ;
// a n g u l a r v e l o c i t i e s , raw v a l u e s 16 b i t but b i a s f r e e
i n t a n g v e l n i c k ;
i n t a n g v e l r o l l ;
i n t angve l yaw ;
// acc−s e n s o r outputs , c a l i b r a t e d : −10000..+10000 = −1g . .+1 g
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short a c c x c a l i b ;
short a c c y c a l i b ;
short a c c z c a l i b ;
// h o r i z o n t a l / v e r t i c a l a c c e l e r a t i o n s : −10000..+10000 = −1g . .+1 g
short acc x ;
short acc y ;
short a c c z ;
// r e f e r e n c e a n g l e s d e r i v e d by a c c e l e r a t i o n s o n l y :
−90000..+90000; 1000 = 1 & ! d e g r e e
i n t a c c a n g l e n i c k ;
i n t a c c a n g l e r o l l ;
// t o t a l a c c e l e r a t i o n measured (10000 = 1g )
i n t a c c a b s o l u t e v a l u e ;
// magnet ic f i e l d s e n s o r s output , o f f s e t f r e e and s c a l e d ; u n i t s
not & ! determined , as o n l y th e d i r e c t i o n o f t he f i e l d v e c t o r
i s taken i n t o & ! account
i n t Hx ;
i n t Hy ;
i n t Hz ;
// compass r e a d i n g : a n g l e r e f e r e n c e f o r a n g l e y a w : 0 . . 3 6 0 0 0 0 ;
1000 = 1 d e g r e e
i n t mag heading ;
// pseudo speed measurements : i n t e g r a t e d a c c e l e r a t i o n s , p u l l e d
towards z e r o ; & ! u n i t s unknown ; used f o r s h o r t−term p o s i t i o n
s t a b i l i z a t i o n
i n t spe ed x ;
i n t spe ed y ;
i n t s p e ed z ;
// h e i g h t i n mm ( a f t e r data f u s i o n )
i n t h e i g h t ;
// d i f f . h e i g h t i n mm/ s ( a f t e r data f u s i o n )
i n t dhe i gh t ;
// d i f f . h e i g h t measured by the p r e s s u r e s e n s o r mm/ s
i n t d h e i g h t r e f e r e n c e ;
// h e i g h t measured by t he p r e s s u r e s e n s o r mm
i n t h e i g h t r e f e r e n c e ;
} ;
s t r u c t GPS DATA
{
// l a t i t u d e / l o n g i t u d e i n deg ∗ 10ˆ7
i n t l a t i t u d e ;
i n t l o n g i t u d e ;
//GPS h e i g h t i n mm
i n t h e i g h t ;
// speed i n x (E/W) and y (N/S ) i n mm/ s
i n t spe ed x ;
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i n t spe ed y ;
//GPS h e a d i n g i n deg ∗ 1000
i n t head ing ;
// a c c u r a c y e s t i m a t e s i n mm and mm/ s
unsigned i n t h o r i z o n t a l a c c u r a c y ;
unsigned i n t v e r t i c a l a c c u r a c y ;
unsigned i n t s p e ed a c cu r a c y ;
// number o f s a t e l l i t e v e h i c l e s used i n NAV s o l u t i o n
unsigned i n t numSV ;
// GPS s t a t u s i n f o r m a t i o n ; 0 x03 = v a l i d GPS f i x
i n t s t a t u s ;
} ;
s t r u c t GPS DATA ADVANCED
{
// l a t i t u d e / l o n g i t u d e i n deg ∗ 10ˆ7
i n t l a t i t u d e ;
i n t l o n g i t u d e ;
//GPS h e i g h t i n mm
i n t h e i g h t ;
// speed i n x (E/W) and y (N/S ) i n mm/ s
i n t spe ed x ;
i n t spe ed y ;
//GPS h e a d i n g i n deg ∗ 1000
i n t head ing ;
// a c c u r a c y e s t i m a t e s i n mm and mm/ s
unsigned i n t h o r i z o n t a l a c c u r a c y ;
unsigned i n t v e r t i c a l a c c u r a c y ;
unsigned i n t s p e ed a c cu r a c y ;
// number o f s a t e l l i t e v e h i c l e s used i n NAV s o l u t i o n
unsigned i n t numSV ;
//GPS s t a t u s i n f o r m a t i o n ; 0 x03 = v a l i d GPS f i x
i n t s t a t u s ;
// c o o r d i n a t e s o f c u r r e n t o r i g i n i n deg ∗ 10ˆ7
i n t l a t i t u d e b e s t e s t i m a t e ;
i n t l o n g i t u d e b e s t e s t i m a t e ;
// v e l o c i t i e s i n X (E/W) and Y (N/S ) a f t e r data f u s i o n
i n t s p e e d x b e s t e s t im a t e ;
i n t s p e e d y b e s t e s t im a t e ;
} ;
s t r u c t RC DATA
{
// c h a n n e l s as r e a d from R/C r e c e i v e r
unsigned short c h a n n e l s i n 8 ;
// c h a n n e l s b i a s f r e e , remapped and s c a l e d to 0 . . 4 0 9 5
unsigned short ch ann e l s o u t 8 ;
// I n d i c a t o r f o r v a l i d R/C r e c e i p t i o n
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unsigned char l o c k ;
} ;
s t r u c t CONTROLLER OUTPUT
{
// a t t i t u d e c o n t r o l l e r o u t p u t s ; 0 . . 2 0 0 = −100 ..+100%
i n t n i c k ;
i n t r o l l ;
i n t yaw ;
// c u r r e n t t h r u s t ( h e i g h t c o n t r o l l e r output ) ; 0 . . 2 0 0 = 0..100%
i n t t h r u s t ;
} ;
A.3. Estructura de control
s t r u c t CTRL INPUT {
short p i t c h ; // p i t c h i n p u t : −2047..+2047 (0= n e u t r a l )
short r o l l ; // r o l l i n p u t : −2047..+2047 (0= n e u t r a l )
short yaw ; //(=R/C S t i c k i n p u t ) −2047..+2047 (0= n e u t r a l )
short t h r u s t ; // c o l l e c t i v e : 0 . . 4 0 9 5 = 0..100%
short c t r l ; /∗ c o n t r o l b y t e :
b i t 0 : p i t c h c o n t r o l e n a b l e d
b i t 1 : r o l l c o n t r o l e n a b l e d
b i t 2 : yaw c o n t r o l e n a b l e d
b i t 3 : t h r u s t c o n t r o l e n a b l e d
b i t 4 : h e i g h t c o n t r o l e n a b l e d




s t r u c t CTRL INPUT CTRL Input ;
A.4. Mo`dul estructures
# −∗− e n c o d i n g : u t f−8 −∗−
”””
Mo` d u l e s t r u c t u r e s
=================
Mo` d u l en e l que e s d e f i n e i x e n l e s d i f e r e n t s e s t r u c t u r e s de r e c e p c i o´
i
de t r a n s m i s s i o´ u t i l i t z a d e s en e l p r o t o c o l s e` r i e .
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Type v a l u e s
−−−−−−−−−−−
D e f i n i c i o´ de l a l l a r g a d a d e l s d i f e r e n t s t i p u s de dades .
: Char : 1 Byte
: Uns igned Char : 1 Byte
: S h o r t : 2 Byte
: Uns igned S h o r t : 2 Byte
: I n t e g e r : 4 Bytes
: Uns igned I n t : 4 Bytes
Rx d e s c r i p t o r
−−−−−−−−−−−−−
D i c c i o n a r i on e s d e f i n e i x l a r e l a c i o´ e n t r e e l nom d e l t i p u s de
paquet
a r e b r e i e l c o d i que e s r e p . Aquest i d e n t i f i c a d o r e s t r o b a a
l ’ e s t r u c t u r a e n v i a d a des d e l drone a l computador . En a q u e s t t i p u s de
p a q u e t s s ’ e n v i a l e s dades de l e s v a r i a b l e s de t e l e m e t r i a d e l drone .
Tx d e s c r i p t o r
−−−−−−−−−−−−−
D i c c i o n a r i on e s d e f i n e i x l a r e l a c i o´ e n t r e e l nom d e l t i p u s de
paquet
de t e l e m e t r i a que volem c o n s u l t a r i e l b i t a l que c o r r e s p o n d e l b y t e
de p e t i c i o´ que s ’ e n v i a . Aquest c o d i e l trobem en e l s m i s s a t g e s de
p e t i c i o´ de p a q u e t s de t e l e m e t r i a que s ’ e n v i e n des d e l computador a l
drone .
Rx s t r u c t u r e
−−−−−−−−−−−−
D i c c i o n a r i que cont e´ l a r e l a c i o´ d e l t x d e s c r i p t o r d e l paquet r e b u t i
l ’ e s t r u c t u r a de dades s e g o n s e l t i p u s de paquet . E l v a l o r d ’ a q u e s t
d i c c i o n a r i e´ s una t u p l a de dues l l i s t e s . La p r i m e r a l l i s t a cont e´ e l
nom de l e s v a r i a b l e s i l a segona l l i s t a cont e´ e l t i p u s de v a r i a b l e
que
e´ s . Durant l a d e f i n i c i o´ d ’ a q u e s t e s e s t r u c t u r e s s ’ ha t i n g u t en compte
l ’ o r d r e de l e s v a r i a b l e s p e r t a l de que c o n c o r d i n amb l a p o s i c i o´ d e l




manera c o i n c i d e i x i e l t i p u s de v a r i a b l e que s ’ u t i l i t z a r a` p e r
d e t e r m i n a r l a l l a r g a d a de l a mate ixa .
Tx s t r u c t u r e
−−−−−−−−−−−−
E´ s s im e` t r i c a r x s t r u c t u r e . En a q u e s t c a s nome´ s e´ s contempla una
e s t r u c t u r a d ’ env iament de dades . E l c a s de l e s dades de c o n t r o l .
D e s c r i p t o r to s t r u c t u r e
−−−−−−−−−−−−−−−−−−−−−−−
D i c c i o n a r i que d e f i n e i x l a r e l a c i o´ e n t r e e l c o d i de r x d e s c r i p t o r
r e b u t i e l nom de t x d e s c r i p t o r que s ’ ha f e t l a p e t i c i o´ . S ’ u t i l i t z a`
p e r




t y p e v a l u e s = {}
t y p e v a l u e s [ ’ c ’ ] = 1
t y p e v a l u e s [ ’ uc ’ ] = 1
t y p e v a l u e s [ ’ s ’ ] = 2
t y p e v a l u e s [ ’ us ’ ] = 2
t y p e v a l u e s [ ’ i ’ ] = 4
t y p e v a l u e s [ ’ u i ’ ] = 4
# RX DESCRIPTOR
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
r x d e s c r i p t o r = {}
r x d e s c r i p t o r [ 0 x01 ] = ”PD IMURAWDATA”
r x d e s c r i p t o r [ 0 x02 ] = ”PD LLSTATUS”
r x d e s c r i p t o r [ 0 x03 ] = ”PD IMUCALCDATA”
r x d e s c r i p t o r [ 0 x04 ] = ”PD HLSTATUS”
r x d e s c r i p t o r [ 0 x05 ] = ”PD DEBUGDATA”
r x d e s c r i p t o r [ 0 x11 ] = ”PD CTRLOUT”
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r x d e s c r i p t o r [ 0 x12 ] = ”PD FLIGHTPARAMS”
r x d e s c r i p t o r [ 0 x13 ] = ”PD CTRLCOMMANDS”
r x d e s c r i p t o r [ 0 x14 ] = ”PD CTRLINTERNAL”
r x d e s c r i p t o r [ 0 x15 ] = ”PD RCDATA”
r x d e s c r i p t o r [ 0 x16 ] = ”PD CTRLSTATUS”
r x d e s c r i p t o r [ 0 x17 ] = ”PD CTRLINPUT”
r x d e s c r i p t o r [ 0 x18 ] = ”PD CTRLFALCON”
r x d e s c r i p t o r [ 0 x20 ] = ”PD WAYPOINT”
r x d e s c r i p t o r [ 0 x21 ] = ”PD CURRENTWAY”
r x d e s c r i p t o r [ 0 x22 ] = ”PD NMEADATA”
r x d e s c r i p t o r [ 0 x23 ] = ”PD GPSDATA”
r x d e s c r i p t o r [ 0 x24 ] = ”PD SINGLEWAYPOINT”
r x d e s c r i p t o r [ 0 x25 ] = ”PDGOTOCOMMAND”
r x d e s c r i p t o r [ 0 x26 ] = ”PD LAUNCHCOMMAND”
r x d e s c r i p t o r [ 0 x27 ] = ”PD LANDCOMMAND”
r x d e s c r i p t o r [ 0 x28 ] = ”PDHOMECOMMAND”
r x d e s c r i p t o r [ 0 x29 ] = ”PD GPSDATA ADVANCED”
# TX DESCRIPTOR
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
t x d e s c r i p t o r = {}
t x d e s c r i p t o r [ 0 x0001 ] = ”LL STATUS”
t x d e s c r i p t o r [ 0 x0002 ] = ”IMU RAWDATA”
t x d e s c r i p t o r [ 0 x0004 ] = ”IMU CALCDATA”
t x d e s c r i p t o r [ 0 x0008 ] = ”RC DATA”
t x d e s c r i p t o r [ 0 x0010 ] = ”CONTROLLER OUTPUT”
t x d e s c r i p t o r [ 0 x0080 ] = ”GPS DATA”
#Don ’ t have s t r u c t
t x d e s c r i p t o r [ 0 x0100 ] = ”CURRENT WAY”
t x d e s c r i p t o r [ 0 x0200 ] = ”GPS DATA ADVANCED”
#Don ’ t have s t r u c t
t x d e s c r i p t o r [ 0 x0800 ] = ”CAM DATA”
# RX STRUCTURE
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
r x s t r u c t u r e = {}
names = [
” b a t t e r y v o l t a g e 1 ” ,
” b a t t e r y v o l t a g e 2 ” ,
” s t a t u s ” ,
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” cpu l oad ” ,
” compass enab l ed ” ,
” chk sum e r ro r ” ,
” f l y i n g ” ,
”motors on ” ,
” f l i g h tMode ” ,
” up t ime ” ]
t yp e s = [ ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ c ’ , ’ c ’ , ’ c ’ , ’ c ’ , ’ s ’ , ’ s ’ ]
r x s t r u c t u r e [ ”LL STATUS” ] = ( names , t yp e s )
names = [
” p r e s s u r e ” ,
” g y r o x ” ,
” g y r o y ” ,




” ac c x ” ,
” ac c y ” ,
” a c c z ” ,
” temp gyro ” ,
”temp ADC” ]
t yp e s = [ ’ i ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ us ’ , ’ u i
’ ]
r x s t r u c t u r e [ ”IMU RAWDATA” ] = ( names , t yp e s )
names = [
” a n g l e n i c k ” ,
” a n g l e r o l l ” ,
” ang l e yaw ” ,
” a n g v e l n i c k ” ,
” a n g v e l r o l l ” ,
” angve l yaw ” ,
” a c c x c a l i b ” ,
” a c c y c a l i b ” ,
” a c c z c a l i b ” ,
” ac c x ” ,
” ac c y ” ,
” a c c z ” ,
” a c c a n g l e n i c k ” ,
” a c c a n g l e r o l l ” ,






”mag heading ” ,
” speed x ” ,
” speed y ” ,
” sp e ed z ” ,
” h e i g h t ” ,
” dhe i gh t ” ,
” d h e i g h t r e f e r e n c e ” ,
” h e i g h t r e f e r e n c e ” ]
t yp e s = [
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ s ’ ,
’ s ’ ,
’ s ’ ,
’ s ’ ,
’ s ’ ,
’ s ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ]
r x s t r u c t u r e [ ”IMU CALCDATA” ] = ( names , t yp e s )
names = [
” l a t i t u d e ” ,
” l o n g i t u d e ” ,
” h e i g h t ” ,
” speed x ” ,
” speed y ” ,
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” head ing ” ,
” h o r i z o n t a l a c c u r a c y ” ,
” v e r t i c a l a c c u r a c y ” ,
” s p e ed a c cu r a c y ” ,
”numSV” ,
” s t a t u s ” ]
t yp e s = [ ’ i ’ , ’ i ’ , ’ i ’ , ’ i ’ , ’ i ’ , ’ i ’ , ’ u i ’ , ’ u i ’ , ’ u i ’ , ’ u i ’ , ’ i ’ ]
r x s t r u c t u r e [ ”GPS DATA” ] = ( names , t yp e s )
names = [
” l a t i t u d e ” ,
” l o n g i t u d e ” ,
” h e i g h t ” ,
” speed x ” ,
” speed y ” ,
” head ing ” ,
” h o r i z o n t a l a c c u r a c y ” ,
” v e r t i c a l a c c u r a c y ” ,
” s p e ed a c cu r a c y ” ,
”numSV” ,
” s t a t u s ” ,
” l a t i t u d e b e s t e s t i m a t e ” ,
” l o n g i t u d e b e s t e s t i m a t e ” ,
” s p e e d x b e s t e s t im a t e ” ,
” s p e e d y b e s t e s t im a t e ” ]
t yp e s = [
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ u i ’ ,
’ u i ’ ,
’ u i ’ ,
’ u i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ,
’ i ’ ]
r x s t r u c t u r e [ ”GPS DATA ADVANCED” ] = ( names , t yp e s )
names = [ ” c h a n n e l s i n 8 ” , ” c h ann e l s o u t 8 ” , ” l o c k ” ]
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t yp e s = [ ’ us ’ , ’ us ’ , ’ uc ’ ]
r x s t r u c t u r e [ ”RC DATA” ] = ( names , t yp e s )
names = [ ” n i c k ” , ” r o l l ” , ” yaw” , ” t h r u s t ” ]
t yp e s = [ ’ i ’ , ’ i ’ , ’ i ’ , ’ i ’ ]
r x s t r u c t u r e [ ”CONTROLLER OUTPUT” ] = ( names , t yp e s )
# TX STRUCTURE
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
t x s t r u c t u r e = {}
#CTRL INPUT
names = [ ” p i t c h ” , ” r o l l ” , ”yaw” , ” t h r u s t ” , ” c t r l ” , ” checksum” ]
t yp e s = [ ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ , ’ s ’ ]
t x s t r u c t u r e [ ” d i ” ] = ( names , t yp e s )
#CONSULT
names = [ ” cod i ” ]
t yp e s = [ ’ us ’ ]
t x s t r u c t u r e [ ”p” ] = ( names , t yp e s )
#SWITCH ON
names = [ ” s t a t e ” ]
t yp e s = [ ’ uc ’ ]
t x s t r u c t u r e [ ”m” ] = ( names , t yp e s )
# DESCRIPTOR TO STRUCTURE
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
d e s c r i p t o r 2 s t r u c t u r e = {}
d e s c r i p t o r 2 s t r u c t u r e [ 0 x01 ] = ”IMU RAWDATA”
d e s c r i p t o r 2 s t r u c t u r e [ 0 x02 ] = ”LL STATUS”
d e s c r i p t o r 2 s t r u c t u r e [ 0 x03 ] = ”IMU CALCDATA”
d e s c r i p t o r 2 s t r u c t u r e [ 0 x11 ] = ”CONTROLLER OUTPUT”
d e s c r i p t o r 2 s t r u c t u r e [ 0 x15 ] = ”RC DATA”
d e s c r i p t o r 2 s t r u c t u r e [ 0 x23 ] = ”GPS DATA”
d e s c r i p t o r 2 s t r u c t u r e [ 0 x29 ] = ”GPS DATA ADVANCED”
A.5. Mo`dul comunicacio
# −∗− e n c o d i n g : u t f−8 −∗−
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import s e r i a l
import c r c16
”””
Mo` d u l c o m u n i c a c i o´
=================
S ’ e n c a r r e g a de l a g e s t i o´ de mes b a i x n i v e l l d e l p r o t o c o l de




def c h e c k s t a r t e n d ( frame ) :
”””
V e r i f i c a que l a trama c o n t i n g u i l a i n i c i a l i t z a c i o´ i f i n a l i t z a c i o´
de trama d e f i n i d e s a l p r o t o c o l .
Retorna True s i l a trama cont e´ l a i n i c i a l i t z a c i o´ i f i n a l i t z a c i o´
c o r r e c t e i F a l s e en c a s c o n t r a r i .
: param s t r f rame : Cadena de c a r a` c t e r s que forma una trama
: r t y p e : b o o l
”””
f r am e i n i t = frame . f i n d ( ”>∗>” )
f rame end = frame . f i n d ( ”<#<” )
i f f r am e i n i t != −1 and f rame end != −1:
return True
e l s e :
return Fa l s e
def c h e c k l e n ( f rame ) :
”””
V e r i f i c a que e l camp de l l a r g a d a de paquet que cont e´ l a trama
c o r r e s p o n g u i amb l a l l a r g a d a r e a l d e l paquet .
Retorna True s i l a l l a r g a d a d e l paquet c o i n c i d e i x amb e l v a l o r
d e l camp l l a r g a d a i F a l s e en c a s c o n t r a r i .
: param s t r f rame : Cadena de c a r a` c t e r s c o r r e s p o n e n t a una trama




f r ame l e n d a t a = ord ( frame [ 3 ] )+ord ( frame [ 4 ] )
f r ame da ta = frame [6 : −5 ]
i f f r ame l e n d a t a == l e n ( f r ame da ta ) :
return True
e l s e :
return Fa l s e
def check f r ame ( frame ) :
”””
V e r i f i c a que l a l l a r g a d a d e l paquet de l a trama s i g u i c o r r e c t e i
que e l fo rmat de l a trama s i g u i l ’ adequat .
Retorna True s i e s c o m p l e i x que l a l l a r g a d a de l a trama e´ s
c o r r e c t e i a l h o r a e l f rm at de l a trama tamb e´ ho e´ s .
En c a s de que a l g u n a de l e s dues c o m pr o v a c io n s s i g u i e r r o` n i a
r e t o r n a F a l s e .
: param s t r f rame : Cadena de c a r a` c t e r s c o r r e s p o n e n t a una trama
: r t y p e : b o o l
”””
c r c = ord ( frame [−5])+ord ( frame [−4])
return c h e c k s t a r t e n d ( frame ) and c h e c k l e n ( f rame ) and c r c16 .
ch e ck c r c 16 ( frame , c r c )
# Frame API F u n c t i o n s
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
def i n i t ( ) :
”””
I n i c i a l i t z a l a c o m u n i c a c i o´ . Retorna True s i s ’ ha pogut
i n i c i a l i t z a r
l a c o m u n i c a c i o´ i F a l s e en c a s c o n t r a r i .
: r t y p e : b o o l
”””
g l o b a l s e r
t r y :
s e r = s e r i a l . S e r i a l ( ’ / dev / ttyUSB0 ’ , 57600 , t imeout =0.5)
except :
return Fa l s e




def c l o s e ( ) :
”””
Tenca l a c o m u n i c a c i o´ .
”””
g l o b a l s e r
s e r . c l o s e ( )
# New −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
def t x paque t ( t x paque t ) :
”””
Permet l a f u n c i o n a l i t a t d ’ env iament d ’ un paquet .
A f e g e i x e l s camps n e c e s s a r i s p e r c o n v e r t i r e l paquet en
trama i e n v i a l a trama .
: param s t r t x p a q u e t :
”””
g l o b a l s e r
f rame = ”>∗>{ t x paque t}<#<” . fo rmat ( t x paque t=tx paque t )
s e r . w r i t e ( f rame )
def r x paque t ( ) :
”””
Permet l a f u n c i o n a l i t a t de r e c e p c i o´ d ’ un paquet o una
c o n f i r m a c i o´ .
Es pe ra a l l e g i r una trama o c o n f i r m a c i o´ i v e r i f i c a que
a q u e s t a no s i g u i c o r r u p t e .
S i l a trama e´ s v a` l i d a e x t r e u e l paquet que cont e´ . Pot
r e t o r n a r un paquet , un OK s i e´ s una c o n f i r m a c i o´ o un s t r
b u i t s i l a trama e´ s c o r r u p t e .
: r t y p e : s t r
”””
g l o b a l s e r
f rame = ””
whi le True :
c a r a c t e r = s e r . r ead ( )
f rame += c a r a c t e r
i f c a r a c t e r == ’ ’ :
return ’ ’
e l i f f rame [ −3 : ] == ”<#<” :
i f check f r ame ( frame ) :
f r am e i n i t = frame . f i n d ( ’>∗> ’ )
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f rame end = frame . f i n d ( ’<#< ’ )
# Te en compte f r a m e i n i t (3B) + f r a m e l e n d a t a (2B) =
(5B) i f r a m e c r c (2B)
r x paque t = frame [ f r am e i n i t +5: f rame end −2]
return r x paque t
e l s e :
return ’ ’
e l i f f rame [ −5 : ] == ”>a\x17a<” :
return ’OK ’
A.6. Mo`dul checksum
# −∗− e n c o d i n g : u t f−8 −∗−
”””
Mo` d u l checksum
==============
Aquest mo` d u l implementa l a comprovac i o´ i g e n e r a c i o´ de checksum .
”””
def checksum ( l l i s t a d a d e s ) :
”””
C a l c u l a e l checksum c o r r e s p o n e n t d e l s e l e m e n t s d ’ una l l i s t a de
dades .
: param l i s t l l i s t a d a d e s : L l i s t a de dades a c a l c u l a r checksum
: r t y p e : i n t v a l o r de checksum c o r r e s p o n e n t
>>> hex ( checksum ( [ ] ) )
’0 xaaaa ’
>>> hex ( checksum ( [ 0 ] ) )
’0 xaaaa ’




f o r dada i n l l i s t a d a d e s :
checksum += dada
checksum &= 0 x f f f f
return checksum




Comprova s i e l checksum e´ s c o r r e c t e . Retorna True s i a q u e s t e´ s
c o r r e c t e o r e t o r n a F a l s e en c a s c o n t r a r i .
: param l i s t l l i s t a d a d e s : L l i s t a de dades a v e r i f i c a r e l
checksum
: param i n t checksum : Checksum a v e r i f i c a r
: r t y p e : b o o l
>>> check checksum ( [ 0 ] , ’0 xaaaa ’ )
True
>>> checksum ( [ 1 ] , ’0 xaaab ’ )
True
>>> checksum ( [ 1 ] , ’0 xaaaa ’ )
F a l s e
”””
return checksum ( l l i s t a d a d e s ) == checksum
A.7. Mo`dul data
# −∗− e n c o d i n g : u t f−8 −∗−
import e s t r u c t u r e s
import comun icac io
”””
Mo` d u l data
==========
S ’ e n c a r r e g a de l a t r a d u c c i o´ de p a q u e t s a dades i de dades a p a q u e t s .
”””
# C o n v e r s i o´ de dades
def da t a 2 i n t ( v , l e n t i p u s p a r am ) :
”””
C o n v e r s o r e n t r e v a l o r s i r e p r e s e n t a c i o´ h e x a d e c i m a l d e l v a l o r en
un
s t r i n g . S i l i passem un v a l o r ens r e t o r n a e l l a s e v a
r e p r e s e n t a c i o´
h e x a d e c i m a l en un s t r i n g que t e en compte l a l l a r g a d a d e l
t i p u s de dada .
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: param i n t v : V a l o r que volem c o n v e r t i r
: param i n t l e n v t y p e : L l a r g a d a d e l t i p u s de dada
: r t y p e : s t r c o r r e s p o n e n t a l a c o n v e r s i o´ de v a l o r
>>> d a t a 2 i n t (−1 , 2) == ’\ x f f \ x f f ’
True
>>> d a t a 2 i n t (−1 , 4) == ’\ x f f \ x f f \ x f f \ x f f ’
True
>>> d a t a 2 i n t (0 xa0 , 1) == ’\ xa0 ’
True
”””
s t r v a l u e = ””
f o r i i n range ( l e n t i p u s p a r am ) :
mascara = 0 x f f << (8∗ i )
b y t e v a l u e = ( v & mascara ) >> (8∗ i )
s t r v a l u e += chr ( b y t e v a l u e )
return s t r v a l u e
def s t r 2 i n t u n s i g n e d ( s t r v a l o r p a r am , l e n t i p u s p a r am ) :
”””
C o n v e r s o r e n t r e c a d e n e s de c a r a` c t e r s i e n t e r s . Prenent cada c a r a`
c t e r com un
b y t e . La cadena de c a r a` c t e r s r e p r e s e n t a un e n t e r s e n s e s i g n e .
: param i n t s t r v a l o r p a r a m : Cadena de c a r a` c t e r s que c o d i f i c a un
e n t e r s e n s e s i g n e
: param i n t l e n t i p u s p a r a m : L l a r g a d a d e l t i p u s de par a` metre
: r t y p e : i n t
>>> s t r 2 i n t u n s i g n e d ( ’\ x f f ’ , 1 )
255
>>> s t r 2 i n t u n s i g n e d ( ’\ x f f \ x f f ’ , 2 )
65535




b y t e i n d e x = range ( l e n t i p u s p a r am )
b y t e i n d e x . r e v e r s e ( )
f o r i i n b y t e i n d e x :
acomulador += ord ( s t r v a l o r p a r am [ i ] ) << (8 ∗ i )
return acomulador




C o n v e r s o r e n t r e c a d e n e s de c a r a` c t e r s i e n t e r s . Prenent cada c a r a`
c t e r com un
b y t e . La cadena de c a r a` c t e r s r e p r e s e n t a un e n t e r amb s i g n e .
: param i n t s t r v a l o r p a r a m : Cadena de c a r a` c t e r s que c o d i f i c a un
e n t e r amb s i g n e
: param i n t l e n t i p u s p a r a m : L l a r g a d a d e l t i p u s de par a` metre
: r t y p e : i n t
>>> s t r 2 i n t s i g n e d ( ’\ x f f ’ , 1 )
−1
>>> s t r 2 i n t s i g n e d ( ’\ x f f \ x f f ’ , 1 )
−1
>>> s t r 2 i n t s i g n e d ( ’\ xaa ’ , 1 )
−86
”””
s i gned mask = 0x80 << (8 ∗ ( l e n t i p u s p a r am − 1) )
uns igned mask = s igned mask − 1
uns i gned = s t r 2 i n t u n s i g n e d ( s t r v a l o r p a r am , l e n t i p u s p a r am )
return ( uns i gned & uns igned mask ) − ( uns i gned & s igned mask )
# Empaquetar / Desempaquetar
def dades2paquet ( t x d a t a ) :
”””
Passem un d i c c i o n a r i que c o n t e ’ t i p u s ’ i ’ e s t r u c t u r a ’ . La c l a u
’ t i p u s ’ t e a s s o c i a t e l t i p u s de paquet que e s i l a c l a u
’ e s t r u c t u r a ’ t e a s s o c i a t un d i c c i o n a r i que c o n t e e l nom d e l s
par a` met res com a c l a u i e l v a l o r d e l s par a` met res com a v a l o r .
: param d i c t t x d a t a : D i c c i o n a r i que c o n t e l ’ i d e n t i f i c a d o r d e l
t i p u s de paquet i l ’ e s t r u c t u r a de l e s dades
: r t y p e : s t r paquet c o r r e s p o n e n t a l e s dades de l ’ e s t r u c t u r a
>>> dades2paquet ({ ’ t i p u s ’ : ’ d i ’ , ’ e s t r u c t u r a ’ : { ’ p i t c h ’ : 0 x1234 ,
’ r o l l ’ : 0 x5678 , ’ yaw ’ : 0 x1234 , ’ t h r u s t ’ : 4321 , ’ c t r l ’ : 0
xB1B2 , ’ checksum ’ : 0xAAAA}}) == ’ d i \x34\x12\x78\x56\x34\x12\
x21\x43\xb1\xb2\ xaa\ xaa ’
True





t i p u s = t x d a t a [ ’ t i p u s ’ ]
e s t r u c t u r a = t x d a t a [ ’ e s t r u c t u r a ’ ]
f o r i i n range ( l e n ( e s t r u c t u r e s . t x s t r u c t u r e [ t i p u s ] [ 0 ] ) ) :
nom param = e s t r u c t u r e s . t x s t r u c t u r e [ t i p u s ] [ 0 ] [ i ]
t i pu s pa r am = e s t r u c t u r e s . t x s t r u c t u r e [ t i p u s ] [ 1 ] [ i ]
v a l o r pa r am = e s t r u c t u r a [ nom param ]
l e n t i p u s p a r am = e s t r u c t u r e s . t y p e v a l u e s [ t i pu s pa r am ]
s t r v a l o r p a r am = da t a 2 i n t ( va lo r pa ram , l e n t i p u s p a r am )
paquet += s t r v a l o r p a r am
return t i p u s+paquet
def paquet2dades ( r x paque t ) :
”””
L i passem un paquet i r e t o r n a l ’ i d e n t i f i c a d o r d e l paquet i un
d i c c i o n a r i amb l e s dades e x t r e t e s d e l paquet .
: param d i c t t x d a t a : D i c c i o n a r i que c o n t e l ’ i d e n t i f i c a d o r d e l
t i p u s de paquet i l ’ e s t r u c t u r a de l e s dades
: r t y p e : s t r paquet c o r r e s p o n e n t a l e s dades de l ’ e s t r u c t u r a
>>> paquet2dades ( ’ Ahsask ’ )
{ ’ e s t r u c t u r a ’ : {} , ’ t i p u s ’ : ’No s t r u c t ’}
>>> paquet2dades ( ’\ x01\ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \
x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \ x f f \
x f f \ x f f \ x f f ’ )
{ ’ e s t r u c t u r a ’ : { ’ temp ADC ’ : 4294967295 , ’ temp gyro ’ : 65535 , ’
a c c z ’ : −1, ’ p r e s s u r e ’ : −1, ’ g y r o z ’ : −1, ’ g y r o x ’ : −1, ’
g y r o y ’ : −1, ’ a c c x ’ : −1, ’ mag y ’ : −1, ’ mag x ’ : −1, ’ a c c y ’ :
−1, ’ mag z ’ : −1} , ’ t i p u s ’ : ’IMU RAWDATA ’}
”””
c o d i t i p u s = ord ( r x paque t [ 0 ] )
dades = r x paque t [ 1 : ]
i f c o d i t i p u s i n e s t r u c t u r e s . d e s c r i p t o r 2 s t r u c t u r e . key s ( ) :
t i p u s = e s t r u c t u r e s . d e s c r i p t o r 2 s t r u c t u r e [ c o d i t i p u s ]
e s t r u c t u r a = {}
f o r i i n range ( l e n ( e s t r u c t u r e s . r x s t r u c t u r e [ t i p u s ] [ 0 ] ) ) :
nom param = e s t r u c t u r e s . r x s t r u c t u r e [ t i p u s ] [ 0 ] [ i ]
t i pu s pa r am = e s t r u c t u r e s . r x s t r u c t u r e [ t i p u s ] [ 1 ] [ i ]
70
A.7. Mo`dul data
l e n t i p u s p a r am = e s t r u c t u r e s . t y p e v a l u e s [ t i pu s pa r am ]
s t r v a l o r p a r am = dades [ : l e n t i p u s p a r am ]
dades = dades [ l e n t i p u s p a r am : ]
i f ’ u ’ i n t i pu s pa r am :
va l o r pa r am = s t r 2 i n t u n s i g n e d ( s t r v a l o r p a r am ,
l e n t i p u s p a r am )
e l s e :
v a l o r pa r am = s t r 2 i n t s i g n e d ( s t r v a l o r p a r am ,
l e n t i p u s p a r am )
e s t r u c t u r a [ nom param ] = va l o r pa r am
return { ’ t i p u s ’ : t i p u s , ’ e s t r u c t u r a ’ : e s t r u c t u r a }
e l s e :
return { ’ t i p u s ’ : ’No s t r u c t ’ , ’ e s t r u c t u r a ’ : {}}
# Tx/Rx
def t x d a t a ( t x d a t a ) :
”””
Empaqueta l e s dades i l e s e n v i a
: param d i c t t x d a t a : D i c c i o n a r i que c o n t e l ’ i d e n t i f i c a d o r d e l
t i p u s de paquet i l ’ e s t r u c t u r a de l e s dades
”””
t x paque t = dades2paquet ( t x d a t a )
comun icac io . t x paque t ( t x paque t )
def r x d a t a ( ) :
”””
Demana un paquet e l t r a n s f o r m a en dades i e l r e t o r n a
Retorna un d i c c i o n a r i amb l ’ i d e n t i f i c a d o r d e l paquet i l ’
e s t r u c t u r a de
dades rebuda
: r t y p e : d i c t
”””
r x paque t = comun icac io . r x paque t ( )
i f r x paque t :
return paquet2dades ( r x paque t )




def i n i t ( ) :
”””
I n i c i a e l c a n a l de c o m u n i c a c i o´
Retorna True s i s ’ ha pogut i n i c i a r e l c a n a l de c o m u n i c a c i o´ amb e`
x i t
: r t y p e : b o o l
”””
return comun icac io . i n i t ( )
def c l o s e ( ) :
”””
Tenca e l c a n a l de c o m u n i c a c i o´
”””
comun icac io . c l o s e ( )
i f name == ” ma i n ” :
import do c t e s t
d o c t e s t . testmod ( )
A.8. Mo`dul drone




Mo` d u l Drone
===========
I m p l e m e n t a c i o´ de l a c l a s s e Drone . O f e r e i x l e s a c c i o n s que podem
a p l i c a r − l i .
”””
c l a s s Drone :




I n i c i a l i t z a l a c o m u n i c a c i o´ . I n i c i a l i t z a t o t s e l s p a`
r a m e t r e s de c o n t r o l
com a d e s a c t i v a t s .
”””
data . i n i t ( )
s e l f . c t r l = 0
def d e l ( s e l f ) :
”””
Tanca l a c o m u n i c a c i o´ .
”””
data . c l o s e ( )
def s e t c o n t r o l ( s e l f , p i t c h=Fa l s e , r o l l=Fa l s e , yaw=Fa l s e ,
t h r u s t=Fa l s e , h e i g h t=True , gps=True ) :
”””
Permet d e f i n i r q u i n s o´n e l s par a` met res de
comandament que e s t a n a c t i v a t s .
”””
c t r l = 0
i f p i t c h :
c t r l |= 0b00000001
i f r o l l :
c t r l |= 0b00000010
i f yaw :
c t r l |= 0b00000100
i f t h r u s t :
c t r l |= 0b00001000
i f h e i g h t :
c t r l |= 0b00010000
i f gps :
c t r l |= 0b00100000
s e l f . c t r l = c t r l
def e s t a t ( s e l f ) :
”””
C o n s u l t a l ’ e s t a t d e l s motors .
Retorna True s i e l s motors e s t a n e n c e s o s i F a l s e s i
e s t a n a p a g a t s .
: r t y p e : b o o l
”””
# C o n s u l t a p e r comprovar s i e s t a e n c e s
e s t r u c t u r a c o n s u l t a = { ’ c od i ’ : 0 x01}
t x d a t a c o n s u l t a = { ’ t i p u s ’ : ’ p ’ , ’ e s t r u c t u r a ’ :
e s t r u c t u r a c o n s u l t a }
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data . t x d a t a ( t x d a t a c o n s u l t a )
encen = True
r x d a t a c o n s u l t a = data . r x d a t a ( )
i f ( r x d a t a c o n s u l t a [ ’ t i p u s ’ ] == ’LL STATUS ’ ) and (
r x d a t a c o n s u l t a [ ’ e s t r u c t u r a ’ ] [ ’ motors on ’ ] == 0
x00 ) :
encen = Fa l s e
return encen
def encen ( s e l f ) :
”””
Enc e´ n e l s motors .
Retorna True s i s ’ han enc e` s e l s motors i F a l s e s i no
s ’ han enc e` s .
: r t y p e : b o o l
”””
e s t r u c t u r a e n c e n = { ’ s t a t e ’ : 1}
t x d a t a e n c e n = { ’ t i p u s ’ : ’m’ , ’ e s t r u c t u r a ’ :
e s t r u c t u r a e n c e n }
data . t x d a t a ( t x d a t a e n c e n )
return s e l f . e s t a t ( )
def apaga ( s e l f ) :
”””
Apaga e l s motors d e l Drone .
Retorna True s i s ’ han apagat e l s motors i F a l s e s i
no s ’ han apagat .
: r t y p e : b o o l
”””
e s t r u c t u r a a p a g a = { ’ s t a t e ’ : 0}
t x da t a apaga = { ’ t i p u s ’ : ’m’ , ’ e s t r u c t u r a ’ :
e s t r u c t u r a a p a g a }
data . t x d a t a ( t x da t a apaga )
return not s e l f . e s t a t ( )
def comanda ( s e l f , p i t c h =0, r o l l =0, yaw=0, t h r u s t =0) :
”””
Env ia una comanda de c o n t r o l a l Drone .
Retorna True s i s ’ ha pogut e n v i a r l a comanda i F a l s e
en c a s c o n t r a r i .




check = checksum . checksum ( [ p i t ch , r o l l , yaw , t h r u s t ,
s e l f . c t r l ] )
e s t r u c t u r a = { ’ p i t c h ’ : p i t ch , ’ r o l l ’ : r o l l , ’ yaw ’ :
yaw , ’ t h r u s t ’ : t h r u s t , ’ c t r l ’ : s e l f . c t r l , ’
checksum ’ : check }
t x d a t a = { ’ t i p u s ’ : ’ d i ’ , ’ e s t r u c t u r a ’ : e s t r u c t u r a }
data . t x d a t a ( t x d a t a )
r x d a t a = data . r x d a t a ( )
return r x d a t a == ’OK’
def c o n s u l t a ( s e l f , c od i ) :
”””
Env ia una comanda de c o n s u l t a a l Drone .
Retorna un d i c c i o n a r i amb e l r e s u l t a t de l e s dades
c o n s u l t a d e s .
S i no h i ha dades , r e t o r n a un d i c c i o n a r i b u i t .
: r t y p e : d i c t
”””
e s t r u c t u r a = { ’ c od i ’ : c od i }
t x d a t a = { ’ t i p u s ’ : ’ p ’ , ’ e s t r u c t u r a ’ : e s t r u c t u r a }
data . t x d a t a ( t x d a t a )
return data . r x d a t a ( )
A.9. Mo`dul control




import s y s
”””
Mo` d u l c o n t r o l
=============
Mo` d u l que implementa l ’ o b j e c t e C o n t r o l que e´ s l ’ e n c a r r e g a t de
c o n t r o l a r i
f u s i o n a r l e s dades d ’ e n t r a d a d e l Leap Motion amb l e s dades de
c o n t r o l d e l UAV
”””
c l a s s Con t r o l ( Leap . L i s t e n e r , drone . Drone ) :
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def i n i t ( s e l f ) :
”””
I n i c i a l i t z a l e s v a r i a b l e s d ’ e s t a t de l ’ o b j e c t e
”””
Leap . L i s t e n e r . i n i t ( s e l f )
drone . Drone . i n i t ( s e l f )
s e l f . u l t im env i amen t = t ime . t ime ( )
s e l f . s t a t e = 0
s e l f . s e t c o n t r o l (
p i t c h=True ,
r o l l=True ,
yaw=Fa l s e ,
t h r u s t=True ,
h e i g h t=True ,
gps=True )
# Tractament
def no rma l i t z a ( s e l f , p i t c h =0, r o l l =0, yaw=0, t h r u s t =0) :
”””
N o r m a l i t z a c i o´ d e l s r a n g s d e l Leap motion a l s r a n g s de
c o n t r o l d e l UAV
Retorna una t u p l a de ( p i t c h , r o l l , yaw , t h r u s t ) amb e l s
r a n g s a d e q u a t s
: param i n t p i t c h : V a l o r de p i t c h en e l rang d e l Leap Motion
: param i n t r o l l : V a l o r de r o l l en e l rang d e l Leap Motion
: param i n t yaw : V a l o r de yaw en e l rang d e l Leap Motion
: param i n t t h r u s t : V a l o r de t h r u s t en e l rang d e l Leap
Motion
: r t y p e : t u p l a
”””
i f p i t c h > 1 :
p i t c h = 1
e l i f p i t c h < −1:
p i t c h = −1
i f r o l l > 1 :
r o l l = 1
e l i f r o l l < −1:
r o l l = −1
i f yaw > 1 :
yaw = 1




# Regi o´ 100 − 300cm
t h r u s t = ( t h r u s t − 100 .0 ) /200 .0
i f t h r u s t > 1 :
t h r u s t = 1
e l i f t h r u s t < −1:
t h r u s t = −1
ponde r a c i o = 0 .5
p i t c h = i n t ( p i t c h ∗ 2047 .0 ∗ ponde r a c i o )
i f p i t c h > 2047 :
p i t c h = 2047
e l i f p i t c h < −2047:
p i t c h = −2047
r o l l = i n t ( r o l l ∗ −2047.0 ∗ ponde r a c i o )
i f r o l l > 2047 :
r o l l = 2047
e l i f r o l l < −2047:
r o l l = −2047
yaw = i n t ( yaw ∗ 2047 .0 ∗ ponde r a c i o )
i f yaw > 2047 :
yaw = 2047
e l i f yaw < −2047:
yaw = −2047
t h r u s t = i n t ( t h r u s t ∗ 4094)
i f t h r u s t > 2047 + i n t (2047 ∗ ponde r a c i o ) :
t h r u s t = 2047 + i n t (2047 ∗ ponde r a c i o )
e l i f t h r u s t < 0 :
t h r u s t = 0
return ( p i t ch , r o l l , yaw , t h r u s t )
# d e f f i l t r e c o n t r o l ( p i t c h , r o l l , yaw , t h r u s t ) :
# r e t u r n ( p i t c h , r o l l , yaw , t h r u s t )
# Ev en ts
def o n i n i t ( s e l f , c o n t r o l l e r ) :
”””





p r i n t ” I n i t i a l i z e d ”
def on connec t ( s e l f , c o n t r o l l e r ) :
”””
C a l l b a c k a s s o c i a t a l a c o n n e x i o´ d e l Leap Motion
”””
p r i n t ”Connected ”
def on d i s c o nn e c t ( s e l f , c o n t r o l l e r ) :
”””
C a l l b a c k a s s o c i a t a l a d e s c o n n e x i o´ d e l Leap Motion
”””
p r i n t ”D i s connec ted ”
def o n e x i t ( s e l f , c o n t r o l l e r ) :
”””
C a l l b a c k a s s o c i a t a l a s o r t i d a d e l c o n t r o l a d o r de Leap
Motion
”””
p r i n t ” Ex i t e d ”
def on f rame ( s e l f , c o n t r o l l e r ) :
”””
C a l l b a c k a s s o c i a t a l a r e c e p c i o´ d ’ una trama d e l Leap Motion
S ’ e n c a r r e g a de g e s t i o n a r l a c o m u n i c a c i o´ e n t r e l e s dades
r e b u d e s d e l
Leap Motion i l e s dades de c o n t r o l d e l UAV.
Implementa l a ma` q u i n a d ’ e s t a t s que s ’ e n c a r r e g a de l a g e s t i o´
d e l UAV.
”””
f rame = c o n t r o l l e r . f rame ( )
i f not f rame . hands . i s empt y :
# Get th e f i r s t hand
hand = frame . hands [ 0 ]
p i t ch , r o l l , yaw , t h r u s t = s e l f . n o rma l i t z a (
hand . d i r e c t i o n . p i t ch ,
hand . pa lm normal . r o l l ,
hand . d i r e c t i o n . yaw ,
hand . p a lm po s i t i o n . y )
i f l e n ( hand . f i n g e r s ) == 0 and s e l f . s t a t e == 1 :




s e l f . s t a t e = 0
s e l f . apaga ( )
e l i f l e n ( hand . f i n g e r s ) == 5 and s e l f . s t a t e == 0 :
p r i n t ”Encen
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−”
s e l f . s t a t e = 1
s e l f . encen ( )
e l i f s e l f . s t a t e == 1 :
a ra = t ime . t ime ( )
i f a ra − s e l f . u l t im env i amen t > 0 . 0 7 5 :
s e l f . u l t im env i amen t = ara
i f l e n ( hand . f i n g e r s ) == 1 :
# p i t c h , r o l l , yaw , t h r u s t = s e l f .
f i l t r e c o n t r o l ( p i t c h , r o l l , yaw , t h r u s t )
p r i n t ”Mode c o n t r o l ”
e l s e :
p r i n t ”Mode l l i u r e ”
s e l f . comanda ( p i t c h=p i t ch , r o l l=r o l l , yaw=yaw ,
t h r u s t=t h r u s t )
p r i n t ’ P i t ch : ’ , p i t c h
p r i n t ’ R o l l : ’ , r o l l
p r i n t ’Yaw : ’ , yaw
p r i n t ’ Thrust : ’ , t h r u s t
p r i n t ’−−−−−−−−−−−−−−−−−−−−−−− ’
def main ( ) :
”””
Func i o´ p r i n c i p a l d e l programa de c o n t r o l .
I n i c i a l i t z a e l s d i f e r e n t s mo` d u l s i permet una i n i c i a r l a l e c t u r a
de dades
d e l Leap Motion i t r a n s m i s s i o´ de c o n t r o l d e l UAV
Un cop i n i c i a d a e s mant e´ e n c e s a f i n s que e´ s premi l a t e c l a e n t e r
p e r s o r t i r
d l programa .
”””
# C r e a t e a sample l i s t e n e r and c o n t r o l l e r
l i s t e n e r = Con t r o l ( )
c o n t r o l l e r = Leap . C o n t r o l l e r ( )
# Have t he sample l i s t e n e r r e c e i v e e v e n t s from th e c o n t r o l l e r
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c o n t r o l l e r . a d d l i s t e n e r ( l i s t e n e r )
# Keep t h i s p r o c e s s r u n n i n g u n t i l E n t e r i s p r e s s e d
p r i n t ” Pr e s s Ente r to q u i t . . . ”
s y s . s t d i n . r e a d l i n e ( )
# Remove th e sample l i s t e n e r when done
c o n t r o l l e r . r em o v e l i s t e n e r ( l i s t e n e r )
i f name == ” ma i n ” :
main ( )
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