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Resumen—Las FPGAs se han destacado como dispositivos
de bajo consumo energe´tico y alta productividad para muchas
aplicaciones de procesamiento de ima´genes. En este trabajo se
presenta la implementacio´n de un filtro de deteccio´n de bordes
Sobel usando sı´ntesis de alto nivel sobre una plataforma SoC. A
diferencia de otras propuestas, esta implementacio´n no requiere
de un sistema operativo embebido en la placa ni tampoco de
librerı´as especı´ficas de ima´genes.
Index Terms—Deteccio´n de bordes, Sobel, SoC, Zybo, HLS
I. INTRODUCCIO´N
El objetivo principal del procesamiento digital de ima´genes
es mejorar la calidad de una imagen o extraer informacio´n
contenida en la misma [1]. En ese sentido, las FPGAs se han
destacado como dispositivos de bajo consumo energe´tico y alta
productividad para muchas aplicaciones de procesamiento de
ima´genes [2].
Dentro del procesamiento de ima´genes, las te´cnicas de
deteccio´n de bordes o contornos son empleadas para segmentar
una imagen en regiones homoge´neas [3]. Estas te´cnicas se
aplican sobre ima´genes en escala de grises representadas por
una funcio´n f(x, y), donde f se corresponde con la intensidad
o nivel de gris en cada pı´xel. Un borde esta´ constituido por
un cambio abrupto de intensidad en una regio´n reducida y es
lo que facilita delimitar los objetos presentes en una imagen.
El filtro (u operador) Sobel es un me´todo de deteccio´n
de bordes muy popular que ha sido ampliamente estudiado.
En el a´mbito de las FPGAs, las implementaciones del filtro
Sobel han sido desarrolladas tanto en lenguajes de descripcio´n
de hardware (HDL) como en lenguajes de alto nivel (HLL).
En HDL, se pueden destacar tres disen˜os de este operador.
En [4] se desarrollo´ una versio´n simple del filtro en VHDL
y se realizaron pruebas de rendimiento en 3 FPGAs de
Xilinx de distinta gama, mientras que en [5] se desarrollo´
una versio´n multidireccional de este operador. Las pruebas
de rendimiento de este u´ltimo se realizaron en una FPGA
Spartan3 XC3S200. En cuanto a Verilog, se encuentra un
disen˜o del filtro implementado en un FPGA Virtex 4 de Xilinx
[6]. Por otro lado, vale la pena mencionar 2 versiones HLS
del filtro Sobel. En primer lugar, en [7] se implementa el
algoritmo en una plataforma System-on-Chip (SoC) de Avnet-
Xilinx denominada Zedboard. Las ima´genes ingresan por una
ca´mara USB al sistema y los resultados se envı´an al puerto
HDMI para ser visualizados en pantalla. El procesador es el
responsable de controlar todos los componentes del sistema,
para lo cual cuenta con un sistema operativo (SO) Linux
embebido. En segundo lugar, en [8] se realizan pruebas de la
implementacio´n en otra plataforma SoC denominada ZYBO,
del consorcio Digilent-Xilinx. En este caso, se utilizan tanto
los puertos HDMI como VGA para el ingreso de las ima´genes
y su posterior procesamiento. Una caracterı´stica en comu´n de
ambos desarrollos de alto nivel es que los autores utilizaron
funciones de librerı´as de video provistas por Xilinx.
En este trabajo se presenta la implementacio´n de un filtro
Sobel sintetizado en lenguaje de alto nivel sobre una pla-
taforma SoC. A diferencia de las propuestas existentes, la
implementacio´n presentada no requiere embeber un SO en
la placa ni tampoco utiliza funciones de librerı´as de ima´ge-
nes/video. Adema´s, se encuentra disponible en un repositorio
web pu´blico [9] para beneficio de la comunidad, lo que facilita
su reuso o modificacio´n para otros fines.
II. FILTRO DE DETECCIO´N DE BORDES SOBEL
El filtro Sobel es un me´todo de deteccio´n de contornos
basado en gradientes (o de primer orden) que se aplica a
ima´genes en escala de grises [10]. Utiliza dos ma´scaras de con-
volucio´n independientesMh yMv para obtener los cambios de
intensidad en direccio´n horizontal y vertical, respectivamente,
que se pueden observar en la Eq. 1.
Mh =
−1 −2 −10 0 0
1 2 1
Mv =
−1 0 1−2 0 2
−1 0 1
 (1)
Desde el punto de vista matema´tico, el operador emplea
las ma´scaras para aplicar convolucio´n a la imagen original
y ası´ calcular aproximaciones a las derivadas tanto en el
eje horizontal como en el eje vertical. En cada pı´xel de
la imagen, los resultados de las aproximaciones de ambos
gradientes pueden ser combinados para obtener su magnitud
(o tasa de cambio de intensidad) con la siguiente ecuacio´n
G =
q
Gx
2 +Gy
2.
III. IMPLEMENTACIO´N
Para la implementacio´n del filtro Sobel se emplearon dos
clases de arreglos diferentes denominados buffer de lı´nea y
ventana deslizante, siguiendo las recomendaciones de [11].
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Por un lado, los buffers de lı´nea almacenan una fila completa
de pı´xeles de la imagen y se usa la cantidad mı´nima que per-
mita mantener el contexto necesario para procesar cada pı´xel.
Por otro lado, la ventana deslizante almacena un conjunto de
pı´xeles centrado en el pı´xel de intere´s de forma de poder
aplicar la convolucio´n correspondiente. En este caso particular,
se requiere una ventana deslizante de 3×3 y 3 buffers de lı´nea
de AnchoDeImagen elementos, como se muestra en la Fig. 1.
P P
3 buff ers de línea 1 x w
Ventana deslizante 3 x 3
P Pixel de interés
Nuevo pixel en buff er de línea
P
Imagen original Imagen obtenida
Dirección de desplazamiento
de ventana
Alto de la
Imagen (h)
Ancho de la imagen (w)
Figura 1: Aplicacio´n de convolucio´n
El nu´cleo de procesamiento esta´ formado por 3 bloques
sintetizados y validados en alto nivel con la herramienta Viva-
do HLS v2019.1 de Xilinx. El primer bloque (RGB2GRAY)
convierte ima´genes RGB en escala de grises utilizando el
me´todo basado en la media aritme´tica de los tres componentes;
el segundo bloque (FILTRO SOBEL) detecta los bordes en la
imagen; y el tercer bloque (U8toU32) combina 4 caracteres
de 8 bits para formar una palabra de 32 bits. Se utilizaron
directivas para la optimizacio´n de la sı´ntesis. En particular,
se uso´ HLS INTERFACE para indicar que se desea emplear
los esta´ndares AXI Stream y AXI Lite en las comunicaciones
de las ima´genes y sus para´metros. Tambie´n se empleo´ HLS
ARRAY PARTITION para permitir la lectura de las memorias
en paralelo (buffers de lı´nea, ventana deslizante y ma´scaras).
Por u´ltimo, se incluyo´ la directiva HLS UNROLL para que las
convoluciones puedan computarse en paralelo.
Para realizar pruebas reales del filtro se disen˜o´ un sistema
que permite adquirir ima´genes RGB en formato BMP desde
una tarjeta de memoria microSD, detectar sus bordes y alma-
cenar la nueva imagen en la memoria microSD. El sistema
esta´ formado por un bloque DMA que accede a la memoria
microSD para la lectura de la imagen y envı´a el flujo de
pı´xeles al bloque de procesamiento. Luego de operar, el bloque
de procesamiento devuelve el flujo de pı´xeles al DMA para
su posterior almacenamiento en memoria. La configuracio´n
y habilitacio´n del sistema son realizadas por el procesador.
En la Fig. 2 se observa un diagrama en bloques del sistema.
Por u´ltimo, todos los mo´dulos fueron integrados usando la
herramienta Vivado 2019.1.
IV. RESULTADOS EXPERIMENTALES
La plataforma de desarrollo usada es ZYBO, basada en
la arquitectura AP SoC e integrada por un procesador dual-
core ARM Cortex-A9 y una FPGA XC7Z010-1-CLG400C. La
aplicacio´n de prueba se desarrollo´ con la herramienta XSDK
2019.1 de Xilinx y se configuro´ la implementacio´n para que
Figura 2: Sistema implementado
(a)
(b)
Figura 3: Ima´genes de prueba. (a) Mandrill. (b) Kodim23
pueda procesar ima´genes de hasta 1920×1080 pı´xeles (Full
HD). El sistema fue probado con 2 ima´genes obtenidas de
repositorios pu´blicos: Mandrill de 512×512 [12] y Kodim23
de 768×512 [13]. La Fig. 3 muestra el resultado del filtrado
aplicado las ima´genes de prueba.
El ana´lisis temporal reporta que el tiempo de ciclo es 8.62ns
mientras que el retardo es de 3.96ms. El tiempo requerido
para procesar Kodim23 a 100Mhz es de 40.97ms. Con respecto
al uso de recursos, la Tabla I resume los valores requeridos.
Como se puede notar, el disen˜o no es grande y quedan aun
recursos disponibles para otras aplicaciones si fuese necesario.
Recurso Slice LUTs Slice Registers F7 Muxes BRAM DSPs
Total 17600 35200 8800 60 80
Usados 2877 3221 6 1 2
Utilizacio´n 16% 9% 1% 2% 3%
Tabla I: Uso de recursos
V. CONCLUSIONES Y TRABAJO FUTURO
En este trabajo se presento´ la implementacio´n de un filtro
Sobel sintetizado en lenguaje de alto nivel sobre una plata-
forma SoC, la cual no requiere de un SO embebido en la
placa ni tampoco librerı´as especı´ficas de ima´genes. Adema´s,
se encuentra disponible en un repositorio web pu´blico para
beneficio de la comunidad. Como trabajo futuro, se espera
desarrollar una versio´n del mismo algoritmo en HDL y realizar
un ana´lisis comparativo de las mismas considerando uso de
recursos y rendimiento alcanzado.
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