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Neˇktera´ citliva´ data vyzˇaduj´ı takovy´ zp˚usob ukryt´ı, ktery´ skryje nejen obsah dat, ale i sa-
motnou jejich existenci. C´ılem te´to bakala´rˇske´ pra´ce je vytvorˇen´ı souborove´ho syste´mu,
ktery´ umozˇnˇuje skry´va´n´ı soubor˚u s citlivy´mi daty do jiny´ch soubor˚u. Pra´ce obsahuje
prˇehled princip˚u pouzˇ´ıvany´ch v souborovy´ch syste´mech a popis struktury a pouzˇit´ı tech-
nologie FUSE. Da´le je v pra´ci popsa´n na´vrh souborove´ho syste´mu skry´vaj´ıc´ıho souborory
do ID3 znacˇek hudebn´ıch soubor˚u ve forma´tu MP3 a jeho implementace v jazyce C++.
V za´veˇru pra´ce je vznikly´ souborovy´ syste´m experimenta´lneˇ oveˇrˇen a zhodnocen.
Abstract
Some sensitive data need such a way of hiding that hides not only the content of the data
but its preserve itself. The goal of this Bachelor’s thesis is to create a file system that
enables hiding of files with sensitive data to other files. This text contains an overview of
principles used in current file systems and a description of the structure and use of the
FUSE technology. Further, the work describes the design of a filesystem that hides files
into ID3 tags of MP3 music files and it’s implementation in C++. The created filesystem
is experimentally assessed and evaluated.
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Dı´ky masove´mu rozsˇ´ıˇren´ı vy´pocˇetn´ı techniky a internetu se dnesˇn´ı doba cˇasto oznacˇuje
jako doba informacˇn´ı. Celosveˇtovy´ objem informac´ı neusta´le rychle roste [17], prˇ´ıkladem
mohou by´t veˇdecke´ cˇla´nky, ktery´ch je beˇhem jedine´ho dne verˇejneˇ publikova´no mezi
sˇesti a sedmi tis´ıci. Nen´ı to vsˇak jediny´ druh informac´ı. Patrˇ´ı zde mnoho dalˇs´ıch druh˚u,
vcˇetneˇ naprˇ. fotografiı z rodinny´ch oslav nebo soukrome´ korespondence. V teˇchto prˇ´ı-
padech (opomineme-li typicky socia´ln´ı s´ıteˇ) mu˚zˇe by´t mnozˇstv´ı osob, ktery´m jsou tyto
informace urcˇeny, z r˚uzny´ch d˚uvod˚u omezeno (rodina, prˇa´tele´, . . . ). Lide´ informace cˇasto
uchova´vaj´ı v pocˇ´ıtacˇ´ıch na svy´ch pevny´ch disc´ıch, opatrneˇjˇs´ı z nich je chra´n´ı hesly. Lze
tak omezit prˇ´ıstup neopra´veˇny´m osoba´m a chra´nit tak data prˇed prˇ´ıpadny´m zneuzˇit´ım.
Pouzˇit´ı sˇifrova´n´ı pro ochranu dat ma´ vsˇak omezen´ı v tom, zˇe skry´va´ pouze obsah dat
a nikoli jizˇ jejich prˇ´ıtomnost. Potencia´ln´ımu u´tocˇn´ıkovi stacˇ´ı mnohdy jen zjistit heslo,
at’ uzˇ za pomoci u´toku hrubou silou, slovn´ıkove´ho u´toku, socia´ln´ıho inzˇeny´rstv´ı, nebo
v extre´mn´ım prˇ´ıpadeˇ mucˇen´ım. Pra´veˇ prˇ´ıtomnost sˇifrovany´ch dat mu˚zˇe v mnoha prˇ´ıpa-
dech prˇita´hnout nezˇa´douc´ı pozornost, proto je cˇasto vhodne´ skry´t samotnou prˇ´ıtomnost
citlivy´ch dat, cˇ´ımzˇ se zaby´va´ steganografie.
Soucˇasne´ na´stroje pro digita´ln´ı steganografii jsou cˇasto velmi omezene´ co se ty´cˇe
hlavneˇ pouzˇite´ho steganograficke´ho prˇ´ıstupu. Snad jedinou zna´mou vy´jimkou je pro-
gram TrueCrypt [7], jenzˇ umozˇnˇuje v jizˇ existuj´ıc´ım sˇifrovane´m odd´ılu vytvorˇit dalˇs´ımi
beˇzˇny´mi motodami neodhalitelny´ pododd´ıl ktery´ lze prˇi znalosti sˇifrovac´ıho kl´ıcˇe prˇipojit
jako beˇzˇny´ souborovy´ syste´m.
C´ılem te´to pra´ce je navrhnout souborovy´ syste´m, ktery´ bude umozˇnˇovat skry´va´n´ı
soubor˚u do jiny´ch a za pouzˇit´ı technologie FUSE jej implementovat. Jej´ı teoreticka´ cˇa´st
poskytuje na´hled do souvisej´ıc´ıch oblast´ı a nale´za´ se v n´ı take´ prˇehled obecny´ch koncept˚u
pouzˇ´ıvany´ch prˇi implementaci souborovy´ch syste´mu˚. Da´le jsou popsa´ny mozˇne´ zp˚usoby
skry´va´n´ı dat a v posledn´ı cˇa´sti se okrajoveˇ veˇnuje kryptografii.
Kapitola 3 se zaby´va´ analy´zou a spolu s na´vrhem v kapitole 4 uzˇ popisuj´ı samotnou
tvorbu souborove´ho syste´mu umozˇnˇuj´ıc´ı skry´va´n´ı dat do ID3 tag˚u, ktere´ jsou soucˇa´st´ı
hudebn´ıho forma´tu MP3. Kapitola 5 se veˇnuje rˇesˇen´ım konkre´tn´ıch proble´mu˚ v jazyce
C++ a v prˇedposledn´ı, 6. cˇa´sti cele´ pra´ce, jsou zdokumentova´ny vy´sledky experimen-
ta´ln´ıho oveˇrˇen´ı vlastnost´ı vytvorˇene´ho souborove´ho syste´mu. Kapitola 7 pra´ci shrnuje a
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Tato kapitola se zameˇrˇuje na prˇehled souborovy´ch syste´mu˚ (v anglicˇtineˇ file system, da´le
jen FS), jejich princip§ a vyuzˇit´ı.
Operacˇn´ı syste´m GNU/Linux je inspirova´n OX UNIX a jednou z vlastnost´ı, kterou
si zachoval je rozdeˇlen´ı soubor˚u na za´kladn´ıch 6 typ˚u [16]:
1. obcˇejny´ soubor – patrˇ´ı zde textove´, spustitelne´ bina´rn´ı soubory, obra´zky ve for-
ma´tu JPEG . . . ,
2. adresa´rˇ – umozˇnˇuje organizovat soubory do stromove´ struktury,
3. symbolicky´ odkaz – za´stupce za jiny´ soubor; c´ıl odkazu je urcˇen pomoc´ı cesty
adresa´rˇove´ struktury, je tak mozˇne´ vytva´rˇet odkazy i mimo aktua´ln´ı svazek,
4. specia´ln´ı blokovy´ soubor – podstatnou vlastnost´ı je mozˇnost prova´deˇn´ı za´klad-
n´ıch operac´ı pomoc´ı adresace blok˚u. Typicky´m prˇedstavitelem jsou odd´ıly pevny´ch
disk˚u,
5. specia´ln´ı znakovy´ soubor – cˇten´ı a za´pis se prova´d´ı formou proudu dat, po-
uzˇ´ıva´ se pro koumunikaci s neˇktery´mi periferiemi, naprˇ´ıklad zarˇ´ızen´ı prˇipojeny´ch
k se´riove´mu portu,
6. pojmenovana´ roura – je jedn´ım z prostrˇedk˚u komunikace mezi procesy a umozˇ-
nˇuje manipulaci se standardn´ım vstupem a vy´stupem jako operace cˇten´ı a za´pis
soubor˚u. V syste´mu GNU/Linux jej lze vytvorˇit pomoc´ı prˇ´ıkazu mkfifo.
Pro jednoznacˇnou identifikaci jednoho souboru v ra´mci souborove´ho syste´mu se pouzˇ´ıva´
termı´n inode.
V syste´mu Linux se vyuzˇ´ıvaj´ı syste´mova´ vola´n´ı i k manipulaci se soubory. Za´kladn´ı
operace jsou prova´deˇny pomoc´ı na´sleduj´ıc´ıch vola´n´ı (pouze prˇehled):
• open - otevrˇen´ı souboru pro dalˇs´ı pra´ci s jeho obsahem,
• read - cˇten´ı obsahu souboru,
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• write - za´pis do souboru,
• mknod - vytvorˇen´ı inode (pouzˇ´ıvane´ pro adresa´rˇe i specia´ln´ı soubory),
• readdir - cˇten´ı obsahu adresa´rˇe,
• link - vytvorˇen´ı nove´ho odkazu na iuzel,
• unlink - zrusˇen´ı odkazu na iuzel souboru,
• chmod - zmeˇna prˇ´ıstupovy´ch pra´v k souboru,
• chown - zmeˇna vlastn´ıka souboru.
2.1 Souborove´ syste´my
Souborove´ syste´my jsou prostrˇedkem, ktery´ umozˇnˇuje abstrakci dat formou soubor˚u
fyzicky zapsany´ch v u´lozˇny´ch zarˇ´ızen´ıch. Teˇmi by´vaj´ı nejcˇasteˇji pevne´ disky, USB flash
disky, opticka´ a pa´skova´ zarˇ´ızen´ı. Jejich obsah je smeˇsic´ı jednicˇek a nul, ktery´m da´va´
vy´znam teprve azˇ souborovy´ syste´m. Podle zp˚usobu uzˇit´ı je mu˚zˇeme deˇlit do neˇkolika
za´kladn´ıch kategori´ı:
• beˇzˇne´ – vhodne´ pro obecne´ vyuzˇit´ı, prˇ´ıkladem jsou ext4 [11], NTFS, BTRFS, a
dalˇs´ı,
• s´ıt’ove´ (distribuovane´) – u´lozˇne´ zarˇ´ızen´ı se fyzicky nenacha´z´ı v pocˇ´ıtacˇi, ale je
dostupne´ skrze s´ıt’ove´ rozhran´ı. Typicky´m prˇedstavitelem te´to skupiny je NFS [4],
• specializovane´ – naprˇ´ıklad prˇi za´lohova´n´ı velky´ch diskovy´ch pol´ı se cˇasto vyuzˇ´ı-
vaj´ı pa´skove´ mechaniky LTO, pro ktere´ byl vyvinut soucˇasny´ LTFS [3].
2.2 Koncepty souborovy´ch syste´mu˚
Souborove´ syste´my maj´ı v za´kladu spolecˇny´ u´cˇel: uchova´vat a organizovat data. Existuje
rˇada syste´mu˚ r˚uzny´ch vlastnost´ı, ktere´ vsˇak vyuzˇ´ıvaj´ı stejne´ principy, protozˇe se v pr˚u-
beˇhu cˇasu uka´zaly jako nejvhodneˇjˇs´ı pro dany´ u´cˇel. V te´to cˇa´sti budou tyto prˇ´ıstupy
detailneˇji popsa´ny, jejich detailneˇjˇs´ı popis lze nale´zt v [18].
2.2.1 Datove´ bloky a metody jejich alokace
Datovy´m blokem oznacˇujeme nejmensˇ´ı objem dat, se ktery´m je souborovy´ syste´m scho-
pen pracovat. V r˚uzny´ch syste´mech je zazˇity´ termı´n alokacˇn´ı jednotka, cozˇ je synony-
mum, a s n´ı souvis´ı velikost alokacˇn´ı jednotky. Pokud provedeme za´pis souboru o velikosti
naprˇ´ıklad 1 kB prˇi velikosti bloku 4 kB, budou na disk zapsa´ny 4 kB dat, i kdyzˇ je vyuzˇity´
obsah bloku mensˇ´ı. Tento prˇ´ıstup je jednoduchy´ pro organizaci dat, ale zp˚usobuje ztra´tu
kapacity disku, protozˇe posledn´ı ze sekvence blok˚u na´lezˇ´ıc´ıch dane´mu souboru s velkou
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pravdeˇpodobnost´ı nebude obsazen azˇ do sve´ho plne´ho objemu a je tak pro male´ soubory
neefektivn´ı.
Prˇ´ıstup˚u pro alokaci blok˚u pro za´pis nove´ho souboru existuje neˇkolik. V souborovy´ch
syste´mech extended file system (ext2/3/4) tuto pra´ci obstara´va´ tzv. block allocator. Ten
ma´ prˇehled o aktua´lneˇ obsazeny´ch bloc´ıch a ma´ za u´kol vyhledat vhodne´ volne´ mı´sto. Do
doby zverˇejneˇn´ı FS ext4 pracoval vzˇdy nad jedn´ım konkre´tn´ım souborem. V ext4 ale byl
prˇepracova´n, protozˇe tento syste´m vyuzˇ´ıva´ tzv. extenty, cozˇ vyzˇaduje veˇtsˇ´ı kontrolu nad
rozmı´steˇn´ım blok˚u na disku. Extentem oznacˇujeme (pokud mozˇno) souvislou sekvenci
blok˚u tvorˇ´ıc´ı jeden soubor, ktera´ je urcˇena pocˇa´tecˇn´ım blokem a de´lkou. Odtud plyne
za´sadn´ı rozd´ıl beˇzˇne´ organizace (jej´ımzˇ prˇ´ıkladem je souborovy´ syste´m FAT1) – velikost
bloku. Extenty totizˇ maj´ı promeˇnlivou de´lku v za´vislosti na obsahu. Aby bloky mohly
by´t ukla´da´ny souvisle, vyuzˇ´ıva´ se odlozˇene´ho za´pisu. Pozˇadavky na za´pis blok˚u nejsou
obslouzˇeny okamzˇiteˇ, ale azˇ je jich dostatecˇne´ mnozˇstv´ı. Teprve pak se prova´d´ı za´pis jako
jedina´ operace. Vyuzˇ´ıva´n´ım extent˚u odpada´ nutnost velke´ rezˇie prˇi ukla´da´n´ı objemny´ch
soubor˚u. Souvisle´ cˇten´ı je vzhledem k sekvencˇn´ı povaze sta´le prˇeva´zˇneˇ rotacˇn´ıch fyzicky´ch
me´di´ı vy´hodne´, protozˇe tak umozˇnˇuje maxima´lneˇ vyuzˇ´ıt jejich vy´kon.
2.2.2 Reprezentace soubor˚u
Soubor je tvorˇen na´zvem, atributy a obsahem. Na´zvu se take´ neˇkdy rˇ´ıka´ symbolicke´ jme´no
a to proto, zˇe z pohledu souborovy´ch syste´mu˚ se jedna´ jen o jiny´ zp˚usob identifikace.
Jednoznacˇny´m identifika´torem je v syste´mu Linux tzv. inode. Tento termı´n je odvozen
ze slov index node a jedna´ se o porˇadove´ cˇ´ıslo souboru ve svazku.
Na´zev souboru je rˇeteˇzec znak˚u a jeho de´lka byla naprˇ. u souborovy´ch syste´mu˚
FAT16/32 pevna´ – 8 znak˚u (a to jesˇteˇ ne vsˇechny ASCII znaky) pro samotny´ na´zev
souboru a 3 znaky pro prˇ´ıponu [13]. Tento forma´t jmen se uznacˇuje jako short filename,
nebo forma´t 8.3. Cˇasem se tento prˇ´ıstup uka´zal jako nevyhovuj´ıc´ı a proto vznikla nad-
stavba LFN (long filenames), ktera´ umozˇnˇovala v teˇchto syste´mech soubor˚u (v dnesˇn´ı
dobeˇ uzˇ zastaraly´ch) pouzˇ´ıvat jme´na azˇ 255 znak˚u dlouhe´. Tato de´lka je typicka´ pro
syste´my ext2/3/4, UDF, XFS a mnoho dalˇs´ıch. Neˇktere´ syste´my maj´ı tuto hranici posu-
nutou jesˇteˇ mnohem da´le – naprˇ´ıklad u ReFS je pro na´zev souboru vyhrazeno azˇ 32 kB.
V na´zvech soubor˚u take´ by´vaj´ı omezen´ı na pouzˇitelne´ znaky nebo konkre´tn´ı rˇeteˇzce,





n´ıch d˚uvod˚u neby´va´ povolen znak \0 (ASCII hodnota 0x00).
2.2.3 Reprezentace adresa´rˇ˚u
Adresa´rˇ je samostatny´ typ souboru a jeho obsahem je mnozˇina soubor˚u. Reprezentaci
te´to mnozˇiny lze implementovat r˚uzny´mi zp˚usoby, z cˇehozˇ plynou i prˇ´ıpadna´ omezen´ı na
maxima´ln´ı pocˇet soubor˚u obsazˇeny´ch v jedine´m adresa´rˇi.
Souborovy´ syste´m ext2 ma´ v kazˇde´m inode rezervova´no 12 mı´st pro ukazatele na
bloky (tzv. prˇ´ıme´ adresova´n´ı). Pokud je obsah souboru (nebo pocˇet soubor˚u v adresa´rˇi)
1File Allocation Table
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• Writeback mode – prova´d´ı se za´lohova´n´ı struktury souborove´ho syste´mu, takzˇe
prˇi porusˇe sice nedojde ke ztra´teˇ metadat souborove´ho syste´mu, ale obsah zapi-
sovane´ho bloku nemus´ı by´t korektn´ı. To je zp˚usobeno porˇad´ım operac´ı: za´pis do
zˇurna´lu, za´pis metadat, za´pis datove´ho bloku.
• Ordered mode – podobneˇ jako writeback mode, za´lohuj´ı se pouze metadata,
avsˇak zde je rozd´ıl v porˇad´ı prova´deˇny´ch operac´ı. Nejdrˇ´ıve se zapisuj´ı data a azˇ
pote´ metadata do zˇurna´lu.
• Data mode – nejvysˇsˇ´ı u´rovenˇ ochrany, za´lohuj´ı se metadata i datove´ bloky. To je
ale vyva´zˇeno nizˇsˇ´ım vy´konem, protozˇe jsou vesˇkera´ data ukla´da´na dvakra´t: nejdrˇ´ıve
do zˇurna´lu a pote´ na skutecˇnou adresu.
maly´, vyuzˇ´ıvaj´ı se prˇ´ımo tato mı´sta pro ulozˇen´ı dat. Delˇs´ı obsah se ukla´da´ do samostat-
ny´ch skupin blok˚u (tzv. neprˇ´ıme´ adresova´n´ı prvn´ı azˇ trˇet´ı u´rovneˇ), ktere´ jsou adresova´ny
z mı´st prˇ´ıme´ho adresova´n´ı.
BFS (Berkley Fast Filesystem) pracuje s promeˇnnou de´lkou adresa´rˇ˚u trochu jiny´m
zp˚usobem. Prˇi zakla´da´n´ı adresa´rˇe se alokuje prostor nejen pro pra´veˇ zapisovany´ obsah,
ale i rezervuje prostor pro prˇ´ıpadne´ rozsˇ´ıˇren´ı obsahu. Soucˇa´st´ı metadat adresa´rˇe jsou
pro tyto u´cˇely vyhrazeny dva ukazatele. Prvn´ı smeˇrˇuje na posledn´ı obsazeny´ za´znam a
druhy´ na konec celkove´ alokovane´ oblasti (obsazena´ + rezervovana´ oblast).
2.2.4 Zˇurna´lova´n´ı
Pro zabezpecˇen´ı konzistence ukla´dany´ch dat v prˇ´ıpadeˇ vy´padku napa´jen´ı byla vyvinuta
technika zˇurna´lova´n´ı. Jde o techniku, kdy se na disk zapisuj´ı kromeˇ uzˇivatelsky´ch dat
i dalˇs´ı za´znamy, ktere´ umozˇnˇuj´ı v prˇ´ıpadeˇ potrˇeby obnovit konkre´tn´ı obsah datove´ho
bloku a zajistit tak konzistenci bloku. Tento specia´ln´ı za´znam se nazy´va´ zˇurna´l a je
to klasicky´ soubor, ktery´ nen´ı beˇzˇne´mu uzˇivateli prˇ´ıstupny´. Zˇurna´lova´n´ı lze realizovat
pomoc´ı neˇkolika prˇ´ıstup˚u, z nichzˇ se vyuzˇ´ıva´ prˇedevsˇ´ım:
2.3 FUSE
FUSE [19] filesystem in userspace je technologie umozˇnˇuj´ıc´ı neprivilegiovany´m uzˇivate-
l˚um prˇipojova´n´ı a odpojova´n´ı specia´ln´ıch souborovy´ch syste´mu˚. Projekt byl p˚uvodneˇ
vyv´ıjen pro syste´m GNU/Linux, avsˇak v dnesˇn´ı dobeˇ je k dispozici i pro platformy
FreeBSD, Mac OS X, OpenSolaris a rˇada dalˇs´ıch. Prˇi beˇzˇne´m prˇipojen´ı svazku pomoc´ı
mount je totizˇ nutne´ mı´t opra´vneˇn´ı spra´vce syste´mu (root). Implementace FUSE je beˇzˇ-
ny´m programem, ktery´ je spousˇteˇn pod aktua´lneˇ prˇihla´sˇeny´m uzˇivatelem (samozrˇejmeˇ
pokud nen´ı modifikova´n prˇ´ıkazy chmod cˇi chown). Z tohoto faktu vyply´vaj´ı i dalˇs´ı vlast-
nosti, ze ktery´ch zminˇme odst´ıneˇn´ı programa´tora od nutnosti zna´t a dodrzˇovat pravidla




FUSE se skla´da´ ze trˇ´ı vza´jemneˇ komunikuj´ıc´ıch cˇa´st´ı, ktery´mi jsou:
• modul pro ja´dro – drˇ´ıveˇjˇs´ı verze modulu FUSE byly sˇ´ıˇreny samostatneˇ, avsˇak od
verze ja´dra Linuxu 2.6.14 je jizˇ zacˇleneˇn do hlavn´ı vy´vojove´ veˇtve, nen´ı proto
zpravidla nutne´ jej dodatecˇneˇ zava´deˇt pomoc´ı modprobe,
• rozhran´ı knihovny FUSE – je nativneˇ tvorˇeno neˇkolika hlavicˇkovy´mi soubory v ja-
zyce C, poskytuje deklarace metod pro implementaci rˇady syste´movy´ch vola´n´ı,
• specia´ln´ı soubor /dev/fuse – zprostrˇedkova´va´ koumunikaci mezi modulem v ja´drˇe
a rozhran´ım knihovny. Prˇi prˇipojova´n´ı souborove´ho syste´mu vyuzˇ´ıvaj´ıc´ı FUSE se
provede otevrˇen´ı tohoto specia´ln´ıho souboru a na´sledna´ komunikace prob´ıha´ uzˇ jen
skrze takto z´ıskany´ popisovacˇ (file descriptor).
Modul v ja´drˇe je pra´veˇ jeden, ale rozhran´ı knihovny je implementova´no v rˇadeˇ programo-
vac´ıch jazyk˚u. Pro strucˇny´ prˇehled jimi jsou: C, C++, Java, C#, Haskell, Python, Perl,
Ruby, PHP cˇi Lua. U´plny´ vy´pis je dostupny´ na oficia´ln´ıch webovy´ch stra´nka´ch projektu
FUSE. Na´sleduje obra´zek 2.1 se zna´rozneˇn´ım pr˚ubeˇhu syste´move´ho vola´n´ı readdir,
avsˇak princip komunikace je spolecˇny´ pro vsˇechna podporovana´ syste´mova´ vola´n´ı.
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Obra´zek 2.1: Pr˚ubeˇh zpracova´n´ı pozˇadavku ve FUSE. Obra´zek byl prˇevzat z [19]
Je zde videˇt prˇenos pozˇadavku na zobrazen´ı obsahu adresa´rˇe procha´zej´ıc´ı uzˇivatel-
sky´m prostorem (userspace) skrze obecnou vrstvu VFS (Virtual File System) a na´sled-
ne´ho prˇeda´n´ı modulu FUSE v ja´dru syste´mu. To jej da´le distribuuje zpeˇt do uzˇivatel-
ske´ho prostoru, kde se nacha´z´ı implementace rozhran´ı FUSE (example/hello). Vola´n´ı
se vyhodnot´ı vykona´n´ım prˇ´ıslusˇne´ metody a vy´sledek operace putuje stejnou cestou zpeˇt.
2.3.2 Prˇ´ıklady souborovy´ch syste´mu˚ vyuzˇ´ıvaj´ıc´ı FUSE
Technologie FUSE se drzˇ´ı hesla syste´mu UNIX
”
vsˇe je soubor“ a nasˇla si tak sve´ prˇ´ız-
nivce. Sveˇdcˇ´ı o tom mnozˇstv´ı vytvorˇeny´ch souborovy´ch syste´mu˚, ktere´ tuto technologii
vyuzˇ´ıvaj´ı. Mezi ty zna´meˇjˇs´ı patrˇ´ı:
• sshfs [6] – umozˇnˇuje prˇipojen´ı vzda´lene´ho adresa´rˇe pomoc´ı protokolu SSH,
• CurlFtpFS [2] – zprostrˇedkova´va´ prˇipojen´ı FTP serveru jako loka´ln´ıho adresa´rˇe,
• WikipediaFS [9] – pra´ce s cˇla´nky z porta´l˚u zalozˇeny´ch na syste´mu Wiki jako
s beˇzˇny´mi soubory,
• BloggerFS [1] – manipulace s prˇ´ıspeˇvky na blogovac´ım porta´lu Blogger.com ve
formeˇ beˇzˇny´ch soubor˚u.
2.3.3 Zp˚usob pouzˇit´ı
Pouzˇit´ı knihovny FUSE spocˇ´ıva´ ve vlastn´ı implementaci obsluzˇny´ch funkc´ı (tzv. han-
dlers) pro jednotlive´ u´kony, ktere´ lze se soubory prova´deˇt a jejizˇ na´zvy odpov´ıdaj´ı sys-
te´movy´m vola´n´ım. FUSE definuje pro manipulaci se soubory azˇ 39 (od verze knihovny
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2.6) obsluzˇny´ch funkc´ı, avsˇak pro za´kladn´ı pouzˇit´ı nen´ı nutne´ implementovat vsˇechny.
Jednoduchy´, avsˇak jizˇ funkcˇn´ı souborovy´ syste´m lze sestavit pomoc´ı getattr, open,
opendir a read. Uka´zka implementace tohoto FS je v jazyce C na obra´zc´ıch 2.2 a 2.3.
Deklarace vsˇech obsluzˇny´ch funkc´ı lze nale´zt v hlavicˇkove´m souboru fuse.h, ktery´ by´va´
#include <stdio.h>
#include <fuse.h>
static int fuse_read(const char* path, char* buffer, size_t size,
off_t length, struct fuse_file_info* file_i);
...






return fuse_main(argc, argv, &fsOperations, NULL);
}
Obra´zek 2.2: Uka´zka pouzˇit´ı knihovny FUSE.
umı´steˇn v /usr/include/fuse/ (tato cesta se ale mu˚zˇe mezi linuxovy´mi distribucemi
liˇsit). Soubory zde nejsou identifikova´ny pomoc´ı inode, jak je zvykem ve skutecˇny´ch FS,
ale pouze pomoc´ı cesty, kterou lze nale´zt ve veˇtsˇineˇ obsluzˇny´ch funkc´ı na mı´steˇ prvn´ıho
parametru. Pokud byla operace provedena korektneˇ, obsluzˇna´ funkce by meˇla ve veˇtsˇineˇ
prˇ´ıpad˚u vracet cˇ´ıslo 0. Vsˇechny druhy chyb jsou indikova´ny za´pornou hodnotou kon-
stant definuj´ıc´ıch druh chyby. Jejich soupis se nale´za´ v hlavicˇkove´m souboru error.h
(umı´steˇn´ı souboru se mu˚zˇe liˇsit).
2.4 Zabezpecˇen´ı citlivy´ch dat
Potrˇeba chra´nit data prˇed ciz´ımi osobami vznikla uzˇ v da´vny´ch doba´ch, jesˇteˇ prˇed rozvo-
jem vy´pocˇetn´ı techniky. Jedn´ım z odveˇtv´ı, ktere´ se ochranou dat zaby´va´ je kryptografie.
Data lze chra´nit v´ıce prostrˇedky a jejich sˇifrova´n´ı je pouze jednou z aplikac´ı. Na´sleduj´ıc´ı
cˇa´st poskytuje prˇehled o dalˇs´ıch zp˚usobech ochrany dat. [15]
2.4.1 Steganografie
Steganografie spocˇ´ıva´ ve skryt´ı zpra´vy. Za´sadn´ım rozd´ılem oproti kryptografii je prˇede-
vsˇ´ım snaha o skryt´ı samotne´ existence zpra´vy. V minulosti se vyuzˇ´ıvaly tzv. neviditelne´
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Pro uka´zku na´sleduje prˇ´ıklad implementace operace read.
int fuse_read(const char* path, char* buffer, size_t size,
off_t length, struct fuse_file_info* file_i) {
char msg[] = "Pokusny´ text pro cˇtenı´";
int msgLength = strlen(msg);
if(strcmp(path, "/example") == 0) {
memcpy(buffer, msg, msgLength);
return msgLength;






Obra´zek 2.3: Uka´zka implementace operace read.
inkousty, jimizˇ byla napsa´na zpra´va na pap´ır. Jej´ı prˇ´ıjemce pak cely´ list nahrˇa´l a ter-
mochemickou reakc´ı se text objevil. Dokonce bylo pouzˇito i hlavy otroka, kdy mu byla
nejdrˇ´ıve oholena hlava a pote´ na ni vytetova´na zpra´va. Azˇ mu vlasy zpeˇt dorostly, byl
vysla´n na cestu prˇes neprˇa´telske´ u´zemı´ a prˇ´ıjemce mu ji opeˇt oholil, aby si zpra´vu mohl
prˇecˇ´ıst. Tento zp˚usob samozrˇejmeˇ nebyl vzˇdy vhodny´ a proto se lide´ snazˇili vymy´sˇlet
dalˇs´ı zp˚usoby skryt´ı dat. Prˇi pouzˇit´ı psane´ho textu (rukou cˇi na psac´ım stroji) jako nos-
ne´ho materia´lu se da´ vyuzˇ´ıt mechanismu psac´ıho stroje. Do volne´ho prostoru mezi rˇa´dky
se skry´valy zpra´vy psan´ım bez barevne´ pa´sky, takzˇe v pap´ıru z˚ustal pouze otlak p´ısmen.
Nebo se tajna´ zpra´va mnohona´sobneˇ zmensˇila, aby prˇi letme´m pohledu prˇipomı´nala jed-
nolity´ cˇerny´ bod. Ten se pak vlepil do tiˇsteˇne´ho textu jako tecˇka na konci veˇty, tzv.
mikrotecˇky.
2.4.2 Digita´ln´ı steganografie
I v digita´ln´ı dobeˇ sta´le existuj´ı postupy, jak skry´vat data. Naprˇ´ıklad u fotografiı mu˚-
zˇeme dobrˇe vyuzˇ´ıt nedokonalosti lidske´ho oka. Pokud zmeˇn´ıme jen nepatrneˇ barevny´
odst´ın v neˇktere´ cˇa´sti fotografie, nen´ı tato u´prava na pohled zrˇetelna´ – nemus´ı se jednat
o anoma´lii, ale u´cˇel. Stejny´ princip lze aplikovat i na zvuky. Hudba se po digitalizaci
cˇasto komprimuje. Podle druhu pouzˇite´ho algoritmu mu˚zˇe docha´zet ke ztra´teˇ hudebn´ı
informace. Pokud zmeˇn´ıme nejnizˇsˇ´ı bit u cˇ´ısla reprezentuj´ıc´ıho frekvenci, stejneˇ jako
u obra´zk˚u, nebude tato zmeˇna prˇi poslechu patrna´. Tento typ techniky se oznacˇuje jako
zmeˇna hodnoty LSB (least significant bit). Pokud neˇkdo tento soubor jakkoliv beˇzˇneˇ
uprav´ı (orˇ´ıznut´ı obra´zku, zmeˇna bitrate zvuku), znamena´ to ve veˇtsˇineˇ prˇ´ıpad˚u po-
sˇkozen´ı nebo u´plnou ztra´tu skryte´ informace. U pruzˇny´ch disk˚u (disket) umı´ neˇktere´
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programy za´meˇrneˇ oznacˇit sektory na jej´ım magneticke´m povrchu jako posˇkozene´. T´ım
sice dojde k cˇa´stecˇne´mu sn´ızˇen´ı kapacity pro beˇzˇne´ soubory, ale nehroz´ı zde nebezpecˇ´ı
prˇepisu ztraceny´ch dat prˇi beˇzˇne´ pra´ci. Pokud uzˇivatel chce zapsat soubor na disketu,
operacˇn´ı syste´m pro neˇj vyuzˇije pouze volne´ sektory, ktere´ jsou v porˇa´dku a chybne´
vzˇdy prˇeskocˇ´ı. Skryt´ı dat nemus´ı ale nutneˇ znamenat rozpoznatelnou zmeˇnu vy´stupu.
Obrazovy´ forma´t BMP svou stavbou umozˇnˇuje doslova neviditelneˇ skryt´ı (omezene´ho)
mnozˇstv´ı dat. Jediny´m prˇ´ıpadny´m vod´ıtkem k odhalen´ı je zvy´sˇeny´ objem dat.
2.4.3 Kryptografie
Kryptografie, jiny´mi slovy sˇifrova´n´ı, je postup transformace origina´ln´ı zpra´vy do podoby,
ktera´ je v idea´ln´ım prˇ´ıpadeˇ cˇitelna´ pouze se znalost´ı tzv. kl´ıcˇe. Prˇ´ı pouzˇit´ı stejne´ vstupn´ı
zpra´vy, sˇifrovac´ıho algoritmu, ale jine´ho kl´ıcˇe z´ıska´me odliˇsny´ vy´stup. Mı´ra zabezpecˇen´ı
zpra´vy za´vis´ı na zvolene´m algoritmu a sˇifrovac´ım kl´ıcˇi. Proto prˇi chybne´m pouzˇit´ı neˇkte-
re´ho z beˇzˇneˇ pouzˇ´ıvany´ch algoritmu˚ (naprˇ. RSA) a kl´ıcˇe (pouzˇit´ı rˇeteˇzce
”
heslo“) nemus´ı
by´t pro u´tocˇn´ıka velkou prˇeka´zˇkou zjistit obsah p˚uvodn´ı zpra´vy.
Sˇifrovac´ı algoritmy rozdeˇlujeme do dvou za´kladn´ıch skupin podle typu kl´ıcˇe:
• Symetricka´ kryptografie – pouzˇ´ıva´ pro sˇifrova´n´ı i desˇifrova´n´ı stejny´ kl´ıcˇ, ktery´
by meˇl z˚ustat v tajnosti. Patrˇ´ı zde naprˇ´ıklad algoritmy DES [14], TwoFish [8] a
v dnesˇn´ı dobeˇ v te´to kategorii nejpouzˇ´ıvaneˇjˇs´ı AES [10].
• Asymetricka´ kryptografie – vyuzˇ´ıva´ dva typy kl´ıcˇ˚u: verˇejny´ a priva´tn´ı. Verˇejny´
kl´ıcˇ, ktery´ slouzˇ´ı pro desˇifrova´n´ı (uzˇ podle na´zvu) je mozˇne´ jej zaslat prˇ´ıjemnci
sˇifrovane´ zpra´vy beˇzˇnou nezabezpecˇenou elektronickou posˇtou, nebo jej zverˇejnit
na svy´ch webovy´ch stra´nka´ch. Oproti tomu priva´tn´ı kl´ıcˇ mus´ı z˚ustat v tajnosti
u sve´ho majitele. Za´stupcem te´to kategorie je algoritmus RSA [5].
Sˇifrovana´ komunikace pak prob´ıha´ podle na´sleduj´ıc´ıho sce´na´rˇe prˇipomı´naj´ıc´ıho kla-
sickou posˇtovn´ı korespondenci:
1. Odesilatel (osoba A) si zajist´ı verˇejny´ kl´ıcˇ prˇ´ıjemce (osoba B), naprˇ´ıklad jej´ım
stazˇen´ım z osobn´ıho blogu osoby B.
2. Osoba A zasˇifruje svou zpra´vu pomoc´ı verˇejne´ho kl´ıcˇe B a odesˇle ji jako beˇzˇny´
e-mail.
3. Osoba B zpra´vu desˇifruje pomoc´ı sve´ho priva´tn´ıho kl´ıcˇe a z´ıska´ tak p˚uvodn´ı
obsah.
Oba typy kl´ıcˇ˚u se generuj´ı vzˇdy jako pa´r. Pro jejich vytvorˇen´ı je nutne´ dodat rˇadu
na´hodny´ch cˇ´ısel. Jednou z pouzˇity´ch metod jejich generova´n´ı je prˇecˇten´ı hodnoty




V na´sleduj´ıc´ı cˇa´sti budou popsa´ny pozˇadavky na navrhovany´ souborovy´ syste´m a prˇehled
za´kladn´ıch proble´mu˚, ktere´ bude nutne´ beˇhem na´vrhu rˇesˇit.
3.1 Pozˇadavky na souborovy´ syste´m
Pro uceleny´ pohled a dalˇs´ı postup je vhodne´ nejprve specifikovat pozˇadavky na vytva´rˇeny´
syste´m. Jsou jimi prˇedevsˇ´ım:
• Ochrana obsahu FS heslem – skryty´ FS by meˇl idea´lneˇ tajit nejen svou vlastn´ı
existenci, ale prˇedevsˇ´ım by nemeˇl dovolit uzˇivatel˚um neznaj´ıc´ıch kl´ıcˇ prˇ´ıstupovat
k jeho obsahu.
• Existence v´ıce FS nad jedn´ım u´lozˇiˇsteˇm – tento pozˇadavek mu˚zˇe plnit hned dveˇ
funkce. V prve´ rˇadeˇ jde o cˇa´stecˇneˇ neza´visle´ varianty FS pro organizaci obsahu,
nicme´neˇ dalˇs´ım d˚usledkem mu˚zˇe by´t jeho vlastn´ı ochrana. Pokud bychom uvazˇo-
vali sce´na´rˇ, kdy osoba-u´tocˇn´ık pod pohr˚uzˇkou donut´ı svou obeˇt’ k vyzrazen´ı hesla
do skryte´ho FS, obeˇt’ ma´ sˇanci sdeˇlit jine´, nezˇ skutecˇne´ heslo a t´ım dojde ke zprˇ´ı-
stupneˇn´ı odliˇsne´ho obsahu (pochopitelneˇ za prˇedpokladu, zˇe byl drˇ´ıve vytvorˇen).
• Neza´vislost na u´lozˇne´m me´diu – knihovna by meˇla poskytovat dostatecˇneˇ obecne´
rozhran´ı, ktere´ by bylo mozˇne´ vyuzˇ´ıt pro implementaci r˚uzny´ch typ˚u u´lozˇiˇst’ bez
nutnosti hluboky´ch za´sah˚u do knihovny samotne´. Prˇ´ıkladem typu u´lozˇiˇst’ mohou
by´t soubory MP3, JPG, webova´ sluzˇba, . . .
• Alesponˇ cˇa´stecˇna´ odolnost proti chybeˇj´ıc´ım fragment˚um – v prˇ´ıpadeˇ, zˇe bude u´lo-
zˇiˇsteˇm naprˇ´ıklad adresa´rˇ s MP3 soubory, lze v pr˚ubeˇhu cˇasu prˇedpokla´dat jeho mo-
difikace r˚uzneˇ za´vazˇne´ho charaketru (plat´ı pochopitelneˇ nejen pro soubory MP3).
Mohou jimi by´t zmeˇna umı´steˇn´ı soubor˚u v adresa´rˇ´ıch i kompletn´ı odstraneˇn´ı cele´ho
alba. Tyto za´sahy r˚uznou meˇrou ovlivnˇuj´ı spolehlivost skryte´ho FS a bude nutne´
je v na´vrhu zohlednit.
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• Jednouzˇivatelsky´ rezˇim – skryty´ FS ze sve´ podstaty nen´ı urcˇen pro kazˇde´ho uzˇiva-
tele, ktery´ ma´ prˇ´ıstup k u´lozˇiˇsti. Prˇedpokladem je u´zky´ okruh osob, ktere´ budou
zna´t heslo pro prˇ´ıstup.
Vy´voj aplikace splnˇuj´ıc´ı vy´sˇe uvedena´ krite´ria se mu˚zˇe ub´ırat dveˇma smeˇry. V prve´ rˇadeˇ
lze vytvorˇit tzv. aplikaci na mı´ru. To znamena´ kompletn´ı prˇizp˚usoben´ı vy´voje, zakom-
ponova´n´ı optimalizac´ı vhodny´ch pro specificke´ pouzˇit´ı atd. Dalˇs´ım smeˇrem je knihovna
poskytuj´ıc´ı obecne´ rozhran´ı v takove´ formeˇ, aby bylo mozˇne´ vyhoveˇt pozˇadavk˚um na
syste´m. Vy´hodou mu˚zˇe by´t dalˇs´ı samostatne´ pouzˇit´ı konkre´tn´ıch modul˚u bez nutnosti
hluboky´ch za´sah˚u do p˚uvodn´ıch zdrojovy´ch ko´d˚u. Konecˇne´ rozhodnut´ı pro perspektiv-
neˇjˇs´ı pouzˇit´ı tak padlo na variantu vytvorˇen´ı knihovny, ktera´ bude schopna vytvorˇit a




Kapitola na´vrhu popisuje obecne´ postupy rˇesˇen´ı proble´mu˚, ktere´ jsou spojeny s na´sled-
ny´m vy´vojem skryte´ho souborove´ho syste´mu. Jejich soupis je uveden v kapitole 3. Ty
jsou da´le, detailneˇji, rozvedeny v kapitole 5 zaby´vaj´ıc´ı se implementac´ı.
4.1 U´lozˇiˇsteˇ
C´ılem pra´ce je zajistit ukla´da´n´ı soubor˚u do jiny´ch. Umı´steˇn´ı teˇchto jiny´ch soubor˚u bude
da´le oznacˇova´no jako u´lozˇiˇsteˇ.
4.2 Vymezen´ı termı´n˚u
Pro ujasneˇn´ı vy´znamu neˇktery´ch termı´n˚u da´le obsazˇeny´ch v te´to pra´ce na´sleduje jejich
prˇehled s podrobneˇjˇs´ım vysveˇtlen´ım:
• hash – jednoznacˇna´ identifikace prˇa´veˇ jedne´ entitiy v u´lozˇiˇsti.
• fragment – souvis´ı se skryty´m souborem a jde o porˇadove´ cˇ´ıslo u´seku dat, ktere´
prˇedstavuje cˇa´st obsahu skryte´ho souboru. Slozˇen´ım vsˇech fragment˚u dostaneme
kompletn´ı obsah souboru, proto jeho hodnota v ra´mci skryte´ho FS mus´ı by´t jedi-
necˇna´,
• blok – souvis´ı s entitou v u´lozˇiˇsti, jedna´ se o porˇadove´ cˇ´ıslo d´ılcˇ´ı cˇa´sti obsahu
fyzicke´ho souboru. Tento identifika´tor mus´ı by´t unika´tn´ı v ra´mci hash,
• vnorˇeny´ FS – samostatny´ prostor pro skry´va´n´ı soubor˚u v ra´mci stejne´ho u´lozˇiˇsteˇ.
Implementace syste´mu je mu˚zˇe rozliˇsovat naprˇ´ıklad pomoc´ı zadane´ho hesla.
4.3 Zp˚usob organizace soubor˚u
Jak jizˇ bylo v zmı´neˇno v teoreticke´ cˇa´sti 2.2.1, nejpouzˇ´ıvaneˇjˇs´ımi druhy organizace obsah˚u
soubor˚u je fragmentace a spojita´ alokace. U´lozˇiˇsteˇ je jen obecne´ rozhran´ı a mu˚zˇe mı´t
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velmi odliˇsnou podobu. V prˇ´ıpadeˇ veˇtsˇ´ıho mnozˇstv´ı kra´tky´ch samostatny´ch za´znamu˚
se jev´ı jako vhodny´ typ fragmentace, stejneˇ tak jako varianta male´ho mnozˇstv´ı delˇs´ıch
za´znamu˚, pro ktere´ uzˇ mu˚zˇe by´t vhodneˇjˇs´ım prˇ´ıstupem spojita´ alokace. Vy´beˇr jednoho
z uvedeny´ch prˇ´ıstup˚u je silneˇ za´visly´ na konkre´tn´ımu prˇ´ıpadu uzˇit´ı vy´sledne´ aplikace, ke
ktere´mu je nutne´ prˇihle´dnout.
Tato pra´ce se veˇnuje realizaci u´lozˇiˇsteˇ ve formeˇ ID3 tag˚u soubor˚u MP3. Ve stega-
nografii se cˇasto pouzˇ´ıva´ hodnota 10 % pro definova´n´ı objemu skryty´ch dat v˚ucˇi ori-
gina´ln´ım. V prˇ´ıpadeˇ MP3 soubor˚u se beˇzˇny´ rozptyl objemu origina´ln´ıch dat pohybuje
v rozmez´ı 3 azˇ 7 MB. Pokud bychom ukla´dali skryty´ soubor v de´lce rˇa´doveˇ jednotek MB,
bude rozmı´steˇn´ı cˇa´st´ı souboru v prˇ´ıpadeˇ obou aloka´tor˚u velmi podobne´. Pouzˇit´ı fragmen-
tace s nevhodnou velikost´ı bloku mu˚zˇe ve´st k degradaci vy´konu, je vsˇak univerza´lneˇjˇs´ım
rˇesˇen´ım. Z toho d˚uvodu bude pro alokaci vyuzˇito pra´veˇ fragmentace.
4.4 Organizace metadat
Na za´kladeˇ rozhodnut´ı o zp˚usobu alokace je da´le nutne´ navrhnout zp˚usob ulozˇen´ı me-
tadat a prˇizp˚usobit mu dalˇs´ı struktury. Za´kladn´ım stavebn´ım kamenem jsou tabulky
umozˇnˇuj´ıc´ı mapova´n´ı jednoznacˇne´ identifikace skry´vane´ho souboru na dalˇs´ı atributy cˇi
mnozˇiny atribut˚u. Tabulek bude nutne´ udrzˇovat hned neˇkolik a jsou jimi prˇedevsˇ´ım:
struktura soubor˚u, tabulka obsahu soubor˚u a obsah u´lozˇiˇsteˇ.
4.4.1 Struktura soubor˚u
Tabulka struktury mus´ı by´t schopna uchova´vat vsˇechny podstatne´ atributy souboru,
ktery´mi jsou:
• inode, jednoznacˇny´ identifika´tor souboru v ra´mci cele´ho FS,
• odkaz na nadrˇazeny´ adresa´rˇ,
• na´zev souboru,
• de´lka souboru v bytech,
• prˇ´ıznaky.
4.4.2 Obsah soubor˚u
Na tuto tabulku jsou kladeny na´roky zejme´na v podporˇe redundance blok˚u – tj. mozˇnosti
prˇiˇradit jednomu fragmentu v´ıce umı´steˇn´ı, na ktery´ch se tento obsah nale´za´. Na´sleduj´ıc´ı
obra´zek 4.1 ilustruje prˇ´ıklad cˇa´sti obsahu tabulky s obsahem dvou soubor˚u:
Ochrana dat prˇed ztra´tou se cˇasto rˇesˇ´ı u diskovy´ch pol´ı technologi´ı RAID1, ze ktery´ch
lze cˇerpat neˇktere´ mozˇne´ zp˚usoby rˇesˇen´ı (podrobnosti o technologii RAID jsou k dispozici
v [12]):
1RAID – Redundant Arrays of Independent Disks
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Obra´zek 4.1: Uka´zka obsahu tabulky uchova´vaj´ıc´ı obsah soubor˚u.
• Parita – souborovy´m syste´mem je vybra´n blok, ktery´ bude uchova´vat paritn´ı bity
dalˇs´ıch blok˚u namı´sto beˇzˇne´ho obsahu. Nemus´ı se jednat pouze o paritu, ale i o dalˇs´ı
informace umonˇuj´ıc´ı detekci a prˇ´ıpadnou opravu posˇkozeny´ch blok˚u.
• Redundance – bloky (respektive vsˇechny kopie pra´veˇ jednoho bloku) jsou umı´s-
teˇny do r˚uzny´ch cˇa´st´ı u´lozˇiˇsteˇ. Pokud by dosˇlo k nedostupnosti jedne´ kopie, pouzˇije
se jina´ nesouc´ı stejny´ obsah.
• Modifikace a kombinace vy´sˇe uvedeny´ch.
V prˇ´ıpadeˇ zde popisovane´ho souborove´ho syste´mu byla zvolena redundance. Prˇi pouzˇit´ı
soubor˚u MP3 jako formy u´lozˇiˇsteˇ lze prˇedpokla´dat sp´ıˇse vy´padek kompletn´ıho souboru,
nezˇ chybu prˇi cˇten´ı jednoho z ID3 tag˚u stejne´ho souboru. Prˇi pouzˇit´ı redundance je
v tomto prˇ´ıpadeˇ veˇtsˇ´ı sˇance na prˇecˇten´ı chybeˇj´ıc´ıho bloku z jine´ho skutecˇne´ho souboru.
Nevy´hodou je neˇkolikana´sobneˇ vysˇsˇ´ı zat´ızˇen´ı u´lozˇiˇsteˇ, ktere´ roste prˇ´ımo u´meˇrneˇ s obje-
mem redundace. Docha´z´ı tak ke zmensˇen´ı vyuzˇitelne´ho prostoru pro uskladneˇn´ı soubor˚u
a na´r˚ustu cˇasu potrˇebne´ho pro za´pis.
4.4.3 Ulozˇen´ı metadat
Vesˇkera´ metadata skryte´ho souborove´ho syste´mu je nutne´ (prˇedevsˇ´ım prˇi odpojen´ı) ulo-
zˇit takovy´m zp˚usobem, aby je bylo mozˇne´ prˇi dalˇs´ım prˇipojen´ı zpeˇtneˇ nacˇ´ıst a rekonstru-
ovat obsah. Tabulka prˇedstavuje mnozˇinu entit stejne´ struktury. Tohoto faktu lze vyuzˇ´ıt
prˇi na´vrhu zp˚usobu ulozˇen´ı jej´ı reprezentace. Jedn´ım z mozˇny´ch rˇesˇen´ı prˇedstavuje po-
uzˇit´ı spojove´ho seznamu.
4.5 Varianty aloka´tor˚u
Proces prˇerozdeˇlova´n´ı volne´ho mı´sta (alokova´n´ı blok˚u) mu˚zˇe by´t realizova´n neˇkolika
zp˚usoby podle druhu prˇ´ıstupu k u´lozˇiˇsti. Knihovna by meˇla poskytovat na´sleduj´ıc´ı dva
za´kladn´ı typy:
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• maximalizace vyuzˇit´ı kapacity u´lozˇiˇsteˇ – prˇi alokova´n´ı preferovat cˇa´stecˇneˇ
vyuzˇite´ skutecˇne´ soubory, jinak data zapsat do prvn´ıho dosud neobsazene´ho sku-
tecˇne´ho souboru souboru,
• minima´ln´ı prˇekryv v´ıce skryty´ch soubor˚u v jednom skutecˇne´m – v idea´l-
n´ım prˇ´ıpadeˇ jde o mapova´n´ı pra´veˇ jednoho skryte´ho souboru na fyzicky´
Na obra´zku 4.2 je uveden prˇ´ıklad odliˇsne´ho zp˚usobu zaplneˇn´ı u´lozˇiˇsteˇ skryty´mi soubory
(soubor1 azˇ soubor4) v za´vislosti na zvolene´ varianteˇ alokova´n´ı.
(a) Maximalizace vyuzˇit´ı kapacity
(b) Minima´ln´ı prˇekryt´ı skryty´ch soubor˚u
Obra´zek 4.2: Prˇ´ıklad vyuzˇit´ı u´lozˇiˇsteˇ prˇi pouzˇit´ı r˚uzny´ch variant aloka´tor˚u.
4.6 Programovac´ı jazyk
Jak jizˇ bylo v teoreticke´ cˇa´sti zmı´neˇno, rozhran´ı FUSE je mozˇne´ vyuzˇ´ıt v rˇadeˇ programo-
vac´ıch jazyc´ıch. Pro tuto implementaci byl zvolen jazyk C++ a to prˇedevsˇ´ım z d˚uvodu
podpory objektoveˇ orientovane´ho prˇ´ıstupu v programova´n´ı a da´le prˇedpokladu rychlej-
sˇ´ıho vykona´va´n´ı v porovna´n´ı s interpretovany´mi jazyky (naprˇ. Pythonu). Jedn´ım z c´ıl˚u
byla i snaha o nena´rocˇnou realizaci u´lozˇiˇsteˇ (a t´ım jednoduche´ pouzˇit´ı knihovny), ktera´
je pomoc´ı deˇdicˇnosti v C++ dobrˇe realizovatelna´.
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4.7 Diagram trˇ´ıd
Ned´ılnou soucˇa´st´ı procesu na´vrhu je i vytvorˇen´ı diagramu navza´jem interaguj´ıc´ıch trˇ´ıd.
Obra´zek, ktery´ je kompletneˇ popisuje, je z prostorovy´ch d˚uvod˚u umı´steˇn na prˇilozˇene´m
CD.
4.8 Odolnost v˚ucˇi chybeˇj´ıc´ım blok˚um
U´lozˇiˇsteˇ pro uskladneˇn´ı datovy´ch blok˚u (a metadat, ktera´ je popisuj´ı) mu˚zˇe mı´t r˚uz-
nou povahu – od beˇzˇny´ch soubor˚u (JPEG, MP3, . . . ) po rozhran´ı k webovy´m sluzˇba´m.
Zejme´na v prˇ´ıpadeˇ beˇzˇny´ch soubor˚u, se mu˚zˇe snadno sta´t, zˇe uzˇivatel omylem do tohoto
adresa´rˇe zasa´hne a pozmeˇn´ı neˇktery´ ze soubor˚u obsahuj´ıc´ı bloky skryte´ho souborove´ho
syste´mu. Tomu lze alesponˇ cˇa´stecˇneˇ zabra´nit redundanc´ı. Jeden fragment skryte´ho sou-
boru nebude ulozˇen pouze v jednom skutecˇne´m souboru, ale jeho kopie mohou by´t roz-
distribuova´ny do dalˇs´ıch. Kdyzˇ nelze prˇecˇ´ıst jedna kopie, mu˚zˇe se syste´m pokusit prˇecˇ´ıst
tenty´zˇ fragment z jine´. T´ım se snizˇuje pravdeˇpodobnost tota´ln´ıho vy´padku fragmentu a
t´ım nedostupnost obsahu souboru.
4.9 Popis beˇhu programu
Stejneˇ jako vola´n´ı mount prova´d´ı neˇkolik operac´ı prˇed prˇipojen´ım k loka´ln´ımu adresa´rˇi,
i v tomto prˇ´ıpadeˇ je proces prˇipojova´n´ı slozˇen z v´ıce d´ılcˇ´ıch u´kon˚u.
1. V prve´ rˇadeˇ je nutne´ prove´st indexaci u´lozˇiˇsteˇ. Tato akce prova´d´ı prˇevod adresy
k souboru (ktera´ by se mohla v cˇase mezi odpojen´ım a znovuprˇipojen´ım meˇnit)
na jednoznacˇny´ identifika´tor – otisk obsahu souboru (da´le jen hash). Konkre´tn´ı
metoda prˇevodu je za´visla´ na zp˚usobu dalˇs´ıho pouzˇit´ı knihovny, protozˇe r˚uzne´
druhy u´lozˇiˇsteˇ mohou vyzˇadovat specificky´ zp˚usob z´ıska´n´ı identifikace k souboru.
Prˇi ukla´da´n´ı do soubor˚u MP3 je jednou z metod vyuzˇit´ı oblasti s hudebn´ımi MPEG
ra´mci. Za prˇedpokladu, zˇe soubory nebudou v tomto smeˇru modifikova´ny (typicky
prˇevodem na jiny´ bitrate), je obsah tohoto u´seku dat konstantn´ı a proto vhodny´
pro formu jednoznacˇne´ identifikace.
2. Da´le je potrˇeba od uzˇivatele z´ıskat heslo slouzˇ´ıc´ı pro sˇifrova´n´ı a desˇifrova´n´ı obsahu
souborove´ho syste´mu a t´ım i odliˇsen´ı jednotlivy´ch vnorˇeny´ch FS. Pro sˇifrova´n´ı je
vyuzˇito symetricke´ sˇifry AES. Vy´hodou te´to sˇifry je nena´rocˇnost na manipulaci
s kl´ıcˇem, ktery´ se v zˇa´dne´ formeˇ nemus´ı ukla´dat mezi ostatn´ı metadata syste´mu.
3. Pote´ se vyhleda´ (v prˇ´ıpadeˇ zcela prvn´ıho prˇipojen´ı vytvorˇ´ı) tzv. superblok obsahu-
j´ıc´ı prˇehled o vsˇech vnorˇeny´ch souborovy´ch syste´mech. Kazˇdy´ za´znam o vnorˇene´m
FS je sˇifrova´n stejny´m heslem jako zbyly´ obsah, takzˇe lze naj´ıt pouze za´znamy
odpov´ıdaj´ıc´ı zadane´mu heslu a ostatn´ı jsou zcela necˇitelne´. Kazˇdy´ za´znam uvnitrˇ
superbloku obsahuje umı´steˇn´ı ulozˇeny´ch metadat pra´veˇ jednoho souborove´ho sys-
te´mu. Ta se pote´ nacˇtou a napln´ı se jimi vsˇechny potrˇebne´ tabulky.
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4. Spust´ı se hlavn´ı smycˇka knihovny FUSE, ktera´ je aktivn´ı azˇ do doby odpojen´ı
souborove´ho syste´mu.
5. Na za´veˇr se ulozˇ´ı vsˇechna metadata (obsahy tabulek, kopie superblok˚u) a docha´z´ı
k uvolneˇn´ı naalokovany´ch prostrˇedk˚u.
4.10 Aloka´tor blok˚u
Rozdeˇlen´ı obsahu souboru na fragmenty a jejich umı´steˇn´ı do u´lozˇiˇsteˇ prˇedstavuje nezbyt-
nou opraci, kterou v souborovy´ch syste´mech zajiˇst’uje prvek oznacˇovany´ jako aloka´tor
blok˚u.
4.10.1 Atributy alokace
Navrzˇeny´ aloka´tor rozliˇsuje mezi trˇemi druhy prˇ´ıstup˚u alokace, z nichzˇ vybrane´ z nich
lze kombinovat pomoc´ı opera´toru bitove´ho soucˇtu.
4.10.2 Typy aloka´tor˚u
• ALLOCATOR_SPEED – aloka´tor preferuje maxima´ln´ı vyuzˇit´ı u´lozˇiˇsteˇ a neobsazeny´
fyzicky´ soubor vyb´ıra´ pouze pokud to je nezbytne´. Na´zev je odvozen od vy´hody
prˇi cˇten´ı i za´pisu. T´ım, zˇe jsou bloky koncentrova´ny do male´ho mnozˇstv´ı fyzicky´ch
soubor˚u, nen´ı nutne´ vytva´rˇet mnozˇstv´ı novy´ch kontext˚u (cozˇ mu˚zˇe by´t cˇasoveˇ
na´rocˇna´ operace). Z toho vyply´va´ i nevy´hoda spocˇ´ıvaj´ıc´ı ve veˇtsˇ´ıch napa´chany´ch
sˇkoda´ch prˇi posˇkozen´ı cˇi vy´padku fyzicke´ho souboru. Pokud nebude soubor cˇitelny´,
zp˚usob´ı to ztra´tu obsahu neˇkolika skryty´ch soubor˚u soucˇasneˇ (cˇa´stecˇny´m rˇesˇen´ım
mu˚zˇe by´t zvy´sˇen´ı mı´ry redundance). Jedna´ se o vy´choz´ı nastaven´ı aloka´toru.
• ALLOCATOR_SAFETY – kazˇdy´ skryty´ soubor se pokousˇ´ı ukla´dat do jesˇteˇ neobsazeny´ch
za´znamu˚ v u´lozˇiˇsti. Oproti ALLOCATOR_SPEED je tento prˇ´ıstup me´neˇ na´chylny´ na
ztra´tu dat v´ıce soubor˚u. Pokud to nen´ı mozˇne´, vybere se prvn´ı dostupny´ cˇa´stecˇneˇ
obsazeny´ za´znam. S nar˚ustaj´ıc´ım obsazova´n´ı u´lozˇiˇsteˇ se zvysˇuje mı´ra koncentrace
v´ıce soubor˚u na jeden za´znam u´lozˇiˇsteˇ. Na´sledneˇ tak docha´z´ı ke st´ıra´n´ı rozd´ıl˚u
mezi obeˇma prˇ´ıstupy.
• ALLOCATOR_REDUNDANCY – nen´ı samostatny´m zp˚usobem alokace, ale pouze vlast-
nost´ı, kterou lze kombinovat s vy´sˇe uvedeny´mi. Jej´ım smyslem je ulozˇit kopii bloku
pro prˇ´ıpad vy´padku origina´lu do jine´ho fyzicke´ho souboru. Nastaven´ım tohoto
prˇ´ıznaku je mozˇne´ pomoc´ı druhe´ho parametru specifikovat mı´ru redundantn´ıho
ukla´da´n´ı soubor˚u. Pokud nen´ı tato mı´ra explicitneˇ zmeˇneˇna, ma´ hodnotu 1. Re-
dundance je aplikova´na na cele´ bloky. Tento prˇ´ıznak tak ovlivnˇuje vy´beˇr soubor˚u
v u´lozˇiˇsti prˇi ukla´da´n´ı fragment˚u a zp˚usobuje vy´beˇr jiny´ch skutecˇny´ch soubor˚u pro




V na´sleduj´ıc´ım textu bude popsa´n zp˚usob rˇesˇen´ı proble´mu˚ uvedeny´ch v kapitole 4 popi-
suj´ıc´ı na´vrh.
Pro spra´vu verz´ı zdrojovy´ch ko´d˚u bylo pouzˇito verzovac´ıho syste´mu GIT. Ty jsou do-
stupne´ na http://github.com/tuzticzka/hiddenfs-lib. Prˇilozˇene´ CD obsahuje verzi
oznacˇenou v repozita´rˇi pomoc´ı znacˇky v1.2.
Slozˇiteˇjˇs´ı syste´my vyuzˇ´ıvaj´ı cˇasto pro svou cˇinnost rˇadu r˚uzny´ch knihoven. Zvysˇuje
se tak nebezpecˇ´ı kolize jmen symbol˚u (promeˇnny´ch, objekt˚u), ktere´mu se ale da´ prˇedej´ıt
vyuzˇit´ı jmenny´ch prostor˚u (namespaces). Knihovna popisovana´ v te´to pra´ci se nacha´z´ı
v nove´m jmenne´m prostoru oznacˇovane´m HiddenFS. Cely´ FS je rozdeˇlen do neˇkolika
hlavn´ıch objekt˚u, prˇicˇemzˇ kazˇdy´ je pro prˇehlednost umı´steˇn v samostatne´m souboru
nesouc´ım stejne´ jme´no. Steˇzˇejn´ımi trˇ´ıdami jsou:
• hiddenFs – obsahuje ja´dro souborove´ho syste´mu a rˇ´ıd´ı vsˇechny operace nad virtu-
a´ln´ımi soubory,
• structTable – organizuje virtua´ln´ı soubory, uchova´va´ jejich atributy a zarˇazen´ı
do adresa´rˇove´ struktury,
• contentTable – uchova´va´ umı´steˇn´ı obsahu virtua´ln´ıch soubor˚u ve formeˇ fragment˚u
a to vcˇetneˇ jejich prˇ´ıpadny´ch za´lozˇn´ıch kopi´ı,
• hashTable – uskladnˇuje adresy k polozˇka´m u´lozˇiˇsteˇ (v tomto prˇ´ıpadeˇ jimi jsou
cesty k adresa´rˇi se soubory MP3) a jejich jednoznacˇne´ identifika´tory,
• superBlock – poskytuje prˇehled nad vsˇemi variantami souborove´ho syste´mu liˇs´ıc´ı
se pouzˇity´m heslem,
• common – obsahuje drobne´ jednou´cˇelove´ funkce, ktere´ jsou vyuzˇity v ostatn´ıch ob-
jektech.
5.1 Indexace u´lozˇiˇsteˇ
Za´kladn´ı struktura MP3 soubor˚u 5.1 se skla´da´ z na´sleduj´ıc´ıch cˇa´st´ı:
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• ID3v2 ra´mce – v prˇ´ıpadeˇ, zˇe jsou v souboru MP3 obsazˇeny, jsou vzˇdy ulozˇeny
na zacˇa´tku souboru a jejich de´lka je variabiln´ı,
• MPEG ra´mce – popisuj´ı hudebn´ı obsah MP3 souboru,
• ID3v1 tagy – nale´zaj´ı se na same´m konci souboru, maj´ı pevnou de´lku 128 byt˚u
a tvorˇ´ı volitelnou cˇa´st souboru.
Obra´zek 5.1: Zna´zorneˇn´ı struktury forma´tu MP3. Vy´pocˇet otisku souboru se prova´d´ı
z vysˇrafovane´ oblasti.
Pro vytvorˇen´ı rˇeteˇzce identifikuj´ıc´ıho kazˇdy´ soubor je prˇecˇten u´sek dat, na ktery´ je
na´sledneˇ aplikova´n algoritmus pro vy´pocˇet otisku (tzv. hash). Z rˇady algoritmu˚ patrˇ´ıc´ı
do te´to skupiny byl vybra´t SHA1. S vy´stupem algoritmu je da´le manipulova´no jako
samotnou jednoznacˇnou identifikac´ı souboru. U´sek dat pro vy´pocˇet otisku ma´ de´lku 1 kB
a je pocˇ´ıta´n z posledn´ıch 300 kB obsahu souboru. Tento odstup je pouzˇit pro zvy´sˇen´ı
pravdeˇpodobnosti nalezen´ı unika´tn´ıho obsahu. Posledn´ı vterˇiny nahra´vky by´va´ cˇasto
velmi tiche´ a po MPEG kompresi by mohly by´t ulozˇeny v r˚uzny´ch souborech stejneˇ.
V za´vislosti na bitrate prˇedstavuje 300 kB hudby prˇiblizˇneˇ 10-15 s hudby. Pokud byly
nalezeny ID3v1 tagy, jsou do te´to de´lky zapocˇ´ıta´ny jako zveˇtsˇen´ı hodnoty offsetu, takzˇe
se otisk pocˇ´ıta´ vzˇdy ze stejne´ oblasti MPEG ra´mc˚u. Soubory, ktere´ maj´ı de´lku me´neˇ
nezˇ 2 MB jsou prˇi indexaci ignorova´ny a da´le se s nimi uzˇ nepracuje. Identifikace pomoc´ı
otisku obsahu dovoluje jeho prˇiˇrazen´ı ke stejne´mu identifika´toru v hashTable i v prˇ´ıpadeˇ
prˇejmenova´n´ı skutecˇne´ho souboru nebo jeho prˇesun na jine´ mı´sto v u´lozˇiˇsti (v neˇktery´ch
prˇ´ıpadech i prˇi modifikaci obsahu, ktera´ je mimo oblast pro vy´pocˇet otisku).
5.2 Kontext souboru
Kontextem je nazy´va´na struktura obsahuj´ıc´ı stav blok˚u umı´steˇny´ch ve skutecˇne´ho sou-
boru a obsahuje slozˇky:
• maxBlocks – maxima´ln´ı pocˇet blok˚u, ktere´ je mozˇne´ do jednoho souboru umı´stit,
• avaliableBlocks – seznam neobsazeny´ch cˇ´ısel blok˚u,
• usedBlocks – seznam cˇ´ısel blok˚u nesouc´ı obsah,
• userContext – ukazatel pro da´le nespecifikovane´ pouzˇit´ı.
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Vytvorˇen´ı nove´ho kontextu mu˚zˇe by´t pro objemneˇjˇs´ı soubory cˇasoveˇ na´rocˇna´ operace,
proto se neprova´d´ı uvolneˇn´ı kontextu po kazˇde´m za´pisu do skutecˇny´ch soubor˚u. Kontext
je vyuzˇ´ıva´n jak ja´drem knihovny, tak uzˇivatelskou implementac´ı u´lozˇiˇsteˇ. Operace nad
n´ım totizˇ nejsou identifikova´ny cestou (jako tomu je v prˇ´ıpadeˇ FUSE), ale pra´veˇ kontex-
tem, ktery´ je prˇeda´va´n prˇi kazˇde´ manipulaci s fyzicky´m souborem. Je cˇisteˇ na uzˇivateli,
k jake´mu u´cˇelu vyuzˇije slozˇku userContext. V tomto prˇ´ıpadeˇ obsahuje pouze ukazatel
na instanci na otevrˇeny´ soubor pomoc´ı knihovny ID3.
Dalˇs´ı cˇinnost´ı, ktera´ se prˇi tvorbeˇ kontextu prova´d´ı je analy´za sta´vaj´ıc´ıho obsahu.
Dı´lcˇ´ı cˇa´sti obsahu jednoho za´znamu u´lozˇiˇsteˇ jsou nazy´va´ny bloky (viz cˇa´st 4.2). Ze sou-
boru MP3 se provede vy´beˇr vsˇech GEOB (General encapsulated object) ra´mc˚u z ID3v2
tag˚u, ktere´ podle normy nemaj´ı pevneˇ dany´ obsah, de´lku ani zp˚usob jejich reprezentace.
Tyto ra´mce obsahuj´ı atributy Filename a Encapsulated object.
Bloky se cˇ´ısluj´ı pocˇ´ınaje hodnotou konstanty FIRST_BLOCK_NO. Kazˇdy´ GEOB ra´mec
je analyzova´n pomoc´ı atributu Filename. V prˇ´ıpadeˇ, zˇe jeho hodnota je cˇ´ıslem, je tato
hodnota reprezentova´na jako cˇ´ıslo bloku a provede se jeho zarˇazen´ı do pole usedBlocks.
Prˇi vytva´rˇen´ı kontextu jesˇteˇ nelze rozhodnout o zp˚usobu interpretace obsahu ani prˇ´ıslusˇ-
nosti k jednomu z vnorˇeny´ch FS. Podle celkove´ de´lky MPEG ra´mc˚u se provede vy´pocˇet
maxima´ln´ıho objemu dat umı´steˇny´ch v GEOB ra´mc´ıch (10 % z de´lky MPEG). Ten je
prˇepocˇten na maxima´ln´ı pocˇet blok˚u pro tento soubor, ktery´ je pro dalˇs´ı pouzˇit´ı ulozˇen
ve slozˇce maxBlocks. Na´sledneˇ se provede dopocˇet cˇ´ısel blok˚u, ktere´ je jesˇteˇ mozˇne´ vy-
uzˇ´ıt pro za´pis novy´ch dat a dojde tak k naplneˇn´ı pole avaliableBlocks. Prˇideˇlova´n´ı
cˇ´ısel volny´ch blok˚u se prova´d´ı prˇi pr˚uchodu seznamu jizˇ obsazeny´ch blok˚u. Pokud cˇ´ısla
obsazeny´ch blok˚u na sebe teˇsneˇ nenavazuj´ı a nebyl prˇekrocˇem maxima´ln´ı pocˇet blok˚u,
je tako mezera v cˇ´ıselne´ rˇadeˇ vyplneˇna volny´mi bloky.
5.3 Aloka´tor
Existuje neˇkolik krite´ri´ı, dle ktery´ch lze prˇerozdeˇlovat volne´ bloky. Za´kladn´ımi typy vy´-
beˇru jsou:
• sameHash – volny´ blok v souboru se stejny´m hash,
• unused – blok v nevyuzˇite´m hash,
• partUsed – blok v cˇa´stecˇneˇ vyuzˇite´m hash s mozˇnost´ı omezen´ı vy´sledku zaka´za-
ny´mi hash (excluded),
• any – zcela libovolny´ volny´ blok.
Rozsˇ´ıˇren´ım za´kladn´ıho vy´beˇru o dalˇs´ı krite´ria vzniknou dalˇs´ı dva typy alokace:
• partUsedPreferred – probeˇhne vyhleda´n´ı cˇa´stecˇneˇ obsazene´ho hash. Pokud zˇa´dny´
takovy´ uzˇ neexistuje, provede se vy´beˇr prvn´ıho neobsazene´ho hash, ktery´ se nena-
le´za´ v seznamu excluded vyjmuty´ch pro alokaci,
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• unusedPreferred – provede se vyhleda´n´ı neobsazene´ho hash. V prˇ´ıpadeˇ neu´speˇchu
se da´le provede pokus o vyhleda´n´ı cˇa´stecˇneˇ obsazane´ho hash.
Prˇi aplikova´n´ı pravidel se ukoncˇ´ı vy´beˇr vzˇdy prˇi prvn´ım u´speˇsˇne´m vy´sledku. Pokud ani
posledn´ı podmı´nka nevyhov´ı, vsˇechny metody zp˚usobuj´ı vy´jimku ExceptionDiscFull
indikuj´ıc´ı u´plne´ vyuzˇit´ı vsˇech dostupny´ch blok˚u.
Specia´ln´ım typem vy´beˇru volne´ho bloku je StealReservedBlock. Ten se vyuzˇ´ıva´
v neˇktery´ch prˇ´ıpadech, pokud uzˇ nejsou k dispozici zˇa´dne´ volne´ bloky. Metoda se po-
kus´ı vyhledat skryty´ soubor, ktery´ ma´ prˇiˇrazeny´ alesponˇ jeden rezervovany´ blok. Ten je
p˚uvodn´ımu souboru odebra´n tak, zˇe je oznacˇen jako neobsazeny´. Tento aloka´tor vrac´ı
skrze sv˚uj prvn´ı parametr vrac´ı inode souboru, ktere´mu tento blok p˚uvodneˇ patrˇil.
5.4 Obecny´ forma´t bloku
Bloky mohou obsahovat neˇkolik druh˚u obsahu, ktery´ je ale umı´steˇn do do ID3 tag˚u ve
spolecˇne´m forma´tu. Ten se skla´da´ ze trˇ´ı slozˇek:
• CRC – kontroln´ı soucˇet slouzˇ´ı pro oveˇrˇen´ı neporusˇenosti zbyle´ho obsahu bloku
• ID byte – slouzˇ´ı k urcˇen´ı typu obsahu
• obsah bloku – nejdelˇs´ı slozˇka bloku nesouc´ı uchova´vana´ data
Neˇktere´ z na´sleduj´ıc´ıch obra´zk˚u obsahuj´ı cˇervene´ ora´mova´n´ı. Je tak oznacˇena oblast dat,
ktera´ jsou sˇifrova´na jako celek.
Obra´zek 5.2: Struktura obecne´ho forma´tu bloku a de´lky jednotlivy´ch cˇa´st´ı.
5.4.1 Identifikacˇn´ı byte
Hodnota identifikacˇn´ıho bytu se pohybuje v rozmez´ı 0 - 255. Rozsah je rozdeˇlen do trˇ´ı
cˇa´st´ı s hranicemi ulozˇeny´ch v poli ID_BYTE_BOUNDARIES.
• DataBlock – cˇ´ıslo v intervalu < 1; 126 > – blok s obsahem fragmentu skryte´ho
souboru
• SuperBlock – cˇ´ıslo v intervalu < 128; 199 > – blok obsahuje superblok
• Chain – cˇ´ıslo v intervalu < 201; 254 > – blok obsahuje cˇa´st rˇeteˇzce entit
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Oveˇrˇen´ı rozsahu pro jednotlive´ typy se prova´d´ı pomoc´ı funkc´ı s prefixem idByteIs.
Pokud by bylo potrˇeba tato cˇ´ısla generovat, lze k tomu pouzˇit metody obsahuj´ıc´ı prefix
idByteGen.
5.5 Forma´t ulozˇen´ı bloku typu DataBlock
Obsah skryty´ch soubor˚u je organizova´n tabulkami v objektech structTable a contentTable.
Do obsahu bloku se tak zapisuje jejich zasˇifrovany´ u´sek a nema´ proto zˇa´dnou dalˇs´ı vnitrˇn´ı
strukturu. Jeho obsah je cˇitelny´ pouze po spojen´ı vsˇech fragment˚u skryte´ho souboru a
na´sledne´m desˇifrova´n´ı.
5.6 Forma´t ulozˇen´ı bloku typu SuperBlock
Superblok je specia´ln´ım typem a narozd´ıl od beˇzˇne´ho, datove´ho, je jeho obsah cˇitelny´
samostatneˇ. Obsahuje zasˇifrovana´ umı´steˇn´ı prvn´ıch cˇla´nk˚u rˇeteˇzu entit vsˇech vnorˇeny´ch
FS. Skla´da´ se z jednotlivy´ch za´znamu˚ a zara´zˇky. Ta prˇedstavuje blok dat v de´lce za´znamu
a obsahuje pouze hodnoty \0. Kazˇdy´ za´znam ma´ konstantn´ı de´lku a je sˇifrova´n samo-
statneˇ. To umozˇnˇuje prˇeskocˇen´ı za´znamu˚, ktere´ nejsou pomoc´ı zadane´ho hesla cˇitelne´.
Struktura obsahu bloku je na´sleduj´ıc´ı:
• CRC – kontroln´ı soucˇet vypocˇ´ıtany´ ze zby´vaj´ıc´ı cˇa´sti za´znamu. Prˇi cˇten´ı za´znamu se
nejdrˇ´ıve provede desˇifrova´n´ı cele´ de´lky a na´sledneˇ se provede novy´ vy´pocˇet CRC.
Shoda obou kontroln´ıch soucˇt˚u tak nastane pouze v prˇ´ıpadeˇ pouzˇit´ı stejne´ho hesla,
• table – obsahuje ASCII znak identifikuj´ıc´ı tabulku, jej´ızˇ obsah blok nese. Naby´va´
hodnot pouze ’c’ pro contentTable nebo ’s’ v prˇ´ıpadeˇ structTable,
• first – obsahuje umı´steˇn´ı prvn´ıho cˇla´nku rˇeteˇzu.
Struktura bloku je patrna´ z obra´zku 5.3.
Obra´zek 5.3: Struktura obsahu bloku se superblokem.
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5.7 Forma´t ulozˇen´ı bloku typu Chain
Take´ bloky s rˇeteˇzcem entit maj´ı svou vnitrˇn´ı stukturu. Entity obecneˇ nemus´ı mı´t kon-
stantn´ı de´lku cozˇ zp˚usobuje jejich r˚uzny´ pocˇet prˇi za´pisu do blok˚u. Obra´zek 5.4 ilustruje
strukturu obsahu bloku tohoto typu. Obsahuje tyto slozˇky:
• count – ve formeˇ cele´ho cˇ´ısla informuje o pocˇtu entit obsazˇeny´m v tomto bloku,
• next – obsahuje umı´steˇn´ı na´sleduj´ıc´ıho cˇla´nku rˇeteˇzce entit,
• serializovane´ entitiy – obsah te´to slozˇky je variabiln´ı stejneˇ jako de´lka zde
ulozˇeny´ch entit.
Obra´zek 5.4: Struktura obsahu bloku se serializovany´mi entitami.
5.8 Forma´t serializovane´ entity
Kazˇda´ entita je jednoduchou strukturou, kterou je mozˇne´ popsat obecneˇ libovolny´ u´sek
dat. Obsahuje pouze dveˇ na´sleduj´ıc´ı slozˇky:
• length – de´lka entity v bytech,
• obsah – samotny´ bina´rn´ı obsah, ktery´ ma´ de´lku length.
5.9 Organizace metadat
Pro spra´vne´ fungova´n´ı souborove´ho syste´mu je nutne´ udrzˇovat rˇadu metadat organizuj´ıc´ı
jeho obsah. Jsou jimi tabulky v objektech structTable, contentTable, hashTable a
superBlock. Pro lepsˇ´ı prˇehled je kazˇde´ z nich da´le veˇnova´na samostatna´ cˇa´st.
5.9.1 Tabulka struktury
U´cˇelem te´to tabulky je uchova´vat strukturu skryty´ch soubor˚u vcˇetneˇ jejich atribut˚u,
v implementaci ji prˇedstavuje objekt structTable. Kazˇdy´ skry´vany´ soubor je v tabulce
ulozˇen ve strukturˇe vFile, jej´ımi slozˇkami jsou:
• inode – jednoznacˇny´ identifika´tor v ra´mci skryte´ho souborove´ho syste´mu ve formeˇ
cele´ho cˇ´ısla,
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• parent – inode adresa´rˇe, ve ktere´m je aktua´ln´ı soubor obsazˇen,
• filename – na´zev souboru, de´lka je omezena velikost´ı konstanty FILENAME_MAX_LENGTH,
• length – de´lka obsahu souboru v bytech, v prˇ´ıpadeˇ adresa´rˇ˚u ma´ hodnotu 0,
• flags – prˇ´ıznaky souboru, aktua´lneˇ jimi jsou: cˇten´ı (R), za´pis (W), spousˇteˇn´ı (X)
a identifikace adresa´rˇe (D).
Operace cˇten´ı adresa´rˇe (jeho inode je da´le oznacˇeno jako iParent) prˇedstavuje pr˚uchod
tabulkou s vy´beˇrem vsˇech rˇa´dek obsahuj´ıc´ı hodnotu parent rovnu iParent. Prˇedevsˇ´ım
prˇi uskladneˇn´ı veˇtsˇ´ıho pocˇtu soubor˚u by to znamenalo sekvencˇn´ı pr˚uchod cele´ tabulky
v kazˇde´m cˇten´ı obsahu adresa´rˇe. Pro odstraneˇn´ı te´to nevy´hody se pouzˇ´ıva´ jesˇteˇ dalˇs´ı po-
mocna´ tabulka mapuj´ıc´ı iParent na mnozˇinu soubor˚u (obsah adresa´rˇe) identifikovany´ch
pomoc´ı inode.
Forma´t serializace
Vzhledem ke komplexn´ımu obsahu struktury typu vFile nen´ı nutne´ pro obnovu obsahu
ukla´dat cokoli dalˇs´ıho. Prˇedevsˇ´ım pomocna´ tabulka poskytuje jen jiny´ pohled na data
hlavn´ı tabulky a lze ji z n´ı snadno rekonstruovat. Slozˇky jsou ulozˇeny teˇsneˇ za sebou, jen
u rˇeteˇzce filename je nutne´ jej ulozˇit vcˇetneˇ zakoncˇovac´ıho znaku \0. Prˇi deserializaci
jej pak lze snadno zase prˇeve´st na rˇeteˇzec ulozˇeny´ ve stylu jazyka C.
5.9.2 Tabulka obsahu
Kompletn´ı prˇehled o vsˇech vyuzˇity´ch fragmentech FS poskytuje objekt contentTable.
Hlavn´ı tabulka se skla´da´ prˇedevsˇ´ım z neˇkolika vnorˇeny´ch asociativn´ıch pol´ı, ktera´ umozˇ-
nˇuj´ı okamzˇity´ prˇ´ıstup k prvk˚um pole. Podstatnou vlastnost´ı tabulky je konstantn´ı de´lka
vsˇech za´znamu˚. Tato vlastnost je zaj´ımava´ prˇi serializaci a s t´ım souvisej´ıc´ı odhad vol-
ne´ho mı´sta kompletn´ıho skryte´ho FS.
Forma´t serializace
Obsah tabulky prˇi serializaci se skla´da´ pouze z dvojic: vBlock a inode. Prˇi serializaci se
do entity ukla´da´ nejdrˇ´ıve inode a na´sledneˇ vy´stupn´ı buffer metody serialize_vBlock.
5.9.3 Tabulka fyzicky´ch soubor˚u
Pro u´cˇely mapova´n´ı fyzicky´ch soubor˚u (tj. za´znamu˚ u´lozˇiˇsteˇ) na jejich jednoznacˇnou
identifikaci byl vytvorˇen objekt hashTable. Jeho na´zev se nevztahuje k proveden´ı intern´ı
implementace, ale k uchova´vane´mu obsahu, ktery´m je otisk souboru (hash). Je to jedina´
z tabulek, ktera´ se neukla´da´ a prˇi kazˇde´m prˇipojen´ı skryte´ho syste´mu se pln´ı znovu.
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5.9.4 Superblok
V terminologii souborovy´ch syste´mu˚ je superblok strukturou uchova´vaj´ıc´ı vita´ln´ı infor-
mace o souborove´m syste´mu. V tomto prˇ´ıpadeˇ je analogicky oznacˇova´n jeden blok v u´lo-
zˇiˇsti uchova´vaj´ıc´ı odkazy na vsˇechny syste´my soubor˚u odliˇsene´ prˇ´ıstupovy´m heslem. Su-
perblok se nacha´z´ı v ra´mci jednoho u´lozˇiˇsteˇ maxima´lneˇ v SUPERBLOCK_REDUNDANCY_AMOUNT
kopi´ıch. Skutecˇne´ soubory pro jejich uskladneˇn´ı jsou urcˇeny vzestupny´ serˇazen´ım tabulky
hashTable vzˇdy v jedne´ kopii na jeden za´znam v tabulce. Rˇazen´ı nen´ı nutne´ rˇesˇit, protozˇe
to je vlastnost pouzˇite´ho kontejneru std::map. Zde se da´ s vy´hodou vyuzˇ´ıt vlastnosti
formy otisku souboru (blok hexadecima´ln´ıch cˇ´ısel v podobeˇ ASCII rˇeteˇzce). Pokud maj´ı
dva skutecˇne´ soubory neˇkolik stejny´ch prvn´ıch znak˚u, neznamena´ to jejich bl´ızkost z po-
hledu umı´steˇn´ı. Kazˇda´ kopie se ukla´da´ do prvn´ıho bloku (konstanta FIRST_BLOCK_NO
v souboru. Snahou je umı´stit kopie do r˚uzny´ch cˇa´st´ı u´lozˇiˇsteˇ pro zajiˇsteˇn´ı integrity dat
i v prˇ´ıpadeˇ necˇitelne´ho obsahu neˇktere´ho ze za´znamu˚.
Serializace obsahu tabulek
Obsah kazˇde´ z vy´sˇe popsany´ch tabulek lze prˇeve´st do jednotny´ch podoby tzv. entit a ty
pak ve formeˇ spojove´ho seznamu ulozˇit podobny´m zp˚usobem jako fragmenty virtua´ln´ıho
souboru. Prˇevod obsahu tabulky si zajiˇst’uje kazˇdy´ z objekt˚u (structTable, contentTable)
sa´m prostrˇednictv´ım metody serialize. Entita je jednoduchou strukturou datove´ho
typu chainItem a skla´da´ se z ukazatele na obsah a de´lky tohoto obsahu. Posloupnost
teˇchto entit je oznacˇova´na jako rˇeteˇzec entit (chain of entities) a jeho reprezentac´ı ve
zdrojove´m ko´du je datovy´ typ chainList_t.
Ulozˇen´ı rˇeteˇzce entit do soubor˚u prob´ıha´ pomoc´ı metody chainListCompleteSave(),
ktera´ prˇes sve´ parametry prˇij´ıma´ referenci na rˇeteˇzec entit a preferovany´ prvn´ı blok, od
ktere´ho se ma´ spustit ukla´da´n´ı (mu˚zˇe by´t i NULL). Pokud nebyl preferovany´ blok zada´n,
vyhleda´ jej aloka´tor unusedPreferred. V cyklu se entity ukla´daj´ı do bufferu teˇsneˇ za
sebe, dokud nedojde k jeho naplneˇn´ı (zpracova´n´ı dalˇs´ı entity by zp˚usobilo za´pis za aloko-
vanou de´lku pole). Ten ma´ de´lku urcˇenou konstantou BLOCK_USABLE_LENGTH a vzhledem
k tomu, zˇe entity mohou mı´t r˚uzne´ de´lky, nemus´ı by´t zcela naplneˇn. Pote´ se provede ulo-
zˇen´ı obsahu bufferu do bloku. Pokud zapisujeme do drˇ´ıve pouzˇite´ho rˇeteˇzce, pouzˇije se
se pro dalˇs´ı za´pis jeho p˚uvodn´ı hodnota slozˇky next. V opacˇne´m prˇ´ıpadeˇ se pro nale-
zen´ı dalˇs´ıho bloku pro za´pis vola´ metoda chainListAllocate. Ta uprˇednostnˇuje stejny´
fyzicky´ soubor, v jake´m je obsazˇen pra´veˇ zapisovany´ blok. Tento prˇ´ıstup se snazˇ´ı eli-
minovat fragmentaci obsahu rˇeteˇzce do v´ıce fyzicky´ch soubor˚u. Pro sva´za´n´ı blok˚u do
spojove´ho seznamu se zapisuje kazˇdy´ blok 2x. Poprve´ s ukazatelem na na´sleduj´ıc´ı cˇla´nek
rˇeteˇzu hodnotou NULL a na´sledneˇ po za´pisu na´sleduj´ıc´ıho cˇla´nku, kdy je uzˇ zna´mo jeho
umı´steˇn´ı v u´lozˇiˇsti. Posledn´ı cˇla´nek se pochopitelneˇ zapisuje pouze jednou.
Deserializace
Deserializace je proces prˇevodu obsahu blok˚u zpeˇt do rˇeteˇzce entit. Nacˇten´ım prvn´ıho
bloku prˇecˇteme i umı´steˇn´ı na´sleduj´ıc´ıho v rˇadeˇ. V prˇ´ıpadeˇ, zˇe je oblast s umı´steˇn´ım na´-
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sleduj´ıc´ıho bloku vyplneˇna znakem \0, jedna´ se v tomto prˇ´ıpadeˇ o identifikaci posledn´ıho
bloku v rˇadeˇ. Obsah kazˇde´ho bloku se na´sledneˇ prˇevede entity.
5.10 Operace nad soubory
Kazˇda´ z operac´ı, ktera´ je pomoc´ı FUSE implementova´na, prˇedstavuje vola´n´ı staticke´
metody obsluhuj´ıc´ı patrˇicˇnou akci. Ty je nutne´ jesˇteˇ prˇed spusˇteˇn´ım hlavn´ı smycˇky FUSE
prˇedat pomoc´ı naplneˇne´ struktury datove´ho typu fuse_operations spolu s argumenty
z´ıskane´ z prˇ´ıkazove´ rˇa´dky.
5.10.1 Cˇten´ı
Komplexn´ı rekonstrukci souboru z fragment˚u prova´d´ı metoda getContent. Ta v prve´
rˇadeˇ nacˇte metadata o vsˇech fragmentech souboru, ktere´ na´sledneˇ procha´z´ı po fragmen-
tech. Kazˇde´mu fragmentu je prˇiˇrazeno pole jeho kopi´ı. Prˇes neˇj se prova´d´ı iterace, dokud
se nepodarˇ´ı nacˇ´ıst prvn´ı korektn´ı kopii fragmentu, ostatn´ı kopie se jizˇ da´le nezkoumaj´ı.
Provede se ulozˇen´ı obsahu fragmentu do vy´sledne´ho bufferu a cyklus pokracˇuje dalˇs´ım
cˇ´ıslem fragmentu. V prˇ´ıpadeˇ, zˇe se neˇktery´ z fragment˚u nepodarˇ´ı nacˇ´ıst z zˇa´dne´ kopie, je
tento chybeˇj´ıc´ı u´sek dat detekova´n, docha´z´ı k uvolneˇn´ı prostrˇedk˚u a je vyvola´na vy´jimka
ExceptionRuntimeError. Nyn´ı je jizˇ obsah souboru kompletn´ı a pouze se provede jeho
desˇifrova´n´ı.
5.10.2 Za´pis
Stejneˇ jako za´pis na ktere´koliv jine´ zarˇ´ızen´ı, i v tomto prˇ´ıpadeˇ je proces za´pisu rozdeˇlen na
vola´n´ı write a flush. V prˇ´ıpadeˇ vola´n´ı write (implementova´no v metodeˇ fuse_write)
se provede zkop´ırova´n´ı dat ze vstupn´ıho bufferu do vnitrˇn´ıho a provede se nastaven´ı prˇ´ı-
znaku indikuj´ıc´ı aktivn´ı manipulaci s bufferem pomoc´ı promeˇnne´ fileWriteBuff.enabled.
Vnitrˇn´ı buffer ma´ vy´choz´ı de´lku 0 byt˚u a v prˇ´ıpadeˇ potrˇeby se prova´d´ı jeho alokace na
velikost bloku urcˇenou konstantou WRITE_BUFF_ALLOC_BLOCKSIZE. Pokud by aktua´ln´ı
vola´n´ı write z˚usobilo za´pis za buffer, provede jeho realokace a t´ım dojde ke zveˇtsˇen´ı bu-
fferu o velikost bloku. Nen´ı vhodne´ volit de´lku bloku na hodnotu bl´ızkou neˇkolikana´sobku
velikosti alokacˇn´ı jednotky, kterou pouzˇ´ıva´ operacˇn´ı syste´m (cˇasto 4 kB). Docha´zelo by
tak k cˇasty´m velky´m prˇesun˚um v pameˇti a zvy´sˇen´ım hodnoty te´to konstanty lze mnozˇstv´ı
realokac´ı redukovat. Proto byla hodnota konstanty zvolena na velikost 1 MB.
Samotny´ za´pis dat do ID3 tag˚u se prova´d´ı azˇ metodou fuse_flush. To je syste´mem
vola´no prˇi kazˇde´m uzavrˇen´ı souboru (tedy vcˇetneˇ cˇten´ı, kdy nedocha´z´ı k modifikaci
obsahu). Data z vnitrˇn´ıho bufferu se zasˇifruj´ı a vola´n´ım allocatorAllocate se prova´d´ı
jejich samotny´ za´pis. Na´sleduje ulozˇen´ı vsˇech metadat pro zajiˇsteˇn´ı konzistence obsahu
souborove´ho syste´mu. Oba tyto za´pisy mohou vyvolat vy´jimku ExceptionDiscFull.
Na to je reagova´no kompletn´ım odstraneˇn´ım souboru (vsˇech jeho jizˇ zapsany´ch cˇa´st´ı).
Dojde tak k recyklaci blok˚u pro dalˇs´ı pouzˇit´ı a nastaven´ı na´vratove´ hodnoty na -ENOSPC,
kterou operacˇn´ı syste´m uzˇivateli prˇelozˇ´ı na chybove´ hla´sˇen´ı
”
Na zarˇ´ızen´ı nen´ı volne´
mı´sto“. Na´sledneˇ se provede dalˇs´ı pokus o za´pis metadat. V te´to dobeˇ jizˇ mohlo doj´ıt
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k uvolneˇn´ı dostatecˇne´ho prostoru pro jejich kompletn´ı ulozˇen´ı. V prˇ´ıpadeˇ dalˇs´ıho selha´n´ı
docha´z´ı k nekonzistenci dat, kterou mu˚zˇe v neˇktery´ch prˇ´ıpadech opravit pouze odstraneˇn´ı
neˇktere´ho z jizˇ ulozˇeny´ch virtua´ln´ıch soubor˚u.
Kazˇdy´m za´pisem se kromeˇ samotne´ho obsahu oznacˇuj´ı i dalˇs´ı bloky jako rezervovane´.
Jejich obsah nen´ı definova´n a slouzˇ´ı pouze pro uskladneˇn´ı budouc´ıho obsahu prˇesahuj´ı-
c´ıho sta´vaj´ıc´ı de´lku. Mnozˇstv´ı rezervovany´ch blok˚u je omezeno na mnozˇstv´ı dane´ aktu-
a´ln´ı de´lkou souboru na´sobenou konstantou ALLOCATOR_RESERVED_QUANTITY (ve formeˇ
celocˇ´ıselne´ho procenta). Prˇi za´pisu mu˚zˇe v te´to souvislosti doj´ıt k neˇkolika okolnostem:
1. Novy´ obsah prˇesahuje vsˇechny jizˇ vyuzˇite´ i rezervovane´ bloky. Podle atri-
but˚u aloka´toru se provede vyhleda´n´ı novy´ch blok˚u pro za´pis obsahu. Na´sledneˇ se
provede vy´pocˇet nove´ho pocˇtu rezervovany´ch blok˚u a specificky´m aloka´torem (zde
za´lezˇ´ı na drˇ´ıve nastavene´ strategii alokace) se provede jejich rezervace. Rezerovo-
nany´m blok˚um se prˇiˇrad´ı do skupiny reserved patrˇ´ıc´ı inode (prˇ´ıslusˇnost k r˚uzny´m
inode nehraje roli) a provede se fyzicky´ za´pis do u´lozˇiˇsteˇ. Na jejich obsahu neza´lezˇ´ı,
protozˇe prvn´ı operace, ktera´ s nimi bude v budoucnu provedena je vzˇdy za´pis a ne
cˇten´ı.
2. Novy´ obsah je vy´razneˇ kratsˇ´ı, nezˇ p˚uvodn´ı. Podle rozd´ılu aktua´lneˇ rezer-
vovany´ch a maxima´lneˇ rezerovany´ch (vy´pocˇet podle de´lky souboru) se provede
uvolneˇn´ı prˇebytecˇny´ch blok˚u – jsou oznacˇeny jako nepouzˇite´ a jaka´koliv varianta
FS nad stejny´m u´lozˇiˇsteˇm je mu˚zˇe vyuzˇ´ıt.
3. V prˇ´ıpadeˇ, zˇe se i po za´pisu pohybuje objem rezervovany´ch blok˚u do povolene´ho
mnozˇstv´ı, se neprova´d´ı dalˇs´ı rezervova´n´ı. Pocˇet takto vymezeny´ch blok˚u je totizˇ
maxima´ln´ı hodnotou, ktera´ je pro zpracova´vany´ soubor korektn´ı.
5.10.3 Vytvorˇen´ı beˇzˇne´ho souboru
Rozhran´ı FUSE, stejneˇ jako VFS, umozˇnˇuje dva zp˚usoby vytva´rˇen´ı novy´ch soubor˚u:
• vola´n´ım create, ktere´ se pouzˇ´ıva´ vy´hradneˇ pro tuto operaci,
• vola´n´ım open s prˇ´ıznakem O_CREAT, ktery´ signalizuje vytvorˇen´ı nove´ho souboru,
pokud jesˇteˇ neexistuje.
Pokud nen´ı definova´n obsah metody create, pouzˇije se vola´n´ı open. Pro implementaci
bylo pouzˇito vola´n´ı create, protozˇe se tak da´ usˇetrˇit jedno syste´move´ vola´n´ı.
5.10.4 Vytvorˇen´ı adresa´rˇe
Tato operace spocˇ´ıva´ pouze v extrakci cesty na inode nadrˇazene´ho a na´zev vytva´rˇene´ho
adresa´rˇe. Pote´ je vytvorˇena nova´ struktura typu vFile, nastav´ı se prˇ´ıznak adresa´rˇe a
provede se jej´ı zarˇazen´ı do tabulky structTable pomoc´ı metody newFile.
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5.10.5 Cˇten´ı obsahu adresa´rˇe
Na zacˇa´tku je nutne´ prove´st prˇeklad cesty na inode adresa´rˇe pomoc´ı metody pathToInode.
Vola´n´ım directoryContent objektu structTable je vra´cen itera´tor jehozˇ pr˚uchodem
lze prˇecˇ´ıst kompletn´ı obsah obsazˇeny´ch soubor˚u do u´rovneˇ 1 (v terminologii OOP1 se
jedna´ o prˇ´ıme´ potomky). Ty jsou pak metodou filler umı´steˇny do promeˇnne´ buffer,
ktery´ je rozhran´ım FUSE da´le zpracova´va´n jako obsah adresa´rˇe a nakonec se aktualizuje
na´zev souboru (adresa´rˇ je take´ druh souboru).
5.10.6 Prˇejmenova´n´ı, prˇesun souboru
Obeˇ operace jsou rˇesˇeny stejny´m syste´movy´m vola´n´ım, proto pro neˇ existuje spolecˇna´
obsluzˇna´ funkce. Jej´ı implementace spocˇ´ıva´ v pokusu o nalezen´ı c´ılove´ho souboru. Pokud
existuje, provede se jeho odstraneˇn´ı. Da´le se v tabulce objektu structTable provede mo-
difikace nadrˇazene´ho adresa´rˇe zdrojove´ho souboru spolu s aktualizac´ı obsahu pomocne´
tabulky tableDirContent.
5.10.7 Odstraneˇn´ı souboru
Odstraneˇn´ı souboru z FS prob´ıha´ po cˇa´stech v neˇkolika kroc´ıch. Nejdrˇ´ıve je potrˇeba
uvolnit vsˇechny bloky, ktere´ jsou k souboru prˇiˇrazeny. Vola´n´ım metody findAllBlocks
dosta´va´me tento seznam blok˚u, ktery´ obsahuje jak samotny´ obsah (vcˇetneˇ vsˇech jeho
redundantn´ıch kopi´ı), tak rezervovane´ bloky. V na´sledne´ iteraci prˇes tento seznam se
fyzicky tyto bloky uvoln´ı v u´lozˇiˇsti. Vy´sledny´m stavem je pak sta´le existuj´ıc´ı za´znam
s inode v tabulce objektu contentTable. Ten je nutne´ pro zachova´n´ı konzistence metadat
take´ odstranit, cozˇ prova´d´ı metoda (te´hozˇ objektu) removeFile. Da´le je nutne´ odstranit
jeho atributy. K tomu slouzˇ´ı stejnojmenna´ metoda objektu structTable.
5.10.8 Odstraneˇn´ı adresa´rˇe
Odstraneˇn´ı adresa´rˇe spocˇ´ıva´ pouze ve vymaza´n´ı za´znamu s jeho inode v hlavn´ı tabulce
objektu structTable a pomocne´ tableDirContent. Nemu˚zˇe se sta´t, zˇe by v adresa´rˇi
z˚ustal neˇjaky´ soubor. Tuto vlastnost zajiˇst’uje operacˇn´ı syste´m. Pokud zada´me prˇ´ıkaz
rm -r plnyAdresar, provede operacˇn´ı syste´m nejdrˇ´ıve odstraneˇn´ı vsˇech soubor˚u, ktere´
jsou v adresa´rˇi obsazˇeny a teprve pote´ se provede vola´n´ı unlink na jizˇ pra´zdny´ adresa´rˇ.
5.10.9 Odhad volne´ho mı´sta
Zada´n´ım prˇ´ıkazu df docha´z´ı k vola´n´ı metody fuse_statfs. Objem dat dostupny´ pro
za´pis souboru je v u´lozˇiˇsti sd´ılen mezi jeho vlastn´ı obsah a de´lkou serializovany´ch tabu-
lek obsahuj´ıc´ı metadata skryte´ho souboru. Objem metadat je prˇ´ımo u´meˇrny´ mnozˇstv´ı
redundance, pocˇtu ulozˇeny´ch soubor˚u, de´lce na´zvu soubor˚u a pocˇtu kopi´ı serializovany´ch
tabulek. Z uvedeny´ch faktor˚u jej ovlivnˇuje mı´ra redundance a prˇedevsˇ´ım pocˇet soubor˚u
jako vy´znamna´ promeˇnna´. Z toho d˚uvodu nelze prˇesneˇ urcˇit maxima´ln´ı budouc´ı objem
1Objetoveˇ Orientovane´ Programova´n´ı
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dat pro skry´vane´ soubory. Prova´d´ı se proto pouze horn´ı odhad v prˇ´ıpadeˇ vyuzˇit´ı u´lozˇiˇsteˇ
za´pisem jedine´ho souboru maxima´ln´ı mozˇne´ de´lky.
lsum − celkova´ de´lka zapisovany´ch dat do u´lozˇiˇsteˇ [byty]
lfile − de´lka zapisovane´ho souboru [byty]
CT − de´lka jednoho serializovane´ho za´znamu v contentTable [byty]
ST − de´lka jednoho serializovane´ho za´znamu v structTable [byty]
R − mı´ra redundance [pocˇet kopi´ı]
u − vyuzˇitelna´ velikost bloku [byty]






Ve vytvorˇene´m souborove´m syste´mu se nacha´z´ı neˇkolik cˇa´st´ı, ktere´ jsou implemento-
va´ny pouze experimenta´lneˇ a jejich cˇinnost nebyla zcela odladeˇna. Jedna´ se konkre´tneˇ
o na´sleduj´ıc´ı:
• Redundance, rezervova´n´ı blok˚u – tyto vlastnosti nebyly dostatecˇneˇ testova´ny.
• Vy´pocˇet volne´ho mı´sta – nen´ı implementova´no, v cˇa´sti 5.10.9 je uveden na´vrh
mozˇne´ho rˇesˇen´ı.
• Aloka´tor typu ALLOCATOR_SAFETY – nebylo testova´no, prˇi jeho nasazen´ı ve sta´-




Tato kapitola popisuje experimenta´ln´ı oveˇrˇen´ı vlastnost´ı implementace skryte´ho soubo-
rove´ho syste´mu. Hlavn´ım c´ılem bylo zmeˇrˇit rychlost operac´ı cˇten´ı a za´pisu s r˚uznou
kombinac´ı zapisovany´ch soubor˚u. Implementace byla oveˇrˇena na verzi aplikace bez pod-
pory rezervace blok˚u, ktera´ se nale´za´ na prˇilozˇene´m CD.
6.1 Metoda meˇrˇen´ı
Pro automatizovane´ meˇrˇen´ı byl vytvorˇen skript pro interpret bash, ktery´ prova´deˇl meˇ-
rˇen´ı doby vykona´n´ı za´kladn´ıch diskovy´ch operac´ı a vy´pocˇet objemu u´lozˇiˇsteˇ po za´pisu.
Vy´stup skriptu byl forma´tova´n takovy´m zp˚usobem, aby bylo mozˇne´ vy´sledky da´le stro-
joveˇ zpracova´vat. Proto byl zvolen textovy´ forma´t CSV1 pro svou jednoduchosti prˇi
dalˇs´ım pouzˇit´ı. Rucˇn´ı zmeˇnou parametr˚u meˇrˇ´ıc´ıho skriptu vznikla sada hodnot vhodna´
k dalˇs´ımu zpracova´n´ı, ktere´ probeˇhlo v prostrˇed´ı aplikace OpenOffice Calc.
6.2 Podmı´nky meˇrˇen´ı
Spusˇteˇn´ı skriptu prova´deˇj´ıc´ı samotne´ meˇrˇen´ı prob´ıhalo prˇi beˇzˇne´m zat´ızˇen´ı operacˇn´ıho
syste´mu kancela´rˇskou cˇinnost´ı. Bylo tak simulova´no prˇedpokla´dane´ pouzˇit´ı v praxi. U´lo-
zˇiˇsteˇ obsahovalo adresa´rˇovou strukturu s MP3 soubory ulozˇene´ v r˚uzny´ch u´rovn´ıch za-
norˇen´ı o celkove´m objemu dat 217,73 MB.
6.3 Pr˚ubeˇh a vy´sledky experiment˚u
Experimentova´n´ı prob´ıhalo ve cˇtyrˇech se´ri´ıch liˇs´ıc´ı se velikost´ı operovany´ch soubor˚u
(1 kB, 10 kB, 100 kB, 1 MB). Promeˇnnou hodnotou byl pocˇet soubor˚u k za´pisu, ktery´
jehozˇ hodnota se meˇnila v rozsahu 10 azˇ 100 s krokem 10 soubor˚u. Pouze v prˇ´ıpadeˇ sou-
boru de´lky 1 MB byl z cˇasovy´ch d˚uvod˚u proveden za´pis pouze 10-ti soubor˚u s krokem 1
soubor. Sce´na´rˇ meˇrˇen´ı byl na´sleduj´ıc´ı:
1Comma-separated Values
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1. Prˇiprava na spusˇteˇn´ı meˇrˇen´ı spocˇ´ıva´ ve zkop´ırova´n´ı referencˇn´ıho obsahu u´lozˇiˇsteˇ.
Na´sledneˇ se provede prˇipojen´ı skryte´ho FS.
2. Do skryte´ho souborove´ho syste´mu se provede za´pis nove´ho souboru. Pocˇet soubor˚u
k za´pisu se v jednotlivy´ch kroc´ıch meˇnil (viz. vy´sˇe). Meˇrˇ´ı se celkova´ doba za´pisu
vsˇech soubor˚u jako jedine´ operace. Dojde tak k naplneˇn´ı skryte´ho souborove´ho
syste´mu obsahem.
3. Na´sleduje meˇrˇen´ı doby cˇten´ı obsahu, ktere´ bylo prova´deˇno kop´ırova´n´ım jednotli-
vy´ch skryty´ch soubor˚u do pracovn´ıho adresa´rˇe mimo skryty´ FS. Prova´d´ı se opeˇt
meˇrˇen´ı celkove´ jako celku.
4. Za´veˇrecˇna´ fa´ze prova´d´ı pouze odstraneˇn´ı pracovn´ıch soubor˚u pocha´zej´ıc´ı z meˇrˇen´ı
prˇedchoz´ıho bodu.
V tabulce 6.1 se nale´zaj´ı pr˚umeˇrne´ hodnoty vsˇech provedeny´ch meˇrˇen´ı. Kompletn´ı
nameˇrˇene´ hodnoty se z prostorovy´ch d˚uvod˚u nale´za´ pouze na prˇilozˇene´m CD. Obra´zek
6.1 ilustruje vy´sledny´ charakter jednotlivy´ch meˇrˇen´ı.





Tabulka 6.1: Souhrn nameˇrˇeny´ch u´daj˚u z´ıskany´ch skriptem pro meˇrˇen´ı
6.4 Shrnut´ı
Z graficke´ho pr˚ubeˇhu provedeny´ch experiment˚u lze pozorovat konstantn´ı charakter rych-
losti za´pisu i cˇten´ı, ktery´ ma´ tendenci konvergovat k hodnoteˇ 100 kB/s (to by ale prˇ´ıpadneˇ
proka´zalo meˇrˇen´ı s veˇtsˇ´ım objemem dat, rˇa´doveˇ MB). Prˇ´ıpadne´ vy´kyvy mohly by´t zp˚u-
sobeny momenta´ln´ım vysˇsˇ´ım vyt´ızˇen´ı operacˇn´ıho syste´mu jiny´m procesem. Vy´sledna´
prˇenosova´ rychlost je omezena znatelnou rezˇi´ı souborove´ho syste´mu.
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C´ılem te´to pra´ce bylo navrhnout skryty´ souborovy´ syste´m, ktery´ by umozˇnˇoval ukla´-
da´n´ı soubor˚u do jiny´ch. Vznikla samostatna´ knihovna napsana´ v jazyce C++, ktera´
organizuje fragmenty skry´vany´ch soubor˚u do ID3 tag˚u a poskytuje obecne´ rozhran´ı pro
implementaci u´lozˇiˇsteˇ. Knihovna dovoluje vy´beˇr ze dvou znacˇneˇ odliˇsny´ch prˇ´ıstup˚u pou-
zˇity´ch prˇi obsazova´n´ı u´lozˇiˇsteˇ. Inspirac´ı pro na´vrh metod alokace byla technologie RAID.
V implementaci byl kladen d˚uraz na prˇehlednost a cˇistotu ko´du. Na za´kladeˇ provedeny´ch
experimenta´ln´ıch meˇrˇen´ı byla proka´za´na funkcˇnost syste´mu na platformeˇ 32 bit. Meˇrˇe-
n´ım bylo zjiˇsteˇna p˚umeˇrna´ prˇenosova´ rychlost cˇten´ı a za´pisu, ktera´ se pohybuje kolem
rychlosti 100 kB/s. Vy´sledny´ program tak mu˚zˇe by´t vhodny´ pro skryt´ı soubor˚u s jiny´mi
hesly nebo priva´tn´ıch kl´ıcˇ˚u pouzˇ´ıvany´ch v asymetricke´ kryptografie.
V teoreticke´ cˇa´sti byly popsa´ny principy vybrany´ch souborovy´ch syste´mu˚ a prˇehled
o obecny´ch metoda´ch zabezpecˇen´ı dat pomoc´ı steganografie a kryptografie. Pro detailn´ı
pochopen´ı teˇchto princip˚u bylo nutne´ nastudovat implementaci neˇkolika cˇa´st´ı ja´dra ope-
racˇn´ıho syste´mu Linux, ktere´ realizuj´ı n´ızkou´rovnˇove´ operace se soubory. V dalˇs´ı cˇa´sti
pra´ce obsahuje popis technologie FUSE, jej´ı strukturu a komentovany´ prˇ´ıklad implemen-
tace jednoduche´ho souborove´ho syste´mu.
7.1 Dalˇs´ı rozsˇ´ıˇren´ı pra´ce
Vy´sledny´ produkt te´to pra´ce je samostatny´m a pouzˇitelny´m celkem. Neimplementuje
ale vsˇechny vlastnosti, ktere´ jsou v souborovy´ch syste´mech vyuzˇ´ıva´ny. Na´sleduje prˇehled
na´meˇt˚u, o ktere´ by bylo mozˇne´ sta´vaj´ıc´ı proveden´ı obohatit:
• Podpora pro zˇurna´lova´n´ı – prˇi operaci za´pisu mu˚zˇe doj´ıt k neocˇeka´vany´m pro-
ble´mu˚m, nebo i k na´hle´mu vy´padku u´lozˇiˇsteˇ (naprˇ.: u´lozˇiˇsteˇm bude vzda´leny´ server
a dojde ke ztra´teˇ konektivity). Souborovy´ syste´m by pak mohl prˇipojit za´lozˇn´ı u´lo-
zˇiˇsteˇ a prova´deˇnou operaci korektneˇ dokoncˇit.
• Podpora cˇasovy´ch raz´ıtek soubor˚u – implementovany´ syste´m podporuje za´-
kladn´ı prˇ´ıznaky a atributy soubor˚u. Pro neˇktere´ uzˇivatele to vsˇak mu˚zˇe by´t limi-
tuj´ıc´ım faktorem.
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• Vizualizace obsazen´ı polozˇek u´lozˇiˇsteˇ – vytvorˇen´ı graficke´ na´dstavby, ktera´ by
poskytovala uzˇivateli uceleny´ pohled na jednotky u´lozˇiˇsteˇ, jejich detailn´ı vyuzˇit´ı.
• Vytvorˇen´ı na´stroje pro defragmentaci – po delˇs´ım cˇase intenzivn´ıho pouzˇ´ıva´n´ı
uzˇ nelze zarucˇit stejne´ schopnosti vybrane´ho typu alokace jako v prˇ´ıpadeˇ pouzˇit´ı
pra´zdne´ho u´lozˇiˇsteˇ. Na´stroj by analyzoval rozmı´steˇn´ı blok˚u a na´sledneˇ provedl
jejich prˇeusporˇa´da´n´ı podle pouzˇite´ alokace.
• Podpora 64 bit datovy´ch typ˚u – sta´vaj´ıc´ı implementace byla vyv´ıjena a pri-
ma´rneˇ testova´na na 32 bitove´ platformeˇ, z cˇehozˇ plyne omezen´ı maxima´ln´ı de´lky
jednoho souboru na prˇiblizˇneˇ 4 GB. Pokud by meˇlo u´lozˇiˇsteˇ dostatecˇnou kapacitu,
mu˚zˇe se toto omezen´ı sta´t aktua´ln´ı.
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Prˇehled obsahu: /README – textovy´ soubor, ktery´ obsahuje strucˇne´ informace o knihovneˇ
a jej´ıch za´vislostech na dalˇs´ıch knihovna´ch/bal´ıcˇc´ıch
/doc-api – dokumentace vygenerovana´ prˇ´ıkazem make doc pomoc´ı na´stroje Doxy-
gen
/src – obsahuje zdrojove´ ko´dy knihovny HiddenFs-lib vcˇetneˇ uka´zkove´ implemen-
tace u´lozˇiˇsteˇ manipuluj´ıc´ı s ID3 tagy MP3 soubor˚u
/thesis – obsahuje elektronickou podobu te´to bakala´rˇske´ pra´ce ve forma´tu PDF
spolu s obra´zky v n´ı obsazˇene´ a odkazovane´
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