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Abstract. We propose a framework that can be used to produce functioning 
web applications from SBVR models. To achieve this, we begin by discussing 
the concept of declarative application generation and examining the commo-
nalities between SBVR and the RESTful architectural style of the web. We then 
show how a relational database schema and RESTful interface can be generated 
from an SBVR model. In this context, we discuss how SBVR can be used to 
semantically describe hypermedia on the Web and enhance its evolvability and 
loose coupling properties. Finally, we show that this system is capable of exhi-
biting process-like behaviour without requiring explicitly defined processes. 
Keywords: SBVR, REST, SQL, Web-based Applications, Declarative Pro-
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1   Introduction 
Building an information system with the current methodologies is an uncertain propo-
sition. Recent research indicates that only 35% of software development projects get 
completed in time and on budget [1]. This is a marked increase from 16.2% in 1995 
[2], but even this has come at the expense of a longer and more complex development 
process. It is understandable then, that businesses tend to avoid modifying their pro-
duction information systems until absolutely necessary, as any attempt at modification 
introduces further uncertainty.  
An objective of modern digital ecosystems (DE) research is to help people, organi-
zations and small and medium enterprises (SMEs) better dynamically integrate their 
activities, enabling them to utilize capabilities, access infrastructure, and compete in 
markets currently available only to large enterprises [3]. A large obstacle on the path 
towards realizing this vision is the inflexibility of information systems currently used 
by SMEs and other potential DE participants, which constitutes an internal barrier. 
Viewing the information system from the external perspective, the requirement to 
explicitly annotate provided services with semantics for exposition in a DE effectively 
limits the population of accurately described services available. 
From a more general perspective, technologies can be seen as conforming to one of 
two different modes of use [4]. Sterile systems are systems whose function is limited 
by their design and will perform the same tasks for the duration of their lifespan. An 
example of a sterile system is the typewriter, the television or the telephone network. 
On the contrary, generative systems are built to enable novel and unplanned usage, far 
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beyond what their designers originally intended or could conceive. Typical examples 
of generative technologies are personal computers and the internet.  
Examining information systems from this perspective, most of them are sterile. 
They have been built for specific tasks, contain a fixed set of processes, can handle 
specific data models and this functionality cannot be changed without significant 
reimplementation. Newer developments in the field offer some degree of flexibility 
but their core is still procedural, ultimately dependent on costly intervention by 
specialised intermediaries, and therefore resistant to rapid adaptation. This is  
in contrast with the inherently dynamic nature of business and human society  
within which these systems are applied and causes inefficiencies which hinder the 
fulfilment of the digital revolution’s promise. We introduce the concept of the  
generative information system, built on declarative technologies, as a possible solu-
tion to these issues. In this paper, we use SBVR as a modelling language for such 
systems. 
It is clear that SBVR was not intended [5] as a language from which to directly 
produce applications, at least to begin with. SBVR, as a declarative language, focuses 
on modelling the ‘what’ of a system, rather than defining the ‘how’ of its implementa-
tion. However, a given declarative model that is specified by its owner constrains the 
set of potential solutions that can implement it. Each new element of information 
added to the model reduces the number of compliant solutions. Within the set of com-
pliant solutions, if two elements have a difference observable by the owner, such that 
one is acceptable and one is not, then the model is not completely expressing the 
owner’s wishes. It must therefore be enriched with the additional information that 
retains the acceptable solution while excluding the unacceptable one. By iteratively 
repeating this process, we can arrive at a model that identifies only potential imple-
mentations that are acceptable to the owner. In practice however, the specification can 
only identify acceptable solutions at a level of granularity afforded by the expressivity 
of the language it is written in. With this caveat in mind, we use SBVR as the best 
balance between expressivity and user-accessibility (through SBVR Structured Eng-
lish), and explore the extent to which solutions can be automatically produced. Possi-
ble limitations that are encountered in expressing the specifications of the owners can 
act as feedback to the language design itself. 
The subject of generating applications from business rules models has been first 
covered in the book ‘What, not How: The Business Rules Approach to Application 
Development’ by C.J. Date [6] which is also closely related to the Business Rules 
Manifesto by Ron Ross [7]. These works set the foundations for this paper, and we 
hope to extend the conceptual model they provide with discussions of business 
processes, extensibility and composable applications, ultimately aiming to produce a 
real-world production-capable framework based on SBVR, Relational Databases and 
the Architecture of the Web as expressed by REST. Section 2 discusses conceptual 
issues of producing applications from SBVR model and examines aspects of model 
checking and relational database schema inference. Section 3 examines how this in-
formation system can be made available on the web in a RESTful manner while Sec-
tion 4 deals with issues of process-like behaviour. Section 5 gives some concluding 
remarks and discusses future work. 
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2   From SBVR Models to Applications 
Current approaches to producing applications from SBVR models treat it as a code 
generation problem. This inevitably results in facing the tension between the declara-
tive and imperative programming paradigms. When generating code, processes must 
be defined and programmed, however such processes are not natively defined by 
SBVR and this is so by design. Therefore attempts at code generation [8] must either 
arbitrarily select the processes that must be implemented, supplement SBVR with a 
workflow definition language such as XPDL and BPMN or extend SBVR itself to 
make it capable of specifying processes. The latter results in models that use SBVR as 
a verbose process language attempting to do what visual alternatives achieve far more 
concisely. Even then, the code that they orchestrate is still missing, at which point 
they revert to the need for a human programmer to fill in the gaps, a problem also 
faced by model-driven approaches like Executable UML in the past. 
The alternative is to treat the model itself as the code to be executed and interpret it 
at run-time, possibly caching any decisions that can be reused. We view the static 
constraints of an SBVR model as defining the possible worlds that the data of an 
information system can describe. Additionally, dynamic constraints define the al-
lowed transitions between these states. From this starting point, we explore how in-
formation systems can be generated, following the path set out by C.J. Date [6]. 
2.1   Validating an SBVR Model 
SBVR supports constraints of two different modalities, Alethic and Deontic. The 
SBVR specification [5] describes their difference as follows: 
“Alethic modal logic differs from deontic modal logic in that the former deals with 
people’s estimate(s) of the possible truth of some proposition, whereas deontic modal 
logic deals with people’s estimate(s) of the social desirability of some particular par-
ty’s making some proposition true.” 
In this sense, it can be said that the alethic model defines the map of the territory 
that the deontic model navigates within. In order to analyse an SBVR model, we sepa-
rate the rules into two models, alethic and deontic according to their modality. After 
checking each model for internal consistency, we infer the relationship between the 
sets of allowed states of the two models.  
In business scenarios, constraints imposed from external sources (Nature, Govern-
ment, Partner organisations) and therefore outside the jurisdiction of the model own-
er(s), are always alethic from the perspective of the business, whereas internal  
constraints can be either alethic or deontic. This difference also affects the enforce-
ment of each constraint type, where altering an internal constraint is an option but not 
so for an external constraint. 
The interaction between the alethic and deontic modalities is not discussed in the 
SBVR specification, but in order to produce executable code, it is an area we must 
examine. Following the notation in chapter 10 of [5], we want to ensure that situations 
do not occur where Ƭ̱  for any proposition A. A proposition cannot be made 
true if it is not possible for it to be true, so the propositions deemed obligatory by the 
deontic model must be possible in alethic model. 
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If some propositions obligatory in the deontic model are not possible in the alethic 
model and all the propositions possible are obligatory, we consider the deontic model 
to be superfluous as it adds no information about desirability beyond what is known 
to be possible. If the states allowed by the two models are disjointed, we consider the 
overall model to be invalid, since the deontic model only aims for states that are not 
deemed possible by the alethic model. If the two models partially overlap, the model 
can be executed, but the user should be warned that a subset of the states deemed 
desirable by the deontic model are unreachable. 
After inferring the relationship between the two sub-models, we take their intersec-
tion as the effective model which we attempt to execute. Differences in modalities 
mean that there may or may not be recourse to the model owner in case a specific rule 
is violated depending on whether it is deontic or alethic respectively. 
2.2   Inferring a Database Schema 
While an SBVR model is an abstract construct, it defines the space which instances of 
terms and fact types are allowed to occupy when the model is itself materialized into 
an information system. This structure can be made explicit by extracting it and im-
printing it onto a relational database. Relational databases, besides being the dominant 
persistence technology for information systems, are also an excellent candidate for 
persisting SBVR-based information systems because of their declarative nature. Rela-
tional databases are interfaced through SQL, a declarative language that defines the 
data structure and queries for a relational database. When discussing data structure, 
we focus on the SQL data definition language (SQL-DDL). While relational databas-
es do not exhibit the expressivity that an SBVR model can, it is feasible to generate an 
SQL-DDL data model from an SBVR model. In this way, the maturity and perfor-
mance of the many SQL databases can be harnessed while simultaneously using the 
integrity constraint checking as a basic model checker. The more advanced cases will 
of course still need to be checked against the SBVR model directly. Generation of a 
relational database schema has been referred to previously in [9]. 
To infer a database structure from an SBVR model, we begin by constructing a 
graph where each term and fact type is represented as a node. The edges link fact 
types with the terms they build on. Next, we need to define the relationship between 
each of the nodes.  
For Date [10], defining a relationship requires integrating two aspects, one for each 
party in a relationship. The single-perspective relationships that Date considers are at 
most one (0..1), exactly one (1), one or more (1..*), and zero or more(0..*). While 
more detailed relations such as 0..5 etc. could be considered, there are diminishing 
returns to increasing levels of granularity, but also such relationships are also beyond 
the expressive capacity of the relational model.  
In our graph, the edges initially connect fact types with terms. Since each fact type 
instance refers to exactly one term instance for each link, the relations of interest are 
those from the perspective of the terms. In the absence of constraints, a term instance 
can be referred to by multiple fact type instances (facts). The default edge label is 
therefore zero or more (0..*). So the fact type ‘student is enrolled for course’, in the 
absence of relevant constraints, would be represented as a node with 0..* edges to the 
student and course nodes. When rules exist that affect the cardinality of an edge, 
such as ‘It is obligatory that each student is enrolled for exactly one course’, the 
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relation between the term student and the fact type ‘student is enrolled for course’ 
gets more constrained, in this case to an exactly one relationship (1).  
Once the relationships are identified, we can begin to differentiate what will even-
tually become tables and what will be attributes for these tables. To begin, unary fact 
types, such as ‘student is under probation’ become Boolean attributes of the term 
they are connected to, in this case student. This is because they unambiguously say 
something about the term they are connected to, each term can only have one instance 
of that value, and this value can only be true or false. Similarly, we instantiate 
attributes from binary fact types which indicate that the one fact type role has a desig-
nation in an attributive namespace for the subject concept represented by the designa-
tion used for  the other fact type role (e.g. student has name). 
For other binary fact types, the simplest solution would be to represent them as 
tables on their own and leave enforcement of the relations between the data items to 
the SBVR model execution engine which will wrap the database. However, databases 
are highly optimized and their integrity constraints checking could take a lot of the 
burden off of our implementation, reusing the mature RDBMS software. So to 
represent different relationships we have five patterns for generating the equivalent 
SQL-DDL schema fragment for two nodes A and B. These generally include generat-
ing tables and using the Primary Key (PK) and Foreign Key (FK) as well as Nullable 
and Unique to express the relations specified in the graph.  
The patterns, for two tables/nodes A and B are:  
• Pattern I: PK of B is a FK in A with Uniqueness Constraint and is Nullable. 
If B has no other attributes, instead of an FK it becomes an attribute of A  
directly. 
• Pattern II: PK of B is a FK in A with Uniqueness Constraint. If B has no oth-
er attributes instead of an FK, it becomes an attribute of A directly. 
• Pattern III: PK of B is a FK in A and is Nullable. If B has no other attributes, 
instead of an FK it becomes an attribute of A directly. 
• Pattern IV: PK of B is a FK in A. If B has no other attributes, instead of an 
FK it becomes an attribute of A directly. 
• Pattern V: Intermediate Table A_B with PK of A and B as FKs and joint PK. 
If either A or B have no other attributes, instead of an FK they can become 
attributes of A_B. 
We then apply these patterns as specified by Table 1. The cells that simply specify a 
pattern directly are those whose relationship semantics are exactly expressed by the 
results. The cells that merely specify ‘Use’ of a pattern are those whose semantics are 
not directly expressible in SQL, so a looser approximation needs to be used, with the 
rest of the input validation needing to be done by applying the SBVR constraints direct-
ly. We can observe that these cells are the ones related with the 1..* type of relationship 
which SQL cannot cover. Finally the cells that specify reverse use of a pattern are simp-
ly those where the appropriate pattern is the identified pattern with B and A substituted 
for each other. Due to the approximate nature of the relational model, an enclosing 
SBVR model execution engine must have sole write access to the database, in order to 
maintain consistency of the data. Alternatively, triggers could be implemented within 
the database itself for the more strict constraints, however their database-specific syntax 
and the difficulty of identifying the violated rule advise against this approach. 
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Table 1. Appropriate database patterns to express fact types as relations 
         Edge with A... 
Edge with B... 0..1 1 1..* 0..* 
0..1 I Reverse II Use Reverse III Reverse III 
1 II Same Table or  Use V/II/Reverse II Use V Reverse IV 
1..* Use III Use IV Use V Use V 
0..* III IV Use V V 
 
For n-ary fact types with n 2, such as Student is marked with grade for course, 
the relational model does not provide any way to represent this relation between 
terms, other than creating a new table. So for any combination of edge labels con-
nected to the fact type, we use a separate table having the primary keys of the relevant 
terms as a foreign key. Another aspect of the data model that needs to be considered is 
the data types for the stored attributes. The ‘SBVR Meaning and Representation Vo-
cabulary’ [5] gives us a number of data types such as (quantity, number, integer, text) 
that can be mapped to SQL primitives. This however puts a strict requirement on the 
terms that carry a value to belong to a concept type that specialises one of these data 
types such that it can be inferred. Terms that do not define a data type can still be 
represented as tables and defined in terms of their characteristics and connections. 
Terms that are defined to range over a fixed set of values, such as the term grade 
which could be defined as [A or B or C or D or F], can be translated as an SQL 
ENUM data type to avoid creating a new table. Finally, the issue of primary keys 
remains. While this could be inferred through attributes that have a uniqueness prop-
erty or SBVR reference schemes, performance of the database may suffer when using 
textual keys. For this reason, each table gets an integer auto-incrementing id attribute 
added, which becomes the primary key of that table. This can be omitted when the 
table contains a unique integer, such as a code number. 
With the steps discussed above, we can algorithmically infer a relational database 
schema from an SBVR model that uses most of SQL’s expressivity to optimise access 
to the data. However, the expressivity gap must always be considered, and each new 
element of data that enters the database needs to be verified not only against the inte-
grity constraints of the database schema, but also against the SBVR rules that are 
relevant to the terms related to the data item. For instance a rule that uses multiple fact 
types such as ‘it is obligatory that each module that a student is registered for, 
is available for a course that the student is enrolled in.’, cannot be expressed 
within the database schema. The process described in this section could potentially be 
implemented within a model transformation framework. QVT would be a candidate 
due to SBVR’s serialisability in XMI, but the transformation would also require the 
existence of a suitable XMI target for relational databases. 
2.3   Converting an SBVR Rule to an SQL Query 
To verify whether or not a given state of relational database conforms to the more 
advanced constraints that SBVR imposes, we can convert the rules to SQL queries 
designed to verify the state of the dataset by essentially asking the question: “Is  
this rule constraint consistent with the state of the database?” Figure 1 shows the 
conversion of one rule from our example into an SQL query. 
≥
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Fig. 1. Conversion of SBVR-SE to SBVR-LF to SQL Query 
It should be noted that the above query is written in the dialect of MySQL 5.0. The 
result is a possibly empty set that contains a list of all the <Student_Name, Num-
ber_of_Courses, Course_Names> tuples that violate the rule. An empty set signifies 
that the rule is not violated throughout the dataset. In our example, if the user attempts 
to add a sixth course to the student ‘John’, the rule is violated and the query returns 
the values in table 2. 
Table 2. Results of rule evaluation 
Student_Name Number_of_Courses Course_Names 
John 6 PY101, MA101, EN121, 
CS101, AF302, MG102 
 
The logical formulation is transformed as follows: The FROM clause of the query 
includes all the variables of the formulation. In our example 'student', 'course', as well 
as the fact type table 'student_is-registered-for_course' are used. The WHERE clause 
connects the tables according to the model semantics. From there we transform the 
constructs of the logical formulation into SQL constructs. Specifically, the universal 
quantification becomes the 'GROUP BY' clause over the variable it introduces, whe-
reas the at-most-n quantification combined with the maximum cardinality becomes 
the HAVING clause. The SELECT clause is formulated by importing the variables 
referenced according to their reference scheme. Since there exists a universal quan-
tifier that groups courses, the name of the courses becomes a GROUP_CONCAT 
statement, and we also import the Number_of_Courses, which is needed in the  
Necessity
Universal Quantification
1st Variable [at most n] quantification
student maximumcardinality: 5 2
nd Variable
course
atomic formulation
student is registered for
course
1st role binding 2nd role binding
of role student
of fact type
binds to
1st variable
of role course
of fact type
binds to
2nd variable
It is necessary that each student is registered for at most five courses
SELECT student.Name AS Student_Name, 
Count (*) AS Number_of_Courses
GROUP_CONCAT (DISTINCT course.name SEPARATOR ', ') 
        AS Course_Names
FROM student, course, student_is-registered-for_course
WHERE student.id = student_ is-registered-for_course.student_id 
AND student_is-registered-for_course.course_id = course.id
GROUP BY student.id HAVING Number of Courses > 5
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HAVING clause. Generalising this method is underway and its implementation is 
pending the implementation of the SBVR parser. 
3   SBVR and the Architecture of the Web 
When considering how SBVR models can be made executable, there is the issue of 
shifting between consistent states. The verbs that SBVR allows, in the form of fact 
types, are declaratives that describe a state and as such cannot be used to actively 
cause a shift from state to state. Even dynamic constraints which are not yet supported 
by SBVR can constrain but not cause transitions. What is needed is an architecture 
that allows users to express, in a standardized manner, the changes they want to affect 
on the data of the information system. This search led to the protocol and the architec-
tural style that underpins the largest distributed system in the world, the Web. The 
protocol is HTTP, and the architectural style it instantiates is Representational State 
Transfer (REST). REST, was identified by fielding in 1999 [11], and has recently 
been popularised by works such as [12], [13]. In contrast to the less disciplined Re-
mote Procedure Call (RPC) style used in most WS-* standards, REST is based on a 
number of explicit architectural constraints that govern interactions. While the con-
straints are abstract, it is important to state that they govern most of the daily interac-
tions over the Web, both human-to-machine and machine-to-machine.  
Fundamental constraints are that each significant entity should be named, uniquely 
identifiable and linkable. While this is reminiscent of the foundation of the business 
rules approach being on terms, it goes further to the level of instances, where each and 
every one should be identifiable also. While SBVR does include individual concepts, 
there is no explicit directive that each and every instantiation of a term should be 
named. In the case of the web, every instance, named a resource, should have a 
unique URI. The slight difference in approaches can be explained by the fact that 
while SBVR is concerned with the model-level description of a domain, REST is 
model-agnostic and only concerned with data. This distance can be covered by consi-
dering that each term identifies a collection of resources (individual concepts) and 
that this collection can be a resource by itself. 
While linking URIs and terms brings SBVR closer to the web, the user is still 
without means to cause change in the state of the system. REST however indicates 
that resources should be manipulated through a uniform interface. In the case of 
HTTP this interface includes operations such as GET, PUT, POST and DELETE. The 
uniform interface is in fact the only way in which a client can interact with the re-
sources that a service makes available. The rationale behind this constraint is that if 
the operations are insufficient to accomplish some functionality, then there are more 
resources that need to be identified, rather than overloading the interface with addi-
tional methods. By constraining the interface to a fixed set of methods, the interface 
designer is forced to extend the vocabulary of the application. This is an insight that 
can directly reflect on the modelling methodology and reveals the benefit of consider-
ing the run-time behaviour at design-time. By forcing the modeller to consider the 
model as an executable artefact, accessible from a constrained interface, they may 
discover entire new areas that need to be modelled that would have otherwise been 
overlooked, leaving room for ambiguity.  
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Fig. 2. Connections between REST, SBVR and Relational Databases 
A number of other constraints are in effect when the REST architectural style is 
considered, including statelessness and the ‘hypermedia as the engine of application 
state’ (HEAS). Statelessness instructs that each request to the server contains all the 
information needed for the server to understand the request without need for session 
information on the server side. HEAS requires that resources use links to point to each 
other such that the clients can incrementally discover the API and any change on a 
resource URI will not trigger a catastrophic failure of the client but rather a recovery 
procedure during which the client will rediscover the new identifier the same way as 
the original identifier had been discovered. These constraints form an architectural 
style that is state-oriented rather than process oriented. By focusing around ‘be’ and 
not ‘do’ type interactions, REST can be considered a declarative architectural style, 
very well aligned with the design principles behind SBVR. 
3.1   Constructing a RESTful Interface from an SBVR Model 
A basic design principle of REST is that ‘things’ should be named. This gels perfectly 
with SBVR’s term-orientation. Since vocabularies have a namespace URI, and terms 
are unique within a vocabulary namespace, it is trivial to assign a unique URI to each 
term. The following URI template [14] would be sufficient to accomplish this: 
 
http://domain.org/{vocabulary}/{term} 
 
However the question arises of what these URIs will return when requested from 
the application’s server. Since the term can be seen as a collection containing in-
stances, we can return this collection as a resource. The Atom Publishing Protocol 
[13] is being increasingly used as a general-purpose format for representing collec-
tions and can be used to grant our interface with significant standardised functionality, 
such as exposing collections as standard feeds and editing collections or instances. An 
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aesthetic issue may be the need for pluralisation of terms when used for representing 
collections in URIs. This is one of the parts where the creation of SBVR for human-
to-human interactions becomes apparent. While SBVR rules can freely pluralise 
terms, the exact plural of each term is not specified in the vocabulary. This issue also 
arises in the design of an SBVR parser. For English this can be partially solved by 
using an inflector library such as [15]. However this would leave terms with an incor-
rect pluralisation automatically inferred without a way of specifying the proper plura-
lisation. Ideally, an extension to the SBVR meta-model would allow for specification 
of the exact plural form of a term. 
While we have discussed the issues of representing collections of instances, the is-
sue of instances themselves remains. Following the unique identification patterns 
discussed in the relational schema generation, we can use a URI template such as the 
following to generate the URI for an instance of a term, like so: 
 
http://domain.org/{vocabulary}/{term}/{identifier} 
 
The serialisation of the content of a term can be subject to the content negotiation 
processes that HTTP specifies, but as a baseline, an XML serialisation can be as-
sumed as a standard. Providing an XSLT stylesheet defining the transformation of 
that XML to HTML can also aid towards readability by human readers.   
Another fundamental constraint of REST is that of ‘Hypermedia as the Engine of 
Application State’ (HEAS). This specifies that URI-named resources should link to 
each other so that they can be discovered by a new client with minimal initial infor-
mation, or rediscovered in case of URI change. This also naturally overlaps with 
SBVR’s assertion that fact types connect terms. In this sense we can use the fact types 
as links to instances of the terms that the fact type builds on. So, the representation of 
each term must also provide links to URIs that represent the set of instances of the 
fact type that concern the term in question. This can be reflected in the URI-space by 
a template such as: 
 
http://domain.org/{vocabulary}/{terma}/{identifier}/{fact type designation}/{termb} 
 
In the case of a binary fact type, presenting the subset of a term’s instances that are 
connected by a fact type to the original term instance is acceptable. In the usual case 
where two terms are connected by only one binary fact type, the fact type designation 
can be optionally omitted. More complex queries including filters should also be 
possible, and work along these lines is underway but not strictly necessary for the 
operation of a system such as the one in this paper. 
Table 3. Applying HTTP operations on Collections and Instances 
 Student
 Collection Instance
GET + +
PUT  +
POST +  
DELETE  +
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Having defined identification of collections, instances and basic queries with URIs, 
we can now examine which HTTP operations apply on these URIs. Table 3 shows a 
basic application of HTTP operations on the resources defined by the student term. 
Thus, knowing the URI of the student collection, we can not only see a representa-
tion via GET, but also create a new student via POST, identify a specific student via 
hyperlinks, and then modify the student instance through PUT or remove the student 
via DELETE. Access to data and ability to modify it is of course subject to authorisa-
tion and authentication of the user making the data retrieval and modification. The 
discussion up to this point has given enough information to present a unified view of 
SBVR, RESTful HTTP and Relational Databases as a foundation for a model-driven 
information system as seen in Figure 2, first published in [16] by the authors of this 
paper. 
3.2   Using SBVR to Describe Resources 
Along the way of aligning SBVR, RESTful HTTP and Relational Databases, we have 
also created a complementary way to use SBVR to describe resources, a use for SBVR 
that can potentially have an impact beyond systems natively described with SBVR and 
onto the mainstream web. For instance, having described the resource instance of stu-
dent and accompanying relational representation, we now have a structured representa-
tion of a student. However, by separating all the elements (vocabulary and rules) of the 
model that mention ‘student’, and also adding all the terms and fact types necessary to 
express them, we can construct a subset of the model that describes the resource re-
turned. This model can also give information about the data in the schema and the 
reaction that the server will have on various operations being applied to the resource as 
well as what can be expected by following specific links. So for instance, a request for 
a student instance may return a representation as seen in Figure 3. 
 
<?xml version="1.0" encoding="UTF-8"?> 
<student> 
<id>3465</id> 
<firstname>John</lastname> 
<lastname>Smith</lastname> 
<is-under-probation value=”false” /> 
 
<link rel=”is-enrolled-in_modules” 
href=”http://domain.org/school/student/3465/is-enrolled-
in/modules” /> 
 
<link rel=”is-registered-for_course” 
href=”http://domain.org/school/student/3465/is-
registered-for/courses” /> 
 
<link rel=”is_marked_with-grade-for-course” 
href=”http://domain.org/school/student/3465/is-marked-
with/grade/for/courses” /> 
</student> 
Fig. 3. Example XML Serialisation of model-derived resource 
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The server may internally have a model associated with it such as the one found in 
table 4. By publishing this model, the aware client can now start building a model of 
the application in general, and also specifically know what steps need to be taken for 
creating a new student resource. Something that must be taken into account is that 
since the new rules exposed by the system as a resource description are not changea-
ble by a client system that may be using the resource, the modality published should 
become alethic as the rules now describe the environment that other systems operate 
within. The mechanism for publishing this SBVR description information in a web-
friendly way has yet to be determined, although a direct link from the resource to an 
xml-serialised form of the model may be sufficient. 
Table 4. Instance of an SBVR model subset describing a single resource 
Terms Fact Types Rules 
Student 
 
Module 
 
Course 
 
Grade 
A or B or C or D or F 
 
First name 
 
Last name 
Student is under probation 
 
Student is registered for course 
 
Student is enrolled in module 
 
Student has first name 
 
Student has last name 
 
Student is marked with grade for course 
 
Module is available for course 
It is necessary that each student is  
registered for at most five courses. 
 
It is necessary that each module that a 
student is registered for is available for a 
course that the student is enrolled in. 
 
It is necessary that each student that is 
under probation is registered for at most 
three courses. 
 
 
4   Implicit Process Specification 
The capabilities of the information system described so far are limited to satisfying 
sequential operations that satisfy the SBVR model over a basic RESTful API. How-
ever, fundamental to information systems is the ability to perform processes that make 
multiple state alterations as their result. In fact, for certain models, it may be impossi-
ble to move from one state to another without performing more than one operations, 
for instance in the case where a student must be registered for exactly five courses, a 
new course cannot be added if a course is not simultaneously removed. This calls for 
the execution of multiple operations simultaneously over HTTP, something the au-
thors of this paper have already made progress in specifying RESTful Transactions 
[17]. Even with this capability, there is a fundamental tension between processes and 
declarative specifications, as processes focus on the ‘how’ rather than the ‘what’ 
which declarative models specify. To resolve this, we have been inspired by the motto 
of the logic programming community [18] which states that Algorithm = Logic + 
Control. 
By approaching the process as a simplified algorithm and the SBVR model as the 
logic, we can see that perhaps processes can be dynamically generated through appli-
cation of a control module to the SBVR model. Our solution is to introduce the meta-
process as seen in Figure 4, which at its core examines the state resulting by each 
action of the (authenticated) user, and determines whether it will result in the system 
being in a consistent state, one where no rules are violated. In case of violations, we 
return the rule that has been violated as part of the response. This is an application of 
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User: 
POST <en101> 
http://domain.org/students/John/courses/ 
 
System: 
403 Forbidden  
 
It is necessary that each student is registered for at most five courses 
 
Student_Name  Number_of_Courses  Names_of_Courses  
John  6  PY101, MA101, EN121, 
CS101, AF302, MG102  
 
User: 
[Start Transaction] 
DELETE 
http://domain.org/students/John/courses/ma101 
 
POST <en101> 
http://domain.org/students/John/courses/ 
[End Transaction] 
System:  
200 OK 
Fig. 4. The meta-process control structure 
the business rules motto ‘The rule is the error message’ which seems to be quite effec-
tive in our case. Notice that this mechanism can also observe the violation of dynamic 
constraints such as the progression of marital status from ‘married’ to ‘single’ instead 
of ‘divorced’ or ‘widowed’. The user can then amend their request with additional 
operations aimed at mitigating the violation. As the process iteratively continues, the 
user will either realise that their request is untenable within the constraints of the 
current model, or they will formulate a request that satisfied both their requirements 
and the system’s. 
This results in a declarative process-less system which can nevertheless exhibit 
process-like behaviour. Its main run-time difference with process-driven systems that 
is that it allows users to perform any allowable process instead of specifying at de-
sign-time the processes that the designers forecast will be useful to users. The design-
time implication is that such systems are capable of naturally adapting their behaviour 
to changes in the model instead of requiring manual revision of their individual 
processes, which also risks inconsistencies in case of error as a rule may affect mul-
tiple processes and the designers have to infer which these processes are. 
Also, by returning the violated rule in machine-to-machine interactions, the partner 
systems can update each other about changes in their models organically as violations 
occur and such changes can propagate through the network in the case of services 
composing other services.  
As we have seen so far, SBVR can not only produce functional Web Applications, 
but also have them be self-describing by publishing the sub-model relevant to each 
resource. This, combined with transactional capabilities over HTTP opens the door 
for service composition by importing the sub-model that is published for each re-
source and using it as part of a new model. So a system could represent a service 
composition such as a travel arrangement and its model would be constructed by 
importing the sub-models used by other providers to describe the elementary  
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resources the new system composes such as flights, car rentals, hotel bookings, etc. 
The resulting new resource (travel arrangement) can be made available to the users of 
the new service. Work has already been done in this area by the authors [19], however 
it remains to be naturally integrated with the meta-process presented in this paper. 
5   Concluding Remarks and Future Work 
In this paper we have described a framework that bridges the worlds of SBVR, Rela-
tional Databases and RESTful APIs to produce a functioning web application with an 
SBVR model as its starting point. Additionally, we have discussed the meta-process 
as a rule-driven control mechanism that makes the web application capable of exhibit-
ing process-like behaviour without explicit processes defined. Finally, we discussed 
the possibility of composing such systems in a RESTful environment. Earlier work 
along these lines has been published in [16] however the present paper expands the 
work both in depth and scope. 
An element that has not been discussed yet is that of a user interface to this system. 
The simplest approach to this would be to use templating systems to define custom 
interfaces for each resource and collection. While this is a good starting point, its lack 
of adaptability to model changes and imperative nature of templating languages make 
it only suitable as an intermediate measure. In the medium to long term a more flexi-
ble approach would be to add interface generation capabilities to the system with an 
accompanying rule-driven customisation mechanism such that the aesthetics of the 
system and the built in assumptions of the generator can be fully customised by the 
modeller. This would in effect turn SBVR to a declarative user interface modelling 
language. Additionally, the system as it stands is limited to information-driven tasks 
and cannot interface with complex algorithmic systems. This problem can partially be 
addressed through work in service composition where a system can be SBVR-
described while not being generated from an SBVR model.  
This description can act as a wrapper for the system to be included in other sys-
tems, giving them additional capabilities. Alternatively, a fact type can be introduced 
that instead of representing a class of facts given in a database, can instead represent 
facts that are only instantiated when requested, with the process of instantiation in-
volving the execution of a processor-intensive algorithm. Finally, in implementing 
this system, an SBVR parser needs to be implemented that can convert SBVR-SE to 
SBVR logical formulation. While such parsers exist, none of them is open-source and 
freely available for use by the community. With this step completed, implementation 
of the system as described in this paper can commence in earnest. 
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