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La Universidad EAFIT, en los u´ltimos an˜os, por medio de la realizacio´n de
varias investigaciones, ha estado desarrollado una propuesta con la cual se
busca definir los componentes tecnolo´gicos que deben componer un ecosiste-
ma de aplicaciones educativas, con el fin de apalancar la adopcio´n del modelo
de ubicuidad en las instituciones de educacio´n superior.
Por medio del grupo de investigacio´n desarrollo e innovacio´n en Tecnolog´ıas
de la Informacio´n y las Comunicaciones (GIDITIC) ha realizado la seleccio´n
de los primeros componentes del ecosistema en trabajos de tesis de grado de
anteriores investigaciones[1, 2]. Adicionalmente, algunos trabajos realizados
por el gobierno local de la Alcald´ıa de Medell´ın en su proyecto de Medell´ın
Ciudad Inteligente[3], tambie´n realizo´ una seleccio´n de algunos componentes
que son necesarios para la implementacio´n del portal. Ambas iniciativas coin-
ciden el la inclusio´n de un componente de registro de actividades, conocido
como “Sistema de almacenaciento de experiencias” (LRS).
Dados estos antecedentes, se pretende realizar una implementacio´n de un
LRS que cumpla con los objetivos buscados en el proyecto de la Universidad,
siguiendo esta´ndares que permitan asegurar la interoperaibilidad con los otros
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1 Introduccio´n
Desde finales de los an˜os 90, cuando surgieron las primeras plataformas para
ofrecer cursos virtuales, con el fin de llevar la educacio´n por fuera de el aula
de clase, han surgido nuevas plataformas y esta´ndares con el fin de lograr este
objetivo. Con el fin de realizar un seguimiento al progreso y al comportamien-
to de los estudiantes en las plataformas educativas LMS, se desarrollo en el
an˜o 2003 el esta´ndar SCORM, el cual permitio´ el avance en la integracio´n
de mu´ltiples plataformas WEB con los LMS, sin embargo, con el auge en el
desarrollo de plataformas mo´viles, simulaciones y juegos con fines educativos,
el protocolo SCORM fue una limitante, ya que estaba dirigido solamente a
plataformas WEB.
Con estos antecedentes, la Universidad EAFIT con su grupo de investiga-
cio´n Proyecto 50, crearon una linea de investigacio´n con el fin de mejorar
la calidad educativa apalancados en las soluciones tecnolo´gicas, de esta ini-
ciativa nace el proyecto en el cual se desarrolla el Modelo TAG (Tecnolog´ıa
Aprendizaje, Gestio´n) para la valoracio´n de la ubicuidad en instituciones de
educacio´n superior, en la cual se plantean algunos componentes que deben
conformar el ecosistema de aplicaciones educativas, las cuales deben apoyar
el proceso formativo. Uno de los componentes importantes es el repositorio
de experiencias.
En esta tesis se presenta la seleccio´n de un repositorio de almacenamiento
de experiencias basado en la especificacio´n xAPI dada por la organizacio´n
ADL en el proyecto Tin Can, adema´s de esto, se realiza una propuesta de
implementacio´n, en la cual se especifica la arquitectura de software, la cual
esta compuesta por las capas conceptual, lo´gica y f´ısica. Con base a la ar-
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quitectura propuesta, finalmente, se realiza un prototipo de implementacio´n
software, en la cual se refleja todos los componentes tecnolo´gicas especificados
en la arquitectura propuesta.
2 Planteamiento del Problema
Este cap´ıtulo presenta la justificacio´n para la realizacio´n de esta tesis de
grado, presentando en el los objetivos que se busca alcanzar al concluir este
trabajo.
2.1. Objetivo General
Disen˜ar un sistema de almacenamiento de experiencias a un ecosistema edu-
cativo, basado en la propuesta realizada por el proyecto TinCan con el reposi-
torio de experiencias, el cual cumpla con condiciones de flexibilidad, interope-
rabilidad y desacoplamiento, que a su vez permita a las diferentes plataformas
que componen el ecosistema educativo, registrar los eventos resultantes de la
interaccio´n con los diferentes actores (profesores, estudiantes, administrado-
res), y que adicionalmente permita el uso de te´cnicas de ana´lisis de datos por
medio de la integracio´n de aplicaciones de terceros.
2.1.1. Objetivos Espec´ıficos
Disen˜ar un sistema de almacenamiento basado en la especificacio´n rea-
lizada por el proyecto TinCan de la otganizacio´n ADL.
Construir el estado del arte en la integracio´n de plataformas educativas
con sistemas de registro de actividades.
Describir los elementos que componen una sentencia valida de un LRS,
basado en la especificacio´n como Activity Streams.
Implementar un prototipo de la solucio´n de software basado en el patro´n
de arquitectura para disen˜o de aplicaciones distribuidas (SOA) por me-
dio del protocolo REST.
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2.2. Justificacio´n
La Universidad EAFIT (Medell´ın-Colombia), en el marco de su aniversario
nu´mero 50, dio inicio a una propuesta “con el propo´sito de potenciar las
competencias de los docentes a trave´s de la innovacio´n en los procesos de
ensen˜anza, aprendizaje e investigacio´n creativa con el uso de TIC”[10], es as´ı
como nace de la mano Proyecto 50 y el Grupo de Investigacio´n, Desarrollo
e Innovacio´n sobre TIC de la Universidad EAFIT (GIDITIC) el proyecto
“Modelo TAG (Tecnolog´ıa Aprendizaje, Gestio´n) para la valoracio´n de la
ubicuidad en instituciones de educacio´n superior”[1].
Una de las dimensiones evaluadas en el modelo TAG, es la dimensio´n tec-
nolo´gica, esta comprende en su disen˜o la inclusio´n de arquitecturas de refe-
rencia (Infraestructura y patrones de disen˜o) que permiten evaluar el nivel
de ubicuidad de las instituciones de educacio´n superior. Es en este punto,
donde este proyecto pretende dar continuidad al objetivo de la Universidad
en la labor investigativa de la Universidad.
2.3. Pregunta de Investigacio´n
¿Basado en la propuesta realizada por la organizacio´n ADL en el repositorio
de experienc´ıas xAPI, cuales son los patrones arquitecto´nicos y herramientas
tecnolo´gicas que permiten disen˜ar e implementar un sistema de almacena-
miento de experiencias LRS, basado en los principios de aplicaciones distri-
buidas, escalables y desacopladas?
3 Estado del Arte
Este cap´ıtulo realiza una revisio´n a las iniciativas internacionales y naciona-
les, las cuales fueron realizadas con diferentes objetivos y con su realizacio´n
permiten dar bases teo´ricas y te´cnicas en el desarrollo este trabajo, lo cual
permitira´ realizar una propuesta de implementacio´n de un sistema de alma-
cenamiento de experiencias (LRS).
3.1. Internacional
En el a´mbito internacional, el desarrollo de los esta´ndares para compartir in-
formacio´n entre portales educativos ha estado liderado por Estados Unidos,
es as´ı como en el an˜o 1999, en el durante el gobierno de William Jefferson
Clinton, se delego´ al departamento de defensa la creacio´n de la organizacio´n
ADL (Advanced Distributed Learning). Esta organizacio´n tenia como fin que
los empleados federales pudieran “sacar el ma´ximo provecho de los avances
tecnolo´gicos con el fin para adquirir las habilidades y el aprendizaje necesario
para tener e´xito en un lugar de trabajo”[11]. La conformacio´n de la organiza-
cio´n ADL buscaba poder realizar un “establecimiento de directrices sobre el
uso de normas y proporcionar un mecanismo para ayudar en el desarrollo a
gran escala, la implementacio´n y la evaluacio´n de los sistemas de aprendizaje
interoperables y reutilizables”.[12].
Uno de los primeros logros obtenidos por ADL en te´rminos de interoperabi-
lidad, fue el desarrollo del esta´ndar SCORM (Sharable Courseware Object
Reference Model). Los objetivos planteados que buscaba ADL con el desa-
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rrollo de SCORM[13] eran:
Permitir el intercambio de cursos a trave´s de sistemas LMS por medio
de un formato de empaquetamiento.
Permitir la comunicacio´n entre el contenido y los sistemas LMS.
Promover la reutilizacio´n de contenido a trave´s de diferentes cursos.
Permitir la secuenciacio´n de contenidos de adaptados a la persona.
El esta´ndar de SCORM, en su versio´n ma´s actualizada (2004) se compone de
un entorno de ejecucio´n , un modelo de agregacio´n de contenidos
y una especificacio´n de secuenciacio´n y navegacio´n (Ver figura 3-1). El
modelo de agregacio´n y navegacio´n es el encargado de definir y compartir
el contenido, el contenido obtiene el nombre de SCO (Sharable Courseware
Object)[14]. El entorno de ejecucio´n es el componente encargado de establecer
la comunicacio´n entre el LMS y el SCO[15]. Adicionalmente, el mo´dulo de
secuenciacio´n y navegacio´n es el encargado de definir el orden que los recursos
sera´n presentados al usuario[16].
Figura 3-1: Componentes del esta´ndar SCORM. [4].
La organizacio´n IMS (Instructional Management Systems), la cual es una
organizacio´n sin animo de lucro fundada en el an˜o 1995, con el propo´sito
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de permitir el crecimiento y el impacto de las tecnolog´ıas de aprendizaje en
los sectores educativos y corporativos en todo el mundo. IMS proporciona
liderazgo en la formacio´n y el crecimiento de la industria del aprendizaje a
trave´s del desarrollo de esta´ndares de interoperabilidad y en herramientas de
aprendizaje y tecnolog´ıa educativa.[17]
Dadas las nuevas tendencias que se estaban presentando en el desarrollo de
contenido educativo y la necesidad de incluirlo en los cursos desarrollados en
los sistemas LMS, la organizacio´n IMS comienza con la tarea de permitir la
integracio´n de herramientas desarrolladas por terceros en el LMS, es as´ı co-
mo en el an˜o 2010[18] desarrollan la primer especificacio´n del esta´ndar “LTI”
(Learning Tools Interoperability). “El concepto principal de LTI es del de es-
tablecer una forma esta´ndar de integrar aplicaciones ricas de aprendizaje (en
algunos casos alojados remotamente y prove´ıdos a trave´s de servicios de terce-
ros) con plataformas de aprendizaje tipo LMS, portales u otras plataformas
del entorno educativo.”.[5] El estandar LTI se compone de tres elementos.
Tool Provider , Tool y Tool Consumer .
La especificacio´n de LTI permite que aplicaciones sencillas como un foro, o
aplicaciones mas avanzadas como simulaciones matema´ticas puedan ser adi-
cionadas a las plataformas que los usuarios acceden, evitando as´ı que los
usuarios tengan la necesidad de registrarse en otras plataformas y salir del
LMS. Adicionalmente la herramienta (Tool) informara al LMS (Comsumer)
sobre el resultado obtenido por el usuario en la herramienta que fue lanzada,
este flujo se puede ver en la figura 3-2.
Sin embargo, los esta´ndares de SCOMR y LTI en su especificacio´n solo inclu-
yen el seguimiento al usuario por medio del reporte del resultado, y deja por
un lado todo el aprendizaje significativo que pudo obtener el usuario durante
el desarrollo de la actividad, adicional a esto, con el desarrollo de contenido
educativo por fuera de los sistemas LMS, estos protocolos comenzaron a ser
un obsta´culo en el desarrollo de nuevas herramientas que permitieran reali-
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Figura 3-2: Flujo sencillo del esta´ndar LTI. [5].
zar el seguimiento del aprendizaje en otros sistemas y entornos. Este hecho
se empieza a evidenciar au´n ma´s con el auge en el desarrollo de herramientas
de simulacio´n, aplicaciones para tele´fonos mo´viles y tabletas.
Teniendo en cuenta los retos mencionados anteriormente, la organizacio´n
ADL en el an˜o 2013 anuncio el proyecto TIN CAN[19], el cual fue adop-
tado como el sucesor del esta´ndar SCORM, en su disen˜o adopta algunos de
los protocolos y esta´ndares que la comunidad de desarrolladores de software
conoc´ıan a profundidad, es el caso de OAuth (administracio´n de permisos de
usuarios) y la especificacio´n de Activity Streams. Esta u´ltima, fue desarro-
llada con el fin de proveer una “especificacio´n te´cnica que permita expresar
metadatos relacionada con actividades en un formato rico, amigable para los
humanos pero al mismo de una manera que sea extensible y procesable por
las maquinas”[20], por esto el formato acogido tiene la forma Actor-Verbo-
Objeto, la cual permite registrar casi cualquier actividad realizada por un
usuario en una plataforma en un lenguaje natural.
El proyecto TIN CAN logro´ solventar algunas de las limitantes de SCORM
y LTI. Algunas de las caracter´ısticas mas importantes son:
Llevar el registro de aprendizaje por fuera de los navegadores web.
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Un modelo solido modelo de seguridad usando OAuth.
Habilidad de registrar juegos y simulaciones.
Independencia del LMS y otros aplicativos del ecosistema educativo.
Permitir al usuario intercambiar plataformas (Ej. Pasar del mo´vil al
computador sin perder el progreso).
3.2. Nacional
El a´mbito nacional, la propuesta realizada por la ciudad de Medell´ın en el
proyecto “Portal Medell´ın Ciudad Inteligente”[3], el cual es un “programa de
la Alcald´ıa de Medell´ın, que lidera la transformacio´n de Medell´ın en una ciu-
dad al servicio de la calidad de vida de sus ciudadanos a trave´s del buen uso
de las Tecnolog´ıas de la Informacio´n y la Comunicacio´n, TIC, y el empodera-
miento de los ciudadanos de su propio entorno.”[21]. La universidad EAFIT,
en su rol de disen˜ador de la arquitectura de software para el portal, partio´
del principio de que “su arquitectura debe ser flexible, ajustada a esta´ndares,
segura y robusta”[22]. Por esta razo´n, la arquitectura propuesta se compone
de 6 mo´dulos (Ver figura 3-3), los cuales permiten garantizar un alto nivel
de flexibilidad para integrar nuevos componentes.
Uno de los componentes ma´s importantes en la propuesta de la arquitectura
del portal, es el componente de Experiencia (LRS), dado que este es el que
permite agregar el valor de inteligencia1 al portal, posibilitando as´ı, que se
pueda ofrecer sugerencias y personalizacio´n a la interfaz de usuario. “Con
el fin de ilustrar la importancia de este mo´dulo en el contexto de Ciudad
Inteligente, supo´ngase que todo ciudadano tiene una identidad digital que
no so´lo le permite ingresar al portal sino que le da acceso a las bibliotecas,
al metro, etc. Los sistemas de estas instituciones podr´ıan alimentar el LRS
con el registro de las experiencias del usuario en cada uno de esos contextos,
1Un sistema inteligente es aquel que con base en la informacio´n que recibe de su entorno puede actuar y
tomar decisiones.
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Figura 3-3: Mo´dulos de la arquitectura del portal Medell´ın Ciudad Inteligente [6].
de manera que dicha informacio´n pueda ser tenida en cuenta para adaptar
el portal a cada usuario. Esto quiere decir que el LRS es el responsable de
preservar toda la informacio´n que sirve de base para el ana´lisis del perfil del
usuario del portal y poder responder de manera personalizada a cada uno de
ellos”[23]
4 Marco de Referencia Conceptual
En este cap´ıtulo se presentan los conceptos importantes para el desarrollo de
este trabajo: Plataformas de aprendizaje, Repositorios de registro de apren-
dizaje y Esta´ndares de interoperabilidad.
4.1. Plataformas de gestio´n del aprendizaje
Las plataformas de aprendizaje (LMS), son sistemas de que tienen como
objetivo principal, la administracio´n de recursos electro´nicos que permitan
el desarrollo de cursos a distancia, semi-presenciales y presenciales. Por lo
general, los LMS incluyen las siguientes funcionalidades:
Administracio´n de roles (Profesores, estudiantes y administradores).
Realizacio´n de evaluaciones.
Desarrollo de actividades curriculares.
Calendario de actividades de los cursos.
Publicacio´n de contenido.
Foros de discusio´n.
Uno de las soluciones software ma´s usado en cuanto LMS se refiere es moodle,
la cual fue desarrollada a principio del an˜o 2000 por Martin Dougiamas[24],
como parte del articulo I¨mproving the Effectiveness of online Learning”[25].
Algunos ejemplos de plataformas de aprendizaje: ver tabla 4-1
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Nombre Sitio Tipo de licencia
Moodle http://moodle.org Open Source
EAFIT Interactiva http://interactiva.eafit.edu.co/ei Propietario
Canvas http://www.canvaslms.com/ Open Source
Black Board http://anz.blackboard.com/ Comercial
Tabla 4-1: Plataformas de Gestio´n del Aprendizaje (LMS).
4.2. Repositorio de registro del aprendizaje
Un repositorio de registro del aprendizaje es un sistema que permite alma-
cenar datos resultantes de la interaccio´n de un actor (Estudiante, Profesor,
Administrador) con algu´n componente del portal educativo, por ejemplo:
El resultado de la solucio´n de un examen.
Hora de inicio de una actividad del curso.
Pasos que realizo´ un estudiante durante la ejecucio´n de una simulacio´n.
Este sistema cumple un papel muy importante en el disen˜o que propone
ADL1 para la infraestructura de las plataformas educativas del futuro (Ver
figura 4-1.). En su propuesta, se realiza un acercamiento a un ecosistema de
aplicaciones que son independientes e interoperables entre s´ı, lo que permite
que el repositorio de registro del aprendizaje pueda recopilar informacio´n de
todos los sistemas incluidos en el portal, lo cual lo hace un componente vital
al momento de realizar ana´lisis de datos y comportamiento de los actores del
sistema.
4.3. Esta´ndares de interoperabilidad
Los esta´ndares de interoperabilidad son normas y especificaciones que faci-
litan el desarrollo tecnolo´gico de los sistemas y su integracio´n con otros, la
gestio´n de los recursos; que repercutan en el almacenamiento, intercambio y
1ADL es una iniciativa del gobierno de los Estados Unidos, el cual fue creado con el fin de investigar,
realizar prototipos e implementar las nuevas generaciones en ambientes de aprendizaje[11]
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Figura 4-1: Ecosistema de aplicaciones de un portal educativo [7].
bu´squeda de los contenidos. Es as´ı como la estandarizacio´n de las tecnolog´ıas,
permite la reutilizacio´n de recursos y la interoperabilidad entre sistemas y
software heteroge´neo.[8]
Existen varias organizaciones dedicadas al establecimiento de metodolog´ıas
y protocolos de estandarizacio´n en temas de aplicaciones educativas, algunas
de ellas son: (ver tabla 4-2)
Sigla Nombre Sitio
IMS IMS Global Learning Consortium, Inc http://www.imsglobal.org
W3C World Wide Web Consortium http://www.w3.org
ADL Advancing Distributed Learning http://www.adlnet.org
IEEE Institute of Electrical and Electronics Engineers https://www.ieee.org
Tabla 4-2: Organizaciones dedicadas al establecimiento de esta´ndares de
interoperabilidad.[8]
Para el objeto de estudio de este trabajo, hay algunos esta´ndares que son
ma´s relevantes(ver tabla 4-3), estos han sido desarrollados a lo largo de la
u´ltima de´cada, permitiendo que los sistemas que componen el ecosistema de
aplicaciones del portal educativo, puedan compartir objetos de aprendizaje2
2Cualquier entidad, digital o no digital, que puede ser utilizada, para el aprendizaje, la educacio´n o el
entrenamiento.[26]
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Nombre Descripcio´n
LTI El principal objetivo de “Learning Tools Interoperabi-
lity”(LTI) es el de establecer una integracio´n de apli-
caciones ricas en aprendizaje (incluidas las alojadas re-
motamente y las prove´ıdas por medio de servicios de
terceros) con plataformas como LMS, portales, o otras
del sector educativo.[18]
SCORM Conjunto de esta´ndares te´cnicos para software dedicado
al e-learning. Su objetivo es el de habilitar la interopera-
bilidad de contenido de aprendizaje entre sistemas LMS,
dando una especificacio´n de como se da la comunicacio´n
entre los sistemas.[27]
TIN CAN API Tambie´n conocida como API de experiencia, es una nue-
va especificacio´n para las tecnolog´ıas de aprendizaje, que
hace posible recolectar datos de un amplio rango de ex-
periencias que una persona tiene (online and oﬄine). Su
gran ventaja esta dado en la habilidad de capturar y
compartir los datos de las actividades usando un voca-
bulario simple (Sujeto Verbo Objeto), el cual es com-
partido por medio de su conversio´n a mensajes JSON.
A diferencia de SCORM, Tin Can API puede recolectar
datos de simulaciones, mo´viles, realidad virtual, juegos
serios, actividades de la vida real, aprendizaje experien-
cial y aprendizaje colaborativo.[28]
Tabla 4-3: Estandares de interoperabilidad en educacio´n ma´s relevantes.[9]
5 Propuesta de Implementacio´n
Este cap´ıtulo presenta los detalles te´cnicos de la implementacio´n de la plata-
forma LRS para la universidad EAFIT, se presenta la informacio´n del disen˜o
de la arquitectura, apoyado en las practicas de ingenier´ıa de software, adicio-
nalmente se realiza una descripcio´n de las tecnolog´ıas seleccionadas para el
desarrollo del software.
5.1. Arquitectura
El propo´sito de este seccio´n es exponer el disen˜o de la arquitectura de software
de la plataforma LRS. Tomando como base los casos de uso del sistema, para
esto, se construyen 4 vistas arquitecto´nicas para representar las principales
caracter´ısticas del sistema:
Vista conceptual: Presenta los principales conceptos del sistema res-
pecto a las necesidades expresadas por el cliente.
Vista lo´gica:: presenta la estructura lo´gica y de negocio importante
para el proceso de desarrollo de la aplicacio´n
Vista f´ısica: presenta la distribucio´n f´ısica que tendra´n los diferentes
componentes de la aplicacio´n.
Vista de implementacio´n: presenta la interaccio´n entre los diferentes
componentes del sistema y su distribucio´n.
5.1.1. Vista Conceptual
La vista conceptual permite definir la visio´n que los usuarios tienen de la
aplicacio´n. Esta vista muestra los subsistemas y mo´dulos en los que se divi-
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de la aplicacio´n y la funcionalidad que brinda dentro de cada uno de ellos[29].
La figura 5-1 representa los mo´dulos o subsistemas que hacen parte del sis-
tema de registro del aprendizaje LRS.
Figura 5-1: Diagrama de paquetes.
A continuacio´n se presentan los casos de uso ma´s relevantes con una corta
descripcio´n y la definicio´n de los actores del sistema y su interaccio´n con los
mo´dulos.
En la tabla 5-1, se describen los actores que se encuentran involucrados con
el sistema LRS.
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Figura 5-2: Actores del sistema.
Nombre del
Actor
Descripcio´n del actor y responsabilidades dentro del
sistema
Administrador Encargado de realizar la parametrizacio´n que requiere el sis-
tema para su funcionamiento, es decir, es el encargado de
crear usuarios de consulta y de registro.
Consulta Usuario encargado de realizar consultas al API mediante el
protocolo REST para leer STATEMENTS.
Registro Usuario encargado de registrar STATEMENTS en el sistema
mediante el protocolo REST.
Tabla 5-1: Actores del sistema.
Paquete de OAUTH: Este modulo representa la funcionalidad de la admi-
nistracio´n de usuarios y el manejo de credenciales para el acceso a la aplica-
cio´n por medio del cliente WEB y las llamadas por medio del API.
CU-01 - Crear Usuario: Responsable de la creacio´n de los usuarios en la
aplicacio´n y la asignacio´n de credenciales segu´n el protocolo de OAUTH.
(Ver figura 5-3)
CU-02 - Notificar Usuario: Responsable de informar a los nuevos usuarios
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Figura 5-3: Diagrama de caso de uso - Crear Usuario.
los datos de acceso por medio de un email.
CU-06 - Administrar Aplicacio´n: Responsable de la administracio´n de
aplicaciones que pueden registrar y consultar sentencias, adicionalmente
cada aplicacio´n puede tener diferente nivel de permisos.
Paquete de Autenticacio´n: Este modulo es el encargado de la administra-
cio´n de la autenticacio´n en el sistema, dado que es necesario identificar los
usuarios y sus permisos en la plataforma. Adicionalmente, este paquete ofrece
dos tipos de autenticacio´n, uno por el cliente WEB y por medio del API para
aplicaciones de terceros que van a acceder a las sentencias almacenadas en la
plataforma.
CU-03 Validar Usuario: Responsable de garantizar el acceso a los usua-
rios de la plataforma. (Ver figura 5-4)
CU-07 Registrar Evento: Responsable de registrar los eventos de auten-
ticacio´n fallidos y exitosos en la plataforma.
Paquete de Sentencias: Este paquete representa la funcionalidad de la
gestio´n de las sentencias o statementens. Este es el encargado de permitir
la creacio´n y consulta de las mismas teniendo en cuenta los permisos de los
usuarios.
5.1 Arquitectura 19
Figura 5-4: Diagrama de caso de uso - Registrar Evento.
CU-04 Publicar Sentencia: Encargado de la creacio´n de las sentencias
en la plataforma, previamente valida que el usuario debe cumplir con el
permiso de lectura. (Ver figura 5-5)
Figura 5-5: Diagrama de caso de uso - Publicar Sentencia.
CU-05 Consultar Sentencia: Encargado de la creacio´n de las sentencias
en la plataforma, previamente valida que el usuario debe cumplir con el
permiso de escritura. (Ver figura 5-6)
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Figura 5-6: Diagrama de caso de uso - Consultar Sentencia.
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5.1.2. Vista Lo´gica
La vista lo´gica representa una especificacio´n te´cnica, la cual fue tenida en
cuenta como base para el desarrollo de la plataforma, en esta se define en
alto nivel los disen˜os arquitecto´nicos. En este disen˜o se tomo como base la
propuesta definida en la arquitectura a N Capas dada en el disen˜o orientado
por el dominio (Doman Driven Design), este tiene como ventaja principal,
que el sistema es definido al rededor de la lo´gica del negocio, desarrollando
as´ı capas colaborativas y reusables que permitan ejecutar la lo´gica principal
de la plataforma.
Adicionalmente, la plataforma esta disen˜ada para ser desarrollada con el
patro´n de arquitectura MVC (Modelo Vista Controlador), el cual es un patro´n
que permite separar el modelo del dominio, la presentacio´n y las acciones ba-
sadas en la interaccio´n con el usuario en tres entidades separadas[30]:
El modelo es el encargado de manejar la lo´gica de la aplicacio´n, even-
tualmente, el modelo es el encargado de obtener y guardar informacio´n
en una base de datos.
La vista es la parte de la aplicacio´n encargada de desplegar la infor-
macio´n al usuario, por lo general, los datos son entregados por datos
obtenidos en los modelos.
El controlador es el encargado de manejar la interaccio´n con el usuario,
generalmente, los controladores obtienen datos de la vista, valida los
datos y los env´ıa a un modelo.
Siguiendo la propuesta arquitecto´nica DDD y teniendo en cuenta la estruc-
tura de una aplicacio´n web, se identifican 2 capas principales:
Cliente: La aplicacio´n contara´ con un cliente HTML sencillo, el cual
permitira´ administrar los usuarios y las aplicaciones que accedera´n los
datos por medio del API REST. El cliente realizara´ llamadas a los con-
troladores alojados en la capa del servidor.
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Figura 5-7: Flujo MVC.
Servidor: A nivel del servidor se definen los servicios distribuidos y
dema´s funcionalidades necesarias para garantizar el acceso a la fuente de
datos asociada la plataforma; adema´s proveen las interfaces necesarias
para garantizar la conexio´n entre las capas del Cliente y los servicios
publicados en el servidor.
A cada una de las Tiers identificadas para este sistema han sido subdividas
en un conjunto de capas y paquetes siguiendo las recomendaciones de la
arquitectura por referencia DDD, las cuales se describen a continuacio´n y se
pueden observar gra´ficamente sus relaciones en la figura 5-9:
Cliente:
• Presentacio´n: Esta capa contiene todas las pantallas necesarias
para poner a disposicio´n del usuario las diferentes funcionalidades
del sistema.
◦ Vistas UI: Paquete que contiene los recursos HTML, CSS y
Javascript correspondientes a la vista de la plataforma.
Servidor:
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• Servicios Distribuidos: A esta capa pertenece todas las interfaces,
clases y operaciones necesarias para garantizar el acceso a datos de
forma remota desde el cliente. Las clases de esta capa se conectara´n
directamente con las clases del paquete Capa de Dominio :: Entida-
des de Dominio, para acceder a las funcionalidades espec´ıficas.
◦ Vistas: Este paquete es el encargado de generar las vistas de la
aplicacio´n e incluir los datos suministrados por el controlador.
◦ Controladores: Este paquete es el encargado de recibir los da-
tos del cliente y generar una respuesta, interactu´a con las Enti-
dades del dominio y con las Vistas.
• Dominio: La capa de Dominio contiene la estructura de negocio
del sistema acorde a las funcionalidades identificadas e implementa
el patro´n Active Record para gestionar el acceso a los datos cuando
sea necesario (Ver figura 5-8).
Figura 5-8: Diagrama de clases.
• Infraestructura: La capa de infraestructura de persistencia de da-
tos contiene la estructura y funcionalidades necesarias para acceso
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a datos.
◦ Acceso a Datos: Se usa del patro´n Active Record, el cual es
“un patro´n que envuelve un registro de base de datos, una tabla
o una vista, encapsula el acceso a la base de datos y an˜ade lo´gica
a esos datos”[31]
Figura 5-9: Diagrama de Paquetes.
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5.1.3. Vista F´ısica
En esta vista se ilustra la distribucio´n f´ısica de los componentes del sistema
LRS, transformando la vista lo´gica presentada en la seccio´n anterior a com-
ponentes de software y de hardware que interactu´an para presentar al usuario
las funcionalidades esperadas.
Figura 5-10: Vista F´ısica.
Linux OS
Los servidores (Web y Base de Datos) tendra´n instalados un sistema operativo
basados en linux, por efectos de documentacio´n y soporte, se recomienda
utilizar la distribucio´n Ubuntu Server en su versio´n ma´s reciente.
Adicionalmente, Ubuntu Server1 ofrece las siguientes ventajas:
Licenciamiento: Dado a que Ubuntu esta licenciado bajo permisos de
distribucio´n libre, el costo de uso es nulo, por lo que nos da una gran
ventaja en reduccio´n de costo. [32]
1http://www.ubuntu.com/server
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Soporte: Ubuntu es una de las distribuciones de linux que mayor so-
porte ofrece, gracias a su ciclo de lanzamientos cada 10 meses, permite
obtener las u´ltimas versiones de las librer´ıas, junto con las actualizacio-
nes de seguridad. Adicionalmente la comunidad de usuarios2 es una de
las ma´s amplias, por lo que se puede encontrar solucio´n a problemas
ra´pidamente.
Recursos hardware: Las distribuciones de linux son conocidas por su
o´ptimo uso de los recursos de hardware, por lo que en general, pueden
ejecutarse en maquinas ma´s pequen˜as3 que un servidor con Microsoft
Windows4.
Soporte de herramientas: Las herramientas utilizadas en el desarrollo del
LRS, tienen soporte de ejecucio´n en linux, y de igual manera, la comu-
nidad de desarrolladores a adoptado Ubuntu como sistema operativo,
por lo que se encuentra fa´cilmente documentacio´n de configuracio´n y
solucio´n de errores.
NGINX
Se selecciono NGINX5 el cual “es un servidor WEB de codigo abierto y de
libre uso, ha tenido un gran crecimiento en los u´ltimos an˜os gracias a su gran
rendimiento, estabilidad, simple configuracio´n y bajo consumo de recursos de
la maquina”[33]. NGINX es usado por el 24.9 % de aplicaciones de internet
(Dato al 23 de Julio de 2015) y es el segundo ma´s usado en sitios de alto
trafico (Ver figura 5-11).
Puma
Puma7 es un servidor de aplicaciones, el cual es disen˜ado para soportar apli-









Figura 5-11: Gra´fico de uso de NGINX.6
tacio´n muy veloz y un servidor HTTP que atiende conexiones de manera
concurrente”[34] con un bajo consumo de memoria del servidor.
Ruby on Rails
Ruby on Rails9 es un framework para desarrollar aplicaciones Web, el cual
ofrece de manera nativa, solucio´n a la mayor parte de los requerimientos
plasmados en la arquitectura propuesta para la implementacio´n del LRS en
las secciones de vista conceptual y lo´gica. Rails, en su arquitectura (Ver figura
?? implementa los siguientes patrones:
Modelo Vista Controlador
Active Record + ORM (Object Relational Mapping)
RESTFUL
9http://rubyonrails.org
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JSON API
Env´ıo de Correos
Ruby On Rails fue lanzado por primera vez en el an˜o 2006, y desde entonces
ha ganado una gran aceptacio´n en la comunidad de desarrolladores, gracias a
que el disen˜o adoptado por el framework de convencio´n sobre configuracio´n, el
cual permite al desarrollador seguir algunas pautas, con el fin de automatizar
gran parte del desarrollo del co´digo, esto permite lograr desarrollar produc-
tos en un menor tiempo (comparado con otros frameworks). Aplicaciones en
conocidas como Twitter 10, Groupon11, GitHub12, entre muchas otras, esta´n
desarrolladas con Ruby On Rails. Adicionalmente, hay muy buena cantidad
de documentacio´n y librer´ıas que permiten agilizar el proceso de desarrollo
de software.






MogoDB13 “es una base de datos no relacional de documentos, que provee
un alto rendimiento, alta disponibilidad y escalamiento automa´tico”[35].
Las bases de datos NoSQL o no relacionales fueron creadas para “manejar
datos no estructurados como documentos, multimedia de manera eficiente.
Las caracter´ısticas de las bases de datos no relacional son:”[36]
Alta escalabilidad.
Alta confiabilidad.
Modelo de datos muy simple.
Lenguaje de consulta muy simple.
Se selecciono una base de datos NoSQL, ya que el modelo de datos que define
el LRS es bastante simple, adicionalmente con el fin de soportar operaciones
de insercio´n y consultas de datos de forma masiva, se requiere que la capa de
acceso a datos tenga un tiempo de respuesta muy alto, y las comparativas en
relacio´n con las bases de datos relaciones muestran que MongoDB tiene un
rendimiento mucho mayor, como fue evidenciado en el articulo “Comparing
NoSQL MongoDB to an SQL DB”[37].
Adicionalmente, MongoDB es una base de datos de co´digo abierto, la cual
puede ser usada sin adquirir ningu´n tipo de licencia, lo cual permite obtener
un ahorro en costos de desarrollo. La comunidad de desarrolladores ha im-
plementado librer´ıas para soportar la integracio´n con mu´ltiples lenguajes, y
Ruby es uno de ellos, por lo que el uso con Ruby on Rails es transparente
para el desarrollador.
13https://www.mongodb.org
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5.2. Prototipo
Como parte de la tesis, se desarrollo un prototipo de un sistema LRS (Ver
figura 5-13), basado en la arquitectura de software definida en la seccio´n
anterior y en las especificaciones de Tin Can API14, JSON API15, Activity
Stream16, las cuales fueron detalladas en el marco teorico.
El prototipo esta publicado en el servicio Heroku, el cual es un servicio gra-
tuito para hospedar aplicaciones realizadas con Ruby on Rails, para acce-
der a la plataforma se debe ingresar a la direccio´n web http://eafit-lrs.
herokuapp.com con los siguientes datos:
Correo: prueba@lrs.com
Clave: 12345678






En la plataforma se tiene especificada la documentacio´n(Ver figura 5-14) 17
del API, esta incluye la descripcio´n de cada endpoint (Punto de acceso a
datos), el modelo de autenticacio´n y algunos ejemplos de conexio´n al API en
algunos lenguajes, sin embargo la integracio´n con el API no esta limitado a
un lenguaje de programacio´n en especial, dado a que la integracio´n es dada
por medio de peticiones HTTP.
Figura 5-14: Documentacio´n del API.
Endpoints
Los Endpoints son las URL que las aplicaciones externas deben llamar para
poder realizar la integracio´n con el API del LRS, estas le permitira´n realizar
todas las operaciones CRUD (Create, Read, Update and Delete) relacionadas
con las sentencias, el siguiente listado detalla el verbo HTTP, la URL y una
respuesta de ejemplo:
17http://eafit-lrs.herokuapp.com/documentation
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Listar todas las sentencias
1 GET http : // e a f i t− l r s . herokuapp . com/ api /v1/ statements . j son
2 {
3 ” statements ” : [
4 {
5 ” id ” : ”55c1803a5275627958020000” ,
6 ” u r l ” : ” http : // l o c a l h o s t : 3000/ api /v1/ statements ” ,
7 ” ac to r ” : {
8 ”mbox” : ” r e s p i n o s @ e a f i t . edu . co” ,
9 ”name” : ”Ruben Espinosa ” ,
10 ” o b j e c t t y p e ” : ”Actor”
11 } ,
12 ” verb ” : {
13 ” u r i ” : ” http : // api . verbs /done” ,
14 ” d i s p l a y ” : {
15 ”en” : ”done” ,
16 ” es ” : ” terminar ”
17 }
18 } ,
19 ” r e s u l t ” : n u l l ,
20 ” context ” : n u l l ,
21 ” updated at ” : ”2015−08−05T03 : 17 : 14 . 270Z”
22 } ,
23 {
24 ” id ” : ”55c180ad5275627958050000” ,
25 ” u r l ” : ” http : // l o c a l h o s t : 3000/ api /v1/ statements ” ,
26 ” ac to r ” : {
27 ”mbox” : ” j l a l i n d e @ e a f i t . edu . co” ,
28 ”name” : ”Juan Lal inde ” ,
29 ” o b j e c t t y p e ” : ”Actor”
30 } ,
31 ” verb ” : {
32 ” u r i ” : ” http : // api . verbs / s t a r t ” ,
33 ” d i s p l a y ” : {
34 ”en” : ” s t a r t ” ,
35 ” es ” : ”comenzar”
36 }
37 } ,
38 ” r e s u l t ” : n u l l ,
39 ” context ” : n u l l ,




Listing 5.1: Listar todas las sentencias
Detalle de una sentencia.
5.2 Prototipo 33
1 GET http : // e a f i t− l r s . herokuapp . com/ api /v1/ statements / : id . j son
2 {
3 ” id ” : ”55c1803a5275627958020000” ,
4 ” ac to r ” : {
5 ” i d ” : {
6 ” $oid ” : ”55c1803a5275627958000000”
7 } ,
8 ”mbox” : ” r e s p i n o s @ e a f i t . edu . co” ,
9 ”name” : ”Ruben Espinosa ” ,
10 ” o b j e c t t y p e ” : ”Actor”
11 } ,
12 ” verb ” : {
13 ” i d ” : {
14 ” $oid ” : ”55c1803a5275627958010000”
15 } ,
16 ” d i s p l a y ” : {
17 ”en” : ”done” ,
18 ” es ” : ” terminar ”
19 } ,
20 ” u r i ” : ” http : // api . verbs /done”
21 } ,
22 ” r e s u l t ” : n u l l ,
23 ” context ” : n u l l ,
24 ” author i ty ” : n u l l ,
25 ” c r e a t e d a t ” : ”2015−08−05T03 : 17 : 14 . 270Z” ,
26 ” updated at ” : ”2015−08−05T03 : 17 : 14 . 270Z”
27 }
Listing 5.2: Detalle de una sentencia.
Crear una sentencia.
1 POST http : // e a f i t− l r s . herokuapp . com/ api /v1/ statements . j son
2 {
3 ” statement ” : {
4 ” ac to r ” : {
5 ”name” : ”Juan Lal inde ” ,
6 ”mbox” : ” j l a l i n d e @ e a f i t . edu . co” ,
7 ” o b j e c t t y p e ” : ”Actor”
8 } ,
9 ” verb ” : {
10 ” u r i ” : ” http : // api . verbs / s t a r t ” ,
11 ” d i s p l a y ” : {
12 ”en” : ” s t a r t ” ,




34 5 Propuesta de Implementacio´n
17 }
Listing 5.3: Crear una sentencia.
Actualizar una sentencia.
1 PUT/PATCH http : // e a f i t− l r s . herokuapp . com/ api /v1/ statements / : id . j son
2 {
3 ” statement ” : {
4 ” r e s u l t ” : ”5 . 0”
5 }
6 }
Listing 5.4: Actualizar una sentencia.
Eliminar una sentencia.
1 DELETE http : // e a f i t− l r s . herokuapp . com// api /v1/ statements / : id . j son
Listing 5.5: Eliminar una sentencia.
5.2.2. Aplicaciones
El modulo de aplicaciones (Ver figura 5-15), le permite a cada usuario obtener
los datos para poder realizar la integracio´n del API con sus aplicaciones
privadas, una vez las aplicaciones son registradas, la plataforma otorgara´ dos
para´metros, llamados el Application ID y Application Secret los cuales
son requeridos en cada peticio´n HTTP con el fin de relacionar cada sentencia
con una aplicacio´n.
Las aplicaciones son administradas segu´n el rol de cada usuario basado la
siguiente descripcio´n:
Administrador
• Crear, actualizar, listar, eliminar y ver las credenciales sus propias
aplicaciones.
• Habilitar, deshabilitar, listar y eliminar las aplicaciones de los otros
usuarios sin permiso de ver las credenciales.
Usuario Normal
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• Crear, actualizar, listar, eliminar y ver las credenciales sus propias
aplicaciones.
Las aplicaciones tienen 2 estados, aprobado y declinado, con el fin de poder
garantizar la integracio´n con el API, la aplicacio´n debera´ tener al momento
de las peticiones HTTP el estado aprobado.
Figura 5-15: Administracio´n de aplicaciones.
5.2.3. Sentencias
El modulo de sentencias (Ver figura 5-16) le permite a cada usuario ver
las sentencias publicadas en el LRS por medio del API con sus aplicaciones
privadas. Este modulo tiene implementado las funciones de eliminar y ver el
detalle de una sentencia en el formato JSON.
Las sentencias son desplegadas segu´n el rol de cada usuario basado la siguiente
descripcio´n:
Administrador
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Figura 5-16: Listado de sentencias.
• Listar, eliminar y ver el detalle de las sentencias publicadas por
aplicaciones propias.
• Listar y ver el detalle de las sentencias publicadas por aplicaciones
de otros usuarios.
Usuario Normal
• Listar, eliminar y ver el detalle de las sentencias publicadas por
aplicaciones propias.
5.2.4. Estad´ısticas
El modulo de estad´ısticas (Ver figura 5-17) le permite a cada usuario obtener
algunas estad´ısticas ba´sicas relacionadas con el uso de la plataforma, las
cuales son presentadas de manera amigable al usuario por medio de gra´ficos
interactivos.




cual es de uso gratuito para proyectos sin animo de lucro. Los datos que
alimentan las estad´ısticas provienen de dos ca´lculos principalmente
1. Nu´mero de sentencias por d´ıa: Este obtiene un calculo simple, donde se
cuentan el nu´mero de sentencias publicadas en la plataforma de manera
global en la serie de datos llamada Total, el gra´fico incluye tambie´n el
conteo desagregado de sentencias publicadas por aplicacio´n.
2. Los gra´ficos de tendencias, los cuales esta´n reflejados en 4 gra´ficos, los
cuales representan el top 10 de tendencias en los datos de actores, verbos,
resultados y contextos, son construidos basado en la librer´ıa Popular
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Figura 5-18: Gra´fico de sentencias publicadas por d´ıa.
Streams19. Esta librer´ıa permite resolver el problema de saber que es
tendencia en este momento, “dado que el problema de las tendencias es
que decaen con el tiempo. Esto significa que algo que era popular hace
una semana con 10 votos es menos popular que algo que es votado 6
veces el d´ıa de hoy”[38] Gracias a esta librer´ıa se obtendra´n estad´ısticas
de tendencia al d´ıa de consulta, teniendo en cuenta el peso de aparicio´n
dado cada d´ıa.
Las gra´ficas son desplegadas segu´n el rol de cada usuario basado la siguiente
descripcio´n:
Administrador
• Nu´mero de sentencias publicadas totales y por aplicacio´n, de las
aplicaciones propias.
• Nu´mero de sentencias publicadas totales y por aplicacio´n, de las
aplicaciones registradas en toda la plataforma.
• Top 10 de actores, verbos, resultados y contextos en el momento de
consulta, de las aplicaciones propias.
• Top 10 de actores, verbos, resultados y contextos en el momento de
consulta, de las aplicaciones registradas en toda la plataforma.
Usuario Normal
19https://github.com/nhocki/popular_streams
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• Nu´mero de sentencias publicadas totales y por aplicacio´n, de las
aplicaciones propias.
• Top 10 de actores, verbos, resultados y contextos en el momento de
consulta, de las aplicaciones propias.
5.3. Ejemplo de un cliente para el API
1 r e q u i r e ’ ht tparty ’
2 c l a s s Publ i sh
3
4 # Rea l i za l a p e t i c i n HTTP por medio de l metodo POST, obt i ene l o s datos
5 # de a u t e n t i c a c i n de manera a l e a t o r i a de l l i s t a d o de a p l i c a c i o n e s
6 # Ejemplo
7 # p = Publ i sh . new . post
8 de f post
9 u r l = ’ http :// e a f i t− l r s . herokuapp . com/ api /v1/ statements ’
10 HTTParty . post ( ur l , headers : a p p l i c a t i o n s . sample , body : bu i ld s ta t ement )
11 end
12
13 # Construye l a s e n t e n c i a s tomando datos a l e a t o r i o s de actor , verbo ,
r e s u l t a d o
14 # y contexto
15 # Ejemplo
16 # Publ ish . new . bu i ld s ta t ement
17 # => {
18 # : statement=>{
19 # : acto r=> {
20 # : name=>”Sebast ian Velez ” ,
21 # : mbox=>”j v e l e z p o @ e a f i t . edu . co ” ,
22 # : o b j e c t t y p e=>”Actor”
23 # } ,
24 # : verb=>{
25 # : u r i=>”http :// ad lnet . gov/ expapi / verbs / progre s s ed ” ,
26 # : d i s p l a y=>{
27 # : en=>”progre s s ed ” ,
28 # : es=>”avanzo”
29 # }
30 # } ,
31 # : r e s u l t=>”con e r r o r e s ” ,
32 # : context=>”Clase ”
33 # }
34 # }
35 de f bu i ld s ta t ement
36 {
37 statement :
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38 { acto r : a c t o r s . sample ,
39 verb : verbs . sample ,
40 r e s u l t : r e s u l t s . sample ,





46 # Listado de p o s i b l e s verbos con sus r e s p e c t i v o s a t r i b u t o s de u r i y d i s p l a y
47 de f verbs
48 [
49 { u r i : ’ http :// ad lnet . gov/ expapi / verbs / launched ’ , d i s p l a y : { en : ’
launched ’ , e s : ’ l a n z ’ }} ,
50 { u r i : ’ http :// ad lnet . gov/ expapi / verbs / attempted ’ , d i s p l a y : { en : ’
attempted ’ , e s : ’ i n t en to ’ }} ,
51 { u r i : ’ http :// ad lnet . gov/ expapi / verbs / completed ’ , d i s p l a y : { en : ’
completed ’ , e s : ’ completo ’ }} ,
52 { u r i : ’ http :// ad lnet . gov/ expapi / verbs / f i n i s h e d ’ , d i s p l a y : { en : ’
f i n i s h e d ’ , e s : ’ termino ’ }} ,
53 { u r i : ’ http :// ad lnet . gov/ expapi / verbs /commented ’ , d i s p l a y : { en : ’
commented ’ , e s : ’ comento ’ }} ,
54 { u r i : ’ http :// ad lnet . gov/ expapi / verbs / ex i t ed ’ , d i s p l a y : { en : ’ ex i t ed ’
, e s : ’ s a l i o ’ }} ,
55 { u r i : ’ http :// ad lnet . gov/ expapi / verbs / progre s s ed ’ , d i s p l a y : { en : ’
p rogre s s ed ’ , e s : ’ avanzo ’ }} ,
56 { u r i : ’ http :// ad lnet . gov/ expapi / verbs /answered ’ , d i s p l ay : { en : ’
answered ’ , e s : ’ r e spond io ’ }} ,
57 { u r i : ’ http :// ad lnet . gov/ expapi / verbs / asked ’ , d i s p l ay : { en : ’ asked ’ ,




61 # Listado de p o s i b l e s r e s u l t a d o s
62 de f r e s u l t s
63 [
64 ’ ex i tosamente ’ ,
65 ’ con e r r o r e s ’ ,
66 ’ 1 . 0 ’ ,
67 ’ 5 . 0 ’ ,
68 ’ pendiente ’ ,
69 ’ 3 . 0 ’ ,
70 ’ 2 . 0 ’ ,




75 # Listado de p o s i b l e s contextos
76 de f context s
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77 [
78 ’Examen ’ ,
79 ’ S i m u l a c i n ’ ,
80 ’ Clase ’ ,
81 ’ Juego ’ ,




86 # Listado de p o s i b l e s a c t o r e s con sus r e s p e c t i v o s a t r i b u t o s de name , mbox y
o b j e c t t y p e
87 de f a c t o r s
88 [
89 {name : ’Ruben Espinosa ’ , mbox : ’ r e s p i n o s @ e a f i t . edu . co ’ , o b j e c t t y p e : ’
Actor ’ } ,
90 {name : ’ Mateo Vidal ’ , mbox : ’ j v i d a l b a @ e a f i t . edu . co ’ , o b j e c t t y p e : ’
Actor ’ } ,
91 {name : ’ Sebast ian Velez ’ , mbox : ’ j v e l e z p o @ e a f i t . edu . co ’ , o b j e c t t y p e :
’ Actor ’ } ,
92 {name : ’ Juan Lal inde ’ , mbox : ’ j l a l i n d e @ e a f i t . edu . co ’ , o b j e c t t y p e : ’
Actor ’ } ,
93 {name : ’ J e n i f e r Zapata ’ , mbox : ’ j z apa ta@ea f i t . edu . co ’ , o b j e c t t y p e : ’
Actor ’ } ,
94 {name : ’ Andrea Restrepo ’ , mbox : ’ a r e s t r e p o @ e a f i t . edu . co ’ , o b j e c t t y p e :
’ Actor ’ } ,
95 {name : ’ Ju l i ana Agudelo ’ , mbox : ’ j a gude l o@ea f i t . edu . co ’ , o b j e c t t y p e :




99 # Listado de p o s i b l e s a p l i c a c i o n e s , e s t o s datos corresponden a l a s
100 # c r e d e n c i a l e s obten idas en l a plataforma de r e g i s t r o de e x p e r i e n c i a s LRS
101 de f a p p l i c a t i o n s
102 [
103 { ’ a p p l i c a t i o n i d ’ => ’ 55 c272c83435610006000000 ’ , ’ a p p l i c a t i o n s e c r e t ’
=> ’ 82 df40caee8844d6ba184d90e931d43e ’ } ,
104 { ’ a p p l i c a t i o n i d ’ => ’ 55 c4ccc1cb7a500016000001 ’ , ’ a p p l i c a t i o n s e c r e t ’
=> ’ 956638 da73d64f70be5b8b8857a2e3e3 ’ } ,
105 { ’ a p p l i c a t i o n i d ’ => ’ 55 ca062421ba410016000000 ’ , ’ a p p l i c a t i o n s e c r e t ’
=> ’ 6 f74241c8b8d4b08b10b1808e3a9fb2a ’ } ,
106 { ’ a p p l i c a t i o n i d ’ => ’ 55 ca068721ba410016000001 ’ , ’ a p p l i c a t i o n s e c r e t ’




Listing 5.6: Ejemplo de un cliente.

6 Conclusiones y Trabajo a Futuro
En este capitulo de da una presentacio´n de las conclusiones a las que se llega
luego de la realizacio´n de esta tesis, en la cual se realiza la inclusio´n de un
sistema de almacenamiento de experiencias LRS, mediante la propuesta des-
de el modelo teo´rico, el planteamiento desde la arquitectura de software y el
desarrollo del prototipo software. Adicional a esto, se dan algunas posibilida-
des en lineas de trabajo que pueden ser exploradas luego del planteamiento
realizado en esta tesis.
6.1. Conclusiones
La adopcio´n del esta´ndar xAPI desarrollado en el proyecto Tin Can por
la organizacio´n ADL, permite hacer un seguimiento detallado de como los
actores del ecosistema educativo esta´n interactuando con el mismo. Adema´s
de esto, el formato definido para las sentencias, el cual esta dado uso de
lenguaje sencillo Actor Verbo Objeto, permite que sea fa´cilmente entendible
por humanos y maquinas, facilitando as´ı el intercambio de mensajes entre
plataformas del ecosistema educativo, y permite potenciar el desarrollo de
plataformas nuevas en el futuro cercano. Algunas conclusiones a las que se
llega con la realizacio´n de este trabajo son:
El sistema de almacenamiento de experiencias puede ser usando en otros
entornos diferentes al educativo, dado su disen˜o iteroperable y desaco-
plado, puede capturar informacio´n de cualquier aplicacio´n que este en
capacidad de integrarse con el.
El disen˜o de la plataforma, enfocado en el esta´ndar planteado en el
planteamiento arquitecto´nico SOA, permite realizar la integracio´n de
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sistemas heteroge´neos.
La tendencia en el desarrollo de software en el sector educativo desde
finales de los an˜os 90, en el cual se ha buscado la estandarizacio´n de
protocolos con el fin de compartir informacio´n, ha permitido que al d´ıa
de hoy, cuando emergen nuevas tendencias y tecnolog´ıas, estas puedan
ser adaptadas al modelo educativo con facilidad, y as´ı poder hacer un
mejor seguimiento a la interaccio´n entre los actores, con el fin de mejorar
la calidad en la educacio´n.
El uso de arquitecturas basadas en SOA, permite desarrollar mo´dulos
que no dependen tecnolo´gicamente de los otros, por lo que permite a las
organizaciones el uso de tecnolog´ıas emergentes, como es el caso de las
bases de datos no relaciones, y el software open source, los cuales fueron
usados ampliamente en el desarrollo de esta tesis.
6.2. Trabajo a Futuro
Dado este trabajo propone la inclusio´n de un componente del ecosistema de
aplicaciones educativas, es importante que los otros componentes del eco-
sistema puedan interactuar con el repositorio de experiencias LRS, por este
motivo se pueden derivar trabajos de investigacio´n y de implementacio´n en
los siguientes temas:
Definicio´n de verbos: La organizacio´n ADL propone la inclusio´n de
unos verbos para la definicio´n de unos verbos1, sin embargo, es un tema
importante a desarrollar, dado la naturaleza del ecosistema educativo de
la Universidad EAFIT, una definicio´n de los verbos que aplican para el
contexto en particular. Adicionalmente se debe proveer acceso a estos
verbos por medio de un API, con la cual se pueda hacer referencia por
medio de una URL u´nica.
Definicio´n de actividades: De igual manera que en los verbos, la orga-
1http://adlnet.gov/expapi/verbs
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nizacio´n ADL propone una definicio´n de actividades2 validas que puede
desarrollar un actor en el ecosistema de las aplicaciones educativas, sin
embargo es pertinente evaluar que tipo de actividades aplican y cuales
nuevas de deben incluir. Adicionalmente se debe proveer acceso a estas
actividades por medio de un API, con la cual se pueda hacer referencia
por medio de una URL u´nica.
Cliente y plugin para captura de datos: El desarrollo de esta tesis,
solo se compone del repositorio de experiencias, por lo tanto otras pla-
taformas el ecosistema de aplicaciones educativas deben encargarse de
publicar las sentencias en el repositorio de experiencias. Con este fin, se
debe proponer e implementar plugins para las plataformas LMS entre
otros.
Plataforma de ana´lisis de datos: Uno de los objetivos que se logra
con el desarrollo de esta tesis es el de permitir te´cnicas de ana´lisis de
datos, espec´ıficamente, el ana´lisis de datos educativos, esto se logra a
trave´s de la publicacio´n de los datos a trave´s del API REST, ahora,
se debe desarrollar una plataforma que haga parte del ecosistema de
aplicaciones educativas, la cual debe encargarse de obtener los datos y
realizar ana´lisis de los mismos con el fin de hacer predicciones y presentar
tendencias, las cuales permitan mejorar la calidad de los contenidos, las
te´cnicas de ensen˜anza, entre otros aspectos.
2http://adlnet.gov/expapi/activityTypes/index.html
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