Abstract-Even though empirical research has grown in interest, techniques, methodologies and best practices are still in debate. In this context, testbeds are effective when one needs to evaluate and compare technologies. The concept is well disseminated in other areas such as Computer Networks, but remains poorly explored in Software Engineering (SE). This paper presents a systematic mapping study on the SE testbeds literature. From the initial set of 4239 studies, 13 primary studies were selected and categorized. Based on that, we found that Software Architecture is the most investigated topic, controlled experiment is the most used method to evaluate such testbeds, 20 benefits of using testbeds in SE have been identified and that testbeds comprise very heterogeneous structural elements.
I. INTRODUCTION
Although computer science is an area of knowledge related to exact sciences, Software Engineering (SE) has very peculiar characteristics that strongly relates to the social sciences. For this reason, it is imperative to encourage the implementation of empirical studies that are able to evaluate the effectiveness of techniques, methodologies and processes proposed in the area.
Experimentation, one kind of empirical study, allows the knowledge to be generated in a systematic, disciplined, quantifiable and controlled way, especially in areas where human interaction is a dominant factor [1] . For this reason, experiments are so common in social and behavioral sciences, which are closely related to human behavior and their interactions. However, these characteristics make experiments very difficult to plan and evaluate, because it is not possible to generate accurate models as in Mathematics or Physics. Even if the experiment is well planned, there are still many variables that are very difficult to isolate.
One way to aid organizations and provide evidence of the benefits of a new technology adoption is by applying it in some situation that is at least close to a real one. However, most companies are not willing to risk a project to "assess" new technology. Empirical studies are essential in order to fill this gap in the industry, providing reliable data to some extent about a given technology, easing technology transfer. The issue has already been widely discussed by several researchers [1] , [2] , [3] .
In this context, an alternative to offer a good set of empirical tools to evaluate technologies in controlled environments is to use testbeds. In essence, testbeds are composed of a set of artifacts associated with a software system together with the infrastructure necessary to run empirical studies, mostly experiments, on that system [7] . By artifact we mean the software documentation, the experimental plan, tests plan, source code, evolution versions, and any other software artifact that is used in a real project. With such artifacts, the testbed infrastructure (methods and tools) can support the execution of experiments (and quasi-experiments), case studies and post-mortem analysis. The infrastructure also favors their replications, since the executed studies should also be part of the testbed, therefore available to other researchers. In the literature, testbeds have only been used to aid experiments, case-studies and post-mortem analysis. Usually, testbeds are assembled to assess specific technologies, such as tools for evaluating software architecture [7] . One of the main benefits of a testbed is that after its configuration, the replications are much faster because it saves the time taken for the initial assembly (creation of infrastructure). This paper is organized as follows. Section II describes the method used in this mapping study. In Section III, the studies selected after employing the protocol defined in Section II are classified according to the research questions. An overview of the primary studies is also shown. In Section IV we discuss the results obtained and also list some threats to the validity of the study. The conclusion and future work are presented in Section V.
II. REVIEW METHOD
Kitchenham adapted the original guidelines for performing systematic literature reviews (SLRs) in the medical sciences to the software engineering context [8] . Later, these guidelines were updated using concepts from social sciences [9] . Based on these pioneering studies, this paper presents a systematic mapping study executed to better understand the use of testbeds in SE. The study followed a strict protocol, which was defined based on the guidelines proposed by Kitchenham and Charters [10] . Therefore, we consider this mapping study to be part of the EvidenceBased Software Engineering effort [12] . The protocol is detailed in the following sections.
A. Classification
Systematic reviews of the literature have drawn great attention of the community. A taxonomy was proposed by Copper to try to classify and evaluate systematic literature reviews [13] . Originally proposed as a classification system for systematic literature reviews in education and psychology, it is fairly applicable to systematic reviews in general. The classification according to Cooper's taxonomy can be found in Table I . 
B. Research Questions
The current secondary study aims to query the literature and map primary studies that defined testbeds for SE. The following research questions were identified as relevant to our purpose: 1) RQ1: Which specific software engineering fields are investigated using testbeds? 2) RQ2: Which elements the studies define for a testbed in software engineering? 3) RQ3: Which are the benefits of having a software engineering testbed? 4) RQ4: Which methods are used to evaluate the proposed testbed?
C. Search and Selection
The following automated search engines were used. They were chosen because they are widely used by other studies in literature: [14] , hence, we preferred to not only rely on such mechanisms to try to reduce the risks of not selecting relevant studies that still have not been indexed by the search engines. The range of manual searches is still small, but an extension is scheduled to occur in a future iteration of this work.
Since our research group was interested in investigating the testbeds in SE, some studies selected by this review were already known [15] , [16] , [7] . Based on key terms used by these studies and derived from an assessment performed by the group, aided by a senior researcher, we were able to identify a set of relevant terms to be used in the search process:
"software engineering" AND (testbed OR "family of experiments" OR "technology evaluation" OR "technology comparison" OR "technology transition" OR "software adoption" OR "software maturity" OR "replicability" OR "replicate" OR "replication" OR "experiment protocol" OR "study protocol" OR "experiment process" OR "experiment guidelines" OR "study process" OR comparability OR comparable OR compare) Each paper returned by the initial search was evaluated regarding their relevance to the mapping study. In this initial step, only the title, keywords and abstracts were taken into account. It is important to stress that only papers that were clearly out of scope were excluded in this phase, keeping all potential primary studies for further analysis.
We also observed some criteria that allowed us to keep only potentially relevant studies in this first round of evaluations. We have, then, excluded from the list all papers that (i) were not real papers (presentation slides or extended abstracts) and (ii) not related to software engineering.
In the same sense, in the second phase of the selection process, the full version of each paper was obtained and screened. We employed some inclusion criteria: (iii) the paper defines a testbed and (iv) the paper is not a duplicate (i. e. does not appear in more than one publication vehicle). If two different versions of the same study (a conference paper and its journal version) are found, the more complete version is kept and the other is marked as Repeated and excluded from the list.
In each phase of the selection, each paper was reviewed by at least two researchers. In the first phase (title, abstract and keywords only), two researchers reviewed all papers: Emanoel Barreiros (hereafter called EB) and Adauto Almeida (hereafter called AA). After this initial evaluation, the data was organized and a conflict resolution meeting was conducted, supervised by a senior researcher, Prof. Sérgio Soares (hereafter called SS). The result of this meeting was a set of potentially relevant studies. In the second evaluation round, the set of papers was split into two sets. A team of two researchers evaluated each set. The first team was composed of AA and Juliana Saraiva (hereafter called JS) and the second team was composed of EB and JS. After the evaluation, each team built a report of agreements and disagreements regarding the permanence of each paper in the mapping study. A conflict resolution meeting was organized and the disagreements discussed, under supervision of SS. A diagram of the general process used in both rounds of evaluation can be found in Figure 1 .
III. RESULTS

A. Overview of the Studies
The number of studies returned by each search mechanism is depicted in Table II . It was interesting to notice that the only study found by the manual search on the Empirical Software Engineering Journal was also returned by the automated search on the Springer Link engine. As a result of the selection process 13 primary studies were selected. The evolution of the screening process is shown in Table III 
B. Answers to Research Questions
In this section the research questions are answered. Hereafter, for the sake of brevity and clarity, an individual primary study will be reference by its code, which is comprised of the letters "PS" followed by a number indicating its order. Hence, in the current work, primary studies range from PS01 to PS13. The primary studies and their respective code can be seen in Table IV. 1) RQ 1 -Which specific software engineering fields are investigated using testbeds?: The objective of this question is to map all the software engineering research fields covered by research using testbeds. In total, 16 different topics were explored by the selected primary studies. The number of investigated research topics is greater than the total number of primary studies because some studies study more than one research field. The research topics identified in the selected primary studies are summarized in Table V . As depicted by the presented data, several different fields can take advantage of testbeds when in the need to evaluate or compare a set of technologies in software engineering. It seems more straightforward to employ testbeds in studies in which the evaluation is done over a piece of code rather than evaluate human interaction, for instance. The most recurring topic found was Software Architecture. In these particular studies, a series of tools are evaluated regarding their ability to find architectural defects in code. The defects were seeded and the efficacy of the tools in finding these defects was measured. The application of testbeds in scenarios like this is more straightforward because the unit being measure is source code, which is easier to measure than human interaction in the execution of a maintenance scenario, for example. The use of testbeds even in these more adverse scenarios has benefits, such as easier replicability and easier comparison of results.
A brief description of the investigated topics is given next. Requirements Engineering comprises several methods and technique that are used to express the stakeholders' needs in a given computer system. In general, requirements are precise enough so that the development team can implement a solution that will satisfactorily meet users' needs. In this context, a testbed was used to evaluate requirements engineering methods and tools. The approach proposed by the research investigates both established and emerging technologies.
Software Architecture is, according to the IEEE standard ANSI/IEEE 1471-2000, later adopted by ISO/IEC JTC1/SC7 as ISO/IEC 42010:2007, "the fundamental organization of a system embodied in its components, their relationships to each other, and to the environment, and the principles guiding its design and evolution". Testbeds were used to evaluate the efficacy of software architecture evaluation (SAE) tools. Testbeds were also used to evaluate the maturity of technologies and define an environment for the conduction of experiments. Yet, testbeds were used to define characteristics to assist project planners in evaluating and selecting architecture description languages (ADLs).
System Testing (either of hardware or software) is a discipline that is capable of checking whether the product is compatible with the system requirements that were previously contracted by the clients. In this context, testbeds have been used to define a process for execution-based verification and validation technologies.
Operational Envelopes is a concept related to system dependability. An operational envelope is defined as the environment or conditions in which the system will work dependably. In other words, the system can be guaranteed to work properly if and only if the system runs in this previously contracted environment. In this sense, testbeds are used to develop a technology that aims to help to identify operational envelopes prior to system execution and report environmental conditions in which the system will fail.
Maintainability activities are defined as any activity that is done after the software product has been delivered [18] . Maintenance costs can easily surpass the whole development cost. Hence, studies that try to investigate how well a given approach or technology performs in maintenance activities are very important. Testbeds have been used to investigate how object orientation fares in maintainability when compared to software developed using function oriented approach.
Software Reuse is, according to Krueger [27] , the process of creating software systems from existing software rather than building software systems from scratch. In the same work, Krueger discusses some approaches that can be used to employ software reuse. A testbed was used to define a physical framework to acquire, use and evaluate existing reusable components. The testbed also supports the execution of experiments on problems of realistic size. This allows the researcher to better understand software reusability.
Aspect-Oriented Software Development (AOSD) is emerging as a new programming paradigm [28] . AOSD techniques are gaining increased attention from both academic and industrial institutions. A testbed was proposed to allow end-to-end comparison of AOSD techniques with other mainstream modularization techniques. This helps researchers better analyze new AO and non-AO technologies and compare them in a more consistent and systematic way.
Evaluation of Software Technology is very important in organizations that are concerned with the impacts of decisions regarding, for example, the selection of tools and their application. Impacts may include: initial technology cost acquisition, long-term effect on quality, time to market, cost of organization's products and services when using the technology, and training and support services' impact of introducing the technology. The study defines the concept of technology delta, which brings two ideas: (i) how the evaluated technology differs from another technology and (ii) how these technologies address the needs of specific usage contexts. From these principles, researchers are able to define experiments and evaluate technologies from several perspectives.
Software Dependability is the ability that a system has to be reliable and trustful. As opposed to what one might think, systems are not dependable when users' needs are met, but when they never do something that could not be predicted [23] . Dependability is not always needed. Usually, mission critical systems enforce this characteristic, as in space missions. In this particular study, a testbed was used in an empirical environment to help evaluate candidate technologies to space missions. The empirical testbed approach defined four stages of increasingly challenging and realistic scenarios in technologies should be evaluated.
Software Inspection is an activity characterized by the execution of a well defined process by trained individuals that look for defects in software work products [25] . Inspection is one of the most used quality focused techniques employed by industry. The main objective of inspections is to reach a consensus on given deliverable and decide whether it is approved for use or not. A testbed was used to facilitate the execution of large-scale empirical studies and allow generalization of findings across individual studies.
OO Design, OO Implementation, Component-Based Software Engineering (CBSE) and Agile Methods were investigated using a common structure. In fact, the study proposes a generic structure that can help researchers in conducting empirical studies, more specifically controlled experiments, industrial case studies and post-mortem analyses.
OO Design is currently one of the most used paradigms in software systems engineering. Empirical studies are important to investigate approaches that can improve the design of object-oriented systems. Even though a system has been well designed, if it has a poor execution, the results may not be satisfactory. In this sense, some methodologies for OO Implementation have emerged to reduce the risks of the implementation phase. The CBSE research field aims to improve quality and productivity of software systems by separation of concerns in the form of components. This is difficult specially to small to medium sized companies, which tend not to have a well defined process. In order to achieve that, many tools, methods and techniques have been developed to aid CBSE [26] . Research on Agile Methods is still in its beginning. The agile ideas came from industry, which had problems with requirements changing too often, technologies that evolved very rapidly and short time-tomarket [26] . To achieve better results, several methods were developed based on an expert experience base, which led to a handful of good practices that form the foundations of these methods.
OO Communication Metrics are important to measure how well a team of developers communicate. A team that does not communicate well is doomed to failure. Communication can established through many different mechanisms, such as emails, memoranda and online chatting. Communication can be even harder when projects are bigger and involve more people. In this study, the authors have used senior level software engineering project courses at Carnegie Mellon University as testbeds. They developed real projects, with real clients and real deadlines, and measured the team communication during the execution of the projects.
2) RQ 2 -Which elements the studies define for a testbed in software engineering?:
The objective of this question is to discover what the studies that use testbeds as tools define as elements of such testbeds. In a prior informal review, many of the selected studies diverged regarding their building blocks. It is interesting to know which the most used elements are and how they are employed to better understand how testbeds work in general. Yet, it is also important to gather knowledge in case it is necessary to create entirely new elements.
After analyzing the testbeds, it was possible to observe that they are very specific to a particular study. They are tailored to accomplish specific objectives, and as so, they can be very different from each other, but in essence, they can be divided into two major groups: the ones that list elements as activities and the ones that list elements as generic blocks.
Testbeds that list elements as activities will be referenced in the text as Step-Based Testbeds (SBT). They are straightforward and easier to understand. In general, these testbeds also include a series of assets that are used throughout the execution of the study. These assets may be pieces of source code, documents or a set of seeded faults to be intentionally added to the source code. A type of asset can be present or not, depending on the intentions of the testbed designer or what the testbed aims to investigate.
Testbeds that list elements as generic blocks will be named Block-Based Testbeds (BBT) hereafter. They are a bit harder to understand, since a list of steps is usually more natural to follow. They show, however, generic blocks. In some cases, the blocks are linked together, so the researcher can have a better idea of how they relate and how the assets present (or created) in a different block can be used in another block.
As previously mentioned, testbeds are inherently very different if they aim to investigate different factors. A brief description of the elements defined by each primary study will be detailed next, grouped by the types defined in this section (SBT and GBT).
Step-Based Testbeds (SBTs)
Step-based testbeds are basically, as mentioned earlier in this section, an ordered set of steps. The primary studies grouped under this category are shown next.
• PS03 -Defines very direct steps that have to be taken to build, use and evolve the testbed. They are [7] : 1) Select application in relevant domain.
2) Select family of technologies.
3) Select one technology within the family. 4) Prepare artifacts necessary for experimentation. 5) Conduct study to create a testbed baseline. 6) Define faults to be seeded. 7) Design and conduct experiment. 8) Analyze and document results from experiment. 9) Improve testbed based on analysis. 10) Improve technology based on analysis. 11) Verify testbed usefulness.
• PS11 -The testbed was influenced by several other studies [29] , [30] , [31] , [32] . The authors built a testbed that comprises four major activities which reflect these guiding principles. These activities are: 1) Establish criteria to use as a basis for assessing key ADL properties. 2) Develop scenario-based methods for objectively applying the criteria to ADLs to determine their properties. 3) Select a representative set of ADLs and supporting tools to analyze, and obtain and install the tools to support the hands-on, scenario-based analyses. 4) Apply the methods and criteria to the selected ADLs and document the results and lessons learned.
• PS13 -The execution of each empirical study was structured according to the widely accepted Quality Improvement Paradigm (QIP). The Quality Improvement Paradigm is a comprehensive framework for systematically managing improvement by using experiments and measurement. Quality Improvement Paradigm consists of six steps that are repeated iteratively: 1) Characterize. Understand the current situation and establish a baseline. 2) Set goals. Quantifiable goals are set and given in terms of improvement. 3) Choose process. Based on the characterization and the goals, choose the appropriate processes and supporting methods and tools. 4) Execute. The study or project is performed and the results are collected for evaluation purposes. 5) Analyze. The outcome (current practices, possible problems, and findings) is studied and future possible improvements are identified. 6) Package. The experiences are packaged to build the basis for future improvement projects.
Block-Based Testbeds (BBTs)
In this category, it is harder to identify the elements of the testbed. In this case, it is not always found a clear definition of the elements. Each primary study in this category is discussed separately regarding its elements:
• PS01 -The objective of this testbed is to conduct research and development of requirements engineering (RE) methods and tools [17] . In order to achieve that, the testbed comprises the following elements: an RE process model, requirements analysis methods, and requirements validation techniques. These elements allow analysis and validation of realistic problems.
• PS02 -This testbed is composed of a set of programs, associated data, the Unified Model of Dependability (UMD), and a set of seeded faults [16] . The programs and data provide a stable environment in which new technologies can be executed. The data is used to feed the programs so that they can have consistent and predictable behavior. The UMD was used to synthesize dependability-driven faults. The seeded faults are intentionally included in the source code to allow a controlled environment of fault detection by the investigated technologies.
• PS04 -The testbed includes instrumentation classes, a seeded defect engine and defect pool, applications' source code, specifications, and a mission/scenario generator [15] . The instrumentation classes provide automatic collection of data from the systems' execution, reducing times spent in this task. The defect engine and pool allow researchers to determine how well a technology finds defects and what kind of defects the technology can and cannot find. The source code is seeded with defects and fed to the fault detection tools. The specifications to the source code are important if the researcher wishes to test more than just technologies that work on code. A mission/scenario generator allows evaluators to do a more thorough evaluation of their technology since it will be operating under several scenarios and not just one. Also, prevents an evaluator from developing their technology to work under a specific circumstance.
• PS05 -The testbed provides an environment to conduct experiments that investigate whether it is easier to maintain OO software or "regular" (functionoriented software, from the authors perspective) [18] . The testbed includes a set of problems, specifications to a software system, two versions of the application (one OO and one non-OO), and a set of metrics. The problems are maintenance scenarios, that shall be implemented in both versions of the system following the specifications provided. A set of measures is collected to evaluate the author's hypothesis.
• PS06 -The study provides several guidelines for the construction of a software reuse testbed. It includes requirements for hardware and software systems, a software development environment, reusable components, and a candidate development problem. With these assets, researchers are able to conduct controlled experiments of realistic size and complexity. A testbed must be an open system into which one can integrate new tools and techniques as they become available [19] .
• PS07 -The testbed itself consists of four core elements: applications, AO and non-AO approaches, a suite of metrics, and a set of metric results gathered from applying the metric suite to the artifacts produced [20] . The idea behind this testbed is that it can provide valuable information to help the evaluation of AO approaches against "competing" non-AO technologies.
• PS08 -This particular study used senior level software engineering project courses at Carnegie Mellon University (15-413 and 15-499) as testbeds. The testbed include real projects, real deadlines, and real clients. The objective is to evaluate the use of communication metrics during software development to gain significant insights into the development process [21] .
• PS09 -This testbed provides three phases: descriptive modeling, experiment design, and experiment evaluation [22] . It also introduces the concept of technology delta. The authors claim that technologies are better evaluated if the difference between a technology and its ancestry is well understood. In the descriptive modeling phase, the technology domain genealogy and problem domain habitat are addressed. In the experiment design phase, a comparative technology anatomy, hypothesis formulation and experiment design take place. During the experiment evaluation phase is when the evaluators conduct experiments, gather and analyze experimental evidence, and confirm or refute hypothesis.
• PS12 -The testbed provides mechanisms both to create/update the testbed and design individual studies. In order to create experiment families, the researcher shall prepare the experiment, propose the context, create the material to be used during the experiment execution phase, and analyze data. Individual experiments should, at most, extend the family if the researcher intends to reuse the experimental environment. This reduces the time needed to plan an individual experiment.
• PS13 -This primary study is very peculiar since it belongs to both categories, providing activities and blocks. The BBT part of this study is detailed next:
-ESERNET Research Agenda; -ESERNET Knowledge Repository; -Competence Center; -Coaching; -Experiment Coordination; -Exchange of Personnel; -Summaries.
3) RQ 3 -Which are the benefits of having a software engineering testbed?:
The objective of this question is to map all the benefits researchers might have when utilizing testbeds in SE. There were a total of 19 benefits cited by the authors of the selected primary studies. Naturally, most of the papers have claimed more than one benefit from using testbeds. Curiously, only one primary study (PS05) provides no benefits from using testbeds. Table VI lists all the benefits claimed by the authors of the primary studies. For each benefit, the papers that have concluded such benefit are presented alongside with its count and percentage in relation to the full set of the 13 selected studies.
Five studies have reported that using testbeds reduces the cost of experimentation. This is due to the fact that when a testbed is built, many artifacts are created, such as experimental plans, requirements documents or a pool of seeded defects. Naturally, the artifacts generated differ from one study to another, but in essence, they can be reused later in other studies, be it a replication of the same study or not. Besides that, the studies also claim that the use of testbeds can facilitate the comparison of results of studies, fostering replication and facilitating the comparison of technologies. These findings show the importance of testbeds in software engineering. Only two papers from the set of primary studies did not provide evaluation of the testbed (PS07 and PS08). Most of the remaining primary studies employed more than one strategy to evaluate their testbeds. Table VII shows the mapping of each paper regarding the evaluation methods used. Primary study PS13 has used the post-mortem evaluation method. This method is characterized by the evaluation of project documentation and interview with the people that have participated in the object that is being analyzed in the post-mortem analysis [26] .
IV. DISCUSSION
In this section some threats to validity are discussed, as well as some insights about the results found. Final considerations are also presented.
A. Analysis
Despite the small number of selected primary studies, the current mapping study was able to find evidence to answer the research questions. The mapping study identified 16 different research topics in which testbeds are actively used as an empirical evaluation tool in SE. This shows how versatile testbeds can be and how easily the concept can be applied to evaluate technologies in a number of different scenarios. This is also supported by the fact that even in an individual study, the testbeds proposed were used to investigate more than one research topic. When mapping the elements the studies described as building blocks of the testbeds, the authors diverged the most. This is understandable, however, because the testbeds are to be employed in the evaluation of very different technologies. Yet, the process in which the testbed is inserted is an important factor that can influence its organization.
Regarding the benefits the use of testbeds enables, the studies have agreed to some extent. In essence, testbeds can be taken as guidelines to the execution of empirical studies (mostly experiments) that try to evaluate technologies in software engineering. More than half (10 of 19) of the benefits claimed from the studies have been cited by more than one paper and many of the benefits make the empirical environment in which the studies are run stronger. We did not perform validations of any kind regarding the benefits claimed by the authors. Even though benefits like "Facilitate comparison of results" are very welcome, it is still not know to what extent they are real benefits, how easier is the comparison of results and until when the extra effort is worthy, for example.
Only two of the 13 papers did not evaluate the testbeds they proposed. Controlled Experiment was the most used method to evaluate the testbeds, which indicates the preference of the community for such approach. It is important to know that these methods have been successfully applied to the evaluation of testbeds because researchers that intend build new testbeds can take lessons learned described by these studies and avoid the most common mistakes.
Benchmarks have also been used to succesfully evaluate technologies in SE [33] and in other areas of science. However, the objective of this study was to investigate empirical testbeds as an emerging mechanism to perform technology evaluation in SE, hence, this paper did not present any further discussion regarding bechmarks.
The effort needed upfront and to maintain testbeds are recurring issues [7] , [16] , [15] . However, it is expected that testbeds are available to several researchers (including other research institutions), making the setup phase more acceptable. The use of a limited number of applications can induce the researcher to have biased studies. This shortcoming can be reduced by constant the incorporation of new applications. It is also argued that constant testbed evolution is needed due to new studies will always needs and the expected technology evolution [15] .
B. Threats to Validity
The first threat to validity concerns the search strategy employed. Since we mainly used automated search engines, relevant studies may not have been included in the set of selected studies. Even though we dedicated some time to identify relevant keywords, a particular study that used a different term might be missing. Some more recent studies may be missing because the search engines may not have indexed them. Yet we tried to reduce this risk by manually searching the last proceeding of the following conferences: Empirical Software Engineering and Measurement (ESEM '09), Evaluation and Assessment in Software Engineering (EASE '10) and International Conference on Software Engineering (ICSE '10). We also manually searched the last 12 months of the Empirical Software Engineering Journal (from June '09 to June '10) . The small number of selected papers is also a threat. Even though the automated search has been executed without any time limitation, only 13 papers were considered relevant.
V. CONCLUSION AND FUTURE WORK
This mapping attempted to perform a systematic literature review for studies that report the development of testbeds in software engineering. After the initial evaluation of 4239 papers, this mapping study selected 13 relevant primary studies. Using the four research questions defined, we were able to satisfactorily find evidences that showed testbeds as an important and efficient tool to empirically evaluate technologies in software engineering.
Overall, the selected primary studies use the term "testbed" as a platform to build and execute empirical studies (mostly experiments) that provide important protection against the hazards of testing in live scenarios, while enabling the execution of studies in rigorous, replicable and transparent environments. These environments comprise very different assets, such as documentation (e.g., requirements and architecture documents, empirical plans), applications and seeded defects. Some other studies use the term as an asset itself, used only as part of an empirical study, not as the whole environment. Following this idea, testbeds can be an application, a post-graduate software engineering course or a specific technology.
The whole mapping process was reported, which makes easier for other researchers to evaluate the current study. The Scopus search engine presented a good rate of relevant papers. From the 38 selected as result of the first round of evaluation, 19 (50%) papers were classified as relevant in one of the evaluation phases, a much higher rate than any other search mechanism. However, the other search engines also returned all relevant papers returned by Scopus. We preferred, hence, to attribute these papers to their original publisher (IEEE, ACM and Springer). This is interesting because in the future, mechanisms like Scopus can be even more powerful and concentrate all the queries needed in only one place, reducing the researchers' effort in this step of the study.
With the results achieved by this mapping study we intend to build a new testbed. This particular testbed will help researchers in the planning, execution and analysis phases of empirical studies on aspect-oriented software maintenance. With the results found, it is possible to build a more robust testbed by utilizing the "best practices" reported by the authors.
As a means to improve the current mapping, backward search will be performed. This activity searches for relevant papers in the references of the primary studies. This allows us cover a large set of directly relevant papers, in which the probability of finding relevant studies is higher. We also intend to search manually on more issues of the Empirical Software Engineering Journal, on more proceedings of the conferences to try to reduce even more the risk of automated search. Different conferences may also be considered in this extension.
In order to evaluate the claimed benefits and uncover new ones, a series of studies shall be carried out. It is important to identify to what extent testbeds are beneficial and draw the line to help researchers and practitioners decide which are the situations that testbeds are suitable.
Since testbeds and bechmarks are empirical methods that can be used to evaluate technologies, their similarities and differences should have proper investigation. Eventually, new hybrid methods and tools can be proposed taking best practices from both methods. New research shall be performed in this direction.
