Context: The integration of aspect oriented modeling approaches with model-driven engineering process achieved through their direct transformation to aspect-oriented code is expected to enhance the software development from many perspectives. However, since no aspect modeling technique has been adopted as the standard while the code generation has to be fully dependent on the input model, it becomes imperative to compare all ubiquitous techniques on the basis of some appropriate criteria.
Introduction
Aspect-oriented software development approaches are essentially intended to improve the handling of a specific type of concerns, the crosscutting concerns, which represent the functionality that cuts across the primary modularization of a system. Such concerns usually seem to originate from non-functional requirements such as logging, security, persistence etc. However, it is not uncommon to find situations where even the functional requirements have their behavior spread out over several modules. A good example of this is the behavior related to authentication/authorization of a particular role in a software system. A straightforward representation of this behavior at modeling and implementation levels would most likely cut across all modules wherein updates are performed. Such representation results in problems associated with the phenomenon of scattering (a concern spread out over several modules) and tangling (one module representing more than one distinct concern) of behavior. Aspect-oriented techniques provide mechanism to explicitly identify, separate and encapsulate such crosscutting behavior (usually referred to as aspect behavior). Once the aspect behavior is encapsulated separately, composition mechanisms are also provided to control where and when this behavior is to be integrated with non-crosscutting behavior (usually referred to as the base). Therefore, in practice, aspect-oriented techniques are applied during analysis using Early Aspects [1] , during design using Aspect-Oriented Modeling (AOM) [2] , and using Aspect-Oriented Programming [3] for implementation. A few of the benefits of applying aspect orientation to software development may be found linked with maintainability, extensibility and reusability of the system. The current study is specifically related to aspect-oriented design approaches (i.e. AOM approaches) and their subsequent integration with Model-Driven Engineering (MDE) process. In its essence, MDE process makes models the primary development artifact and uses them as basis for obtaining an executable system. It emphasizes on subjecting models to a refinement process, through automatic transformations, until a running system is obtained. An integration of AOM approaches with MDE process (i.e. obtaining a final executable system from aspect-oriented models) can be realized through two different ways. First approach works purely at the modeling level and uses a model weaver to integrate the aspect and base models in such a way that a non-aspect-oriented (i.e. object-oriented) model is obtained. Object-oriented code generation approaches are subsequently used to generate code into one of the object-oriented programming languages. Second approach directly transforms the aspect-oriented model into code of an Aspect-Oriented Programming (AOP) language and relies on weaver provided by the target language to deal with aspects. We focus on the second approach to integrating aspect-orientation with MDE process in this paper i.e. on aspect-oriented code generation. The motivation behind this selection is provided in the following section. In this context, while we move towards aspect-oriented code generation, the modeling notations used to support aspect-orientation play a vital role, since the completeness of generated code is directly dependent on comprehensiveness supported by the modeling notation used. Moreover, since no modeling language has been adopted as a standard for aspectoriented modeling, an evaluation of the entire corpus of existing aspect-oriented modeling approaches for their suitability to the purpose of code generation is expected to provide a basis for aspect-oriented code generation. Therefore, this study is focused on evaluating existing AOM approaches in the context of aspect-oriented code generation. In general, this comparison focuses on investigating the suitability of these approaches to serve the goal of integration of MDE and aspect orientation. After evaluating 14 approaches on basis of generally applicable criteria, we proceed to carrying out an in-depth comparison of two approaches i.e. Reusable Aspect Models (RAM) and Theme/UML. To this purpose, we have taken a common example from aspect-oriented modeling literature and modeled it using both approaches. Further, we have also used the same example to investigate the model-code relationship of these two approaches, by mapping the design models of our example to AspectJ code.
In this following, Section 2 provides the motivation for this study and briefly discusses the related work. In Section 3, we define the strategy used for evaluation of AOM approaches, specifically, by describing the rationale behind selection of approaches and the set of criteria used for comparison. Section 4 presents the results of comparison. Section 5 is dedicated to detailed comparison of Reusable Aspect Models and Theme/UML approaches by means of developing design models of our example system and mapping the models to code. Finally, we conclude the paper in Section 6.
Motivation and related work
In previous section, we have described two different approaches that can be taken to obtain an executable from aspect models i.e. weaving the aspect model to obtain a non-aspect model followed by generation of non-aspect code and transformation of aspect model into aspect-oriented code. The core idea behind the first approach is to provide composition mechanism so that models can be simulated, tested and debugged prior to execution. Several model weavers have been proposed to achieve this. However, the main drawback in this approach is that it does not support separation of concerns that have once been composed during the weaving process. This means that benefits of clear separation of concerns become unavailable after the composition has been performed. This dilemma of losing clear boundaries of concerns while translating models into implementation further leads to problems related to evolvability, traceability, reusability and understandability of the developed software systems (cf. [4] ). In contrast, second approach that proposes transformation of an aspectoriented model directly into aspect-oriented code is mainly inspired by the benefits resulting from existence of a direct mapping between constructs of design model and the programming language. Moreover, several empirical studies for example [5] [6] [7] [8] have reported the potential benefits of using aspect-oriented techniques in software development. Another study i.e. Ref [9] has discovered that approaches that target aspect-oriented programming languages result in compact, smaller, less complex and more modular implementations.
Hence, keeping in view the benefits of integration of aspect-oriented techniques with MDE through aspectoriented code generation, we consider it worthwhile to evaluate existing AOM approaches with respect to their suitability to serve as input to an aspect-oriented code generation process.
Previously, in [10] , we have conducted a systematic mapping study of the related area with the aim to identify and classify existing research in context of aspect-oriented model-driven code generation. The results of study indicated the underdevelopment of the area of aspect orientation in general, and aspect-oriented code generation in particular. Some other work has presented comparison of aspect-oriented modeling approaches pursuing some distinguished goals. In this regard, Wimmer et al. [11] have defined a detailed evaluation framework to evaluate existing AOM approaches with focus on comparability in general. The major distinction of their work from all other surveys on the topic is the breadth and depth of evaluation. Chitchyan et al. [12] have presented an extensive work with the goal of "developing integrated aspect-oriented requirements engineering, architectures, and design approaches". Therefore, they have provided review of all significant works on both aspect-oriented as well as non-aspect-oriented approaches to software development. Similarly, Reina et al. [13] have investigated some AOM approaches with specific goal of evaluating dependency of each approach on particular platform and on specific concerns. Op de beeck et al. [14] have presented a comparison of AOM approaches within the context of product line engineering and with the goal to position AOM approaches within software development life cycle for large-scale system. With regards to aspect-oriented code generation, in [15] , we have conducted a comparison of 6 approaches, focusing only on the support or otherwise of features required for full code generation.
As far as the integration of aspect-oriented modeling techniques into an MDE environment is concerned, the specific question of the suitability of various approaches for this integration by means of aspect-oriented code generation has not been explicitly investigated so far.
Evaluation methodology
In this section, we describe the methodology used for evaluation of selected approaches in the context of this study. First, the rationale behind the selection of approaches and a brief description of the approaches is presented. Then we elaborate the comparison approach.
Selection of approaches
Several proposals for AOM have appeared in literature. These proposals differ in perspectives of their distinguished goals, provided notations, level of concern separation, level of abstraction and level of maturity. However, a vast majority of AOM approaches possess at least one common characteristic, which is their extension from UML. There are only two proposals, to best of our knowledge, that do not extend UML for aspect-oriented modeling i.e. Ref [16] and Ref [17] . Extending UML for aspect-orientation seems quite natural and convincing since aspect-orientation can be seen as an extension to object-orientation for which UML is the standard and most widely used modeling language. Therefore, for this research study, focusing only on approaches that extend UML, we have identified 14 well-published, UML-based AOM approaches namely Stein [18] , Ho [19] , Aldawud [20] , Von [21] , Clarke [22] [23] [24] , Jacobson [25] , France [26] , Pawlak [27, 28] , Cottenier [29, 30] , Fuentes [31, 32] , Katara [33] , Klein [34] , J.Klein [35] [36] [37] , and Whittle [38] [39] [40] . In the following, we briefly describe these approaches.
1. The Aspect-Oriented Design Model Notation for AspectJ of Stein et al. [18] Aspect-Oriented Design Model (AODM) provides a design notation specific to AspectJ. Therefore, it extends UML with the only intention to support AspectJ's concepts at the design level. To exploit the huge resemblance between the core concepts of AspectJ and UML, it provides UML representation for basic constructs of AspectJ, namely join points, pointcuts, introductions, and aspects. Mainly the class, statechart and sequence diagrams are used for structure and behavior modeling. They represent join points using UML links, and apply the concept of adopted links to different diagrams in a way specific to each diagram. Similarly, an advice in AspectJ is viewed as analogous to an operation in UML. Aspects are represented as classes of a special stereotype named <<aspect>>. In principle, AODM has been specified using the UML's standard extension mechanism, but for certain specifications meta-model has also been extended. For example, the UML extend relationship, from which the <<crosscut>> stereotype has been derived originally, can be specified between use cases only.
2. The UMLAUT Framework of Ho et al. [19] UML All pUrpose Transformer (UMLAUT) is an open framework for developing application-specific weavers that can generate detailed aspect-oriented design from a high level design modeled using UML. The UML model elements can be input using various formats such as XMI and Java source. Extensions to UML are done through the UML Profile mechanism. The weaving process is implemented as a model transformation applied to the UML model. Specifically, the weave operation is defined as a transformation rule from an initial model to a final one.
3. The UML Profile of Aldawud et al. [20] The UML Profile for Aspect-Oriented Software development extends the standard UML package structure to define an AOSD package, which is used to encapsulate all elements defined by the AOSD profile. Crosscutting concerns are modeled using aspects, which are extensions to UML core classes. A new stereotype <<aspect>> is used to model aspects, which are further classified into synchronous or asynchronous aspects. In this profile, synchronous aspects are distinguished from asynchronous ones in that they usually control the behavior of the core classes. The <<crosscut>> stereotype is used to model crosscutting relationships. For behavior modeling, this profile does not dictate any specific behavioral package; however, currently only the use of Collaboration and State machine packages has been outlined for this profile.
aSideML Notation of Von [21]
The aSideML's Notation is a meta-model extension of UML to support aspect-oriented concepts. Aspects are defined by parameterizing different model elements, and one or more crosscutting interface is defined to organize join point description and the crosscutting behavior of the aspect. Crosscutting features are defined as an extension to the original features of the class. Specifically, to model structure, a new construct called aspect diagram is introduced which extends features of a UML class diagram. Collaboration and sequence diagrams are extended for modeling behavior of the aspect. The join points are defined by means of an enhanced sequence diagram. Weaving of models is also provided which supports the same set of diagrams and generates woven class diagrams, woven collaboration diagrams and woven sequence diagrams.
5. Theme/UML of Clarke et al. [22] [23] [24] This approach has basically evolved from work on composition patterns [24, 41] , and is considered one of the early approaches to aspect-oriented modeling. In this approach, a new declaratively complete unit named "Theme" is proposed at the design level to represent system concerns, which are essentially collections of structures and behaviors inferred from requirements. A distinction has been made between the "base" themes and the "aspect" themes, where aspect themes refer to crosscutting behavior. In Theme/UML approach, an aspect theme is differentiated from a base theme in the sense that in addition to other behavior, it may define some behavior that is triggered by behavior in some other theme. As far as modeling is process is concerned, first the triggered behavior needs to be identified and captured in the form of templates and then the crosscutting behavior related to those templates is modeled. Later, the base themes which are not affected by the crosscutting themes are modeled using the standard UML design process. A different approach is used to modeling of aspect themes by representing them using a new complete unit of modularization similar to a package in standard UML, with stereotype <<theme>>. This theme may comprise of any of the standard UML diagrams to model different views of the structure and behavior required for a concern to execute. Essentially, the aspect theme design is similar to a standard UML package that contains structural and behavioral diagrams. The only difference is the specification of templates listed inside the theme package notation and a sequence diagram for each of the templates grouping in the theme package. Even though Theme/UML allows any kind of UML diagrams to be used for aspect-theme design, package and class diagrams are currently used for structure modeling, whereas sequence diagrams are used for behavior modeling.
6. Aspect-Oriented Software Development with Use Cases of Jacobson et al. [25] Jacobson et al.'s approach is based on the idea of using a development process where concerns are kept separated from requirements specification to the implementation phase. For this purpose, they define use case slices to specify high-level design and then refine this design to obtain detailed design. At detailed design level, they represent structure by means of class diagrams and behavior by means of sequence diagrams. Model weaving is not supported. One distinguishing characteristic of this approach is its support for traceability of models pertaining to a specific concern along different phases of software development.
7. Aspect-Oriented Architecture Models of France et al. [26] The Aspect-Oriented Architecture Model approach is based on composing model elements that present a single concept using different views. The model elements that are composed using this approach are needed to be of the same type. Aspects may specify concepts that are not present in a target model. Templates are used in conjunction with package diagrams, class diagrams, communication diagrams and sequence diagram to represent aspects. In this respect, this approach is similar to Theme/UML approach described previously. The compositor composition mechanism is used to provide the concern composition. Just like Theme/UML, primary models and aspect models are distinguished, where the latter represent crosscutting behavior. Later, a tool called Kompose [42] has also been developed which uses the composition technique proposed by AspectOriented Architecture Models approach.
8. The UML Notation for AOSD of Pawlak et al. [27, 28] This notation is a UML profile based on UML 1.x to model a design using JAC Framework, which is a middleware to support concerns such as persistence, security, fault tolerance etc. in J2EE applications. Currently, the profile does not support behavior modeling, whereas the support for structure modeling is provided by means of class diagrams. <<aspect>> stereotype is used to represent aspects, and they are linked with a target class using <<pointcut>> stereotypes. The association between the operations of base and aspect classes (i.e. the join point) is specified with the help of a proprietary language. This approach is similar to that of Jacobson et al. described previously in that it does not support model weaving.
9. The Motorola WEAVR Approach of Cottenier et al. [29, 30] The Motorola WEAVR approach has been developed in an industrial setting, specifically in context of telecommunication industry. It uses Specification and Description Language (SDL) to specify models, which has partly been adopted in UML 2.0. The WEAVR approach is thus based on UML 2.0. The approach uses class diagrams and composite structure diagrams to represent structure. State machines, action language of SDL and sequence diagrams are used to model behavior. Individual aspects are represented using <<aspect>> stereotype and a pointcut-advice mechanism is used for composition of aspects and target models. Model execution and code generation are also supported.
10. The Aspect-Oriented Executable Models Notation of Fuentes et al. [31, 32] Aspect-Oriented Executable UML Models (AOEM) is a UML profile that extends the UML and its action semantics to construct aspect-oriented executable models. In AOEM, an aspect is represented by a UML class stereotyped as <<aspect>>, and comprises special operations to model advices. Specifically, advices are modeled using activity diagrams without input objects and any number of output pins to modify values of intercepted objects. In [43] , a dynamic weaving mechanism has also been provided by authors of the AOEM to enhance its models.
11. The Concern Architecture View Approach of Katara et al. [33] Katara et al. have provided a conceptual model for design of aspects by designing a concern architecture model. The approach can handle the specification of aspects both in symmetric as well as asymmetric manner. The conceptual model has been implemented as a UML Profile. Aspects are defined as augmentations to target model, and the composed model is obtained by mapping a non-aspect model to a new model containing aspect descriptions. The aspects are parametric in nature and thus can be bound or instantiated several times. To make them generic in this way, they are explicitly split into two parts: required (which defines the join point) and provided (which defines the augmentation to original model). To compose an aspect into a target model, a special operation called superimposition is used, which allows an aspect to augment another one.
12. The Behavioral Aspect Weaving Approach of Klein et al. [34] This approach is based on the concept of scenarios which are basically sequence diagrams or Message Sequence Charts. A pair of scenarios is used to define an aspect, one scenario representing the pointcut, and the other representing the advice. Just like AspectJ, the advice in this behavioral aspect weaving approach can be inserted "around", "before", or "after" a join point. In order to weave an aspect model into a target model, first a generic detection strategy is used which identifies all the join points in the target model, then a generic composition mechanism is applied to compose advice model with the target model at the identified join points.
13. Reusable Aspect Models of Klein et al. [35] [36] [37] Reusable Aspect Models (RAM) is a multi-view modeling approach that combines existing aspect-oriented approaches to model class, sequence and state diagrams into a single approach. Multi-view modeling, in its essence, provides means to describing a system from multiple points of view, using different modeling notations, and thus allowing the use of the most appropriate modeling notation to describe facets different views of a system. RAM is different from all other AOM approaches in a sense that it views aspects as concerns that are reused many times in an application or across several applications. Therefore, this approach models any functionality that is reusable by means of an aspect. Hence, different views (i.e. structure, message, and state views) of a reusable concern are encapsulated in the form of an aspect model which is essentially a special UML package. This aspect model comprises of three different compartments representing the structural view, state view and message view. These views are expressed using a UML class diagram, state diagram and sequence diagrams respectively.
14. MATA notation of Whittle et al. [38] [39] [40] Modeling Aspects using a Transformation Approach (MATA) is a graph transformation based approach to modeling and composing aspects. Both the base and aspect models are represented in the form of well-formed graphs. Since the idea of using graph rules is broadly applicable, MATA is seen as an approach which can be extended to any modeling diagrams, and even to other modeling languages. The only condition in this regard is that the modeling language to be represented using MATA must have a well-defined meta-model. UML metamodel can be represented in the form of a graph by making each meta-class a node in the type graph, and making each meta-association an edge in the type graph. In this way, any UML model can be represented as an instance of this type graph. Aspects are defined using graph transformation rules, where the left-hand-side (LHS) of a transformation rule is a pattern that defines the pointcuts which are to be matched, whereas the right-hand-side (RHS) defines new elements to be added (or removed) at these pointcuts. MATA provides a convenient way of writing the graph rules by proposing that the rule be given on one diagram only, rather than writing graph rules using both LHS and RHS, since this needs repetition of unchanged elements on both sides of the rule. To this purpose, it defines three new stereotypes namely: (1) <<create>> to specify that a new element must be created by the graph rule, (2) <<delete>> to identify deletion of an element by a graph rule, and (3) <<context>> to avoid effect of (1) and (2) on elements.
Comparison approach
A summary and categorization of our comparison criteria is shown in Figure 1 . It has to be noted here that the actual comparison criteria employed in this study is, in essence, inspired by all existing surveys on AOM approaches discussed previously in Section 2. However, we have adapted it, in some cases semantically, to fulfill needs of this study in the specific context of aspect-oriented code generation. Moreover, we have extended the comparison to all existing well-published AOM approaches.
In general, the selected criteria refer to revealing relevant information from two broader perspectives. First, we try to analyze each studied approach in terms of its overall suitability to be used for the purpose of code generation, and in turn, for the long-term goal of automatically obtaining useful code in practical scenarios. The analysis from this perspective seems particularly relevant since the modeling approach, in general, is expected to be robust and mature enough to be integrated into broader contexts of model-driven engineering and automatic software systems development. Second, the devised criteria are representative of the analysis leading to defining the likelihood of each approach to effectively work for a practical code generation system. We base our comparison given in the following sections on the set of criteria described below: 
Notation-specific criteria
Extension mechanism: This criterion is used to explore if the AOM approach extends UML by extending metamodel of UML (heavyweight extension mechanism), or by defining a UML profile (lightweight extension mechanism). In fact, both approaches to extending UML have their pros and cons. In principle, however, it has been shown previously (cf. [13, 44] that extending the meta-model is preferable in case if aspect-oriented concepts were well-defined, stable and their likelihood to transfer to or composition with other domains was little. On the other hand, since UML profiles are nothing but a new dialect of UML to support specific domains [45] , they are considered ideal in situations where the aspect domain is subject to change and evolution, and it is likely that it will transfer to, or be composed with other domains. Yet another important factor that relates to the distinction between meta-model extension and profile mechanisms is the tool support for UML extensions. Since UML-based tools are built on the meta-model, any changes in meta-model essentially require corresponding adjustments to UML tools as well. However, since UML profiles use standard extension mechanisms and disallow changes in the meta-model, no changes are needed for existing tool support. We have defined this criterion with intention to highlighting related information in the studied approach and to make its correlation with code generation approaches.
Programming language influence:
As noted by Reina et al. [13] , constructs and their respective handling in AOM languages are often inspired by concepts expressed in a specific aspect-oriented programming language. This criterion identifies the specific AOP language that influences the given AOM approach. An investigation of the use of language-specific constructs is fundamental while considering code generation to a specific target language.
Mapping availability: In addition to the influence of a programming language on the development of an AOM approach, we also investigate if there is some work related to mapping of the models in given AOM approach to certain aspect-oriented language. This criterion actually identifies the programming language for which mapping has been proposed, only if a mapping definition is provided as a proof, or some appropriate examples are given. This criterion is understandably relevant in context of code generation. Therefore, we will consider it in detail while discussing the likelihood perspective.
UML version support:
This criterion refers to the UML version supported by the surveyed AOM approach. Main purpose of this criterion is to identify the approaches that do not support the current major enhancements of UML. This criterion is essentially related to looking into suitability of the approach (the first perspective).
UML diagrams support:
This criterion identifies and lists all different types of UML structural and/or behavioral diagrams extended by the given AOM approach, in order to support aspect-orientation. This criterion is related to both perspectives of our study. An AOM approach cannot be called effective unless it provides a mechanism for a comprehensive modeling of the system, through supporting the effective diagrams. Furthermore, this criterion is much more relevant for code generation as the amount of code generation may directly be influenced by the diagram(s) used as input to code generation approach.
Design process support:
A design process is relevant in our research study as the completeness of design is an essential requirement for generating complete and fully executable code. This criterion evaluates the surveyed approach in terms of its support for the design process. Specifically, it investigates if this support has been provided in an explicit way, by supporting the detailed modeling, or only implicit support is available, for example in terms of guidelines.
External traceability:
The external traceability criterion refers to the relationship between two models at different phases in full software development life cycle, where one model is refinement of another. In particular, this criterion investigates if the surveyed AOM approach provides traceability of models over phases such as requirements specification, design, and implementation. In case this traceability is supported, it lists the combination of phases over which the support is provided. For example, an external traceability support from requirements specification to design and to the implementation level will be specified as R  D  I. Support for external traceability is important in the context of our study as the main rationale behind the use of aspect technology is to maintain traceability through different phases of development life cycle.
Internal traceability: Unlike external traceability which focuses on different phases of development life cycle, internal traceability is concerned with traceability between two models belonging to one phase. Specifically, this criterion will explore whether mechanisms or guidelines are provided for applications of the approach in which abstract models are refined (i.e. traced) into detailed models, for example, refinement of an abstract design model into a detailed design model. The support for such traceability is very important while studying prospects along the transformation of models into other models and eventually into code.
Scalability: Scalability of an AOM approach can be defined as its ability to handle both small as well as large modeling scenarios. The scalability criterion here refers to investigating if the scalability has been proven in real-world projects or at least by examples that go beyond composition of two or three concerns. The rationale behind investigating scalability is that an AOM approach that lacks in scalability cannot obviously be used to generate code which is of industrial standard.
Composition-specific criteria
Concern representation: This criterion refers to a concern's representation in the AOM approach in terms of a UML meta-class or a stereotype, and identifies the actual notational element used. For example, some AOM approaches use a stereotype <<aspect>> to represent an aspect distinguished from the meta-class Class. The representation of concern is relevant from both perspectives investigated in this study i.e. the suitability as well as the likelihood for extension to code generation. This representation actually encompasses certain characteristics on basis of which the element symmetry(cf. [4] ), composition symmetry (cf. [14] ) and relationship symmetry (cf. [4] ) are determined. Specifically, the element symmetry refers to defining whether there exists some distinction between the concern modules of different structures (i.e. those representing crosscutting concerns versus others), or all concerns are treated equally with modules of identical structure. The composition symmetry is related to defining which concern modules can be composed with each other. Therefore, asymmetric concern composition implies that only "aspects" are allowed to be woven into "base". On the other hand, symmetric composition does not make any distinction between the base and aspects, and allows all types of concerns to be composed with each other. Similarly, relationship symmetry (sometimes referred to as rule symmetry (cf. [11] ), determines the placement of composition rules for concerns. The approaches in which composition rules are given within one of the modules that are to be composed are asymmetric in this perspective. A common example of this is the AspectJ language which encapsulates composition rules within an aspect in the form of pointcut-advice combinations. The approaches which are symmetric in this regard define the composition rules in neither of the modules. Therefore, from modeling perspective, the concern representation is actually what will influence its composition, whereas from code generation perspective, it is the abstraction that will somehow need to be transformed into some abstraction at the code level.
Composition plan: This criterion evaluates if the support for integration of concerns at the modeling level is provided or not. Lack of this support at the modeling level would mean that composition is deferred to later phases such as implementation (with the help of an aspect-oriented programming language). In case, a composition plan is available, it is investigated whether it is dynamic or static. Dynamic composition refers to support for integration of concerns at the model run-time i.e. during the execution of the model. Composition of models is particularly important for the purpose of simulation and validation of models. In this way, it seems relevant to both perspectives of this study.
Composed model: This criterion evaluates the output of concern composition in cases where static composition plan is applied. In particular, it investigates if the output composed model is represented using standard UML or some extensions to UML. Just like composition plan, this criterion will also provide insight into modeling notation in terms of its suitability, even though it is not much relevant from code generation perspective. This is because our intention is to explore aspect-oriented code generation, whereas a woven and standard UML model will eventually be consisting of only object-oriented constructs.
Concern interaction:
This criterion is specific to interactions between various concerns in a model. In particular, it evaluates if interactions between concerns can be modeled, and if provided, it identifies the notations used to represent this interaction, for example, a meta-class or stereotype. From code generation perspective, the transformation approach and processes thereof will have to provide details of translation of these interactions at the code level.
Maturity-specific criteria
The criteria in this section are intended to evaluate the maturity of the studied approaches. In this section, maturity is specifically measured in terms of existing information proving the applicability and pragmatism of an approach.
Modeling examples breadth:
This criterion is intended to evaluate maturity of given AOM approach by investigating the number of examples modeled using the approach.
Modeling examples depth:
Apart from investigating the breadth of modeling examples, we measure the depth of examples as well; by looking at how many different concerns have been integrated within the modeling examples. Therefore, this criterion investigates the maximum number of concerns integrated in one example.
Real-world application:
This criterion evaluates the successful application of surveyed AOM approach in the design of a real-world project. This measure is expected to show the applicability of approach, which as a result, indicates the level of maturity.
Information availability: This criterion refers to the available amount of papers, manuals, books and other relevant material associated with the given AOM approach. Specifically, this criterion provides the number of different resources of information on the modeling approach.
Tool-support-specific criteria
Modeling support: This criterion is related to evaluation of different means to use the surveyed AOM approach to design. Moreover, it also refers to investigation of support for syntactic and semantic validation of the design.
Composition support: It refers to the tool support for composition of concerns at the modeling level. This support, if provided, may specifically allow simulation, validation and debugging of models.
Code generation support:
In line with the concepts of model-driven engineering, AOM notations occasionally address mapping of design models to implementation code, and subsequently support the code generation from models. This criterion evaluates if code generation has been addressed, at least in principle, by the surveyed AOM approach. Table 1 -Lack of tool-support for composition: A majority of approaches has provided tool-support for modeling only which is largely due to their use of UML profile mechanism. On one hand, the support for composition of models is an essential requirement for approaches which handle details of composition at modeling level only and generate object-oriented code, since without this support it would not be possible to obtain a composed view of the system. On the other hand, it is desirable for other approaches as well that defer composition to implementation level, since in this case the same can be used for activities such as simulation and validation of model. As shown in Table 4 , half of the approaches have not discussed any mechanism for composition of models. Table 4 summarize the results of comparison of various AOM approaches from notation, composition, maturity, and tool-support perspectives, respectively. While certain observations are evident, some interesting findings are summarized and their results are illustrated in the following. Table 1 summarizes the evaluation with regard to the Notation category.
Evaluation results and discussion

Notation
Balance in extension mechanisms and UML versions: Currently, to a certain extent there is a balance between meta-model extensions and UML profiles. As described previously, UML profiles have some benefits with regard to tool-support since profiles are supported by almost all UML tools. Therefore, in order to provide toolsupport for their profile, all a profile developer has to do is to provide a reference implementation within existing framework of the chosen UML tool. So far as the UML version support is concerned, though at first glance one can see the balance between UML 1.x and UML 2.0, most recent approaches have already provided support for UML 2.0.
Inclination to AspectJ: Among approaches that are influenced from the feature set of an existing aspect-oriented programming language, AspectJ appears to be the most popular programming language. In the specific context of transforming aspect-oriented constructs from design to code, this inclination may reduce the model-system gap. However, where not applicable, determining the precise effects on this model-system relationship would require further investigation, which may be conducted through defining a mapping between constructs at different levels.
Missing model-to-code mapping details:
Mapping of model constructs to those of programming language is an important concern that is greatly related to code generation from visual models. Analysis and design models may cover a lot of feature details on their own, yet their transformation to code may yield abundant deal of effort. It is evident from the results that there are only two approaches that have provided mapping of design models to code, among them there is only one approach (i.e. Ref [35] ) that supports UML 2.
Dearth of support for behavioral diagrams: Almost all variations of structure diagrams have been used by AOM approaches except Klein [34] , which provides support for a behavior diagram only. An inadequate support for behavioral modeling of crosscutting concerns is one of the key restraints on the practical use of AOM approaches in the model-driven engineering process.
Lacking in traceability support: Except for two approaches i.e. Jacobson [25] and Clarke [22] , none of the approaches provides support for traceability with respect to all phases of software development. It is also a key issue to affect the suitability of an AOM approach to be integrated into MDE process.
Insufficient scalability: Scalability of approaches is another aspect in which AOM approaches need to improve. So far as the abstraction is concerned, almost all approaches support ways to hide the details of crosscutting behavior from modeler. However, the modeling examples which are presented in these studies, typically, do not exploit all features related to proving the scalability. While we have considered an approach as scalable if it can handle composition of simply three or more concerns, only six approaches could meet this criteria. However, among these six approaches Clarke [22] , Jacobson [25] , Cottenier [29] , and J.Klein [35] [36] [37] have provided adequate proof of scalability of their approaches. Again, this is an area which is of high relevance in terms of applicability of AOM approaches to large-scale development and aspect-oriented code generation. Table 2 summarizes the evaluation with respect to the Composition category.
Composition
Prevalence of Element Asymmetry for representation of concerns:
In general, concerns are represented using element asymmetry (<<aspect>>), and the studied approaches possess an additional interesting pattern in this regard. In particular, when elements are asymmetric, all approaches apply the asymmetric composition mechanism (i.e. composition asymmetry), and they often use pointcut-advice mechanism for that. Further, rule asymmetry is followed to control pointcut-advice combinations. However, it should be noted here that this is not an essential characteristic, and that in principle, asymmetric composition may be employed to handle symmetry at element level.
Moderate support for composition at modeling level: The studied approaches often provide support for composition of concerns at modeling level, and among them half of the approaches provide both static and dynamic composition mechanisms. The composed model can be used for validation and simulation purposes, and it can also be used to generate code. However, the support for composition must be complemented with appropriate tool-support (which we will see later), or else the modelers will have to model each concern and then manually compose it.
Popularity of UML as complete model: UML seems to be the language of choice for approaches that provide composition of models, to represent the composed model. This inclination to UML seems quite natural and convincing since aspect-orientation can be seen as an extension to object-orientation, for which UML is the standard and most widely used modeling language. In this context, however, relying on UML has some obvious advantages. For example, for model transformation and/or code generation, one will be working on a source model which is defined using a standardized and well-defined meta-model. Typically, this ensures that the relationship between model and code will be based on standard meta-models, that is, the meta-model of UML and the meta-model of some target programming language like AspectJ. 
Maturity
Summary of comparison results from the perspective of Maturity of approaches are given in Table 3 . 
Tool-support
Lack of tool-support for composition: A majority of approaches has provided tool-support for modeling only which is largely due to their use of UML profile mechanism. On one hand, the support for composition of models is an essential requirement for approaches which handle details of composition at modeling level only and generate object-oriented code, since without this support it would not be possible to obtain a composed view of the system. On the other hand, it is desirable for other approaches as well that defer composition to implementation level, since in this case the same can be used for activities such as simulation and validation of model. As shown in Table 4 , half of the approaches have not discussed any mechanism for composition of models.
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Lack of tool-support for composition:
A majority of approaches has provided tool-support for modeling only which is largely due to their use of UML profile mechanism. On one hand, the support for composition of models is an essential requirement for approaches which handle details of composition at modeling level only and generate object-oriented code, since without this support it would not be possible to obtain a composed view of the system. On the other hand, it is desirable for other approaches as well that defer composition to implementation level, since in this case the same can be used for activities such as simulation and validation of model. As shown in Table 4 , half of the approaches have not discussed any mechanism for composition of models. 
Principal findings in the context of aspect code generation
So far we have focused on comparing existing aspect-oriented modeling approaches for prospects along their use as a source notation in a model-driven environment. However, as previously given, we are particularly interested in investigating their potential to support enhancements for aspect-oriented code generation. This is because we believe that the automatic generation of aspect-oriented code can positively enhance the benefits of these modeling approaches. However, as we have mentioned in Section 4.1-Section 4.5, current modeling approaches lack from many perspectives if examined for the purpose of aspect code generation. In the following we sum up the important conclusions that can be drawn from results of comparison presented in previous subsections.
Adoption of approaches requires elaboration of model-code relationship:
All modeling approaches provide fair support for abstracting the complex details related to handling of crosscutting functionality. However, in order to use them for the purpose of aspect-oriented code generation, the complexities involved in their transition to code need to be studied further. It is not often straightforward to map the concepts in a modeling notation to constructs of a programming language. That is why software developers often find it difficult to transform even excellently developed models into code. Therefore, unless the model-code gap is eliminated, expecting a practical integration of aspect orientation and model-driven engineering, which generates industry-standard code, would be unrealistic. Thus, more work is needed that defines details of transformation of constructs at design level to code level.
Guidance on the use of asymmetric vs. symmetric approaches missing: As briefly noted in Section 4.2, currently one can find a pattern with regard to applying symmetry or asymmetry at composition level. However, in principle, any type of composition i.e. symmetric or asymmetric, may handle any type of representation of element. But the current approaches do not answer the question when to use asymmetric or a symmetric approach sufficiently. This may have implications for code generation approaches. For instance, approaches that use element asymmetry will best suit the enhancement to support code generation targeted at programming languages that define aspects in an asymmetric way e.g. AspectJ. However, what will be the effect of a particular selection on the quality of design and/or produced code has not been explored by existing approaches yet.
Tool-support needs integration with standard development environments:
Aspect-oriented techniques (and their integration with model-driven engineering to develop systems) are unlikely to be adopted in practice if not complemented with reliable tool support. The primary reason for this is the fact that manual weaving of aspect-oriented models is a fairly cumbersome and error-prone task. For interested readers, a detailed discussion of difficulties associated with behavior of a system in presence of aspects may be found in studies such as [47, 48] . This problem is further enlarged in the context of code generation, because of the raised complexity involved in handling of concerns at code level. Hence, further work is required to provide tool support for composition and code generation, and in this way to help increase the adoption of these approaches in practice.
Strength of UML not fully exploited:
As evident from results in Table 1 , majority of approaches support both structural as well as behavioral diagrams, thus allowing a modeler to consider both structure and behavior of a system. However, the selection of diagrams by different approaches is vastly different. UML diagrams possess varying levels of suitability for effectively modeling the dynamics of a particular system. Hence, it would be interesting to see how to support diagrams which are not supported currently. Moreover, only a few approaches provide composition of diagrams that they support for designing aspects. Therefore, it is imperative to go further in this context to benefit from full spectrum of UML diagrams.
Missing guidelines on effectiveness of various modeling diagrams:
In principle, to model a system, a specific set of UML diagrams is chosen so that it can model a system in the most comprehensive and complete manner, from both structural as well as behavioral perspectives. This means that the final UML model must be representing the system in its entirety, with respect to its structure and behavior. This is particularly relevant when code is to be obtained from the model, since the completeness of output code would be directly linked with comprehensiveness of the input model. Current approaches provide no discussion on when to use one diagram or another, and what will be the impact of choosing a certain combination of diagrams. Hence, it would be valuable to investigate the relationship between various diagrams, the completeness of a model obtained by combining them and code obtained by transforming that design model into code.
In-depth comparison of Theme/UML and Reusable Aspect Models
The results of comparison of existing AOM approaches given previously show that the Reusable Aspect Models (RAM) and Theme/UML are two relatively mature approaches that can be used for the purpose of aspectoriented code generation. In this section, we proceed to evaluate these approaches with respect to the details of code obtained from each approach. Specifically, we take a simple example application and model some of its relevant parts using both the RAM and Theme/UML approaches, and then we map these models to AspectJ code in order to carry out a thorough comparison of the obtained code.
The Online Book Store (OBS) System
As an appropriate modeling example to illustrate the RAM notation, an Online Book Store System has been adopted from model-driven engineering literature [49] . This system has previously been used in aspectoriented software development literature to explain some AOM notations (e.g. [31] ). It has to be emphasized here that in this section (and by selection of this example system), our intention is not to prove the strength of modeling notations, since where applicable, it has already been shown by means of the case studies mentioned in previous section. Instead, we have taken this example to apply the guidelines of both approaches with regards to modeling and mapping, and consequently, to get a basis for conducting a detailed analysis and comparison of both approaches.
In [49] , the authors identify several use cases for the Online Book Store (OBS) System, for example, ordering of books, cancelling of order, approving of charge, delivering of order etc. However, mimicking the presentation of [31] , we will focus on the ordering of books, which is described below:
(i) Ordering of books use case starts by the customer selecting a book and its desired quantity.
(ii) The customer adds more books if desired.
(iii) When the customer is finished with adding selected books to the order and wants to checkout, a message is sent to the credit card company to process the payment. This adds a few related requirements as well:
a. Since all purchases in OBS System are made in euros whereas the credit card company carries out all operation in US dollars, currency conversion is required while exchanging messages with the credit card company.
b. For privacy reasons, all communication with the credit card company must be encrypted.
(iv) If the payment is processed successfully, a shipping order is created, followed by delivering a message to the delivery company notifying that a new order is ready.
(v) In case an order is changed, the change is persisted. This adds another global requirement:
a. All update operations for order must be persisted. Figure 2 . Apart from providing the core functionality of the OBS System, the OBS Core component is also responsible for handling the persistence of orders. The external services of payment and delivery are connected through a public network. The details of shipment delivery are uninteresting; therefore, we will concentrate only on payment, encryption and persistence of an order while performing functionality related to a new order. Figure  3 shows the high level communication of objects to handle a new order. The crosscutting functionality has been highlighted in grey regions. It should be observed that these aspectual parts will be woven by the weaver and not explicitly called. For example, a chargeCreditCard request dispatched to a credit card payment controller will result in inherently invoking a currency converter, which will convert euros to dollars and pass the order further, and an encrypter, which will encrypt the charge request to make it suitable for dispatching on public network. Therefore, if the aspectual part is eliminated, an order will directly be communicating with a credit card payment controller. This means that that the chargeCreditCard request is not actually sent to CurrencyConverter. Similarly, paymentApproved is not returned to an encrypter.
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The Reusable Aspect Models (RAM) approach
In this section, the RAM modeling approach is illustrated while presenting design of different aspects of the OBS System. This is followed by a brief description of the mapping process and the mapping of design to code.
Design of Online Book Store System using RAM
As we briefly discussed in Section 3.1, the Reusable Aspect Models approach views aspects as concerns that are reused many times in an application, or across several applications. Therefore, this approach models any functionality that is reusable by means of an aspect. In OBS System, the crosscutting concerns of Persistence, Currency Conversion, and Encryption are modeled as separate reusable aspects. A brief description of these aspect models follows. The Persistence aspect model for the OBS System is shown in Figure 4 . The aspect is represented in the form of a special UML package in RAM. This aspect model comprises of different compartments. First compartment represents the structural view and is expressed using a UML class diagram. It is to be noted here that the classes in this compartment do not necessarily have to be complete. They may include methods and attributes that are relevant to the particular concern only. Such incomplete classes which are later to be composed with other classes by the weaver at time of instantiation of aspect or its binding to a base model, and methods whose names and signatures are to be determined later, are declared as mandatory instantiation parameters. The structural view of the Persistence aspect contains two classes, DBManager and |Persistable. The latter is an incomplete class and hence, in addition to having its name prepended with a "|" character, it is made prominent by specifying it as UML template parameters on top right corner of the structural view section.
|Persistence provides methods to handle functions related to persistence. The public method isUpdateRequired intends to identify situations where orders have really been updated and thus need persistence. In case an update operation has been performed, the persistence is carried out by persist method of DBManager, which is responsible for handling all the database-specific functionality related to persistence of objects. Figure 4 shows three relevant states within the Persistence aspect i.e. UpdateRequired, Updated and Any. The advice part shows the capability of relevant states to call update, isUpdateRequired and isUpdated methods. The state view compartments in RAM are followed by message view compartments. The message view uses a UML sequence diagram to describe the sequence of messaging between different entities during the execution of a public method given in structural view of the aspect model. The message view compartment in the Persistence aspect model defines only one message view i.e. update message view. The pointcut in this message view states that all such situations are relevant in the context of this aspect where an update method is called on an instantiation of the |Persistable while some form of it is passed as an argument to this method. The advice states that all such method executions must also "persist" the updated order, by initializing a connection to the DBManager and calling its implementation of the persist method. It should be noted that prior to making a call to persist method, the method initialize is explicitly invoked in order to avoid repeated execution of functionality to establish and maintain database connectivity.
In order to instantiate and use an aspect, its mandatory instantiation parameters need to be mapped to concrete model elements in a target model. Therefore in this case, the class |Persistable shown as the UML template parameter on the top right corner of the Persistence aspect package must be mapped to some class in the target model. Figure 5 shows the CurrencyConversion aspect modeled as a reusable aspect using the RAM notation. The structural view defines one incomplete class |Convertible to handle currency conversion. The convert method of this class is intended to be woven into all classes that need its functionality. In this regard, the specific details of exchange rates etc. as well as the details of conversion are to be handled by a complete class
Currency.
The CurrencyConversion aspect defines two state views, one for the incomplete class |Convertible and the other for complete class Currency. The |Convertible state view defines two relevant states ConversionRequired and Converted. The advice suggests that in order to accept calls to convert, an implementing object must be in ConversionRequired state. Since the |Currency state view defines the protocol for a standard class (and not an incomplete one), it takes the form of a standard state diagram.
In order to use the CurrencyConversion aspect, a modeler must map the class |Convertible shown as a mandatory instantiation parameter to one of the elements in target model. First state is the one in which a call to convert method is possible, whereas the state diagrams shows that an implementing object may be in any state to make a call to getConversionRate. The message view compartment in the CurrencyConversion aspect model defines only one message view i.e. convert message view. In line with the description of the payment functionality given above, the pointcut in this message view takes all such calls to accept method as relevant wherein an instance of |convertible is passed as an argument. The advice specifies that in all such cases where payment is to be accepted, a conversion will need to be made by calling convert method while specifying appropriate currencies for the conversion as arguments.
This will follow a call to the convert method in Currency class that will handle the finer details of the required conversion. Figure 6 shows the Encryption aspect which is a really simple aspect, in the sense that it contains only one class |Encryptable. Notice how it provides the functionality for encryption and decryption of an |Encryptable object, through its public methods encrypt and decrypt, respectively. Moreover, it allows to query the status of an object, telling if it was encrypted or not, through its public method isEncrypted. We consider the details of encryption and decryption uninteresting in the context of our study, thus none of the public methods in |Encryptable class involves object communication. As a result, the Encryption aspect contains no message view. The state view specifies that an instance of the |Encryptable class may have three states, here named Encrypted, Decrypted and Any. It further specifies that an instance must be in Decrypted state to be able to execute encrypt, and in Encrypted state to be able to call decrypt method. However, isEncrypted can be invoked by an object in Any state.
In a similar way to previously described aspects, the Encryption aspect may be instantiated and used by mapping the mandatory instantiation parameter i.e. the class |Encryptable to one of the elements in target model. Figure 6 : The Encryption aspect modeled using RAM
Mapping of RAM design to AspectJ code
In [50] , the authors propose a mapping scheme for mapping of RAM models to AspectJ code. In this section, we adopt their guidelines to the specific needs of this study, and present a mapping of aspects developed using RAM to AspectJ language.
In the following, we define the overall structure of the mapped code and some global items, and then we proceed to mapping different modeling elements along different views in aspects defined using RAM. Specifically, the global structure of the code is defined as follows:
A main package named obss.ram is created for the RAM project as a whole. This package will contain code for all aspects defined so far. Within this main package two sub packages named obss.ram.aspects and obss.ram.conflictresolution are created. In the proposed mapping technique, a sub package is created in the aspects package for each ordinary RAM aspect which has the same name as that of the aspect. This package contains all the artifacts of the RAM aspect. Error! Not a valid bookmark self-reference. shows three packages representing the three aspects modeled for OBS System.
Following the definition of sub packages that contain all artifacts of aspects, three required aspects are created directly into the main package. The three required aspects are shown in Figure 8 .
After defining the overall code architecture, we proceed to mapping different views belonging to individual aspects to AspectJ code, and start with the Persistence aspect. As described previously, the structural view of an aspect in RAM contains UML class diagrams and supports some additional features to specify methods or classes as mandatory instantiation parameters. While mapping classes in the structure view, first, the complete classes are mapped. The mapping approach of Kramer and Kienzle [50] propose a reuse mechanism to make use of the Java library, for classes and interfaces that resemble in structure or behavior to existing ones in Java. Since this is not the case for our modeled classes, we move on to generating their Java implementation from scratch. Therefore, for every complete class, we create a new public Java interface and an AspectJ aspect within the source file of this interface. In the next step, fields and methods are introduced into this interface using AspectJ's inter-type declaration mechanism. The code for DBManager complete class in the Persistence aspect is shown in Figure 9 . Similarly, the mapping of Currency complete class for the CurrencyConversion aspect is shown in Figure 13 . Apart from generating an interface, for complete classes in RAM aspects, a public class is created that implements that interface (generated in previous step). The name of this class is generated by appending the string "Impl" to the name of the modeled class (see Figure 10 and Figure 13 ). It should be noted that these classes are used for instantiation purpose only (as interfaces cannot be instantiated in Java) and are empty except for possible constructors.
Following the complete classes, we map the incomplete classes in our aspects. The mapping of incomplete classes may be distinguished from that of the complete classes in that the process of matching to standard Java library is skipped and that an implementation class in not generated since the incomplete classes cannot be instantiated. Figure 11 shows the code obtained by mapping the incomplete class Persistable. Specifically, it shows that the attributes of |Persistable are mapped as variables of the respective types within the aspect using AspectJ's inter-type declarations. Associations are mapped as a special case of introducing Java fields. Therefore, a field is introduced whose name corresponds to the name of association in given aspect's structure view. Few rules that relate to multiplicity of the association are as follows:
 If the multiplicity is 0..1, then the field is of the class type and is initialized to 0.  If the multiplicity is 1, then the field will be of the same type but it will be initialized using a noparameter constructor of the implementation class.  If the multiplicity is 1..*, then the type of corresponding field is java.util.Set and it is parameterized using the type of the associated class.
The persistenceManager field in Persistable interface represents an association of this class with
DBManager (see Figure 11 ).
public class DBManagerImpl { public DBManager() { } } Figure 10 : Implementation class for DBManager interface public interface DBManager { //signatures of public methods in structural view void initialize(); void persist (Persistable persistableObj); } aspect DBManagerAspect { //methods without message views public void DBManager.initialize() { } public void DBManager.persist(Persistable persistableObj) { } } Figure 9 : Mapping of the complete class DBManager Code stubs are generated for methods that are not associated with a message view. There is one exceptionmethods which follow common patterns and make their implementation obvious e.g. getter, setter, and increment type methods, are fully generated in this step. However, this must be apparent from the method signatures. Like attributes, methods that have a message view are added using the inter-type declaration mechanism of AspectJ. The implementation of such methods is generated by adding method calls specified in the message view. See for example, the initialization of a persister object and its invocation of the persist method given in Figure 11 , which is based on the message view of Persistence aspect in Figure 4 .
If an incomplete class is marked as a mandatory instantiation parameter, we create a Java annotation with the same name and the word "Class" appended to it. Figure 12 shows an annotation for the class Persistable marked as mandatory instantiation parameter in the Persistence aspect. @Target ({ElementType.TYPE}) @Retention (RetentionPolicy.RUNTIME) public @interface PersistableClass { } Figure 12 : Java annotation for mandatory instantiation parameter class Following the same mapping definition, the Convertible interface in Figure 14 defines a method for the only public method in its structural view and provides its implementation within the aspect ConvertibleAspect. This is, however, limited to instantiating a new object of Currency and calling its convert method. The details of conversion were considered irrelevant to this study and hence omitted from the message view. Figure 15 shows the code obtained for the Encryption aspect by applying the mapping rules. This is a rather simple aspect and its mapping is straightforward.
The Theme/UML approach
In this section, the Theme/UML models of the selected aspects of the OBS System are presented. This is followed by a brief description of the mapping process, and the mapping of design to code.
Design of OBS System using Theme/UML
As briefly described in Section 3, the Theme/UML approach makes a distinction between the "base" themes, and the "aspect" themes which refer to the crosscutting behavior. An aspect theme is differentiated from a base theme in that in addition to other behavior, it may define some behavior that is triggered by behavior in some other theme. As far as modeling process is concerned, first the triggered behavior needs to be identified and captured in the form of templates, and then the crosscutting behavior related to those templates is modeled [22] . Later, the base themes which are not affected by the crosscutting themes are modeled using the standard UML design process. Since in the scope of this study we are interested in design and mapping of aspects only, we proceed to modeling the crosscutting concerns identified for the Online Book Store System.
In Theme/UML, aspect themes are represented using a new complete unit of modularization similar to a package in standard UML with stereotype <<theme>>. This theme may comprise of any of the standard UML diagrams to model different views of the structure and behavior required for a concern to execute. The design of Persistence aspect model in Theme/UML notation is shown in Figure 16 . As shown, the aspect theme design is similar to a standard UML package along with structural and behavioral diagrams, but is different in the way that it contains templates listed inside the theme package notation, and contains a sequence diagram for each of the templates grouping in the theme package. Figure 15 : Mapping of incomplete class Encryptable Figure 16 : The Persistence aspect modeled using Theme/UML It should be noted that each theme in this approach is intended to show only the classes and behavior that are necessary to represent its concepts. This means that each theme includes classes that it requires from its own perspective, and specifies them regardless of whether other themes also have classes to represent the same concepts. Any conflicts and overlaps that may arise are considered at a later stage. Therefore, initially, a design may contain different themes having different versions of the same class, each representing what is of interest for that specific theme. However, to crosscut a theme, the crosscutting theme requires abstract knowledge of the themes it crosscuts; crosscutting themes cannot operate independently. This external behavior in the crosscut theme is referred to by means of an extension of UML's notion of templates in a parameterized way; see for example the update operation of Persistable class exported as a template in Figure 16 . The semantics of this declaration specify that the functionality of update method be augmented with some additional behavior defined by the sequence diagram given in the theme. Consequently, as given in the sequence diagram, a call to update method will essentially trigger execution of the persistChange method, which will in turn call initialize and persist functions on the Persister object. Figure 17 : The Currency Conversion aspect modeled using Theme/UML Next, the functionality related to currency conversion is modeled as a crosscutting theme named
CurrencyConverter (See Figure 17) . Specifically, this theme declares all such situations where a conversion is required as the crosscut points, and specifies the same by means of a template method aConversionRequired of the Converter class. Any invocation of this scenario results in supplementing the real behavior with behavior contained in convert method of the Converter class, which indeed invokes the convert function of Currency class and so on. The details of currency conversion have been intentionally omitted since we consider them uninteresting with regard to the discussion in this paper.
The theme/UML model of the Encryption aspect is not different from the RAM model of the same, mainly because it contains no behavioral logic. Therefore, we have not reproduced it in this section.
Mapping of Theme/UML design to code
Unlike the mapping approach for Reusable Aspect Models which starts with defining a global architecture of code, the Theme/UML approach directly maps the individual aspect themes. The Theme/UML mapping for the Persistence theme is shown in Figure 18 . We start with defining an abstract aspect to represent the Persistence aspect. Within this aspect named Persistence, an interface is declared for the template class Persistable. Further, the mapping approach requires that an abstract pointcut be declared for each template method that initiates a sequence diagram. Therefore, we have declared the update pointcut that is associated with after advice relative to the sequence of behavior defined in the sequence diagram in Figure  16 . Associations are defined using Java's native mechanism by defining variable of the target type (see e.g. Persistable.updated). Attributes and operations that are not declared as templates are implemented by defining an inter-type declaration on the class interface (see e.g.
Persistable.updated and Persistable.isUpdateRequired). In end, classes without template operations are directly mapped as ordinary classes. This is in contrast to RAM's approach in which a class is mapped to an interface definition.
Similarly, the same set of guidelines is applied to map the CurrencyConversion theme. The resultant code is shown in Figure 19 . Notice how the one-to-many association named currencyConverter in Figure 17 has been mapped to a single reference of Currency class in the CurrencyConverter aspect. Theme/UML mapping approach does not give much detail on mapping different types of associations. Figure 18 : Mapping of the Persistence Theme
Discussion
In Sections 5.2-5.3, we have presented the design of the Online Book Store System and its mapping to AspectJ code, using Reusable Aspect Models and Theme/UML approaches. It should be observed, however, that by means of using a trivial modeling example, the purpose was not to evaluate the strength of these approaches with regard to modeling. Rather, in line with the theme of this study, our intention was to apply their modeling and mapping techniques to obtain aspect-oriented code. In the following subsections we summarize the key findings of this activity and discuss some effects of these findings on the future research in this area. We divide our discussion into two parts: first we provide discussion from the modeling perspective and then we consider the code perspective.
The model perspective
As far as the models of Online Book Store System are concerned, there is a huge resemblance between the concepts supported by RAM and Theme/UML approaches. Specifically, both approaches use complete units of modularization i.e. aspects and themes respectively. Both approaches explicitly work to make their aspects as generic as possible through the use of UML templates with template parameters. In both approaches, the generic aspect model is instantiated by binding the aspect model's template parameters to elements of the target model. Nevertheless, in the process of applying guidelines provided by each approach to model our Figure 19 : Mapping of the Currency Conversion Theme system, we have observed that the two approaches differ from some perspectives, and that in different cases one approach may have advantage over the other. These observations are briefly described in the following.
Unlike RAM, Theme/UML approach does not support the current version of UML. Apart from the observation that current UML tools often provide support for the current standard, there are few other differences in two standards, which may have some repercussions for the models developed using this approach. For instance, sequence diagrams are used as the main behavior modeling tool in Theme/UML, but several new features for UML 2.0 sequence diagrams such as fragments, interaction occurrences, explicit representation of loops, notation for showing creation and destruction of objects etc., are not supported [45] . Due to these features, in contrast with UML 1.x sequence diagrams, UML 2.0 sequence diagrams can work in two different forms: instance form and generic form. The instance form describes one possible interaction in a specific scenario, whereas the generic form documents all possible alternatives in a scenario.
In terms of relationship of aspect-oriented design models with overall software development life cycle, Theme/UML provides a detailed set of rules and guidance from analysis to implementation phases. In fact, a distinct part of theme approach i.e. Theme/Doc is used to handle analysis phase. In this regard, although RAM does not propose a complete methodology, but the existing large case studies provide sufficient insight into the design process, and guidelines to model systems effectively.
As far as the modeling diagrams are concerned, both approaches support structural as well as behavioral diagrams. Specifically, both approaches make use of class diagrams to model structure. For behavior modeling, RAM uses state diagrams and sequence diagrams. On the other hand, although theme approach is intended to support any type of diagrams, the support is not precisely defined except for sequence diagrams. Sequence diagrams are often suitable to showing collaborations among various objects involved in a single use case. However, they are not so good at precisely defining the behavior of an object [51] . The state diagrams and state machine specifications are considered the most effective and widely used method to specify behavior of a system [52, 53] . This way, the use of state diagrams in RAM approach is significant.
Despite the fact that the focus of this study is not on model weaving, some findings are interesting. We consider them worth mentioning because of the importance of model weaving for long-term research goals of model simulation, model testing and model debugging (cf. [30, 54, 55] ). The aspects in RAM approach are woven using explicitly defined directives for the instantiation and binding. This explicit definition of the instantiation and binding directives improves internal traceability of models. No such directives are provided in Theme/UML models which use a merge operator to specify weaving of models. However, until now, the weaving with Theme/UML approach must be done manually.
As its name suggests, the reusability of aspect models is a major strength of the Reusable Aspect Models approach, whereas Theme/UML approach does not elaborate the reuse mechanism for its unit of modeling i.e. theme. In this regard, RAM supports the reuse of its aspect packages through creation of aspect dependency chains. An aspect providing complex functionality is modeled by decomposing it into many aspects that provide simpler functionality, and vice versa. This phenomenon also helps to hide the indirect dependencies of aspects from the user of an aspect.
Finally, tool support is another important factor while considering an aspect-oriented modeling approach. As we mentioned previously, unless supported by appropriate tools, an aspect-oriented modeling approach may raise the complexities of a modeling process. Theme/UML does not provide any tool support, neither for aspect modeling nor for aspect weaving. On the other hand, RAM comes with a tool developed in Kermeta [56] environment, which runs within the Eclipse Modeling Framework the use of Eclipse tools to edit, store and visualize models. The current RAM tool also supports the reusability of aspects and provides an inherent mechanism for consistency checks.
The code perspective
Reusable Aspect Models (RAM) and Theme/UML share some common points e.g. both are asymmetric approaches, both use a dedicated unit for encapsulation of aspects, both extend the UML meta model and define new constructs etc. As a result the code obtained from mapping to AspectJ is similar in many ways. However, few notes on the resultant code that may lead to selection of one approach over the other are presented in the following.
RAM approach explicitly considers the overall structure of code and provides few guiding principles to lead the mapping process [50] . Although no such information is available in current mapping approach of Theme/UML, a similar set of instructions may be applied, since the aspect package of RAM resembles the theme package of Theme/UML. With regard to overall structure, however, the role of required aspect packages in RAM (see Figure 8 ) is important. The AnnotationInheritance package is actually a repository of all declarations in an annotation hierarchy. As described previously, annotations are a way to map instantiation directives present in RAM models; these directives assign classes or methods to mandatory instantiation parameters (e.g. See Figure 12 ). As we discuss in the following, Theme/UML approach does not make use of annotations, hence no such structure mapping is available. The special AspectJ aspect named ConfigurationEnforcement is related to the reuse of aspects. Specifically, since RAM allows different configurations of an aspect at code level, each representing a variation of features, it needs some mechanism to keep a record of all possible variations. Thus for example, if two alternative variations of an aspect are not allowed to be used simultaneously, a definition of this configuration in the ConfigurationEnforcement aspect would specify that involved classes are not allowed to be marked with annotations corresponding to alternative variations. The
AspectPrecedence aspect is also related to reuse hierarchies, and aspect dependency chains described in Section 5.4.1. Specifically, it keeps a list of all aspects that are reused in a context in the order of their reuse, to keep track of the precedence rules.
In Theme/UML ordinary classes i.e. complete classes are mapped to corresponding classes in Java containing plain variable declarations and function stubs. The approach of RAM to map complete classes to Java interfaces and a corresponding interface-implementing class is interesting. In the first step, to allow reuse of Java library, complete classes are checked to find their equivalent in a custom-built library of supported classes and interfaces from Java standard library. In case an equivalent is not located, it is mapped to a public Java interface that contains the aspect declaration. By doing so, instead of mapping a class to a standard class in Java, the approach allows merging of this class with other classes based on binding directives. Since multiple inheritance is not supported by Java, merging of a class with other classes can only be made possible by the means of its support for implementing multiple interfaces. Theme/UML approach does not consider reuse of existing Java classes or interfaces, and relies only on its own mechanism to generate classes from scratch.
As far as incomplete classes are concerned, both approaches implement them with interfaces. In Theme/UML, an interface implementing an incomplete class (or more specifically a pattern class in Theme approach) contains all non-template operations as methods. A template operation is mapped to an abstract method (if it is not associated with a sequence diagram) or an abstract pointcut (if it has a sequence diagram). On the other hand, RAM uses the Java annotations for mandatory instantiation parameters. In our opinion, although the code resultant from Theme/UML looks concise, mapping template operations in Theme/UML's way has some drawbacks. First, mapping a template operation to abstract method means that it needs to be bound to the target class by providing a corresponding implementation of the method with a delegating call. This is obviously more verbose than RAM's approach of marking existing methods with annotations. Second, mapping a template operation (with supplementary behavior) to an abstract point means that it requires the definition of concrete pointcuts for methods to be bound to target classes. Definition of concrete pointcuts will prevent this code from being used in other Java projects since pointcuts are not supported in pure Java. On the other hand, since annotations are supported by pure Java, the RAM's implementation can be reused in other standard Java projects.
Regarding the mapping of sequence diagrams, since Theme/UML is based on UML 1.x, the mapping for an important feature of UML 2 sequence diagrams i.e. notion of Sequence Fragments [45] (sometimes referred to as Interaction Frames cf. [51] ) could not be provided yet. Sequence fragments are essentially a control flow construct that is represented by a rectangular box surrounding a portion of sequence diagram and overlapping the section in which a fragment occurs. There are several different types of sequence fragments; currently only a few of them are supported by RAM approach. The supported fragments are: (1) option combination fragment, which is mapped to an if statement in Java, (2) alternation combination fragments, which are implemented using if followed by else-if statements in Java, (3) loop combination fragments, which are implemented using Java's for and while loops. There are several other types of fragments which are not supported by RAM approach i.e. ref, assert, break, neg, par, region, sd fragments.
Having considered current support for feature set of sequence diagrams, it has to be emphasized again that the sequence diagrams are not considered the best tool to precisely defining the behavior of an object. In this regard, as we mentioned previously, state diagrams are considered the most effective and widely used method of specifying system behavior [51, 57] . Therefore, they can be considered a more effective tool for full code generation than any other UML diagram. That is why, a considerable volume of literature (cf. [52] ) is devoted to studying the implementation of state diagram in different programming languages. Currently, both RAM and Theme/UML have not considered implementation of state diagrams.
Conclusion
In this paper we provide a comparison of different AOM approaches with respect to their potential to integrate into an MDE environment by means of aspect-oriented code generation. For this task, we conducted the current study by using a well-defined comparison approach that has allowed us to identify and compare a set of 14 well-published AOM approaches in first part of this paper. In the second part, we have conducted a detailed comparison of 2 most comprehensive and most widely used approaches, Theme/UML and Reusable Aspect Models.
The results of first part of our study show that in order to achieve a true integration of aspect orientation and MDE, AOM approaches need to be improved from many perspectives. In particular, we have found that mostly AOM approaches suffer from problems including: (1) inadequate support for behavioral diagrams, (2) lack of scalability, (3) moderate consideration of complex application scenarios, (4) lack of application in the realworld, (5) lack of tool-support for composition, (6) absence of details of mapping from design to code, and (7) unavailability of tool-support for aspect code generation.
As regards the second part, the results show that Reusable Aspect Models and Theme/UML resemble in many ways with respect to handling modeling and mapping details of aspects. However, there are some points where RAM approach has advantage over Theme/UML such as: (1) its support for the latest UML version, (2) use of state diagrams for modeling behavior, (3) explicit definition of directives for the instantiation and binding, (4) its strength in terms of reusability of aspects both at design and code levels, (5) tool support, (6) improved handling of code structure, and (7) mapping of advanced features of sequence diagrams.
