Using university capstone courses to teach agile software development methodologies has become commonplace, as agile methods have gained support in professional software development. This usually means students are introduced to and work with the currently most popular agile methodology: Scrum. However, as the agile methods employed in the industry change and are adapted to different contexts, university courses must follow suit. A prime example of this is the Kanban method, which has recently gathered attention in the industry. In this paper, we describe a capstone course design, which adds the hands-on learning of the lean principles advocated by Kanban into a capstone project run with Scrum. This both ensures that students are aware of recent process frameworks and ideas as well as gain a more thorough overview of how agile methods can be employed in practice. We describe the details of the course and analyze the participating students' perceptions as well as our observations. We analyze the development artifacts, created by students during the course in respect to the two different development methodologies. We further present a summary of the lessons learned as well as recommendations for future similar courses. The survey conducted at the end of the course revealed an overwhelmingly positive attitude of students towards the integration of Kanban into the course.
INTRODUCTION
Teaching software development methods and processes in capstone courses using hands-on projects is a widely adopted practice in universities [14] . These projects strengthen comprehension and allow students to apply their theoretical process knowledge in real-world software projects [8, 20, 21] . The 2013 CS curriculum guidelines jointly published by ACM and IEEE state that the opportunity for students to iteratively work through a development cycle, assessing outcomes and applying their gained knowledge positively impacts learning success [29] . Teaching iterative agile and lean software development methods has thus, in addition to fulfilling industry needs, become an important issue when designing software engineering university courses [13] . Most of these courses focus on the Scrum methodology [21, 22, 25] , as it is currently the most popular process employed in industry settings [31] and has become mainstream [9] . Much of the innovation in the domain of software development processes happens in industry, driven by a need for practices that increase software quality and enable development teams to work together more effectively. Therefore, the software engineering curricula must respond to changes in how agile and lean software development methods evolve in practice.
While in most organizations Scrum is still the most employed development methodology, lean approaches such as Kanban are on the rise. The latest "State of Agile Report" by VersionOne, published in 2017, identified Scrum and Scrum-XP-Hybrids as the most common agile methodologies, used by 68% of respondents. These methods were followed directly by custom hybrids (8%), Scrumban (8%) and Kanban (5%) [31] . Other recent surveys confirm this trend. Komus et al. state that in their survey of more than 1000 respondents, Scrum is the most often employed agile methodology (85% of respondents), followed by Kanban and Lean [7] . The Scrum Alliance reports that 89% of respondents to their "State of Scrum" survey named specifically Scrum as the agile approach or at least one of the agile approaches used in their organization [28] . Again, Kanban was the second most commonly named software development approach.
In order for university software engineering courses to stay relevant and up to date, Kanban and lean software development approaches need to be integrated into the curriculum. To this end, we present an undergraduate project course design, based on a modified version of Scrum, which introduces Kanban towards the end of the instruction period and allows students to gain a better overview of agile methods, in line with recent research [13] . We evaluate our approach both with surveys as well as analysis of the produced development artifacts, e.g. commits and user stories/tickets.
The following research questions guide our work:
RQ1 How can the Kanban software development methodology be integrated into an agile hands-on undergraduate university software engineering course? RQ2 What are students' perceptions of Kanban practices and the proposed teaching approach? RQ3 Are students' perceptions reflected in the development artifacts that were produced while employing Kanban? RQ4 What influence does using Kanban have on the employed workflow during the course?
The rest of the paper is structured as follows: Section 2 briefly introduces the agile methods Scrum and Kanban as well as possible hybrids employed in the industry. Section 3 describes the course design and details the development process that is followed during the course. The following section, Section 4, describes how we evaluated the chosen teaching approach using surveys and analysis of development data. Section 5 details related work in the research areas of teaching agile capstone courses and evaluating development processes. The last section, Section 6 concludes and summarizes our findings.
SCRUM, KANBAN AND HYBRIDS
Scrum as well as Kanban are agile software development methods. They focus on collaborative teamwork and explicitly acknowledge the importance of self-organization and empowerment of development teams [6] . Scrum is the more well-known of the two approaches and relies on an iterative and incremental development cycle, with the goal of producing an increment of potentially shippable software at the end of each "Sprint" iteration. It focuses on managing projects by introducing defined roles (e.g. Product Owner), meetings (e.g. Sprint Retrospective) as well as organizational and process artifacts [27] . The Kanban development method is inspired by the Toyota Production System [18] and the principles of Lean manufacturing [33] . In contrast to Scrum, it is less descriptive and focuses on visualizing workflows using Kanban boards, limiting the work in progress and ensuring that work flow as fast as possible through the system by removing bottlenecks [6] .
Due to their different focuses, Scrum practices and Kanban principles can be combined, resulting in a development process often referred to as Scrumban [11] . In a study on the adoption of Scrum in enterprises Kapitsaki et al. identified the need for more studies that follow Scrum's adoption and its emerging variants, especially in combination with Kanban [5] . In a 2015 literature review on the topic of process models in practice Theocharis et al. state that hybrid approaches, including "traditional-agile" as well as "agile-agile" hybrids represent a common model of use [30] . They further state that in their set of 22 selected papers on process usage, only five provided quantitative data and call for more instruments for process tailoring and combination. A recent online study, performed in 2018 by Kuhrmann et al. on the characteristics of hybrid development approaches confirmed these findings. The authors state that among the 69 surveyed practitioners across Europe, hybrid development methods were widely used, regardless of company size or industry domain and were applied even in when company-wide policies for process use were present [10] . As such, teaching Kanban and its possibilities and combinations is vital for educating the next generation of well-rounded software engineers. 
COURSE DESIGN
In order to answer our first research question (RQ1) on how Kanban can be integrated in a university software engineering course, we describe an undergraduate capstone course design, which was developed over the last 4 years and was most recently taught in the winter semester of 2017/18. Its main focus is collaboration and selforganization in teams and in a team-of-teams using agile methods as well as modern software development best practices. The course emphasizes hands-on learning in a simulated real-world scenario, its main learning targets are summarized in Table 1 . All students of the course, split into teams, jointly develop a single software system under an open-source license, hosted on the collaboration platform GitHub 1 . Work in the project is accompanied by regular lectures as well as support by tutors (junior research assistants), who are present during students' team meetings. All materials and slides of the latest iteration of the course are available online 2 . As the course is recommended for students in the last semester of undergraduate studies, students have already attended lectures on the fundamentals of software engineering. The Scrum method is employed in four sprint iterations in the beginning of the course, as its more descriptive nature and requirements for structure lend themselves to introducing agile concepts [13] . After students have gained experience with the employed technologies and have become familiar with their teams, the more dynamic Kanban method is employed. This shift in process introduces additional challenges and must be accompanied with tutoring of student teams as well extensive lectures.
Course Schedule
The course described here is typically run in the winter semester with a length of 15 weeks. It features both traditional lectures, introducing students to agile methods and best practices, as well as stretches of project work and separate exercises, Table 2 lists a typical schedule. Lectures (e.g. on Scrum and git) are more frequent towards the beginning of the course in order to prepare students for the hands-on project. Later lectures focus on tips and tricks, guest lectures from industry practitioners and introduce the Kanban method. During the project part of the course, students jointly Table 2 : Course schedule. Project work is performed by students in their teams or individually on their own schedule.
develop a web-application using the Ruby on Rails framework 3 in four Scrum sprints, followed by a week in which the Kanban method is practiced.
In order to allow students to get started with hands-on project work as fast as possible, two practical exercises are employed at the beginning of the course: A LEGO Scrum exercise and an automated programming tutorial.
After a lecture introducing the basics of Scrum, the roles, meetings and artifacts involved, a 90 minute "fast-track" Scrum simulation exercise is set. This sort of exercise, where LEGO is built in sprints of a few minutes each, has been shown to engage students, simulating the phases and difficulties of real software projects and advances student learning [19] .
Furthermore, an interactive programming exercise aims to familiarize students with the web application framework used in the following development project. The exercise, which students have 3 weeks to complete, involves an automated Continuous Integration (CI) server, which analyzes students' progress and assigns them new tasks through GitHub [16] . Students are thus introduced not only to the programming framework, but also all the other tools necessary, such as dependency managers, testing frameworks, editors and CI servers.
Scrum Development Process
During the four sprints of the project, a version of the Scrum process, adapted to the time constraints of students is employed, see Figure 1 . Participants form self-teams of 5 to 8 members, each with their own Product Owner (PO) and a Scrum Master (SM), roles which are also performed by students. All other students are developers. During each week of the course, students are expected to spend 8 hours of work time, including lectures and team meetings. Due to these time constraints, daily Scrum stand-up meetings are replaced by weekly versions. For every sprint, a Scrum planning, sprint review, retrospective as well as a weekly stand-up meeting is organized by the students. These meetings are held in the presence of a tutor, who is able to answer questions and provide guidance and advice, if needed. In order to elicit the initial requirements for the system to be developed during the project, the POs meet with a member of the teaching staff, the customer. Guided by an instructor, taking the role of "chief PO", the product backlog is filled with user stories. The Product Owners then present the product vision to their teams and the first Sprint is started. During the middle of the project, the POs hold an intermediate presentation, detailing the current status of the software to the entire course as well as external stakeholders that will use the software.
Kanban Development Process
Kanban is considered, relatively speaking, less prescriptive and more adaptive than Scrum, meaning there are fewer rules to follow [6] . This means Kanban introduction and teaching is better suited when students have already acquired an understanding of agile concepts and can interpret and adapt the process according to their needs and context. Therefore, in order to improve the learning of Kanban, it is advisable to introduce the method after the students have already gained experience with Scrum during the project [13] . In fact, Kanban users are expected to experiment with and continually improve their process in order to customize it to their environment, a task that is beyond simple application of learned methods and practices [13, 17] . While it can be argued that systems should be stable, i.e. a development process in a team that has a long history, before a new process is introduced, Kanban can also provide mechanisms to achieve the needed stabilization by focusing on throughput [24] .
Towards the end of the course, after students have become familiar with Scrum and their teams, i.e. the norming or performing stages of group development [4] , the ideas of Lean Software development and Kanban are introduced in a lecture, see Table 2 . Kanban boards and the concepts of visualizing workflow and limiting work in progress (WIP) through WIP limits are presented in detail. students discuss the advantages and drawbacks of the method, compared to Scrum and other processes they previously experienced. The course attendees are then encouraged to try out these new ideas in their project by employing Kanban for the last week to 10 days of the project, instead of a last Scrum sprint, see Figure 1 . Kanban introduction is furthermore most suited towards the end of the course, due to the natural way of how work is performed near the deadline of the project. As the course end and the date of the final presentation are known in advance, students' focus in the last few project weeks traditionally shifts from a "feature implementation" to a "bug fixing and polishing" mode, in order to deliver a usable project that can be presented. This work mode entails dynamic and often changing new requirements handed to the developers by the Product Owners, as bugs are fixed, new ones are uncovered, and the software is made ready for presentation. Therefore, the concept of a Sprint iteration, at the beginning of which the set of user stories to work on are decided and which is shielded from interference for the duration of the sprint, is not ideal. By employing Kanban, students are allowed to finish up their project using an agile methodology that can adapt to their requirements.
EVALUATION
To understand students' perceptions of Kanban practices and to analyse whether the introduction of a new methodology successfully changed the workflow, we performed two types of evaluations: A survey at the very end of the course (before grades were announced) and an comparative analysis of the development artifacts produced during Kanban and Scrum project work.
Survey
We conducted a voluntary, anonymous online survey among all participants of the 2016/17 installment of the course. The survey of 11 questions focused on students' perceptions of Kanban practices, the biggest advantages and drawbacks and adaptations to the workflow that were performed. All questions of the survey are listed in Table 3 .
Of the 22 attendees of the course, 18 (17 men, one woman) participated in the survey. In addition to questions that could be answered on a 5-point Likert scale (1: strong no, 2: no, 3: neutral, 4: yes, 5: strong yes), the survey included free text questions as well as a question featuring multiple choice options. They survey could be submitted without all questions being answered. However, all Likert-scale questions were answered by all participants. An overview of the answers to these questions is presented in Table 4 .
Overall, students showed positive attitudes towards the inclusion of Kanban in the course. Both questions regarding the use of Kanban (questions 1a, 1b) were answered, on average, positively, with mean values of 4.08 and 3.75 respectively. Students stated that they had adapted their workflows for Kanban (question 2). It is encouraging that students were enthusiastic about including Kanban in the next iteration of the course as well (question 6). The only question, where answer mean as well as 10% trimmed mean were close not positive, see Figure 2 , was on the topic of additional lectures (question 7). This is somewhat expected, due the the different learning styles of students, with some enjoying self-study and others more guidance through lectures. Table 4 : Summarized answers of participants to the 5-point Likert scale questions of the survey. Answer possibilities: 1 (strong no), 2 (no), 3 (neutral), 4 (yes) 5 (strong yes).
The free text answers to questions 3a and 3b were manually tagged with the topics they included, the set of topics was iteratively refined after every question was processed. The results of these two questions are summarized in Figure 3 . Concerning the perceived advantages of applying the Kanban method (question 3a, 3b), students most often mentioned the topics of efficiency and autonomy, concepts close to Lean Software's principles of eliminating waste and empowering the team [23] . The main drawbacks of Kanban as described by students in question 3b, were only working on small user stories (in favor of larger ones which were neglected) and uneven task distribution. Working mostly on small user stories can be seen as a consequence of autonomy, with developers choosing to work on small issues that can be finished quickly, instead of tackling large problems. Uneven task distribution is an ongoing challenge in self-organizing teams, which might be addressed in future by more thorough coaching of Scrum Masters and tutors to pay attention to this topic.
The main artifacts that developers and Product Owners use and communicate with, both in Kanban and Scrum, are user stories. Question 4 of the survey elicited how user stories changed from Scrum to Kanban. The multiple choice answer possibilities as well as a summary of answers are presented in Figure 4 . Preferred time for Kanban practice End of the project In the middle of the project 9 1 Table 5 : Summarized answers of students to the free text questions #5a and #5b concerning when and how long Kanban should be employed during the course. N=10.
As expected for Kanban usage at the end of a project, students classified the user stories that they wrote and worked on as shorter and more bug-oriented than they had previously been using Scrum. However, students also noted that user stories during Kanban contained more detailed requirements, in terms of acceptance criteria, a good attribute when trying to move tickets through the Kanban board as fast as possible. Concerning the best time for introducing Kanban in the course, students overwhelmingly agreed with our decision to employ Kanban towards the end of the project for a week, see Table 5 .
The last question on the survey, question 8, asked for feedback on best practices to be followed for the next course iteration in the form of free text. This more reflective answer was only answered by 5 participants. However, the answers revealed areas that should be improved in future. Students pointed out that merges were painful and that they lacked a thorough understanding of merge strategies (3 mentions) as well as that instructors should focus on strategies of dealing with errors in others work and should highlight the importance of self-reliance (both 2 mentions). These are areas that will be addressed in future lectures and guest lectures by industry practitioners.
In summary, the survey revealed positive student attitudes towards the teaching approach of a shift from Scrum to Kanban at the end of the project work (RQ2), recommending the method to participants of the next year's course. Students stated that they had adapted their workflow (RQ4), which was intended as part of the learning experience and had gained insights into another agile method. They agreed that Kanban was well suited for the end of the project (rather than the beginning or the middle) and independently identified the advantages of Kanban over Scrum.
Development Artifact Analysis
While surveys allow insights into the perceptions of students, they do not tell the whole story. It is unclear, solely from survey answers, whether e.g. the perceived change in user story attributes or change in workflow actually happened and how severe the change was. In order to answer questions such as these, we performed an analysis of the development artifacts produced by course participants during Scrum and Kanban usage (RQ3). All main development activity around producing code and user stories, as tickets in an issue tracker, happened on GitHub, where the project was hosted. The service features comprehensive APIs 4 , that allow querying both the issue tracker as well as the git version control system. For every development iteration, i.e. Sprints 1 to 4 as well as the Kanban week, all created user stories as well as commits were extracted and analyzed. Using this data, both the assumptions of learning success as well as the perceptions of students could be tested. Students' perception of shorter user stories while practicing Kanban is reflected in the data. While mean title length did not change significantly, the mean text body length of user stories was lower in the Kanban week, than in previous sprints, see top of Table 6 . The dynamic interactivity with user stories on a Kanban board is reflected in the fact that in the Kanban week only 68.8% of user stories were created by POs, compared to much higher numbers in the Scrum Sprints, see bottom of Table 6 .
However, the analysis also revealed that the uneven task distribution, mentioned by students in the survey, was also not fixed by employing Kanban: The number of unique assignees that worked on user stories did not significantly change and not all developers (19) were assigned a user story. The more dynamic nature and focus on throughput of Kanban was also apparent in analyses concerning commits. While diff sizes of commits in the Kanban week did not differ from those of previous Scrum Sprints (see top of Table 7 ), many more commits overall were made (see bottom of Table 7 ). Students' call for a more thorough introductions to helpful merge strategies is strengthened by the fact that the mean amount of merge commits almost tripled (from 51.5 to 142) from the last Scrum Sprint to the Kanban week.
The collection and evaluation of students' development data allowed another dimension of analysis, in addition to proven surveys. Development artifacts such as tickets and commits are necessarily produced during regular development activity and represent information on the executed process and possible adaptations to changes in development processes. This is especially relevant when comparing this tool to surveys, where not every participant of the course fills out the survey. However, almost every participant produces artifacts (and students that do not produce any are also of interest to educators). By comparing perceptions of students to what actually happened during the course, as read from development data, insights into those areas of the course that need improvement the most can be gained, e.g. the focus on teaching effective merge strategies. Using development data, supporting surveys, we were able to improve our assumptions on how students adapt their workflow when employing Kanban. 4 https://developer.github.com/v3/
RELATED WORK
Related work for this paper, in addition to research into agile methods and their application (see Section 2) is found in the areas of research into how these methods can be taught in education as well as the domain of development process assessment.
Teaching Agile Capstone Courses
Many of the challenges in software development that agile approaches address are also found in the domain of student learning: complexity (introduction of entirely new concepts), under-defined problems (students are not familiar with problem space), time-boxed development with frequent team meetings (semesters and regular lectures), and inevitable change (applying new knowledge). Scrum can be viewed not only a software development method, but also as a general learning strategy [32] . Therefore, educating university students on agile processes using capstone courses, where these strategies can be applied first-hand, seems like a natural fit. In a literature review in 2015, Mahnič identified 23 primary studies on the topic of teaching Scrum in software engineering courses [14] . The author points out that all studies emphasized the need for Scrum to be taught taught using practical projects. Therefore, the usage of Scrum in capstone projects, requiring students to work in teams, was the most widely adopted strategy, described in seven studies [14] . More recent research in the context of agile capstone courses has focused on differences in Scrum usage between high and low performing teams, concluding that while the frequency of Scrum usage did not differ significantly, high performing teams applied Scrum practices more thoroughly [21] .
Most capstone courses previously described in literature focus on the Scrum methodology. A systematic literature review in 2013 by Ahmad et al. on the application of Kanban in software development identified 19 relevant primary studies. Of these, however, none dealt with educational issues [2] . The same authors later conducted a study on student perceptions towards the software factory as a learning environment, where they reported the use of Kanban boards [1] . Mahnič et al., having identified the gap in the existing literature on using Kanban in software engineering education, describe a course design similar to the one proposed here. The authors divided the student teams of their Bologna master's program course into two groups: one using Scrumban and the other Kanban. Students were encouraged to experiment with Kanban and Scrum practices and to search for improvements in their software development process by focusing on the average lead time [13] .
Evaluating Development Processes
There has been an ongoing debate on the compared effectiveness of Scrum or Kanban usage. Lei et al., in a study from 2017, note that their literature review found a lack of statistical evidence on the topic [12] . Based on the six project management factors of the Project Management Body of Knowledge (PMBOK 4.0), the authors performed a survey with 35 respondents to evaluate Scrum and Kanban in industry. While Lei et al. point out that Kanban may be better suited for managing project schedules, they conclude that based on their results, both Scrum and Kanban lead to the development of successful projects [12] . Table 7 : Commit statistics by iteration. Normalized by commit (top) and per week (bottom). Some iterations had different lengths.
In the domain of education, students' development processes are often evaluated in respect to the learning goals of the course. Mahnič notes capstone courses provide an opportunity to study student' perceptions of agile practices. He states that students behave similarly to young professionals in capstone courses, as these take place at the very end of their studies [14] .
Development processes in capstone courses are generally evaluated in only a few different ways:
• Using surveys on students' perceptions of their executed process and the value of different dimensions involved in the project [3] • Employing tutors that guide student teams and collect insights into teams [26] • Taking end of term exams [8] • Collecting and analysing the development artifacts produced during the course [15] 
CONCLUSION
In this paper we introduce a university capstone software engineering course design, teaching agile methodologies and focusing on the hands-on practice of Scrum and Kanban. By first introducing the more prescriptive Scrum, with clearly defined meetings, roles and artifacts, students are free to experiment and get comfortable in their self-organized teams, while being able to rely on a given structure. Kanban can then be introduced to ease the inevitable phase of the project where the software is prepared for release while giving students a more thorough understanding of the agile landscape, beyond Scrum. Surveys at the end of the course revealed positive attitudes towards the course and the introduction of Kanban. Students stated that they endorsed the idea of using Kanban at the end of the course for a short period of time. An analysis of development data produced during the course, both during Scrum sprints as well as during Kanban application, corroborated the learning target of students having adapted their process to a new methodology.
