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Zusammenfassung 
Durch die Trends der Digitalisierung und der Industrie 4.0 steigen die Anforderungen an die 
handelnden Personen im produzierenden Gewerbe. Unterstützende Prozesse wie die Instand-
haltung trifft dieser Wandel besonders stark, da dort das Wissensmanagement auch wegen 
zunehmenden Alters der beteiligten Personen stark an Bedeutung zunimmt. Informationssys-
teme, wie ein Ressourcen-Cockpit, die den Instandhalter durch zielgerichtete und gebündelt 
dargestellte Informationen und Auswertungen unterstützen, stellen eine Lösung dieser Heraus-
forderung dar. Die Entwicklung eines solchen Ressourcen-Cockpits ist jedoch kostspielig und 
erfordert ein tiefes Verständnis der technischen Möglichkeiten sowie der Domäne der Instand-
haltung. Zusätzlich führen fehlende Standards und Architekturen zu dem Problem, dass unab-
hängig voneinander entwickelte Systeme inkompatibel zueinander sind. Dies erschwert eine 
branchen- und unternehmensübergreifende Zusammenarbeit, die in der Instandhaltung nötig 
ist. Um eine zukunftssichere Entwicklung zu ermöglichen, soll in diesem Beitrag die Referenzar-
chitektur eines Ressourcen-Cockpits zur Unterstützung der Instandhaltung vorgestellt werden, 
die die Entwicklung eines individuellen Ressourcen-Cockpits erleichtert. 
1 Einleitung 
RAen (RA) sind ein probates Mittel die Entwicklung von innovativen Software-
lösungen zu erleichtern. Sie stellen Domänenwissen, eine einheitliche Be-
griffswelt und eine Vorgehensweise für die Ausarbeitung konkreter Soft-
warearchitekturen bereit, wodurch die Basis für ein einheitliches Verständnis 
und Kompatibilität gelegt wird. Dies geschieht durch die Bereitstellung einer 
speziellen, abstrakten Architektur, welche die allgemeinen Richtlinien zur 
Spezifikation von konkreten Architekturen setzt (Angelov et al., 2009). 
Für den Anwendungsfall des Ressourcen-Cockpit ist eine RA ein ideales Mit-
tel um die Entwicklung zu steuern und zu vereinfachen. Nachdem in Reidt et 
al. (S. 23 ff.) das Vorgehen zur Erstellung einer RA anhand von spezifischen 
Anforderungen an ein Ressourcen-Cockpit und deren Bedeutung dargelegt 
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wurde, soll in diesem Beitrag die konkrete Referenzarchitektur für ein Res-
sourcen-Cockpit zur Unterstützung der Instandhaltung (RARC) vorgestellt 
werden. 
Die in diesem Beitrag vorgestellten Elemente der RARC sind eine Zusam-
menfassung der Ergebnisse aus der Arbeit von (Reidt et al., 2016a). Zuerst 
wird daher der Hintergrund von RAen in Kapitel 2 erläutert. Darauffolgend wird 
die Darstellungsform in Kapitel 3 der RARC erklärt, bevor deren Inhalt in Ka-
pitel 4 präsentiert wird. Ein zusätzlicher Aspekt bzgl. Sicherheit und Daten-
schutz wird der RARC in Kapitel 5 hinzugefügt. Abschließend werden die Er-
kenntnisse zusammengefasst. 
2 Hintergrund Referenzarchitektur 
RAen oder -modelle existieren in der (Wirtschafts-)Informatik und verwandten 
Domänen seit langer Zeit. Durch die Durchdringung von Informationstechno-
logie im produzierenden Gewerbe nimmt die Anzahl an Publikationen, welche 
als RAen bezeichnet werden, besonders im Kontext der Industrie 4.0 zu (vgl. 
Adolphs et al., 2015; Lin et al., 2015). Erdacht wurde dieses Konzept um u. a. 
die Entwicklung in komplexen Domänen zu erleichtern, indem Wissen und 
Konzepte bereitgestellt werden, oder um Aspekte zu vereinheitlichen. Bei-
spiele für solche RAen wären AUTOSAR in der Automobilindustrie 
(AUTOSAR, 2015) oder die RA von Webbrowsern (Grosskurth & Godfrey, 
2005). Demgemäß geben Referenzmodelle und -architekturen oft eine Grund-
struktur eines Systems bzw. eine Vorgehensweise zur Erstellung vor oder be-
schreiben welche Teilelemente vorhanden sein müssen um ein solches Sys-
tem zu etablieren bzw. einen Prozess erfolgreich durchzuführen. Dem Refe-
renzaspekt wird dadurch Ausdruck gegeben, dass die Architektur einen ten-
denziell allgemeingültigen Charakter haben muss. Dies bedeutet, dass eine 
RA über Unternehmensgrenzen und individuelle Fälle hinweg für eine be-
stimmte Domäne anwendbar sein sollte. Aus diesem Grund sind RAen ein 
beliebtes Mittel um Gemeinsamkeiten aufzuzeigen und die Kerne von Appli-
kationen vergleichbar zu machen. Weiter wird in vielen Anwendungsfällen von 
RAen angestrebt durch eine RA eine Standardisierung bzw. Vereinheitlichung 
herbeizuführen oder schlicht Domänenwissen verfügbar zu machen. 
Für das tiefere Verständnis des Begriffes der RA ist wiederum der bereits ge-
nannte Begriff des Referenzmodells von entscheidender Bedeutung. In Wis-
senschaft und Praxis wird dieser Begriff bereits ausgiebig verwendet. Im wis-
senschaftlichen Kontext werden Referenzmodelle als Informationsmodelle 
definiert, die als Ausgangslösungen zur Entwicklung projektspezifischer Mo-
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delle Verwendung finden (Becker et al., 2007). RAen hingegen sind Referenz-
modelle, die auf Softwareelemente heruntergebrochen werden, die Funktio-
nen der Modelle kooperativ implementieren und die Datenflüssen zwischen 
den Elementen skizzieren (Bass et al., 2013). Zusammengefasst stellt eine 
RA im Kontext dieser Publikation eine spezielle, abstrakte Architektur dar, 
welche die allgemeinen Richtlinien zur Spezifikation von konkreten Architek-
turen setzt (Angelov et al., 2009). 
Die Darstellung des Zusammenhangs zwischen den Begriffen und einer kon-
kreten Softwarearchitektur wird in Abbildung 1 weiter veranschaulicht. Die 
Veränderung des Abstraktionsniveaus über die verschiedenen Modelle hin-
weg wird so ersichtlich. Insbesondere im Hinblick auf Softwarearchitekturen 
wird deutlich, dass eine RA diese nicht ersetzt bzw. ersetzen soll sondern eine 
Grundlage für die Erstellung eben dieser darstellt. 
 
 
Abbildung 1 : Zusammenhang Referenzmodell, -architektur und Softwarearchitektur 
(Abbildung angelehnt an (Martínez-Fernández et al., 2013) 
3 Darstellung der Referenzarchitektur 
Eine verständlichen Darstellung ist nach (Cloutier et al., 2009) von 
entscheidener Bedeutung für den Erfolg einer RA. Für die RARC wurde daher 
eine Darstellungsart gewählt, welche sich an das 4+1-Sichten Softwarearchi-
tekturmodell von (Kruchten, 1995) anlehnt. Diese Art von Architekturdarstel-
lung, die auf verschiedenen Sichten bzw. Sichtweisen beruht, ist eine typische 
Darstellungsform zur Entwicklung komplexer IT-Systeme. Sie wurde neben 
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dem Aspekt der Verständlichkeit auch aus dem Grund gewählt, dass die in-
kludierten verschiedenen Sichten es ermöglichen zielgruppenspezifisch be-
stimmte Elemente einer Architektur mit unterschiedlicher Darstellungsform 
hervorzuheben.  
Diese Art der Darstellung und der Grund für diese Entscheidung wird in Kapi-
tel 3.1 erläutert. Zusätzlich werden In Kapitel 3.2 die Anpassung erklärt, die 
nötig sind, um anstelle von konkreten Softwarearchitekturmodellen eine RA 
für den angestrebten Zweck darzustellen.  
3.1 Darstellung einer Softwarearchitektur nach Kruchten 
Um die Architektur eines Software-intensiven Systems, wie des Ressourcen-
Cockpits, darzustellen, müssen verschiedene Sichten auf die Architektur mög-
lich sein bzw. diese dargestellt werden können. Eine der bekanntesten und 
verständlichsten Arten dies umzusetzen ist das 4+1-Sichten Softwarearchi-
tekturmodell von Kruchten (1995). Aufgrund der einfachen Darstellung und 
Erweiterbarkeit im Hinblick auf die Nutzung für RAen, wurde diese Darstellung 
als Basis verwendet. 
Das Modell unterscheidet ursprünglich zwischen 4+1-Sichten, welche jeweils 
einen Blickwinkel eines bestimmten Stakeholders (z. B. Endnutzer, Entwickler 
oder Projektmanager) auf das zu entwickelnde System darstellt. Dies erlaubt 
für jeden Projektbeteiligten eine übersichtliche Darstellung der benötigten In-
formationen. Darüber hinaus können, falls zusätzliche Blickwinkel wün-
schenswert sind, neue Sichten leicht eingefügt werden. Die Sichten selbst 
sind in ihrer Notation und ihrem Aufbau nicht festgelegt und die Auswahl der 
adäquatesten Darstellungsform wird an den jeweiligen Anwendungsfall ange-
passt. Nachfolgend werden die 4+1-Sichten beschrieben und anschließend 
wird auf Anpassungen hinsichtlich der RA eingegangen. 
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Abbildung 2 : 4+1 Sichten angelehnt an Kruchten (1995) 
3.1.1 Logische Sicht 
Diese Sicht beschreibt die Funktionalitäten und Services, welche dem End-
nutzer zur Verfügung stehen. Die logische Sicht unterstützt vordergründig die 
funktionalen Anforderungen. Dem Endnutzer wird somit die logische Architek-
tur dargestellt, womit er die zu erwartenden Services identifizieren kann. Um 
diese Ansicht zu erzeugen, wird das vorliegende System analysiert, in eine 
Menge von sogenannten „Schlüsselabstraktionen“ zerlegt und anschließend 
Gemeinsamkeiten und Designelemente zwischen diesen herausgearbeitet 
(Kruchten, 1995). Schlüsselabstraktionen bei Kruchten können dabei als Ob-
jekte oder Klassen angesehen werden. Die Informationen dieser Sicht werden 
meist per UML-Klassendiagramm, UML-Aktivitätsdiagrammen oder UML-Se-
quenzdiagrammen dargestellt. 
3.1.2 Entwicklungssicht 
Die Entwicklungssicht beschreibt das System vom Standpunkt eines Entwick-
lers und beschäftigt sich mit dem Softwaremanagement. Die logische Sicht 
bildet hierbei die Grundlage. Aus den einzelnen Objekten und Klassen der 
logischen Sicht werden in der Entwicklungssicht Softwarekomponenten er-
zeugt. Deren Verteilung auf verschiedene Subsysteme und Schichten wird 
bspw. durch UML-Komponenten- oder -Paketdiagramme abgebildet. Zusätz-
lich werden diese Komponenten in eine Hierarchie einsortiert, wodurch sich 
eine für den Entwickler hierarchische Darstellung der zu implementierenden 
Funktionalitäten ergibt. Diese sind über klare Interfaces voneinander getrennt. 
Hierdurch können Arbeitspakete einzelnen Entwicklern oder kleinen Teams 
zugewiesen werden und erleichtert auch die Wartung/Erweiterung der Soft-
ware selbst.  
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3.1.3 Prozesssicht 
In der Prozesssicht werden die dynamischen Aspekte des Systems verdeut-
licht. Der Zusammenhang zwischen den Elementen aus der logischen Sicht, 
deren Zuordnung zu Kontrollflüssen, Kommunikationswegen und der notwen-
digen Synchronisation werden beschrieben. Dadurch wird das Laufzeitverhal-
ten ersichtlich und zusätzlich nichtfunktionale Anforderungen wie Parallelität, 
Verteilung, Integration, Performance und Skalierbarkeit hervorgehoben.  
3.1.4 Physische Sicht 
Die physische Sicht beschäftigt sich mit der Systemtopologie, der Verteilung 
und Kommunikation der verschiedenen Komponenten auf physischer Ebene. 
Es ist eine Sicht für Systemarchitekten, die die Verteilung des zu entwickeln-
den Systems auf verschiedene Hardwarekomponenten und Netzwerkverbin-
dungen plant.  
3.1.5 Szenarien 
Die der Architektur zugrundeliegenden Szenarien bilden die fünfte Sicht. 
Diese Szenarien stellen die wichtigsten Anwendungsfälle der Architektur bzw. 
der Anwendung dar. Die Szenarien sind dabei teils redundant mit den vorher-
gehenden Sichten (daher das „+1“), jedoch helfen die dort enthaltenen Ab-
läufe Architekturelemente zu identifizieren, zu veranschaulichen und die Ar-
chitektur mit all ihren Sichten zu überprüfen. Die Szenarien können in Form 
von bspw. Use Cases grafisch oder textuell beschrieben werden. Die be-
schriebenen Use Cases gehen schlussendlich vollständig in den beschriebe-
nen Sichten auf und dienen als Implementierungsgrundlage für Anwendun-
gen. Sie verbinden damit alle anderen Sichten. 
3.2 Anpassungen für eine Referenzarchitektur 
Die vorgestellten Sichten bilden in den meisten Fällen eine Grundlage zur 
Darstellung von konkreten Softwarearchitekturen. Im Falle einer abstrakteren 
RA, wie der RARC, werden jedoch andere Anforderungen an die Darstellung 
und die Architektur selbst gestellt. Sie muss als Vorlage benutzt werden kön-
nen, um technische, konkrete Architekturen zu entwickeln. Aus diesem Grund 
wurden die Sichten von Kruchten dahingehend angepasst, dass die Modellie-
rung einer abstrakten RA möglich ist. Das Ergebnis dieser Anpassung ist in 
Abbildung 3 zu erkennen. Dort sind die einzelnen Sichten und deren Verbin-
dungen zueinander abgebildet. Besteht eine Verbindung zwischen zwei Sich-
ten so sagt dies aus, dass eine Sicht auf den Informationen der anderen auf-
baut. Nachfolgend werden die Sichten und deren Auswahl beschrieben.  
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Abbildung 3 : Angepasste Sichten der RA (Eigene Darstellung) 
Wie im vorherigen Abschnitt dargelegt, ist die logische Sicht im ursprünglichen 
Modell von Kruchten sehr detailliert. Dort werden die funktionellen Anforde-
rungen in Klassen oder Objekte heruntergebrochen und miteinander verbun-
den und/oder in Vererbungshierarchien gebracht. Die Entwicklungssicht teilt 
die Klassen in Module, Subsysteme und verschiedene Schichten ein, die über 
spezifische Schnittstellen miteinander kommunizieren müssen. Diese Darstel-
lung ist für eine RA zu spezifisch, da konkrete Klassen, Schnittstellen und 
Subsysteme gegenläufig zu einer hohen Abstraktion und einer generischen 
Sichtweise wären. Eine individuelle Adaptierung auf die eigenen technischen 
Gegebenheiten und Systeme wäre demzufolge kaum möglich. 
Daher wurde die ursprüngliche logische Sicht dahingehend angepasst, dass 
sie optionale und generische Module einschließlich verbundener Anforderun-
gen darstellt. Module sind in dieser Sicht, nicht wie bei Kruchten, Elemente, 
die verschiedene Klassen oder Objekte enthalten. Module stellen im Kontext 
der RARC eine logische Funktionseinheit dar und entsprechen eher einem 
Funktionale Sicht Verteilungssicht
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Use-Cases
· Unterteilung des Systems 
in abstrakte generische 
oder optionale Module 
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und Anforderungen 
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Leistungsbereitstellung
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Modul im Sinne der ursprünglichen Entwicklungssicht. Jedoch sind sie auf ei-
nem deutlich höheren Abstraktionsniveau und enthalten daher keine konkre-
ten Klassen, Verweise auf technische Bibliotheken oder Vererbungshierar-
chien. Sie stellen vielmehr eine abstrakte Funktionsbeschreibung einer logi-
schen Einheit mitsamt Anforderungen, Unterfunktionen und bidirektionale 
Verbindungen zu anderen Modulen dar. Dies ermöglicht eine einfache Dar-
stellung von nötigen und optionalen Funktionen in Verbindung mit generi-
schen und optionalen Anforderungen. Durch diese nachvollziehbare Verbin-
dung von Modul und Anforderung werden die individuelle Auswahl der Module 
anhand eigener Anforderungen, sowie eine transparente Rückverfolgbarkeit 
dieser bei Änderungen, erreicht. Weiterhin bieten die Module eine Grundlage 
für die Implementierung, ohne dass entscheidende Freiheitsgrade bei dieser 
eingeschränkt werden. Der Name dieser Sicht ist demgemäß Funktionale 
Sicht und auf eine isolierte Entwicklungssicht wurde komplett verzichtet.  
Weitergehend ist die physische Sicht stark angepasst worden. Sie wurde ur-
sprünglich genutzt, um den physischen Aufbau mitsamt Hardwareallokation 
so zu beschreiben, dass die Architektur nicht-funktionale Anforderungen wie 
Performance oder die Verfügbarkeit erfüllen konnte. Da der physische Aufbau 
von der Wahl der Module, deren Implementierung und der Größe der Appli-
kationen im Allgemeinen abhängt, wäre eine solche Darstellung nicht zielfüh-
rend. Sie ist im Kontext der RA daher zu einer Verteilungssicht umgewandelt 
worden und zeigt auf, welche Module aus der Funktionalen Sicht auf welchen 
Entitäten (Backend, mobiles Endgerät, Maschine) verfügbar sein müssen. Der 
Fokus liegt also auf der abstrakten Verteilung von Komponenten und Funkti-
onen. Dies hat den Vorteil, dass die Stakeholder der Entwicklung einfach er-
kennen können, welche Funktionen zentral, dezentral oder mobil verfügbar 
sind. Hierdurch lässt sich die Intelligenzverteilung zwischen Backend, mobi-
lem Endgerät und Anlage klar strukturieren und festlegen. Die Frage nach der 
Intelligenzverteilung stellt einen enorm wichtigen Punkt bei der Entwicklung 
von Industrie 4.0 Applikationen dar, die die Fähigkeiten von CPS effizient aus-
nutzen wollen.  
Die Use Case Sicht ist im Kontext der RARC ähnlich wie die Szenarien von 
Kruchten umgesetzt worden. Die dort enthaltenen Anwendungsfälle beschrei-
ben die wichtigsten Aspekte der Architektur und dienen dazu, Architekturele-
mente der anderen Sichten zu identifizieren. Für die hier erstellte RA ist es 
jedoch von Nöten, unterschiedliche Use Cases von unterschiedlichen Unter-
nehmenstypen abzubilden, um alle Aspekte eines Ressourcen-Cockpits hin-
sichtlich generischen und optionalen Elementen darzustellen. Daher sind z. 
T. ähnliche Use Cases verschiedener Unternehmen vorhanden.  
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Diese Use Cases bilden auch die Grundlage der Modellierung der Prozess-
sicht. In dieser werden die Use Cases per UML-Aktivitätsdiagramm so model-
liert, dass eine Verbindung zwischen den Use Cases, Funktionaler Sicht und 
Verteilungssicht einfach ersichtlich ist. Dies geschieht für alle Use Cases. An-
hand dieser Informationen werden weitere generische und optionale Teile von 
Prozessen der RARC identifiziert. Im Falle der RARC wird ebenso eine 
Grundaktivität identifiziert, welche die grundlegende Funktionsweise eines 
Ressourcen-Cockpits umspannt und die Use Cases vereinheitlicht. In dieser 
Grundaktivität werden die identifizierten generischen und optionalen Teile der 
Prozesse aggregiert und mit den übrigen Sichten verbunden. Mit dieser Form 
der Darstellung unterscheidet sich die Prozesssicht stark von der bei Kruchten 
verwendeten, da ein höherer Abstraktionsgrad und eine zweite Form der Ver-
knüpfung der übrigen Sichten erreicht werden. Sie stellt damit die generische 
Überführung der Use Cases mitsamt Verknüpfung zu den restlichen Sichten 
dar und ist die Basis für eine iterative Weiterentwicklung der Architektur. Wei-
terhin wird anhand dieser Sicht das Wissen über die Gesamtarchitektur punkt-
genau dargelegt, sodass eine Evaluation der restlichen Sichten durch das 
Wechselspiel erreicht werden kann. Im Kontext der RARC wird insbesondere 
durch diese Sicht die Kommunikation zwischen allen Stakeholdern ermöglicht.  
4 RARC 
Nachdem die Darstellungsart skizziert wurde, werden die einzelnen Sichten 
und ihr konkreter Inhalt beschrieben. Genauere Ausführung mitsamt aller De-
tails der einzelnen Sichten sind ausführlich bei (Reidt et al., 2016a) zu finden.  
4.1 Use Case View 
Die RARC enthält insgesamt neun spezifische Use Cases, welche Referenz-
prozesse für die jeweiligen Unternehmen und Instandhaltungsarten darstel-
len. Diese Use Cases werden ausgiebig bei (Reidt et al., 2016a) diskutiert. 
Aus den vorgestellten Use Cases ist ersichtlich, dass diese in sechs Katego-
rien eingeteilt werden können. Diese wären:  
· Instandsetzung von Anlagen 
· Wartung/Inspektion von Anlagen durch Bediener 
· Wartung/Inspektion von Anlagen durch Instandhalter 
· Zustandsabfrage und Wartungsbedarfsanzeige von Anlagen 
· Auswertung über die Verfügbarkeit der Anlagen sowie die 
· Auswertung über die Fehlerhistorien 
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Die Use Case Sicht beinhaltet daher den Grundstock an nötigen Use Cases 
zur Benutzung eines Ressourcen-Cockpits. 
4.2 Funktionale Sicht 
Die funktionale Sicht umfasst insgesamt 40 Module und deren Verbindung 
zueinander. Nachfolgend sind die enthaltenen Module zusammengefasst dar-
gestellt. Die hell dargestellten Module sind hierbei optionale Module und die 
in dunkel hinterlegten Module sind generisch. Generische Module sind Mo-
dule, die sich in jedem Ressourcen-Cockpit befinden müssen, optionale sind 
abhängig vom konkreten Anwendungsfall des Ressourcen-Cockpits (z. B. 
Kundendienst) und können, müssen jedoch nicht, implementiert werden. 
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Abbildung 4: Darstellung der funktionalen Module der RARC 
Die Module werden bei (Reidt et al., 2016a) nach dem in Tabelle 1 dargestell-
ten Schema beschrieben. Hierdurch wird gewährleistet, dass die technische 
Umsetzung, die Verbindung zu anderen Modulen, wie auch die Verbindung 
zu anderen Sichten und Anforderungen einfach ersichtlich ist. 
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Tabelle 1: Vorlage und Aufbau der Modulbeschreibungen 
Name der Kompo-
nente 
In dieser Sektion wird der Name der Komponente eingetragen 
Darstellung in Re-
ferenzarchitektur 
In dieser Sektion wird das Modul mitsamt den enthaltenen Anforderungen in ei-
nem Block dargestellt. Hierdurch ist die Zusammensetzung des Moduls aus op-
tionalen wie auch generischen Anforderungen ersichtlich.  
Zweck/Ziel Hier wird das Ziel bzw. der Zweck des Moduls beschrieben. 
Generisch/ optional Dieses Feld beschreibt, ob das Modul generisch oder optional ist.  
Funktions-be-
schreibung 
Die Funktionsbeschreibung des Moduls wird in dieser Sektion gegeben. Unter 
Funktionsbeschreibung wird hier das allgemeine Vorgehen zur Erfüllung des 
Ziels bzw. des Zweckes verstanden. Es können ebenso auf spezifische Heraus-
forderungen während der Implementierung hingewiesen und gegebenenfalls 
deren Lösung skizziert werden.  
Mögliche Unter-
funktionen 
Eine Aufteilung des Moduls in Unterfunktionen wird hier anhand der Funktions-
nennung aufgelistet. 
Verbindungen zu 
anderen Modulen 
Hier werden die Module genannt mit welchen das vorliegende Modul im Aus-
tausch steht.  
Voraussetzungen 
zur Funktions-tüch-
tigkeit 
Technische, organisatorische Voraussetzungen zur Funktionstüchtigkeit des 
Moduls werden hier erläutert. 
Erfüllte Anforderun-
gen 
In diesem Abschnitt werden die jeweiligen Anforderungen genannt, die durch 
das Modul abgedeckt werden.  
Verbundene Pro-
zesse 
Hier werden die jeweiligen Prozesse genannt, in denen das Modul vorkommt. 
Mögliche Technolo-
gien Mögliche Technologien zur Umsetzung des Moduls werden hier genannt. 
Aufteilung nach En-
tität 
Die Aufteilung des Moduls auf Entitäten wird hier erklärt. Eine komplette Dar-
stellung mit allen Modulen und deren Aufteilung ist darüber hinaus in Kapitel 4.3 
zu finden. 
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4.3 Verteilungssicht 
Die Verteilungssicht enthält alle Module aus der Funktionalen Sicht und stellt 
dar, auf welcher Entität das jeweilige Modul vorhanden sein muss. Als Entitä-
ten werden drei Systeme, auf denen sich Module befinden, bezeichnet und 
mit „E“ abgekürzt. Die drei Entitäten sind dabei: 
· E1. Maschine/Anlage - Hiermit sind maschinennahe Systeme ge-
meint, die sich entweder in der Maschine selbst, oder an einem direkt 
an der Maschine lokal angeschlossenen System, befinden.  
· E2. Mobiles Endgerät - Hiermit ist ein mobiles Endgerät gemeint, wel-
ches der Instandhalter, Bediener oder eine dem Instandhaltungsma-
nagement zugeordnete Person zur Unterstützung von Instandhal-
tungsaufgaben nutzt. Im Kontext der untersuchten Unternehmen 
wurde ein Tablet als mobiles Endgerät erwünscht.  
· E3. Backend - Das Backend stellt den zentralen Server dar, auf denen 
die meisten Informationen zusammenlaufen. Es ist nicht spezifiziert 
welche Leistung oder welche Art von Rechner das Backend haben 
bzw. sein sollte. Der Zugang zu dem Backend wird in der Regel durch 
einen Desktop PC oder einen Laptop erlangt. Hierfür ist i. d. R. ein 
Inter- bzw. Intranet Zugang notwendig. 
Anhand dieser Übersicht lässt sich die Intelligenzverteilung des Ressourcen-
Cockpits und von bestimmten Modulen erläutern und planen. Der Trend zu 
einem stärker dezentralen System lässt sich ebenso hier erkennen. Fokus-
sierter auf den dezentralen Aspekt eines CPS sind die einzelnen Teilmodule 
bei (Reidt & Krcmar, 2016) diskutiert worden.  
4.4 Prozesssicht 
Die Prozesssicht der RARC beinhaltet die wichtigsten Prozesse basierend auf 
den Use Cases. Diese werden mithilfe von abgewandelten UML-Aktivitäts-
diagrammen so dargestellt, dass klar ersichtlich ist, welche Aktivität auf wel-
chem Modul und auf welcher Entität abläuft. Zusätzlich sind generische, wie 
auch optionale Aktivitäten und Abzweigungen eingezeichnet. Neben diesen 
Prozessen wurde auch eine Grundaktivität abgeleitet, welche den Kern des 
Systems darstellt. Durch diese Sammlung an Prozessen ist klar ersichtlich 
welche Prozesse durch ein Ressourcen-Cockpit wie zu unterstützen sind und 
an welchen Punkten Entwicklungspotential vorhanden ist. Aufgrund der Kom-
plexität der Prozesse und der Darstellung wird hier auf die Arbeit von (Reidt 
et al., 2016a) verwiesen.  
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5 Sicherheitsaspekte 
Die RA wurde im Laufe des Projektes durch Sicherheitsaspekte erweitert. 
Diese sind zwar kein fester Bestandteil der RARC, erweitern diese jedoch um 
essentielle Faktoren hinsichtlich Sicherheit und Datenschutz. Im Zusammen-
hang mit der Sicherheit muss bedacht werden, dass sich der ursprüngliche 
Datenschutzgedanke der Datenvermeidung nur sehr schwer mit den digitalen 
Geschäftsmodellen in Einklang bringen lässt. Wie auch in der Studie im Rah-
men des Projekte „IKT Wandel“ (Gonzalez et al., 2016) festgestellt worden ist, 
setzt die Nutzung von Daten durch Dritte – sowohl bei der privaten, aber spe-
ziell auch bei der industriellen Nutzung – ein ausreichendes Vertrauen in ei-
nen Umgang mit den Daten voraus. Dabei gewinnt der Begriff der Datenho-
heit, also welche Entitäten unter welchen Umständen und Voraussetzungen 
Zugriff auf Daten erhalten, immer mehr an Bedeutung. Davon unberührt blei-
ben natürlich Maßnahmen zur Reduzierung der Angriffsfläche. Gerade dieser 
Punkt stellt bei einer Vielzahl an verbundenen Geräten (Maschinen, Senso-
ren, etc.) im Industrie 4.0 Umfeld eine besondere Herausforderung dar.  
Um einen Überblick über die bestehenden Herausforderungen und Bedrohun-
gen, Sicherheitsziele sowie geeignete Maßnahmen für deren Umsetzung zu 
erhalten wurde die aktuelle Wissensbasis aus Literatur und Praxis zusam-
mengetragen und analysiert. Anhand dieser Literaturrecherche ergaben sich 
unter Berücksichtigung des Industrie 4.0 Kontextes elf relevante Schutzziele. 
Die drei am häufigsten genannten waren:  
· Verfügbarkeit (Availability),  
· Integrität (Integrity) und  
· Vertraulichkeit (Confidentiality),  
Diese entsprechen dabei den sogenannten Schutzzielen der Informationssi-
cherheit (Krcmar, 2015). Die identifizierten Herausforderungen lassen sich in 
die folgenden vier Ebenen unterteilen:  
· Endpunktsicherheit,  
· Kommunikationssicherheit, 
· Datenverteilung  
· sichere Speicherung sowie  
· Steuerung der Überwachung.  
Die einzelnen Schutzziele zusammen mit den technischen Möglichkeiten zur 
Umsetzung lassen sich verschiedenen Abstraktionsebenen zuordnen. Diese 
Ebenen wären im Kontext der Industrie 4.0: 
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· Anwendungsebene,  
· Wahrnehmungsebene,  
· Vermittlungsebene und  
· physikalische Ebene.  
Für eine detailliertere Beschreibung der Ziele, Herausforderungen und Bedro-
hungen sei an dieser Stelle auf (Reidt et al., 2016b)) verwiesen. 
Basierend auf diesen generischen Kategorisierungen können unterschiedli-
che Bedrohungsszenarien analysiert und geeignete Maßnahmen zusammen 
mit den technischen Möglichkeiten abgeleitet werden. Bei dem Beispiel einer 
sicheren Fernwartung der RARC, bei der eine Kommunikationsverbindung 
von einem entfernten Rechner zu einer Anlage aufgebaut werden soll, ist eine 
der betroffenen Bedrohungsebenen die Vermittlungsebene. Ausgehend von 
dieser Ebene lassen sich Herausforderungen für die Kommunikationssicher-
heit, die Endpunktsicherheit und die Steuerung und Überwachung ableiten, 
zusammen mit technischen Möglichkeiten, um die damit verbundenen Schutz-
ziele zu erreichen. Beispiele dieser Möglichkeiten umfassen in diesem Fall die 
Verschlüsselung oder die Nutzung sicherer Protokolle (Kommunikationssi-
cherheit), die Authentifizierung und Autorisierung oder Whitelisting und Zu-
griffskontrolle von bestimmten Anwendungen (Endpunktsicherheit) sowie eine 
Initiierung der Fernwartung ausgehend von der Anlage (Steuerung und Über-
wachung), um dadurch nach außen offene Ports zu vermeiden und somit die 
Angriffsfläche zu reduzieren.  
6 Zusammenfassung 
In diesem Beitrag wurde die Referenzarchitektur eines Ressourcen-Cockpits 
vorgestellt. Zuerst wurden aufbauend auf den Grundlagen der RARC in Reidt 
et al. (S. 23 ff.) der Hintergrund von Referenzarchitekturen beleuchtet. An-
schließend wurde die Darstellungsart der Referenzarchitektur dargelegt, um 
anhand dieser Darstellung den Inhalt auszuarbeiten. Eine Erweiterung durch 
Sicherheitsaspekte wurde als abschließender Teil der Referenzarchitektur 
vorgestellt. Anhand dieser Informationen ist es möglich, Ressourcen-Cockpits 
schneller, zielgerichteter und kompatibler zu entwickeln.  
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