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Аннотация. Предоставление доступа к защищенным ресурсам при необходимости 
передавать третьей стороне персональные данные пользователя является проблемой на 
многих предприятиях. Использование сторонних серверов не всегда надежно и зачастую 
обходится довольно дорого. Создание собственного сервера авторизации позволит 
избежать подобных проблем. Разработан сервер авторизации, который позволяет получать 
необходимую информацию, используя только токен доступа. Он имеет минимальную 
функциональность, которая в дальнейшем может быть расширена или настроена под 
нужды конкретного предприятия. 




Данные и информация – одни из наиболее ценных и важных ресурсов для любой 
современной компании. Все более часто появляются новости о несанкционированном 
доступе к тем или иным сайтам и базам данных. Пользователи таких ресурсов несут 
большие потери в виде своих персональных данных, а плата компании за необеспеченную 
безопасность ресурсов может оказаться крайне высокой. Именно поэтому нужно 
обеспечить наиболее защищенный способ передачи персональных данных сторонним 
приложениям. Один из способов реализации защиты – это создание собственного сервера 
авторизации, который позволяет предусмотреть необходимые меры безопасности при 
работе с информацией [1].  
Для реализации сервера использован протокол OAuth 2.0, который является 
стандартным протоколом авторизации, позволяющим выдать одному приложению права 
на доступ к ресурсам пользователя на другом сервисе [2, 3]. А также библиотека с 
открытым исходным кодом OpenIddict [4]. OpenIddict – это расширение для платформы 
ASP.NET Core, которое предназначено для управления потоком запросов 
аутентификации. Оно хорошо зарекомендовало себя во множестве Интернет-проектов. 
Общий принцип работы с сервером авторизации:  
Обращение к серверу за токеном доступа; 
Поучение защищенных ресурсов, используя полученный ключ. 
Результатом авторизации приложения является токен доступа – ключ, 
предъявление которого является пропуском к защищенным ресурсам. Обращение к ним 
происходит через HTTP-запрос с указанием в заголовке или в качестве одного из 
параметров полученного токена доступа. 
 
1.1. Создание нового приложения 
Создаем новое веб-приложение ASP.NET Core с пустым шаблоном в VisualStudio 
2019 [5]. 
После того как приложение создано, необходимо в консоли диспетчера пакетов 
набрать следующие команды, чтобы добавить пакеты необходимые для использования 
библиотеки OpenIddict: 
>dotnet add package OpenIddict --version 2.0.0-rc3-final [6] 




1.2. Добавление промежуточного слоя 
Пустой шаблон проекта создает необходимые папки и файлы для запуска 
простейшего приложения. Openiddict зависит от ПО промежуточного слоя модели MVC 
[8]. Поэтому следует обновить методы ConfigureServices класса Startup, чтобы 
зарегистрировать сервисы MVC, и Configure, чтобы добавить промежуточный слой. 
Startup класс должен выглядеть следующим образом: 
1. public class Startup   
2. {   
3. public Startup(IConfiguration configuration)   
4. Configuration = configuration;   
5. }   
6. public IConfiguration Configuration { get; }   
7. public void ConfigureServices(IServiceCollection services)   
8. {   
9. services.AddMvc();   
10. }   
11. public void Configure(IApplicationBuilder app, IHostingEnvironment env)   
12. {   
13. if (env.IsDevelopment())   
14. {   
15. app.UseDeveloperExceptionPage();   
16. }   
17. app.UseMvcWithDefaultRoute();   
18. }   
19. }   
 
1.3. Настройка подключения базы данных 
В данном проекте используется свободная реляционная система управления базами 
данных MySQL [9] и объектно-ориентированная технология доступа к данным 
EntityFrameworkCore [10]. 
Чтобы взаимодействовать с базой данных через EntityFramework нам нужен 
контекст данных – класс, унаследованный от класса 
Microsoft.EntityFrameworkCore.DbContext. Поэтому в папку Models добавляется новый 
класс, который назовем AuthenticationServerContext: 
1. public class AuthenticationServerContext : IdentityDbContext<ApplicationUser> 
  
2. {   
3. public AuthenticationServerContext(DbContextOptions options)   
4. : base(options) { }   
5. }   
Чтобы подключиться к базе данных, необходимо задать параметры подключения. 
Для этого изменяется файл appsettings.json, с добавлением в него определение строки 
подключения: 
1. {   
2. "ConnectionStrings":   
3. {   
4. AuthenticationServerContext":"server=127.0.0.1;uid=root;password=1;database=
oauth;"   
5. },   





И последним шагом в настройке проекта является изменение файла Startup.cs. 
В нем нам надо добавить в метод ConfigureServices() следующие строки: 
1.  services.AddDbContext<AuthenticationServerContext>(options =>   
2.  {   
3. options.UseMySql(configuration.GetConnectionString("AuthenticationSer
verContext"));   
4.  options.UseOpenIddict();   
5.  }); 
 
1.4. Создание базы данных 
Следующим шагом необходимо создать фактическую базу данных для контекста 
базы данных. Для этого сначала добавляем миграцию базы данных: 
>dotnet ef migrations add AuthenticationServerContext 
А затем на основе этой миграции выполняем обновление самой базы данных: 
>dotnet ef database update 
Как только команда будет выполнена, в базу данных добавится следующий набор 
таблиц: 
 
Рис. 1 Таблицы, добавленные в базу данных 
 
1.5. Регистрация промежуточного ПО 
Следующим шагом осуществляем регистрацию промежуточного ПО. Добавим 
регистрацию сервисов, требуемых OpenIddict. Для этого обновим метод ConfigureServices, 
чтобы зарегистрировать службы аутентификации. 
1. services.AddDbContext<AuthenticationServerContext>(options =>   
2.  {   
3. options.UseMySql(configuration.GetConnectionString("AuthenticationSer
verContext"));   
4.  options.UseOpenIddict();   
5.  });   
6.  services.AddOpenIddict()   
7.  .AddCore(options =>   
8.  {   
9.  options.UseEntityFrameworkCore()   
10.  .UseDbContext<AuthenticationServerContext>();   
11.  })   




13.  {   
14.  options.EnableAuthorizationEndpoint("/connect/authorize")   
15.  .EnableTokenEndpoint("/connect/token")   
16.  .EnableUserinfoEndpoint("/api/userinfo");   
17.  options.RegisterScopes(OpenIdConnectConstants.Scopes.Profile);   
18.  options.AllowAuthorizationCodeFlow()   
19.  .AllowRefreshTokenFlow();   
20.  options.EnableRequestCaching();   
21.  options.DisableHttpsRequirement();   
22.  options.SetAuthorizationCodeLifetime(TimeSpan.FromMinutes(10));   
23.  options.SetAccessTokenLifetime(TimeSpan.FromMinutes(10));   
24.  options.SetRefreshTokenLifetime(TimeSpan.FromHours(12));   
25.  options.UseMvc();   
26.  })   
27. .AddValidation();  
Секция .AddCore позволяет указать параметры подключения базы данных, 
переопределить стандартные сущности OpenIddict. 
В секции .AddServer определяют конечные точки приложения, методы получения 
токена, срок жизни каждого из токенов и данные пользователя, доступные для 
приложения. 
Секция .AddValidation добавляет стандартную валидацию, которую при 
необходимости можно сменить на пользовательскую. 
 
1.6. Создание конечных точек приложения 
Сервер авторизации не будет работать на этом этапе, так как не реализована 
фактическая конечная точка авторизации. В папку Controllers добавим класс 
AuthorizationController. Добавим метод Authorize, который будет обрабатывать запрос с 
маршрутом /connect/authorize, определенный для конечной точки авторизации OpenIddict: 
1. [Authorize, HttpGet("~/connect/authorize")]   
2.  public async Task<IActionResult> Authorize([ModelBinder(typeof(Open
IddictMvcBinder))] penIdConnectRequest request)   
3.  {   
4.  var application = await applicationManager.FindByClientIdAsync(request
.ClientId, HttpContext.RequestAborted);   
5.  if (application == null)   
6.  {   
7.  return View("Error, new ErrorViewModel   
8.  {   
9.  Error = OpenIdConnectConstants.Errors.InvalidClient,   
10.  ErrorDescription = "Детали, соответствующие вызываемому клиентск
ому приложению не найдены в базе данных"   
11.  });   
12.  }   
13.  var user = await userManager.GetUserAsync(User);   
14.  if (user != null)   
15.  {   
16.  var authorize = await authorizationManager.FindBySubjectAsync(user.Id)
;   
17.  if (authorize.Length != 0)   
18.  {   
19.  var ticket = await CreateTicketAsync(request, user);   
20.  return SignIn(ticket.Principal, ticket.Properties, ticket.AuthenticationSche




21.  }   
22.  }   
23.  return View(new AuthorizeViewModel   
24.  {   
25.  ApplicationName = application.DisplayName,   
26.  RequestId = request.RequestId   
27.  });   
28.  }  
 
Следующий метод с именем Exchange доступный по маршруту /connect/token для 
обработки запросов конечной точки токена OpenIddict: 
1. [HttpPost("~/connect/token"), Produces("application/json")]   
2. public async Task<IActionResult> Exchange([ModelBinder(typeof(OpenI
ddictMvcBinder))] OpenIdConnectRequest request)   
3. {   
4. if (request.IsAuthorizationCodeGrantType())   
5. {   
6. var info = await HttpContext.AuthenticateAsync(OpenIddictServerDefault
s.AuthenticationScheme);   
7.    
8. var user = await userManager.GetUserAsync(info.Principal);   
9. if (user == null)   
10. {   
11. return BadRequest(new OpenIdConnectResponse   
12. {   
13. Error = OpenIdConnectConstants.Errors.InvalidGrant,   
14. ErrorDescription = "Срок действия авторизационного кода истек"   
15. });   
16. }   
17. if (!await signInManager.CanSignInAsync(user))   
18. {   
19. return BadRequest(new OpenIdConnectResponse   
20. {   
21. Error = OpenIdConnectConstants.Errors.InvalidGrant,   
22. ErrorDescription = "Пользователь больше не может войти в систему"   
23. });   
24. }   
25. var ticket = await CreateTicketAsync(request, user, info.Properties);   
26. return SignIn(ticket.Principal, ticket.Properties, ticket.AuthenticationSche
me);   
27. }   
28. return BadRequest(new OpenIdConnectResponse   
29. {   
30. Error = OpenIdConnectConstants.Errors.UnsupportedGrantType,   
31. ErrorDescription = "Указанный тип авторизации не поддерживается"   
32. });   
33. }   
Таким образом, поставленная нами задача создания сервера авторизации на основе 
библиотеки с открытым исходным кодом OpenIddict выполнена. Разработана пошаговая 
инструкция для реализации собственного приложения на платформе ASP.NET Core, 
приведены необходимые расширения и дополнения. Следует отметить, что в дальнейшем 




протокола OAuth. OAuth – простой стандарт авторизации, основанный на базовых 
принципах интернета, что делает возможным применение авторизации практически на 
любой платформе. Сервер реализует базовые методы, необходимые для минимальной 
работы, которые могут быть расширены или настроены в соответствии с потребностями 
конкретного предприятия. Стандарт имеет поддержку крупнейших площадок и очевидно, 
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