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Verfu¨gung gestellt werden. Diesee Lo¨sung wird z/VSE Kunden in Zukunft die Mo¨glichkeit
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1 Einleitung
Diese Diplomarbeit wurde in der Abteilung ’z/VSE Development’ der IBM Deutschland
Entwicklung GmbH in Bo¨blingen geschrieben. Fu¨r die automatische U¨berwachung der
Sicherheitseinstellungen des Betriebssystems z/VSE, das von dieser Abteilung entwickelt
wird, existierte bisher keine Lo¨sung. Wa¨hrend dieser Arbeit wird eine Java Klassenbiblio-
thek entwickelt die alle sicherheits-relevanten Parameter aus dem VSE ausliest und die
Daten u¨ber eine Java Schnittstelle zur Verfu¨gung stellt.
Diese sicherheits-relevanten Informationen ko¨nnen dann beispielsweise u¨ber das Produkt
Tivoli Security Compliance Manager (TSCM) zum Zwecke eines State Monitorings regel-
ma¨ßig und automatisiert auf U¨bereinstimmug mit firmen-spezifischen Vorgaben gepru¨ft
werden. Des Weiteren soll die Klassenbibliothek schon intern verschiedene Daten zusam-
menfu¨hren und vergleichen, so dass der Zustand des Betriebssystems bezu¨glich der Sicher-
heit schnell und effizient kontrolliert werden kann.
1.1 Ziele dieser Diplomarbeit
Die Ziele dieser Arbeit wurden durch einen VSE Kunden vorgegeben und im Laufe der
Entwicklung erweitert und ausgebaut. Die wesentlichen Vorgaben sind hierbei:
 Zugriff auf das z/VSE Betriebssystem u¨ber eine Java Schnittstelle
 Zugriff auf alle Sicherheitsparameter und Einstellungen
 Aufbereitung der Daten, d.h. Aggregierung von Daten aus unterschiedlichen Quellen
im VSE
 Erstellung einer Java Klassenbibliothek
Neben diesen funktionalen Zielen mu¨ssen weitere technische und strukturelle Ziele er-
reicht werden, die nach dem Rational Unified Process (beschrieben in [ZGK04]) in klar
strukturierte Abschnitte des Softwareentwicklungsprozesses unterteilt sind. Nachdem die
Anforderungen in der Analysephase festgelegt werden, folgen die Designentscheidungen,




Im Folgenden wird eine kurze U¨bersicht u¨ber die Struktur der Arbeit und den Inhalt der
einzelnen Kapitel gegeben.
Kapitel Motivation
In diesem Kapitel wird die allgemeine Notwendigkeit von IT-Sicherheit im Unterneh-
men und die U¨berwachung von innerbetrieblichen und betriebssysteminternen sicherheits-
relevanten Parametern diskutiert.
Kapitel Grundlagen
Die zum Versta¨ndnis dieser Arbeit vorausgesetzten Themen werden dem Leser in diesem
Kapitel kurz erla¨utert. Das Kapitel gibt eine Einfu¨hrung in die Welt der Mainframes
(Großrechner) und deren verschiedene Betriebssysteme, bis hin zu einigen in dieser Arbeit
angesprochenen Tivoli Produkten.
Kapitel IBM Betriebssystem z/VSE
Dieses Kapitel vertieft VSE spezifische Grundlagen und gibt einen Einblick in die ge-
schichtliche Entwicklung von VSE und liefert eine detaillierte Darstellung der VSE Sys-
temkomponenten. Weiter wird auf die Anbindung von VSE an die Außenwelt und die
Datenspeicherung im VSE eingegangen.
Das VSE Sicherheitskonzept
Das komplexe Sicherheitskonzept von VSE, welches eines der Grundpfeiler dieser Arbeit
darstellt, wird in diesem Kapitel detailliert beschrieben und erkla¨rt.
Kapitel Abgrenzung
Hier wird darauf eingegangen, wie sich die vorliegende Arbeit gegenu¨ber benachbarten
Themengebieten abgrenzt. Weiter werden verschiedene Sicherheitskonzepte von Betriebs-




Dieses Kapitel beschreibt die Analysephase der Entwicklung und definiert alle Anforde-
rungen an die zu entwickelnde Java Klassenbibliothek.
Kapitel Design
In diesem Kapitel werden die Designentscheidungen erkla¨rt und detailliert ausgefu¨hrt.
Des Weiteren wird die Klassenstruktur und die Bedeutung der wichtigsten Klassen der
Bibliothek erla¨utert.
Kapitel Realisierung
Hier werden fu¨r die Implementierung einige Methoden und deren Funktionalita¨t exempla-
risch aufgezeigt.
Kapitel Zusammenfassung und Ausblick
Dieses Kapitel fasst die Leistung und den Mehrwert dieser Arbeit kurz zusammen und





2.1 Bedeutung von Security in Unternehmen
Die Bedeutung von Security reicht von (Daten-) Sicherheit u¨ber Betriebsschutz bis hin zu
Gefahrlosigkeit, wobei in dieser Arbeit in erster Linie die Sicherheit des Betriebssystems
z/VSE behandelt wird.
Rein unternehmerisch betrachtet wird IT-Security als Mechanismus zum allgemeinen Schutz
der Unternehmenswerte verstanden. Als die wichtigsten Unternehmenswerte sind hier die
Kundendaten zu nennen. Hier definiert sich Security speziell durch den Schutz dieser sen-
siblen Daten vor nicht autorisierten Zugriffen, durch eine mo¨glichst hohe Ausfallsicherheit
der Systeme und durch recovery1 Systeme, die im Falle eines Absturzes oder Angriffs den
Datenverlust minimal halten sollen.
IT-Security muss außerdem gewa¨hrleisten, dass die zu schu¨tzenden Daten kontrolliert und
eingeschra¨nkt einem ausgewa¨hlten Kreis an autorisierten Personen oder Programmen zu-
ga¨nglich sind, da sonst kein sicheres und profitables Arbeiten mit den Informationen mo¨g-
lich ist. Dabei muss festgestellt werden, wer wie lange welche Art von Zugriff auf Daten
haben darf und welche Informationen internen und externen Mitarbeitern bzw. Gescha¨fts-
partnern zur Verfu¨gung stehen. Diese Entscheidung ist abha¨ngig von dem Wert der zu
schu¨tzenden Ressource, der sich grob aus den Kosten errechnet, die sich bei Verlust oder
nicht Erreichbarkeit der Daten fu¨r das Unternehmen ergeben. Aus diesen Kosten und den
Mitteln, die man zum Schutz der Information aufwenden mu¨sste, erha¨lt man eine Klassi-
fizierung der Daten, die die Intensita¨t der Schutzmaßnahmen definiert.
Informationen gelten generell erst dann als sicher geschu¨tzt und verwendbar wenn die Ver-
traulichkeit (Confidentiality), Vollsta¨ndigkeit (Integrity) und Verfu¨gbarkeit (Availability)
sichergestellt ist.
 Confidentiality: Schutz der Daten vor nicht autorisierten Zugriffen oder Offenle-
gung
1 Wiederherstellung von zersto¨rten oder verlorenen Daten
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 Integrity: Daten sind fehlerfrei und wurden nicht vera¨ndert
 Availability: Daten sind verfu¨gbar
Betrachtet man nun die Metaebene der sicheren Verwaltung von Unternehmensdaten, na¨m-
lich die Sicherstellung der Integrita¨t des Datenverarbeitungs-Systems (Betriebssystem)
selbst, kommt man zum Begriff des State Monitoring. Hierbei sollen security-relevante
Systemeinstellungen jederzeit auf standardisierte Art und Weise abrufbar sein, um die Si-
cherheit des IT-Systems u¨berpru¨fen und kontrollieren zu ko¨nnen. Die vorliegende Arbeit
stellt einen auf Java basierenden Ansatz vor, der diese Anforderungen erfu¨llt.
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3 Grundlagen
3.1 IBM Mainframes als Hardware Plattform
Als Mainframes werden u¨blicherweise Großrechner der IBM S/360, S/390 und spa¨tere
Baureihen bezeichnet. Heutige Vertreter dieser Maschinen sind die Modelle der System
z1 Generation. Die grundlegende Philosophie von Großrechnern basiert auf der Fa¨higkeit,
sehr große Datenmengen und Transaktionen sicher und verla¨sslich zu verarbeiten. Nur
durch eine gut durchdachte Architektur ist es mo¨glich, solchen Anforderungen gerecht zu
werden.
Hervorzuheben ist hier, dass auf Mainframes mehrere Prozessoren gleichzeitig laufen und
deshalb eine, ohne durch I/O Befehle unterbrochene, parallele Verarbeitung von Anwen-
dungsprogrammen mo¨glich wird. Diese wird erreicht, indem ein einzelner Prozessor allein
fu¨r die Ein- und Ausgabeverarbeitung (I/O) zusta¨ndig ist, so dass die I/O von der eigent-
lichen Datenverarbeitung getrennt ist.
Des Weiteren ko¨nnen logische Partitionen, so genannte LPARs (siehe Abbildung 4.1 auf
Seite 27), aufgesetzt werden. Jeder LPAR verha¨lt sich dann wie ein eigensta¨ndiger Main-
frame mit einem eigenen Betriebssystem. Solchen LPARs kann manuell eine feste Anzahl
an Prozessoren zugeteilt werden, die Verwaltung und Zuweisung von Prozessoren kann
aber auch dem System u¨berlassen werden. Diese Technik ermo¨glicht es, auf einem einzigen
Mainframe mehrere verschiedene sowie unabha¨ngige Betriebssysteme parallel zu betrei-
ben. Die Anzahl der mo¨glichen LPARs ist hierbei abha¨ngig vom Großrechnermodell und
von Faktoren wie Speichergro¨ße und Prozessorleistung.
Mainframes bieten ein sehr hohes Maß an Ausfallsicherheit, Verfu¨gbarkeit, Wartbarkeit,
Skalierbarkeit, Sicherheit und Kompatibilita¨t zu a¨lteren Softwareversionen. Um dies ge-
wa¨hrleisten zu ko¨nnen, sind Mainframes komplett redundant aufgebaut, so dass einzelne
Software- beziehungsweise Hardwarefehler oder -ausfa¨lle keinen Einfluss auf die System-
verfu¨gbarkeit haben.
1 weitere Informationen sind unter http://www.ibm.com/systems/z/ zu finden
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Der Anwendungsbereich von Mainframes la¨sst sich in zwei Kategorien einteilen. Zum Einen
werden Großrechner eingesetzt, um große Stapelverarbeitungen (Batch Jobs) abzuarbei-
ten, zum Anderen, um Online Prozesse durchzufu¨hren.
Stapelverarbeitungen laufen im Hintergrund ab und beno¨tigen keine weitere Aktion von
Seiten des Benutzers. Mit ihnen werden riesige Datenmengen verarbeitet und Output, der
dann zur Weiterverarbeitung bereit steht oder ausgedruckt wird, generiert.
Im Falle der Online Prozesse arbeitet eine große Anzahl von Benutzern gleichzeitig mit
dem Betriebssystem und dem Mainframe. Hierbei wird auf unternehmenskritischen An-
wendungen eine unbestimmte Menge an verschiedenen Transaktionen parallel ausgefu¨hrt.
Online Transaktionen zeichnen sich dadurch aus, dass die Kommunikation zwischen An-
wender und System sehr kurz ist und jeder Anwender sofort eine Reaktion sowie kurze
Antwortzeiten erwartet.
Im Folgenden werden die verschiedenen Großrechner Betriebssysteme kurz beschrieben.
3.2 IBM Mainframe Betriebssysteme
Den Beginn im Bereich der Großrechnersysteme machte OS/360 im Jahre 1964. Anschlie-
ßend durchlief das System, das als erstes Zugriff auf externe Massenspeicher voraussetzte,
drei Stufen der Entwicklung. Die erste Version unterstu¨tzte nur eine rein sequenzielle Job-
verarbeitung. In der na¨chsten Version konnte durch Pseudomultitasking2 und eine manu-
elle Speicherzuweisung eine fest definierte Menge an Jobs gleichzeitig ausgefu¨hrt werden.
Mit der Einfu¨hrung einer ’Job Control Language’ (JCL3), a¨hnlich einer system interpre-
ter Sprache4 neuerer Systeme, in der letzten Version, wurde es schließlich mo¨glich, den
Ablauf und die Ausfu¨hrung einer Software im Voraus festzulegen. Auch konnten alle phy-
sikalischen Informationen des auszufu¨hrenden Jobs in JCL ausgelagert werden. Mit dieser
Sprache lassen sich komplexe Abla¨ufe (Jobs) granular und flexibel planen.
Obwohl die Geburt des Mainframes schon u¨ber 40 Jahre zuru¨ckliegt, erwachsen die ak-
tuellen Großrechnerbetriebssysteme weiterhin aus den Wurzeln des OS/360. In der Zwi-
schenzeit wurden mehrere verschiedene Betriebssysteme fu¨r Mainframes entwickelt und
2 Prozesse oder Ereignisse werden nach einem fixen Zeitplan Prozessoren zugeteilt, die kein Multitasking
unterstu¨tzen
3 weitere Informationen zu JCL sind unter http://www.okstate.edu/cis info/cis manual/jcl toc.html zu fin-
den
4 Software, die Quellcode zur Laufzeit analysiert und ausfu¨hrt
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haben sich in der Wirtschaft etabliert. Die Wichtigsten werden im Nachstehenden kurz
vorgestellt und beschrieben.
3.2.1 z/OS
z/OS ist das ma¨chtigste Betriebssystem fu¨r Mainframes. Im Vergleich zu anderen Main-
frame Betriebssystemen ist es zwar sehr komplex, dafu¨r aber entsprechend leistungsfa¨higer.
z/OS ist darauf ausgelegt, Anwendungen eine sichere und vor allem hoch verfu¨gbare Umge-
bung bereitzustellen. Eines der wichtigsten Unterscheidungsmerkmale des z/OS gegenu¨ber
Betriebssystemen auf Nicht-Mainframe Plattformen ist die Jobverarbeitung. Im Gegensatz
zu Systemen wie Windows oder Linux behandelt z/OS Anfragen und Jobauftra¨ge nicht
als eine Einheit, die von Anfang bis Ende im Prozessor bleibt, sondern reagiert dynamisch
auf Wartezeiten oder I/O Inputs. Sobald ein Prozess auf weitere Informationen warten
muss, um fortzufahren, speichert z/OS alle notwendigen Daten ab und la¨sst wa¨hrend der
Wartezeit einen anderen Prozess im Prozessor laufen. Zusa¨tzlich wird jede Anfrage in klei-
nere Teile zerlegt, die wiederum von unabha¨ngigen Komponenten (Prozessoren) bearbeitet
werden, so dass Ergebnisse schneller berechnet werden ko¨nnen. Mit diesem System werden
die Prozessoren und die komplette Rechenleistung optimal ausgenutzt und es entstehen
keine u¨berflu¨ssigen Leerlaufzeiten.
Daru¨ber hinaus bietet z/OS inzwischen eine Java und C++ Runtime und Unix System
Services an. Diese Erweiterungen simulieren ein hierarchisches Filesystem (HFS) und ma-
chen es mo¨glich UNIX Programme wie SAP R3 oder Web Application Server unter z/OS
zu betreiben.
3.2.2 z/VSE-Virtual Storage Extended
Der kleine Bruder des z/OS Betriebssystems, der speziell fu¨r den Mittelstandsbereich ent-
wickelt wurde, ist optimiert fu¨r Batch Jobs und Transaktionen. Wie auch z/OS ist dieses
Betriebssystem geeignet, mehrere Batch Jobs und umfassende Transaktionen parallel aus-
zufu¨hren. Transaktionen werden im z/VSE (ebenso im z/OS) vom Customer Information
Control System Transaction Server (CICS TS siehe Abschnitt 4.2.2 auf Seite 30) aus-
gefu¨hrt. Im Gegensatz zum z/OS, welches verschiedene Runtimes und ein HFS anbietet,
verfolgt VSE eine andere Strategie. Hier steht die Verbindungsfa¨higkeit (Connectivity)
nach außen im Vordergrund. Das heißt auf VSE ko¨nnen keine UNIX Programme direkt
ausgefu¨hrt werden, jedoch kann VSE mit einem z/Linux (siehe na¨chster Abschnitt 3.2.4),
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das parallel auf demselben Mainframe (in einem anderen LPAR) installiert ist, sehr schnell
u¨ber HyperSockets5 kommunizieren. Mit dieser Kombination bietet VSE die Funktionalita¨t
des z/OS UNIX Programme auszufu¨hren ohne dessen komplexen Administrationsaufwand.
Detailliertere Informationen zur Geschichte und der technischen Entwicklung von z/VSE
sind im Kapitel 4.1 auf Seite 27 zu finden.
3.2.3 z/VM-Virtual Machine
VM war das erste Betriebssystem welches Virtualisierung erlaubte. Hierbei wird eine Un-
terteilung der vorhandenen Hardware-Ressourcen in eigensta¨ndige, voneinander unabha¨n-
gige virtuelle Maschinen (Server) realisiert, die die Mainframe-Hardware oder nicht instal-
lierte Hardware emulieren. In virtuellen Maschinen (VMs) ko¨nnen dann die verschiedensten
Betriebssysteme installiert werden, die alle parallel und isoliert voneinander auf dem Groß-
rechner betrieben und gepflegt werden ko¨nnen. Der parallele Zugriff der virtuellen Server
auf die Mainframe-Hardware wird vom z/VM kontrolliert. Mit Hilfe der Virtualisierungs-
technik wird eine effizientere und kostengu¨nstigere Nutzung der Ressourcen erreicht.
Im Zusammenspiel mit vielen zLinux (siehe na¨chsten Abschnitt) Installationen unter VM
ergeben sich heutzutage sehr interessante Einsatzmo¨glichekiten im Bereich Web-Hosting.
Hierbei ko¨nnen virtuelle Server (Linux Images) innerhalb von Sekunden bereitgestellt bzw.
wieder entfernt werden.
Im z/VM ko¨nnen die folgenden Betriebssysteme installiert werden:
 z/VM, d.h. es ist eine Virtualisierung von VM unter VM mo¨glich
 z/OS
 z/VSE
 Linux for System z
 z/TPF
 Conversational Monitor System (CMS), wobei CMS kein eigensta¨ndiges Betriebssys-
tem ist und ausschließlich unter VM einsetzbar ist.
3.2.4 Linux on System z
In den letzten Jahren wurde bei verschiedenen Linux Distributionen der Kernel so um-
geschrieben, dass Linux auf Mainframes betrieben werden kann. Es kann sowohl nativ
5 HyperSockets sind integrierte Netzwerkkomponenten, die durch ein simuliertes Ethernet LAN die Kom-
munikation zwischen den LPARs eines Mainframes ermo¨glichen.
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auf LPARs betrieben werden als auch unter z/VM nahezu beliebig oft installiert werden.
Außerdem ist Linux on System z zu der 64-Bit Architektur des Großrechners kompatibel.
In den folgenden Abschnitten werden verschiedene Tivoli Produkte beschrieben, soweit sie
fu¨r die vorliegende Arbeit relevant sind.
3.3 Tivoli
Unter dem Markennamen Tivoli werden mehrere Softwareprodukte der IBM zusammen-
gefasst, die allgemein ausgedru¨ckt, darauf ausgelegt sind, IT- und Informationssysteme zu
verwalten, zu automatisieren und durch festgelegte Prozesse zu unterstu¨tzen.6 Außerdem
bietet Tivoli Funktionen zum State Monitoring (siehe Abschnitt 3.3.4 auf Seite 25), die in
Verbindung mit der in dieser Arbeit entwickelten Java Klassenbibliothek zur U¨berwachung
von VSE Sicherheitseinstellungen eingesetzt werden ko¨nnen.
Im Folgenden werden die Produkte Tivoli Security Compliance Manager, Tivoli Risk Ma-
nager und das Tivoli Sicherheitskonzept na¨her beschrieben. Abschließend werden die Un-
terschiede von Event und State Monitoring erla¨utert.
3.3.1 Tivoli Sicherheitskonzept
Das Tivoli Sicherheitskonzept setzt sich aus Zugriffskontrollen auf Ressourcen, Einhaltung
unternehmensweiter Sicherheitsrichtlinien und Lokalisierung und Beseitigung von Sicher-
heitslu¨cken in Unternehmens-Software zusammen. In den folgenden Unterkapiteln werden
die einzelnen Tivoli Komponenten ausfu¨hrlicher vorgestellt.
3.3.2 Tivoli Security Compliance Manager (TSCM)
Der TSCM wurde konzipiert, um die Einhaltung aller z.B. durch die Firma vorgeschrie-
benen Sicherheitsrichtlinien fu¨r Betriebssysteme (security policies) in einer IT-Landschaft
zu gewa¨hrleisten und mo¨gliche sicherheits-relevante Schwachstellen zu erkennen.
Der Anwender, in der Regel ein Systemadministrator, bemerkt die Schwere des Versto-
ßes oder des Schwachpunkts an der farblichen Kennzeichnung der jeweiligen Richtlinie




und kann sofort die notwendigen Maßnahmen einleiten. Neben der zentralisierten manu-
ellen Kontrolle durch einen Administrator fragt der Compliance Manager in regelma¨ßigen
Absta¨nden alle Sicherheitseinstellungen bei allen angeschlossenen (Betriebs-) Systemen
automatisch ab.
Die Sicherheitsrichtlinien und deren Toleranzen sind durch ein vordefiniertes Template zu
wa¨hlen oder frei konfigurierbar.





 Windows 95 / 98 / 2000 / NT / XP
Im Rahmen dieser Arbeit wird eine Java Klassenbibliothek erstellt, u¨ber die der TSCM
auf alle sicherheits-relevanten Parameter des Betriebssystems z/VSE zugreifen kann.
3.3.2.1 TSCM Collectors
Ein TSCM Collector ist ein in Java geschriebenes Software-Modul, das als Java-Archiv
Datei (client.jar) in den TSCM eingebunden wird. Die durch den Collector bereit gestell-
ten Klassen und Methoden liefern alle beno¨tigten sicherheits-relevanten Informationen und
Parameter eines mittels des TSCM zu pru¨fenden Betriebssystems.
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Abbildung 3.1: siehe [TSCM05] - TSCM Java Collector (JAR file)
Jede Instanz eines Collectors la¨uft in der Java Virtual Machine (JVM) des TSCM in einem
eigenen Thread.
3.3.3 Tivoli Risk Manager (TRM)
Im Gegensatz zum TSCM, der nur Betriebssysteme u¨berpru¨ft, verwaltet der TRM Sicher-
heitsvorfa¨lle, Schwachpunkte und Sicherheitsereignisse von Sicherheitsprodukten. Durch
Korrelation von sicherheits-relevanten Informationen und Gefahrenmeldungen von Intrusion-
Detection-Systemen, Firewalls, Virenscannern, Routern und Netzen ermo¨glicht der TRM
eine zentrale Identifikation und Einstufung aller Bedrohungen und Angriffe auf ein lokales
Netzwerk (LAN).
Auf Grund der zentralen Steuerung des TRM an einer Konsole ko¨nnen im Falle eines
Angriffs Sicherheitsrichtlinien im ganzen System umgesetzt werden, um so dem Angriff
entgegenzuwirken.
3.3.4 Unterschiede zwischen Event und State Monitoring
Tivoli Event Monitoring wird eingesetzt, um alle sicherheits-relevanten Ereignisse eine Be-
triebssystems zu sammeln. Diese werden mittels TCP oder UDP an den TRM von Tivoli
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u¨bermittelt und dort ausgewertet. Die Daten werden u¨blicherweise im Klartext als Syslog-
ng7 Format an den TRM u¨bermittelt.
sicherheits-relevante Ereignisse:
 Login und Logout
 Sicherheitsverletzungen
 Spezifikationspru¨fungen: resource manager profile und resource profile
 Aufrufe von sicherheits-relevanten Anwendungen
 A¨nderungen der Sicherheitsrichtlinien
 A¨nderungen der User Profile (Passworta¨nderungen etc.)
Im Gegensatz zum Event Monitoring, welches Ereignisse im betrachteten System in Echt-
zeit protokolliert, werden beim State Monitoring in la¨ngeren Zeitabsta¨nden einzelne Mo-
mentaufnahmen des ganzen Systems8 gemacht und ausgewertet. Hierbei werden Informa-
tionen u¨ber die Einstellungen von bestimmten sicherheits-relevanten Systemparametern
ausgelesen und an den TRM gesendet. Der TRM analysiert die Daten und pru¨ft, ob alle
Systemparameter den Sicherheitsrichtlinien entsprechen. Diese Informationen werden mit
Hilfe der Tivoli Kollektoren aus den Betriebssystemen ausgelesen.
7 Erweiterter Standard zur U¨bermittlung von Log-Meldungen. Ng steht hier fu¨r ’new generation’. Na¨here
Informationen zu dem Standard Syslog-ng sind unter http://www.balabit.com/products/syslog ng/ zu
finden.
8 Das System wird hier als ein zu betrachtendes (monitoring) Objekt behandelt
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4 Das IBM Betriebssystem z/VSE
4.1 Geschichte
Dieser Abschnitt gibt einen kurzen U¨berblick u¨ber die Geschichte und die Entstehung des
Betriebssystems z/VSE. Details und Besonderheiten werden bei dieser Betrachtung nicht
beru¨cksichtigt.
Das heutige z/VSE ist das Resultat einer u¨ber 40 Jahre andauernden Entwicklung. Als
erstes Betriebssystem fu¨r kleinere und Mittelstandskunden und als Alternative zu dem gro¨-
ßeren OS/360 wurde 1964 fu¨r den Großrechner S/360 das Betriebssystem Disk Operating
System/360 (DOS/360) entwickelt. Dieses System arbeitete 1965 mit drei Partitionen1
(siehe Abbildung 4.1) und einer Hauptspeichergro¨ße von 32 KB.
Abbildung 4.1: Unterschiede Mainframe LPARs und z/VSE Partitionen
1 Eine Partition ist eine Unterteilung des virtuellen Adressraumes des Betriebssystems VSE in einzelne
Abschnitte, die dann jeweils von laufenden Anwendungen belegt werden ko¨nnen.
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Die Abbildung 4.2.2 veranschaulicht die Begriffe LPAR und Partition. Sowohl ein Mainfra-
me LPAR als auch eine Partition im VSE werden als Partitionen bezeichnet. Der in diesem
Kapitel verwendete Begriff Partition bezieht sich auf die Partitionen innerhalb eines VSE
Systems.
Fu¨nf Jahre spa¨ter erschien eine neue Großrechnergeneration System/370 und 1972 wurden
die Mainframes mit Virtual Storage erweitert, welches die Systemleistung erho¨hte und
die Programmierung vereinfachte. Zu diesem Zeitpunkt war der Speicher auf 256 KB
angewachsen.
Das System DOS/360 durchlief 27 Releases bis es zu Disk Operating System/Virtual Sto-
rage (DOS/VS) umbenannt wurde. DOS/VS unterstu¨tzte fu¨nf Partitionen und verbesserte
durch einen Relocating Loader2 die Effizienz der Multiprogrammierung.
U¨ber die Jahre wurde der Speicher stetig erweitert und weitere Funktionen wurden hin-
zugefu¨gt. Als ein neues Diskettensystem entwickelt wurde und sich der reale Speicher auf
4 MB belief, wurde das Betriebssystem Disk Operating System/Virtual Storage Extended
(DOS/VSE) benannt. Ab diesem Zeitpunkt unterstu¨tzte DOS/VSE virtuellen Speicher
(Virtual Storage Extended). Als virtueller Speicher (virtual storage) wird der Speicher
bezeichnet, der tatsa¨chlich von einem laufenden Programm physikalisch benutzt wird. Der
virtuelle Speicher einer Anwendung, welcher im physikalischen Arbeitsspeicher vo¨llig ver-
teilt liegen kann, wird mit Hilfe der virtuellen Speicherverwaltung als logisch zusammen-
ha¨ngender Speicherbereich dargestellt. Die Abbildung der virtuellen auf die physikalischen
Adressen wird vom Betriebssystem erledigt. Durch diesen Mechanismus belegt eine Anwen-
dung nur so viel Speicher, wie es fu¨r die momentane Ausfu¨hrung beno¨tigt. Die restlichen,
nicht im Speicher beno¨tigten Daten werden solange auf einem permanenten Speicherme-
dium abgelegt und bei Bedarf in den Speicher geladen. Die parallele Verarbeitung von
Anwendungen wird durch die Bereitstellung mehrerer voneinander isolierter Adressra¨ume
(virtueller Speicherbereich) umgesetzt und optimiert.
DOS/VSE wurde 1984 in VSE/System Package (VSE/SP) umbenannt. Inzwischen war der
Speicher auf 16 MB angewachsen. Etwa drei Jahre spa¨ter 1987, wurde in die dritte Version
von VSE/SP ein Komponentenkonzept implementiert, das bis heute im z/VSE verwendet
wird. Die Struktur dieses Konzepts besteht aus einer Reihe an Basis- und optionalen
Produkten, welche die Kunden je nach Anforderungen nachru¨sten ko¨nnen.
Bereits 1990 wurde das VSE/SP zu VSE/ESA. Die erste Version hatte zum Ziel gute
VSE/SP Konzepte zu u¨bernehmen und den Fokus auf Qualita¨t und Kapazita¨tssteigerung




zu legen. Die Kapazita¨t wurde gesteigert, indem der Adressraum des Betriebssystems von
24 Bit auf 32 Bit erho¨ht wurde. Jedoch konnten die 32 Bit nicht voll ausgescho¨pft werden.
Das erste Bit einer jeden Adresse wird verwendet um anzuzeigen, ob es sich um eine 32-Bit
oder 24-Bit Adresse handelt. Wenn eine Adresse mit einer Null beginnt, handelt es sich
um eine 24-Bit Adresse. Bei einer Eins am Anfang dreht es sich um eine 32-Bit Adresse,
von der dann jedoch nur 31 Bit effektiv genutzt werden ko¨nnen. Der Grund fu¨r diese
Unterscheidung in 24 und 31 Bit Adressen liegt in der geforderten Kompatibilita¨t zu alten
Assembler Programmen, die nicht neu kompiliert werden ko¨nnen. Durch die Erweiterung
des Adressraums auf 31 effektive Bit konnten bis zu 2 GB im Speicher gehalten werden. Des
Weiteren wurden in der neuen Version dynamische Partitionen umgesetzt, d.h. Partitionen
sind nicht mehr auf ihre vorher festgelegte Gro¨ße beschra¨nkt, sondern ko¨nnen sie je nach
Anforderung anpassen.
Der CICS Transaction Server, welcher im nachfolgenden Kapitel 4.2.2 erkla¨rt wird, wurde
1999 mit VSE/ESA V2.4 unterstu¨tzt.
2005 wurde aus VSE/ESA V2 das Betriebssystem z/VSE V3. Zu diesem Zeitpunkt war
VSE noch nicht 64 Bit fa¨hig. Dieser Mangel wurde im April 2006 behoben. Die neue
Version z/VSE V4.1 aber unterstu¨tzt nunmehr die z-Architektur (Großrechner) und eine
reale 64 Bit Adressierung.
4.2 Systemkomponenten
4.2.1 z/VSE 4.1 Central Functions
Die grundlegenden Funktionen des Betriebssystems z/VSE 4.1 sind:
 Speicherverwaltung
 Input / Output-Verwaltung der angeschlossenen Hardware
 Job Control Language (JCL)
Priority Output Writers, Execution Processors and Input Readers (POWER)
Diese Komponente ist das spooling system des VSE Betriebssystems. Ein spooling system
verwaltet alle zu bearbeitenden Auftra¨ge (Jobs) in einem Betriebssystem. Die anstehenden
Auftra¨ge werden in einem Puffer zwischengespeichert und mittels einer Stapelverarbeitung
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dem ausfu¨hrenden System oder Programm u¨bergeben.
Funktionsumfang von POWER:
 Lesen und Speichern von Auftra¨gen, die von verschiedenen Eingabegera¨ten geschickt
werden. Alle Auftra¨ge werden in der input queue3 abgelegt.
 Auftra¨ge aus der input queue in einer Partition starten.
 Speicherung des Outputs, der von gelaufenen Jobs zuru¨ckgeliefert wurde, in der
output queue.
 Jobs oder Output an Anwendungen schicken, die in anderen Partitionen laufen.
Virtual Storage Access Method (VSAM)
VSAM ist das Datenmangement- und Zugriffssystem fu¨r VSE Dateien. In VSAM-Dateien
werden hoch sensible Kundendaten gehalten. Diese werden mit der Komponente VSAM
verwaltet, gepflegt, gea¨ndert und gesichert. Der Zugriff auf den Inhalt der Dateien erfolgt
wie der Zugriff auf virtuelle Speicher (siehe 4.1 auf Seite 27).
Interactive Computing and Control Facility (ICCF)
U¨ber diese zentrale VSE Komponente la¨sst sich das Betriebssystem administrieren. Mit
Hilfe des ICCFs werden sowohl Auftra¨ge, die in einer Partition gestartet werden oder
einen Batch-Job anstoßen, als auch Anwendungen entwickelt und in der ICCF Library
gespeichert.
4.2.2 Customer Information Control System Transaction Server (CICS TS)
Der CICS TS ist ein Transaktionssystem, mit dem Transaktionen auf einem Datenbestand
ausgefu¨hrt und Anwendungen entwickelt werden ko¨nnen. CICS verwaltet den parallelen
Zugriff auf Daten und Dateien, sorgt fu¨r die Integrita¨t der Daten und die Speicherverwal-
tung. Des Weiteren autorisiert CICS Benutzer und bestimmt, in welcher Reihenfolge die
Jobs ausgefu¨hrt werden.
3 input queue ist die Warteschlange in der die Auftra¨ge auf ihre Verarbeitung warten.
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Wie in Abbildung 4.2 zu sehen, kann man sich das CICS als eine zwischen dem Betriebssys-
tem und der Anwendung liegende Schicht vorstellen, die eine Reihe von Funktionen bereit-
stellt, um Transaktionen zu bearbeiten. Die Anwendung kommuniziert mit dem CICS TS
und dieser wiederum mit dem VSE, welches mit einem externen Terminal in Verbindung
steht und die Daten u¨ber den CICS TS an die Applikation sendet.
Abbildung 4.2: siehe [zVSEB06] - CICS Transaction Server und VSE
In einem VSE ko¨nnen mehrere CICS TS, jeder in seiner eigenen Partition, parallel laufen.
CICS TS unterstu¨tzt folgende Programmiersprachen:
 COBOL
 C
 C++ (nur z/OS nicht aber auf z/VSE)
 PL/I
 Assembler
 Java (nur z/OS nicht aber auf z/VSE)
4.2.3 TCP/IP for VSE
Die meisten Systeme benutzen inzwischen fu¨r die Kommunikation den Industriestandard
Transmission Control Protocol/Internet Protocol (TCP/IP). Die U.S. Softwarefirma CSI
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International4 hat fu¨r z/VSE einen TCP/IP Stack entwickelt, der das Betriebssystem zu
anderen TCP/IP-basierten Systemen kompatibel macht.
Einfach ausgedru¨ckt bietet TCP/IP eine Reihe von Kommunikationsprotokollen an, die
eine zuverla¨ssige Ende-zu-Ende Verbindung zum Versenden von Daten gewa¨hrleisten. Wei-
tere Kenntnisse von TCP/IP werden an dieser Stelle vom Leser vorausgesetzt.
Informationen zur Sicherheit von TCP/IP im VSE sind im Kapitel 5.6 auf Seite 52 zu
finden.
Funktionalita¨ten von TCP/IP for VSE
 File Transfer Protocol (FTP): Dateien ko¨nnen mittels eines VSE Batch Programms
und CICS transferiert werden oder das FTP wird direkt von einer VSE Applikation
aufgerufen.
 TN3270 (data stream): Diese spezielle Variante von Telnet ist fu¨r Kommunikation
zwischen dem VSE und den Terminals, u¨ber die mit dem VSE gearbeitet werden
kann, zusta¨ndig. Die erweiterte Version TN3270E ist im RFC5 2355 definiert.
 Line Printer Requester (LPR): Mit diesem LPR Client ist es mo¨glich, Mainframe
Output oder Dateien auf im Netzwerk angeschlossenen Druckern zu drucken.
 E-Mail: TCP/IP for VSE bietet die Mo¨glichkeit, E-Mails u¨ber das standardisierte
SMTP Protokoll zu versenden.
 General Printer Server (GPS): GPS ermo¨glicht es auf VTAM-basierenden Program-
men Auftra¨ge an, u¨ber TCP/IP angeschlossenen Druckern, zu schicken ohne dass die
Applikationen umgeschrieben werden mu¨ssen.
 Network File System (NFS): Dieses Software Paket ermo¨glicht anderen Computer-
systemen, die einen NFS Client installiert haben, auf entfernte VSE System Dateien
zuzugreifen, als wa¨ren diese lokal verfu¨gbar.
Um einen vollsta¨ndigen U¨berlick zu erhalten werden die Systemkomponenten DB2 Server
for VSE und VTAM an dieser Stelle nur kurz aufgefu¨hrt, da sie fu¨r die vorliegende Arbeit
keine Relevanz haben.
4 mehr Informationen unter http://www.e-vse.com/about-csi/about-csi.htm
5 In RFCs werden Standards definiert. Weitere Informationen unter http://www.rfc-editor.org
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4.2.4 DB2 Server for VSE
Der DB2 Server fu¨r z/VSE ist ein speziell fu¨r VSE und VM entwickeltes ’Relational Data-
base Management System’, das nicht mehr weiterentwickelt wird. Die Kunden von z/VSE
sollen weg von dem DB2 Server fu¨r z/VSE und hin zu der Alternative ’Linux on System
z’ gefu¨hrt werden. Das Linux, das auf z/VSE-Daten und Anwendungen zugreifen kann,
soll parallel auf dem Mainframe installiert werden, um so auch die Nutzung anderer Da-
tenbanksysteme zur Verfu¨gung zu stellen.
Der DB2 Server unterstu¨tzt TCP/IP Zugriff, um von entfernten Rechnern auf Daten zu-
greifen zu ko¨nnen. Des Weiteren werden erweiterte stored procedure, recovery, backup und
archiving Funktionen bereitgestellt.
4.2.5 VTAM (Virtual Telecommunications Access Method)
VTAM ist die fru¨here IBM proprieta¨re Netzwerkkomponente zum Verwalten des System
Network Architecture6 (SNA) und damit der Vorla¨ufer von TCP/IP. VTAM diente als
Schnittstelle, die die Kommunikation und Datenu¨bertragung zwischen dem Benutzer und
den Applikationen steuert. Folgende Aufgaben werden von VTAM in der Netzwerkkom-
munikation u¨bernommen:
 Verbindungsaufbau und Sessionhandling
 U¨berwachung und Kontrolle von Ressourcen
 Bereitstellung eines Interfaces, das von Benutzern geschriebenen Programmen den
Netzwerkzugriff erlaubt
4.3 VSE Kommunikation
Die zu erstellende Klassenbibliothek beno¨tigt Java-basierten Zugriff auf VSE. Aus die-
sem Grund stellt der auf Java-basierte Connector, der diesen Zugriff ermo¨glicht, einen
wesentlichen Bestandteil dieser Arbeit dar.
Wie jedes System beno¨tigt auch VSE verschiedene Schnittstellen, u¨ber die eine Kom-
munikation mit anderen Systemen mo¨glich wird. In diesem Fall wird diese Problematik
mittels so genannten Connectors gelo¨st, die im VSE als Bindeglied fungieren, so dass
es mo¨glich ist mit Anwendungen auf anderen Plattformen zu kommunizieren. Im z/VSE
6 weitere Informationen: http://www.cisco.com/univercd/cc/td/doc/cisintwk/ito doc/ibmsnaro.htm
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dienen die Connectors als Verbindungsschnittstelle zwischen dem Betriebssystem und offe-
nen Standards wie zum Beispiel Java Plattformen oder SOA (service-oriented architecture)
Anwendungen.
Heutzutage behandeln die meisten modernen Betriebssysteme ihre Dateien als sequenzi-
ellen Datenstrom (Byte-Stream). Im Gegensatz dazu bestehen die meisten Files im VSE
aus mehreren Records (VSAM). Diese beinhalten die Benutzerdaten und ko¨nnen eine fi-
xe oder variable La¨nge haben. VSE Anwendungen arbeiten mit den Records und greifen
fu¨r gewo¨hnlich nicht auf einzelne Bytes zu. Mehrere solcher Records ko¨nnen zu einem
Block zusammengefasst werden. Zwar besteht die Mo¨glichkeit, auf Records basierende
VSE Dateien in einen sequenziellen Datenstrom umzuwandeln, jedoch gehen hierbei wich-
tige Informationen wie die La¨nge des Records verloren. Da Records oft aus Strings, bina¨ren
Daten und weiteren Datentypen bestehen, muss man diese Daten erst in ein Format, das
fu¨r den Empfa¨nger lesbar ist, u¨bersetzen und die richtige Zeichenkodierung (ASCII / EB-
CDIC) wa¨hlen. Durch diese heterogenen Datentypen innerhalb eines Records ist es nicht
mo¨glich, einen Record komplett als ASCII oder bina¨ren Datensatz zu u¨bermitteln. Fu¨r die
Aufgabe der Datenu¨bersetzung und -umwandlung stehen im VSE verschiedene Connec-
tors zur Verfu¨gung, die unter Kenntnis von VSE Spezifikationen die Kommunikation und
Transformation der Daten nach außen gewa¨hrleisten. Mit Hilfe dieser Schnittstellen ist es
mo¨glich, u¨ber das Transportprotokoll TCP/IP auf VSE Daten zuzugreifen.
Folgende z/VSE Connectors stehen zur Verfu¨gung:
 Java-based connector
 VSAM redirector connector
 VSE script connector
 Simple Object Access Protocol7 (SOAP) connector
 DB2-based connector
Im folgenden Kapitel werden die wichtigsten VSE Connectors kurz beschrieben.
4.3.1 Java-based connector
Dieser Connector wurde im Jahre 2000 in die Version VSE/ESA 2.5.0 integriert und er-
mo¨glicht es, u¨ber alle Arten von Java Programmen auf VSE Funktionen und Daten zuzu-
7 standardisiertes, auf XML basierendes, weit verbreitetes Protokoll mit dem es Anwendungen mo¨glich ist
Informationen u¨ber das Internetprotokoll HTTP auszutauschen.
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greifen. Dies beinhaltet z.B. auch Java Servlets oder EJBs, die in einer Web Application
Umgebung laufen.
Client Teil (VSE Connector Client)
Der ’VSE Connector Client’ kann auf den meisten java-fa¨higen Plattformen installiert
werden. Der Zugriff auf VSE ist u¨ber die zwei Schnittstellen VSE Java Beans und VSAM
JDBC Driver mo¨glich. Des Weiteren wird die Kommunikation mit einem Web Application
Server unterstu¨tzt.
Dieser Client-Teil wird im Folgenden von der zu erstellenden Security Klassenbibliothek
verwendet werden.
Im Bild 4.3 wird veranschaulicht, wie sich eine Java Anwendung, die auf einem Server
la¨uft, u¨ber die ’VSE connector client’ Schnittstelle und TCP/IP zu dem ’VSE Connector
Server’ verbindet und auf VSE Daten zugreift.
Abbildung 4.3: siehe [zVSEB06] - VSE Anbindung: Java-based Connector
Server Teil (VSE Connector Server)
Der ’VSE Connector Server’ ist Teil des z/VSE Systems und la¨uft als Batch Anwendung.
Ein Server kann mehrere Clients gleichzeitig bedienen.
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4.3.2 VSAM Redirector Connector
Der VSAM Redirector Connector wurde Ende 2001 mit VSE/ESA 2.6 eingefu¨hrt. Mit
diesem Connector ist es bestehenden VSE Anwendungen mo¨glich, auf Dateisysteme und
Datenbanken außerhalb von VSE zuzugreifen. COBOL Programme, die vor Jahrzehnten
geschrieben wurden, ko¨nnen u¨ber diesen Connector ohne Vera¨nderungen auf eine DB2
oder Oracle Datenbank zugreifen. Das Besondere hierbei ist, dass die angeforderten Daten
von einer Java-basierten Plattform oder einem anderen Dateisystem von dem ’VSAM Re-
director Server’ im VSE Dateiformat zuru¨ckgeliefert werden, so dass die VSE Anwendung
(COBOL) die Daten im richtigen Format und mit der korrekten Zeichenkodierung sofort
verwenden kann. Die Anwendungen bekommen von der Umleitung nichts mit.
4.3.3 Simple Object Access Protocol (SOAP) Connector
Mit der im Jahre 2003 zur Verfu¨gung gestellten Erweiterung des ’SOAP Connectors’ ist
das Betriebssystem z/VSE (erstmals VSE/ESA 2.7) in der Lage, mit allen Plattformen
Informationen via Internet beliebig auszutauschen. Das VSE System kann mit Hilfe des
Connectors als SOAP Server oder Client agieren. Hierbei la¨uft der eigentliche SOAP Server
bzw. Client in der Transaction Server (CICS) Umgebung.
4.4 Datenspeicherung im z/VSE
Im z/VSE werden Informationen und Daten in verschiedenen Bibliotheken und Dateien
abgelegt. In diesem Abschnitt werden die zwei unterschiedlichen Arten der Datenspeiche-
rung betrachtet, soweit sie fu¨r diese Arbeit relevant sind.
VSE Dateien (Files)
 Basic Access Method (BAM)-Dateien
Bei der Definition einer BAM-Datei muss die exakte Stelle, an der die Datei auf
der Festplatte liegen soll, angegeben werden. Die Informationen u¨ber die Datei und
deren Speicherort wird fu¨r die spa¨tere Verwendung in einem Register (label area)
abgelegt.
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 Virtual Storage Access Method (VSAM)-Dateien
Das Anlegen einer VSAM-Datei setzt einen definierten VSAM-Speicherbereich auf
der Festplatte voraus, der in einem VSAM Katalog, welcher alle VSAM-Bereiche ver-
waltet, gespeichert wird. Nach diesen Schritten kann VSAM in besagtem Speicherbe-
reich Platz fu¨r die VSAM-Dateien allokieren und Zugriffsmethoden bereitstellen. Der
Umgang mit VSAM-Dateien ist durch die Zugriffsmethoden, die auch das Lesen und
Schreiben organisieren, im Gegensatz zu den BAM-Dateien sehr viel komfortabler.
Abbildung 4.4: VSAM-Dateien
Die wesentlichen Merkmale der verschiedenen VSAM-Dateien bestehen in dem Zu-
griff und der Verwaltung. Man unterscheidet zwischen vier VSAM-Dateitypen.
– Key Sequence Data Set (KSDS)
Jeder Datensatz (kann eine beliebige La¨nge haben) ist mit einem Schlu¨ssel
versehen, mit dessen Hilfe es mo¨glich ist, gezielt auf Datensa¨tze zuzugreifen
oder diese in die VSAM-Datei einzufu¨gen.
– Entry Sequence Data Set (ESDS)
Bei dieser Form sind die Datensa¨tze sequenziell geordnet.
– Relative Record Data Set (RRDS)
Die Datensa¨tze sind durchnummeriert und in ihrer La¨nge beschra¨nkt. Dadurch
ist, wie bei KSDS, ein gezielter Zugriff mo¨glich.
– Variable Length Relative Record Data Set (VRDS)
Die gleiche Methode wie RRDS nur mit variabler La¨nge der Datensa¨tze.
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Fu¨r die vorliegende Arbeit sind Zugriffe auf VSAM relevant, weil security-relevante Daten
z.T. im VSAM abgelegt sind.
VSE Bibliotheken (Libraries)
Die VSE Bibliotheken ko¨nnen in einem VSAM-Speicherbereich oder a¨hnlich wie BAM-
Dateien direkt auf der Festplatte abgelegt werden, jedoch wird ihre Baumstruktur: Libraries-
Sublibraries-Members u¨ber eigene Methoden abgebildet.
Abbildung 4.5: VSE-Bibliotheken
Die Members ko¨nnen Daten wie Programme, Prozeduren oder reinen Text beinhalten.
ICCF Bibliotheken (Libraries)
Hier stehen die ICCF Daten und Benutzerkennungen in einer Datei (DTSFILE), die wie
eine BAM-Datei abgelegt ist. Die Bibliotheken, die sich wiederum aus Members zusam-
mensetzen, werden u¨ber Nummern identifiziert. Die mo¨glichen Inhalte von Members sind
der Abbildung 4.6 zu entnehmen.
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Abbildung 4.6: ICCF-Bibliotheken
Security-relevante Informationen werden teilweise als ICCF Member (DTSECTAB) abge-
legt und sollen im Laufe dieser Arbeit ausgelesen werden.
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5 Das VSE Sicherheitskonzept
Die Absicherung eines Betriebssystems vor firmeninternen und -externen Gefahren ist
eine große Herausforderung und bedarf einer wohlu¨berlegten Strategie. Die Anforderun-
gen an ein solches Sicherheitskonzept setzen sich aus verschiedenen Gesichtspunkten der
IT-Sicherheit zusammen und reichen von Datenschutz bis hin zur gezielten Vergabe von
Berechtigungen.
Das Sicherheitskonzept von VSE ermo¨glicht sehr feine Abstufungen der Sicherheitseinstel-
lungen. Wa¨hrend des Starts des Systems wird entschieden, mit welcher Sicherheitsstufe,
abha¨ngig von den Anforderungen, das Betriebssystem hochfahren soll. Der Bootvorgang
von VSE heißt IPL (initial program load). Hier wird entschieden, ob Online Security
und/oder Batch Security aktiviert werden und welcher Security Manager verwendet wer-
den soll.
Mittels eines Security Managers im VSE wird folgender Basisschutz bereitgestellt
 Kontrolle des Systemzugriffs der Benutzer
 Protokollierung der Aktivita¨ten eines autorisierten Benutzers auf Dateien und Pro-
grammen
5.1 System Authorization Facility (SAF)
Die System Authorization Facility (SAF Router) wird von den Ressourcen-Manager-Kompo-
nenten (CICS TS) benutzt, um sicherheits-relevante Entscheidungen wie Zugriffskontrollen
zu treffen. Um den SAF Router zu verwenden, muss vorher das VSE Macro RACROUTE
aufgerufen werden, welches den SAF Router aktiviert. Nach der Aktivierung ruft der Rou-
ter den Basic Security Manager (BSM) oder einen External Security Manager (ESM) auf
und beendet sich nach U¨bergabe der Verantwortung an den Security Manager von selbst.
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Abbildung 5.1: siehe [zOSB07] - System Authorization Facility
5.2 Basic Security Manager (BSM)
Der BSM ist Teil des z/VSE Betriebssystems und stellt die wichtigste Sicherheitskom-
ponente dar. Die Hauptaufgaben des BSM liegen darin, Benutzer zu autorisieren und zu
authentifizieren, die Datenintegrita¨t zu erhalten und den Zugriff auf geschu¨tzte Systemres-
sourcen zu verwalten und zu protokollieren. Hierfu¨r ha¨lt der BSM alle Informationen u¨ber
die Benutzer, die vorhandenen Ressourcen und Zugriffsdefinitionen (profiles) in einer Da-
tenbank. Diese Daten werden aus drei unterschiedlichen Quellen eingelesen:
 VSE.CONTROL.FILE (VCF)
Hier werden die Benutzerprofile in einem VSAM File gespeichert.
 BSM.CONTROL.FILE (BCF)
Hier werden alle Ressourcen und die dazugeho¨rigen Zugriffsrechte einer CICS Sitzung
in einem VSAM File abgelegt.
 DTSECTAB Tabelle
Hier werden die Sicherheitsdefinitionen fu¨r alle VSE files, libraries, sublibraries und
members in einem ICCF Member festgelegt.
Auf diese gespeicherten Sicherheitsdaten greift der BSM zuru¨ck, wenn entschieden werden
muss, ob ein Benutzer Zugriff auf einen geschu¨tzten Bereich erteilt bekommt oder nicht.
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Abbildung 5.2: siehe [zOSB07] - Basic Security Manager-Daten
Die Art des Zugriffs auf geschu¨tzte Ressourcen (BCF) wird entweder durch einen direkten
Eintrag des Benutzers in einem Ressourcen-Profil gesetzt oder durch einen Eintrag der Be-
nutzerkennung in einer Gruppe. Die Gruppen mu¨ssen a¨quivalent zu den Benutzern einen
direkten Eintrag in den Ressourcen-Profilen haben. Wenn ein Benutzer in einer Gruppe
und gleichzeitig direkt im Ressourcen-Profil eingetragen ist, u¨berschreibt der direkte Au-
torisierungseintrag des Benutzers die Gruppenrechte. Eine detailliertere Erkla¨rung ist im
Kapitel 5.4 auf Seite 51 zu finden.
Die Administration und Pflege der Eintra¨ge im BCF wird durch vom BSM bereitgestellte
BSTADMIN Kommandos (siehe Abschnitt 5.2.1 auf Seite 48) ermo¨glicht.
Die Zugriffsrechte bei den DTSECTAB-Eintra¨gen (files, libraries, sublibraries, members)
werden entweder u¨ber eine allgemeine Berechtigung (universal access) oder u¨ber 32 Be-
rechtigungsklassen verwaltet, welche ein granulareres Zugriffsmodell erlauben.
Bei der allgemeinen Berechtigung eines DETSECTAB-Eintrags (ausschließlich fu¨r librari-
es, sublibraries und members) wird nur festgelegt, welcher Zugriff allen Benutzern, die kein
spezifischeres Recht haben, erteilt wird. Im Gegensatz dazu werden bei den Berechtigungs-
klassen in den Benutzerprofilen (siehe Anhang Benutzerverwaltung F.1 auf Seite 125) fu¨r
jede Klasse die Rechte: Connect, Read, Update, Alter oder No access einzeln gesetzt.
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Beispiel der 32 Berechtigungsklassen eines Benutzerprofils
Specify the access rights for 1-
32 DTSECTAB access control classes
( _=No access, 1=Connect, 2=Read, 3=Update, 4=Alter )
01 _ 02 3 03 3 04 3 05 3 06 _ 07 2 08 _ 09 1 10 _ 11 _
12 _ 13 _ 14 _ 15 _ 16 _ 17 _ 18 _ 19 _ 20 _ 21 _ 22 _
23 _ 24 _ 25 _ 26 _ 27 _ 28 _ 29 _ 30 _ 31 _ 32 _
Ein Benutzer hat nur dann den in seinem Profil gesetzten Zugriff (Connect, Read, Up-
date oder Alter) auf einen DTSECTAB-Eintrag, wenn die definierte Klasse in dem je-
weiligen Eintrag angegeben ist.








Im Anhang A.1 ist ein gro¨ßerer DTSECTAB Auszug zu finden.
In diesem Beispiel hat der Benutzer auf die Library 888888.P.C.TEST.LIB1 das Zugriffs-
recht Connect und auf das Member die Berechtigung Update. Die Zugriffskontrollfunktion
richtet sich nach der VSE Bibliotheken Hierarchie (siehe Abbildung 4.5 auf Seite 38). Das
heißt wenn eine Bibliothek geschu¨tzt ist, haben auch alle Unterbibliotheken und Datei-
en (Members) den gleichen Schutz. Jedoch ko¨nnen keine Unterbibliotheken und Dateien
geschu¨tzt werden, wenn die Bibliothek daru¨ber keinem Schutz unterliegt. Des Weiteren
u¨berschreibt das Recht des Elternobjekts immer das Recht der Kinderobjekte.
Sublibrary REP1.DEV............ access right UPD
Member REP1.DEV.PROG1...... access right READ
Hier erbt das Member automatisch das Recht Update von der oberen Sublibrary.
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Tabelle 5.1: Zugriffsrechte fu¨r Libraries, Sublibraries und Members








































Die Definition LOG=(1-8) bedeutet, dass alle erfolgreichen Zugriffe der Klassen 1-8 auf
diesen DTSECTAB-Eintrag mitprotokolliert werden. Unberechtigte Zugriffe werden auto-
matisch registriert.
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Abbildung 5.3: siehe [zVSEAd07] - Pru¨fung der Zugriffsautorisierung eines Benutzers auf
einen DTSECTAB-Eintrag
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In dieser Abbildung la¨sst sich nachvollziehen welche Schritte im BSM ablaufen, wenn ein
Benutzer Zugriff auf eine Library, Sublibrary, File oder Member, deren Zugriffsrechte im
DTSECATB definiert sind, fordert. Wenn in der DTSECAB kein universal access aktiviert
ist werden die Berechtigungsklassen des Benutzers mit den DTSECTAB-Eintra¨gen abge-
glichen. Nicht genehmigte Zugriffe werden standardma¨ßig protokolliert. Wenn alle Zugriffe
protokolliert werden sollen muss im DTSECTAB-Eintrag der Parameter LOG gesetzt sein.
Benutzer mu¨ssen sich u¨ber ihre Benutzerkennung und ihr Passwort als BSM-Benutzer
identifizieren und authentifizieren. Mit Hilfe von Passwortrichtlinien legt der BSM fest
welche Form sichere Passwo¨rter haben und nach welchen Zeitra¨umen diese gea¨ndert werden
mu¨ssen.
Zusa¨tzlich werden mit der U¨berwachungsfunktion des BSM nicht autorisierte Zugriffe auf
geschu¨tzte Ressourcen mitprotokolliert.
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Abbildung 5.4: Basic Security Manager-Funktionsu¨bersicht
5.2.1 BSM BSTADMIN Kommandos
Um das BSM.CONTROL.FILE (BCM) zu administrieren, stellt der BSM so genannte
BSTADMIN Kommandos zur Verfu¨gung, mit denen es mo¨glich ist, alle Benutzer- und





5.3. ABGRENZUNG VON EXTERNAL SECURITY MANAGERS (ESM)
ADD|AD class-name profile-name [GEN|NOGEN] [AUDIT(audit-
level)] [UACC(uacc)]
[DATA(’installation-data’)]
CHANGE|CH class-name profile-name [GEN|NOGEN] [AUDIT(audit-
level)] [UACC(uacc)]
[DATA(’installation-data’)]
DELETE|DE class-name profile-name [GEN|NOGEN]
PERMIT|PE class-name profile-






LIST|LI class-name profile-name|* [GEN|NOGEN]
LISTG|LG group-name|*
LISTU|LU user-id








Mit den BSTADMIN LIST-Kommandos lassen sich Eintra¨ge mit bereits vergebenen Be-
rechtigungen einsehen und auf der Konsole darstellen. Auf diese BCF-Beispieleintra¨ge wird
im Kapitel 8.1.2 auf Seite 69 na¨her eingegangen.
5.3 Abgrenzung von External Security Managers (ESM)
Um die Sicherheitseinstellungen im VSE zu verwalten und zu kontrollieren ko¨nnen an-
statt des von IBM entwickelten Basic Security Managers (BSM) auch Security Manager
von anderen Softwarefirmen eingesetzt werden. Im Folgenden werden die zwei wichtigsten
External Security Manager (ESM) kurz vorgestellt und die jeweiligen Unterschiede zum
BSM erla¨utert.
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5.3.1 CA TopSecret
Der External Security Manager ”CA TopSecret”wurde von der IT-Firma Computer Asso-
ciates1 entwickelt und stellt eine Alternative zum BSM dar. Die Funktionalita¨ten des CA
TopSecret
 Benutzer Autorisierung/Authentifizierung
 Zugriffskontrolle auf Ressourcen
 Pru¨fung und Protokollierung von Zugriffen
 Garantie der Benutzerverantwortlichkeit
 SAF5.1 Kompatibilita¨t
entsprechen denen des BSM. Jedoch hat der CA TopSecret im Gegensatz zum BSM eine
benutzerorientierte Architektur. Das heißt die Sicherheitseinstellungen und Maßnahmen
konzentrieren sich eher auf die Benutzer- als auf die Ressourcen-Konfiguration.





 Linux for zSeries
5.3.2 BIM Alert/VSE
Diese Sicherheitskomponente fu¨r VSE wurde von der Firma B.I. Moyle entwickelt welche
von CSI International2 aufgekauft wurde. Im Vergleich zu den Security Managern BSM und
CA TopSecret, die einen systemweiten Schutz anbieten, unterstu¨tzt der BIM Alert/VSE
nur Batch (Job) Security. Der Security Manager u¨berwacht und pru¨ft die Benutzerken-
nungen, mit denen Batch Jobs gestartet werden. Abha¨ngig von der Berechtigung des Be-
nutzers, der den Auftrag (Job) gestartet hat, bekommt der Job von dem BIM Alert/VSE
eine Sicherheitskennung. Anhand dieser Sicherheitskennung kann der Security Manager
die Zugriffe auf geschu¨tzte Ressourcen verwalten und eventuelle Zugriffsverletzungen oder
unerlaubte Programmaufrufe protokollieren.
1 weitere Informationen zu CA sind unter http://www.ca.com/de/ zu finden
2 weitere Informationen zu CSI International sind unter http://www.e-vse.com/about-csi/about-csi.htm zu
finden
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5.4 CICS Online Security
Alle Benutzer, die CICS Anwendungen betreiben, mu¨ssen sich mit einer Kennung identifi-
zieren und einem Passwort am CICS System authentifizieren. Jeder dieser Anwender fu¨hrt
nun diverse Jobs und Aktionen aus, die alle in CICS Transaktionen umgesetzt werden. Da-
bei ist zu beachten, dass ein Benutzer nicht auf alle CICS Transaktionen und Ressourcen
Zugriff hat, sondern ihm nur so viele Rechte eingera¨umt werden, wie fu¨r seine Aktionen
beno¨tigt werden.
Um CICS Transaktionen auf Ressourcen zu schu¨tzen, werden dem BSM.CONTROL.FILE
Eintra¨ge (Profile) mit den folgenden Angaben hinzugefu¨gt:
BSM.CONTROL.FILE Profil
 Ressource Klassenname (bei Transaktionen immer TCICSTRN)
 Name der Ressource
 Zugriffsrecht
Bei dem Zugriffsrecht kann zwischen einem allgemeinem Zugriff (UACC = universal ac-
cess), bei dem alle Benutzer das gleiche Recht (z.B. UACC(READ)) haben, und einer
gezielten Rechtevergabe an Benutzer oder Benutzergruppen gewa¨hlt werden. Bei der ge-
zielten Vergabe der Zugriffsrechte einzelner Benutzer oder Gruppen mu¨ssen diese der Zu-
griffsliste des Profils hinzugefu¨gt werden.
Benutzerautorisierung fu¨r eine Transaktion:
1. BSM checkt den BSM Control File Eintrag, ob ein UACC (z.B. READ) definiert ist.
2. BSM pru¨ft, ob der Benutzer auf der Zugriffsliste steht und ob das gesetzte Recht fu¨r
den Zugriff ausreicht.
3. BSM pru¨ft die Zugriffsliste auf einen Gruppeneintrag mit ausreichender Berechtigung
und die Mitgliedschaft des Benutzers in dieser Gruppe.
Nur wenn einer der Punkte von eins bis drei erfu¨llt ist, wird der angeforderte Zugriff auf die
Transaktion erlaubt. Der direkte Eintrag eines Benutzers in die Zugriffsliste eines Profils
hat mehr Gewichtung als eine Zugriffsberechtigung, die u¨ber eine Gruppenmitgliedschaft
an den Benutzer vererbt wird.
Allgemein verbietet CICS den Zugriff auf Transaktionen die nicht im BSM Control File
eingetragen sind und damit keinem Schutz unterliegen.
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5.5 Batch Security
Bei einem angemeldeten Benutzer wird ein Batch Job mit dessen Rechten ausgefu¨hrt.
Wenn jedoch ein Batch Job ohne Anmeldung am System ausgefu¨hrt werden soll, muss in
dem Job die Benutzeridentifizierung und Authentifizierung enthalten sein.
* $$ JOB ... SEC=(userid,password)
Ohne die Angaben eines Benutzers und Passwortes wird dem Job keine Berechtigung
auf geschu¨tzte Ressourcen erteilt. Die Benutzerkennung und das Passwort werden vor
dem Ausfu¨hren des Jobs durch den BSM gepru¨ft. Der Batch Job la¨uft nach erfolgreicher
Pru¨fung mit den Berechtigungen des im SEC Parameter angegebenen Benutzers. Dies
schu¨tzt die Daten vor unerlaubten Zugriffen und Modifikationen.
5.6 TCP/IP Security im VSE
TCP/IP bringt neben den neuen Kommunikationsmo¨glichkeiten mit anderen Systemen
auch eine große Menge an Sicherheitsproblemen mit sich. Da u¨ber dieses Protokoll die
meisten Angriffsversuche unternommen werden, ist eine Absicherung des Systems von
dieser Seite besonders wichtig.
Fu¨r TCP/IP Security mu¨ssen eigene Benutzerkennungen und Passwo¨rter definiert werden.
Diese werden dann im Klartext in einem Konfigurations-Member (Datei) IPINITxx.L ab-
gelegt. Die Syntax fu¨r eine TCP/IP-Security Benutzerdefinition sieht wie folgt aus:
DEFINE USER,ID=id[,PASSWORD=pswd][,DATA=data],
[FTP=YES/NO,] Controls FTP access by this user
[LPR=YES/NO,] Controls LPR access by this user
[WEB=YES/NO,] Controls Web page access by this user
[TELNET=YES/NO,] Controls Telnet menu access by this user
[ROOT=directory] Restrict the userid to a specific directory
52
5.7. CONNECTOR SECURITY
Wenn keine der Optionen (FTP, LPR, WEB TELNET) angegeben wird, sind diese standard-
ma¨ßig erlaubt. Sobald aber eine dieser Optionen definiert ist, werden die Restlichen auf
NO gesetzt.
U¨ber einen Security Exit (BSSTISX), wie er in Abbildung 5.5 zu sehen ist, ko¨nnen die
TCP/IP-Benutzerdefinitionen an den BSM u¨bergeben werden. Hierbei werden die Benut-
zerkennung, das Passwort und die Zugriffsrechte auf Ressourcen oder Dateien u¨berpru¨ft
und validiert. Wenn die Kontrolle nicht an den BSM u¨bergeben wird oder u¨bergeben
werden kann, ist das System einzig durch die TCP/IP Sicherheitseinstellungen geschu¨tzt.
Abbildung 5.5: TCP/IP Security Exit
5.7 Connector Security
VSE Connectors, wie in Kapitel 4.3 beschrieben, kommunizieren in der Regel mit ei-
nem Server, der mehrere Endbenutzer bedient. Die Datensicherheit zwischen dem VSE
Connector Server (VSE) und dem VSE Connector Client wird optional u¨ber eine SSL3-
Verbindung (Secure Sockets Layer) gewa¨hrleistet. Diese SSL-Einstellungen werden in einer
speziellen SSL-Konfigurationsdatei vorgenommen (siehe Anhang D.4 auf Seite 117).
Der Connector Server verha¨lt sich wie ein Ressourcen-Manager. In jedem Fall muss sich der
Client mit einer Kennung und einem Passwort anmelden. Der Connector Server verifiziert
3 SSL ist ein Datenu¨bertragungsprotokoll mit hybrider Verschlu¨sselung. Weitere Informationen dazu sind
unter http://wp.netscape.com/eng/ssl3/ssl-toc.html zu finden.
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die Anmeldung u¨ber ein RACROUTE-Aufruf bei dem BSM oder ESM. Nach erfolgreichem
Login stellt der Connector Server u¨ber weitere Anfragen an den Security Manager fest,
welche Zugriffsrechte der Client auf geschu¨tzte Systemressourcen hat.
Zusa¨tzlich ko¨nnen Anfragen vom VSE Connector Client u¨ber Benutzerkennungs- oder
IP-Adressen-Listen gefiltert und gesperrt werden (siehe Anhang D.1 auf Seite 115). Die
Konfigurationsdateien IESVCSRV.Z (siehe Anhang D.3 auf Seite 116) und IESLIBDF.Z
(siehe Anhang D.2 auf Seite 115) werden in VSE Bibliotheken gespeichert. In diesen wer-
den allgemeine Verbindungs- und Sicherheitseinstellungen sowie Zugriffsrechte auf VSE
Bibliotheken abgelegt.
5.8 Logon Security
Bevor sich ein Benutzer an dem VSE System mit seiner Kennung anmelden kann, muss
diese Kennung im BSM in einem Benutzerprofil definiert sein. Die Benutzerprofile wer-
den im VSAM in der VSE.CONTROL.FILE gehalten und legen fest, welche Rechte der
Benutzer auf Ressourcen des Betriebssystems hat.
Des Weiteren werden hier die Gruppenzugeho¨rigkeiten und die im Kapitel 5.2 erwa¨hnten
Berechtigungsklassen des Benutzers festgelegt. Ein als Administrator definierter Benutzer
hat uneingeschra¨nkten Zugriff zu allen geschu¨tzten Ressourcen.
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6 Abgrenzung
Diese Arbeit und die Realisierung der VSESecurity Java Klassenbibliothek beziehen sich
auf die internen sicherheits-relevanten Einstellungen und Parameter des z/VSE (Version
4.1 oder ho¨her) Betriebssystems. Hierbei ist der BSM (siehe Kapitel 5.4 auf Seite 48) die
wichtigste Quelle, da hier alle relevanten Sicherheitsinformationen verwaltet werden. ESM
(siehe Abschnitt 5.3 auf Seite 49) von Drittanbietern werden bisher noch nicht unterstu¨tzt,
ko¨nnen aber durch eine bereits vorgesehene Schnittstelle zur Klassenbibliothek hinzugefu¨gt
werden. Die VSESecurity Bibliothek stellt Daten folgender Bereiche zur Verfu¨gung:
 Benutzereinstellungen
 Gruppenzugeho¨rigkeiten
 Zugriffsberechtigungen von Benutzern und Gruppen
 Ressourcen-Sicherheit und Zugriff
 Zugriffsberechtigungen auf VSE Bibliotheken
 VSE Connector Sicherheit
 TCP/IP Sicherheit
 Systemeinstellungen und Sicherheit
Die gewonnenen Informationen u¨ber die Sicherheit des Betriebssystems ko¨nnen in Verbin-
dung mit Anwendungen wie dem Tivoli TSCM (siehe Abschnitt 3.3.2 auf Seite 23) oder
dem VSE Navigator1 ausgewertet und u¨berwacht werden.
Die Sicherheit des Großrechners selbst (Hardware Security), der permanenten Speicherme-
dien (disk- oder tape-encryption) oder die des eventuell daru¨ber liegendem Betriebssystems
z/VM werden in dieser Arbeit nicht beru¨cksichtigt. Des Weiteren werden Zusatzprodukte
wie Firewall, Intrusion Detection und Antivirus Systeme, die typischerweise von Drittan-
bietern entwickelt werden nicht beleuchtet.




6.1 Vergleich von Sicherheitskonzepten
In diesem Abschnitt wird ein abstrahierter Vergleich der Sicherheitskonzepte verschiedener
Betriebssysteme beschrieben. Dieser Vergleich soll eine grobe U¨bersicht von Sicherheits-
konzepten geben und Unterschiede aufzeigen. Da Mainframe-Betriebssysteme die paral-
lele Nutzung von mehreren Anwendern und Transaktionen verwalten mu¨ssen und PC-
Betriebssysteme im Regelfall nur einige Benutzer, entstehen unterschiedliche sicherheits-
relevante Anforderungen an die Systeme. Aus diesem Grund lassen sich die Sicherheits-
konzepte von Mainframe und PC-Betriebssystemen nur sehr eingeschra¨nkt vergleichen.
Daru¨ber hinaus ist eine exakte Analyse aller Sicherheitskategorien der Betriebssysteme
im Rahmen dieser Arbeit nicht mo¨glich. Deshalb werden die Konzepte anhand weniger
Kategorien verglichen und gegenu¨bergestellt. Diese Kategorien werden im Folgenden kurz
beschrieben.
 Security Manager: zentrale Verwaltung und U¨berwachung der Betriebssystem-
sicherheit
 Resource Security: Sicherheit und Schutz der Betriebssystem Ressourcen (Dateien,
Ordner, Libraries etc.)
 User Profiles: Rolle eines Benutzers und die damit verbundenen Zugriffsberechti-
gungen
 Authentification: Benutzererkennung
 Transaction Security: Sicherheit von Transaktionen
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Tabelle 6.1: Vergleich von Sicherheitskonzepten
z/VSE z/OS Linux Windows
Security
Manager
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Wie in dieser U¨bersicht zu sehen ist, haben nur die Systeme z/VSE und z/OS einen
eigenen Security Manager, der die Systemsicherheit verwaltet. Der Schutz der System-
Ressourcen (Dateien und Ordner) in den homogenen Filesystemen von Linux und Win-
dows ist im Verha¨ltnis zum Schutz der Mainframe-System-Ressourcen, die in heteroge-
nen Filesystemen liegen, einfacher umzusetzen. Beispielsweise liegen die VSE Ressource-
Zugriffsinformationen (BSTCNTL) in einem VSAM File (siehe Abschnitt 4.4 auf Seite 37)
und die Zugriffsberechtigungen auf VSE libraries, sublibraries, files und members in einem
ICCF Member (siehe Abschnitt 4.4 auf Seite 38), welche in assemblierte Form wiederum
als VSE Library Member vorliegt.
Transaktionen und die dafu¨r notwendigen Sicherheitsmaßnahmen werden nur von den
Mainframe-Systemen unterstu¨tzt, da die Security Manager alle Zugriffe auf beno¨tigte
Ressourcen regeln. Eine Gemeinsamkeit aller Betriebssysteme ist das gleiche Authenti-
fikationsprinzip u¨ber Benutzernamen und Passwo¨rter. Des Weiteren ko¨nnen in jedem Sys-
tem Benutzer in Profile eingeteilt werden, welche diese grob in Berechtigungsklassen oder
-rollen einteilt. Das Sicherheitsprinzip Divide and Conquer (zu deutsch ”teile und herr-
sche”) bei dem die Aufgaben und Berechtigungen auf die verschiedenen Benutzerrollen der
Betriebssysteme aufgeteilt werden stellt einen wesentlichen Teil von Systemsicherheit dar.
Hierbei sollte mo¨glichst beachtet werden, dass Aktivita¨ten nicht von zwei Rollen ausge-
fu¨hrt werden ko¨nnen und dass die Person, die eine Aktion ausfu¨hrt diese nicht besta¨tigen
darf oder von dieser profitiert.
Resource Security
Das Sicherheitskonzept von VSE, welches bereits im Kapitel 5 behandelt wurde, ist dem
des z/OS sehr a¨hnlich. Wie im VSE der BSM u¨bernimmt auch im z/OS ein Security Man-
ager (RACF) die Kontrolle und U¨berwachung der Betriebssystemsicherheit. Die wichtig-
sten Unterschiede liegen hierbei im Schutz der Ressourcen. Im Gegensatz zum VSE gibt
es im z/OS hierarchische Sicherheitsstufen, die wie eine Baumstruktur aufgebaut sind.
Alle Ressourcen sind mindestens einer Sicherheitsstufe zugeteilt. Sobald ein Benutzer
eine Berechtigung fu¨r einen Knoten zugeteilt bekommen hat, gilt dieses Zugriffsrecht auf
alle darunter liegenden Knoten. Dieses Konzept ermo¨glicht eine realita¨tsnahe Abbildung
einer Firmenhierarchie. Außerdem bietet z/OS zusa¨tzlich zur Protokollierung aller Zu-
griffe (Protokollierung wird auch von VSE unterstu¨tzt) die Funktionalita¨t, den Besitzer
einer Ressource bei einem Zugriff auf diese zu benachrichtigen.
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Im VSE besteht die Mo¨glichkeit den Security Manager mit dem Parameter SYS SEC=NO
(siehe SIR2 Kommando im Anhang B auf Seite 111) auszuschalten. In diesem Zustand wer-
den nur noch die Berechtigungen der Benutzer beachtet und keine Ressourcen-Sicherheits-
einstellungen. Diese Funktion la¨sst sich optimal fu¨r Testzwecke einsetzen.
Die Betriebssysteme Windows und Linux heben sich in vielen Punkten von den beiden
Mainframe System z/VSE und z/OS ab. Allein der Schutz der Ressourcen in den ho-
mogenen Dateisystemen von Linux und Windows wird u¨ber die direkte Vergabe von Zu-
griffsberechtigungen auf Dateien und Ordnern geregelt. Des weiteren verfu¨gen diese Be-
triebssysteme u¨ber keinen zentralen und austauschbaren Security Manager. Sicherheits-
relevante Funktionalita¨ten sind komplett in das Betriebssystem eingewebt und ko¨nnen nur
durch zusa¨tzliche Software erweitert werden.
Im Gegensatz dazu u¨bernimmt bei den Mainframe-Systemen die Sicherheit des ganzen
Systems ein einzelner Security Manager. Dieser Manager wird mit allen sicherheits-
relevanten System-, Benutzer-, und Ressourcen-Informationen versorgt. Durch diese zen-
trale Zugriffs- und Berechtigungsverwaltung ist es mo¨glich, eine sichere Benutzung des
Systems durch mehrere Anwender und Anwendungen zu gewa¨hrleisten. Hierbei kontrol-
liert und u¨berwacht der Security Manager jede Art eines Zugriffs auf eine Ressource.
Weitere Unterscheidungsmerkmale von Mainframe und PC-Betriebssysteme liegen in An-
sa¨tzen und Anforderungen an die Sicherheitskonzepte. Auf PC Ebene spielt Digital Right
Management (DRM) und das Trusted Platform Module (TPM), welches eine Maschine an-
hand einer festen Kennung identifiziert, eine große Rolle. Die Mainframe Systeme bleiben
von solchen Themen momentan noch unberu¨hrt. Bei Mainframe-Sicherheit wird der Schw-
erpunkt auf Hardware Security gelegt. Hierbei werden Hardwaremodule verbaut, die kom-
plett isoliert Daten ver- und entschlu¨sseln. Diese in Hardware gegossene Sicherheit macht
das System nicht angreifbar, da sich beispielsweise diese Bauteile, bei Erkennung eines
nicht regelkonformen Magnetfeldes3 von selbst zersto¨ren.
2 mit dem SIR Kommando werden Systemeinstellungen gesetzt





In diesem Kapitel werden die Analysephase des Entwicklungsprozesses und die Anforde-
rungen an die Klassenbibliothek beschrieben. Im ersten Teil dieses Abschnitts werden die
Ma¨ngel des Ist-Zustands (Abschnitt 7.1) erla¨utert. Daraufhin werden mit Hilfe des ge-
wu¨nschten Soll-Zustands (Abhscnitt 7.2) die Anforderungen (Abschnitt 7.3) an die Klas-
senbibliothek erarbeitet und festgelegt.
7.1 Ist-Zustand
Die Administration und U¨berwachung aller sicherheits-relevanten Parameter im VSE er-
folgt u¨ber eine Benutzeroberfla¨che, die es dem Administrator ermo¨glicht, alle notwendigen
Einstellungen bezu¨glich der System- und Zugriffssicherheit vorzunehmen. Jedoch ist ei-
ne automatisierte, regelma¨ßige Kontrolle dieser sicherheits-relevanten Parameter in einem
akzeptablen Zeitfenster nicht mo¨glich. Der Grund dafu¨r liegt einerseits in der dezentrali-
sierten Verwaltung und andererseits in der schwer u¨berschaubaren Menge der zu kontrol-
lierenden Sicherheitseinstellungen.
Mit von IBM entwickelten Anwendungen1, wie dem ’VSE Health Checker’ oder dem ’VSE
Navigator’, die dem Administrator ein GUI (Graphical User Interface) zur Verfu¨gung
stellen, ko¨nnen zwar einige system- und sicherheits-relevanten Daten eingesehen werden,
jedoch ist es hier nicht mo¨glich, alle Sicherheitsparameter zentral einzusehen und damit
u¨berwachen zu ko¨nnen. Allein der ’VSE Health Checker’ bietet eine Mo¨glichkeit, den
Systemzustand (Performance und Auslastung) zu analysieren und kritische Parameter
in Ampelfarben zu markieren. In diesem Kontext beschra¨nkt sich die U¨berwachung des
VSE Systems und wenigen Sicherheitseinstellungen auf eine manuelle Kontrolle seitens des
Administrators.





Die Komplexita¨t und Einstellungen der Sicherheitsparameter, die nur durch aufwendi-
ge Administration und regelma¨ßigen manuellen Einsatz gepflegt werden ko¨nnen, sollen
mit Hilfe des Tivoli TSCM (Kapitel 3.3.2 auf Seite 23) und State Monitoring u¨berwacht
werden. Hierfu¨r soll der TSCM die in dieser Arbeit entwickelten Java Klassenbibliothek
VSESecurity als Basis fu¨r einen vom Kunden entwickelten Collector verwenden um u¨ber
die bereitgestellten Methoden auf die sicherheitspezifischen VSE Parameter zuzugreifen.
Durch die Anwendung der VSESecurity Bibliothek im Rahmen eines TSCM-Collectors
und State Monitoring ko¨nnen die gewu¨nschten Parameter regelma¨ßig und automatisch
aus dem VSE Betriebssystem ausgelesen werden. Diese Daten werden dann dem Tivoli
TRM (Kapitel 3.3.3 auf Seite 25) zur Auswertung u¨bergeben, der diese mit den Sicher-
heitsrichtlinien vergleicht und auf Richtigkeit pru¨ft.
Erst dann wird eine automatisierte, zentrale U¨berwachung aller Sicherheitseinstellungen
des Systems und aller Zugriffsberechtigungen von Benutzern auf Ressourcen mo¨glich sein.
In anderen Systemen existieren Ansa¨tze, die die beno¨tigten Daten u¨ber proprieta¨re Proze-
duren sammeln, diese in eine Text-Datei schreiben und per FTP auf die Tivoli Plattform
u¨bertragen. Diese Lo¨sung wurde jedoch fu¨r VSE nicht erwu¨nscht.
7.3 Anforderungen
In diesem Abschnitt werden die Anforderungen an die Klassenbibliothek, deren Realisie-
rung in dieser Arbeit beschrieben wird, festgehalten. Zuna¨chst werden die Anforderungen
(Requirements) eines VSE Kunden erla¨utert, die den Anstoß fu¨r diese Arbeit gegeben
haben. Darauf folgend wird die Anforderungsliste erweitert, so dass das Resultat dieser
Arbeit fu¨r alle VSE Kunden einen Mehrwert darstellt und eine umfassende Abdeckung
aller sicherheits-relevanten Parameter gegeben ist.
7.3.1 Anforderungsliste
Anforderungen des Kunden
1. State Monitoring (siehe Abschnitt 3.3.4) von einigen System- und Sicherheitspara-
metern (z.B.: User Resource Access, User Access Rights, Security im SIR Output




b) BSTCNTL Member mit BSTADMIN Kommando
c) aktiven DTSECTAB Daten (DTSECTAB Phase im VSE)
d) VSE.CONTROL.FILE
2. Verwendung des Java-based Connectors (siehe Abschnitt 4.3 auf Seite 35)
3. Verwendung der VSESystem Klassenbibliothek
4. Auswertung des State Monitorings u¨ber Tivoli Collectors (siehe Abschnitt 3.3.2.1
auf Seite 24)
Anforderungen von IBM
1. State Monitoring aller VSE Sicherheitsparameter und -einstellungen
2. Erstellung einer Java Klassenbibliothek (VSESecurity), die in den Tivoli TSCM (sie-
he Abschnitt 3.3.2 auf Seite 23) integriert werden kann
3. Einstellungen und Parameter sollen u¨ber getter-Methoden abrufbar sein
4. aussagekra¨ftige Methoden- und Parameternamen
5. klar definierte Schnittstellen (Aufrufende der Klassenbibliothek haben nur Zugriff
auf Schnittstellen, Internas bleiben verborgen)
6. Bereitstellung von ausgesuchten kombinierten Daten u¨ber convenience Methoden
7. Erstellung einer Javadoc mit englischen Kommentaren
Diese Anforderungen lassen sich ausformuliert in drei Bereiche unterteilen. Diese Klassi-
fikation der Anforderungen folgt der Beschreibung in [KW03].
7.3.1.1 Gescha¨ftsanforderungen (Business Requirements [BR])
1. [BR-1] Sicherheitseinstellungen und -parameter mu¨ssen in regelma¨ßigen Absta¨nden
automatisiert kontrolliert und u¨berwacht werden ko¨nnen.
2. [BR-2] Zugriffsberechtigungen auf VSE Ressourcen mu¨ssen u¨berschaubar sein.




7.3.1.2 Funktionale Anforderungen (Functional Requirements [FR])
[FR-1] Datenerfassung
Die Klassenbibliothek muss auf
1. [FR-1.1] Benutzerdaten (VSE.CONTROL.FILE) zugreifen
2. [FR-1.2] Zugriffsberechtigungsklassen (Benutzerprofile) von Benutzern zugreifen
3. [FR-1.3] Berechtigungsgruppen (BSM.CONTROL.FILE) zugreifen
4. [FR-1.4] Ressourcen-Berechtigungseintra¨ge (BSM.CONTROL.FILE) zugreifen
5. [FR-1.5] VSE Libraries, Sublibraries, Members und Files (DTSECTAB) zugreifen
6. [FR-1.6] TCP/IP Konfigurationsdatei zugreifen
7. [FR-1.7] VSE Connector Server Konfigurationsdatei zugreifen
8. [FR-1.8] VSE Connector SSL Konfigurationsdatei zugreifen
9. [FR-1.9] VSE Connector Librarian Datei zugreifen
10. [FR-1.10] SIR Systemkommando Outputdaten zugreifen
[FR-2] Datenstruktur und Datenverarbeitung
Die gesammelten Daten mu¨ssen





e) [FR-2.1.5] Connector Server-Objekt
f) [FR-2.1.6] Connector SSL-Objekt
g) [FR-2.1.7] Connector Librarian-Objekt




2. [FR-2.2] untersucht und ausgewertet werden
a) [FR-2.2.1] welcher Benutzer ist Mitglied in welcher Gruppe
b) [FR-2.2.1] welcher Benutzer hat welche Berechtigungen auf welche Ressourcen
c) [FR-2.2.1] welche Gruppe hat welche Berechtigung auf welche Ressource
d) [FR-2.2.1] welcher Benutzer hat welchen Zugriff auf VSE Libraries, Sublibraries,
Members und Files
e) [FR-2.2.1] welche(r) Benutzer / IP-Adresse hat welche Zugangsberechtigung
u¨ber den VSE Connector
7.3.1.3 Nicht-funktionale Anforderungen (Non-Functional Requirements [NFR])
Diese nach dem Standard ISO 9126 definierten Anforderungen beschreiben Qualita¨ts-
merkmale wie Benutzbarkeit, Portabilita¨t, Integrita¨t, Zuverla¨ssigkeit und A¨nderbarkeit.
In diesem Zusammenhang werden nur einige Anforderungen genannt, da die detaillierte
Ausarbeitung aller Qualita¨tsmerkmale den Rahmen dieser Arbeit sprengen wu¨rde.
1. [NFR-1] Die Klassenbibliothek VSESecurity soll intuitiv anwendbar sein
2. [NFR-2] Die A¨nderbarkeit und Skalierbarkeit der Klassenbibliothek soll gewa¨hrleistet
sei
Die in diesem Kapitel aufgeza¨hlten Anforderungen werden in der Designphase (siehe Kapi-




Dieses Kapitel beschreibt das Design der entwickelten Java Klassenbibliothek und die
Umsetzung der in Kapitel 7.3 definierten Anforderungen. Im Mittelpunkt der Designpha-
se standen eine klar strukturierte Architektur im Sinne der Objektorientierung und die
Einbettung in die bereits vorhandene Systemarchitektur. Des Weiteren mussten die ver-
schiedenen Mo¨glichkeiten, die VSE Sicherheitsdaten auszulesen (Kapitel 8.1), abgewa¨gt
und bewertet werden. Erst nach diesem Prozess folgten die Festlegung der Klassenstruk-
tur und die Datenzusammenfu¨hrung.
8.1 Datenzugriff und Erfassung
Um alle Sicherheitseinstellungen und Parameter aus dem VSE System auszulesen, muss
die Java Bibliothek auf mehrere Datenquellen zugreifen und verschiedene Systemkomman-
dos abschicken. Im Laufe der Designplanung stellte sich heraus, dass die Datenerfassung
u¨ber verschiedene Wege erfolgen kann. Im Nachstehenden werden die unterschiedlichen
Datenquellen und die Vor- und Nachteile der unterschiedlichen Datenerfassungsmo¨glich-
keiten skizziert und erla¨utert.
Zu Beginn dieser Arbeit wurde u¨berlegt, alle notwendigen sicherheitspezifischen Parameter
mit Hilfe einer Anwendung, die auf dem VSE-Host la¨uft, zu sammeln und in Form einer
Datei zur Verfu¨gung zu stellen. Die Klassenbibliothek mu¨sste bei diesem Lo¨sungsansatz
(LA 1) nur eine Datei einlesen und die gewu¨nschten Parameter ausparsen. Jedoch erwies
sich diese Lo¨sung wegen des betra¨chtlichen Aufwands eine VSE-Anwendung zu program-
mieren und die Anwendung u¨ber einen entfernten Programmaufruf (Remote Procedure
Call) zu starten, als ungeeignet. Ein weiterer Nachteil dieses Ansatzes (LA 1) wa¨re, dass
das zu entwickelnde Plugin die Daten aus dem Speicher des Betriebssystems beziehen
wu¨rde und nicht aus den unter Umsta¨nden bereits gea¨nderten System- oder Konfigurati-
onsdateien. Hierbei ko¨nnten veraltete Datenbesta¨nde das Ergebnis eines State Monitoring
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(siehe Abschnitt 3.3.4) verfa¨lschen. Daru¨ber hinaus wu¨rde dieser erste Lo¨sungsansatz ei-
ne eigene Partition des VSE Betriebssystems belegen, was nicht den Anforderungen der
Kunden entspricht.
Deshalb wurde die Entscheidung getroffen, die Sicherheitsdaten aus den einzelnen VSE-
Quellen zu beziehen und erst in der wa¨hrend dieser Arbeit entwickelten Java Klassenbi-
bliothek zu zentralisieren. Das Auslesen dieser Daten kann u¨ber vier verschiedene Arten
erfolgen, die im Folgenden bei jeder VSE-Quelle detailliert diskutiert werden und an dieser
Stelle aufgefu¨hrt sind.
Mo¨gliche Alternativen des Zugriffs auf diese VSE-Quellen sind:
1. Alternative: Direktes Auslesen der Daten aus dem VSAM File
2. Alternative: Verwendung eines System- oder eines BSTADMIN Kommandos (siehe
Abschnitt 5.2.1 auf Seite 48) und parsen des Outputs
3. Alternative: Auslesen der Daten u¨ber ein Connector Server Plugin, das die Security-
Daten u¨ber Funktionen zuru¨ckliefert.
4. Alternative: Konfigurationsdateien vom Host-System runterladen und den Inhalt
parsen
Die folgenden Abschnitte zeigen die verwendeten Arten des detaillierten Zugriffs auf diese
VSE Daten.
8.1.1 Benutzerprofile [VSE.CONTROL.FILE]
Die Benutzer eines VSE Betriebssystems und deren Einstellungen werden in dem VSAM-
File VSE.CONTROL.FILE [VCF] definiert. Die Organisation der Datensa¨tze im VCF ist
KSDS (siehe Abschnitt 4.4 auf Seite 37). Da der Aufbau dieses Files fest definiert ist, bietet
sich hier die Zugriffsalternative 1 an. Jedes Benutzerprofil des VCF soll einzeln als bina¨rer
Datensatz ausgelesen werden. Aus diesen bina¨ren Datensa¨tzen sollen mit Hilfe von Bit-
Schablonen die einzelnen Benutzereinstellungen ausgelesen werden. Diese Bit-Schablone
orientiert sich an dem internen und streng vertraulichen Schema des VCF und definiert
den exakten Beginn und die richtige La¨nge aller Profilparameter bitgenau. Der Vorteil
dieser Zugriffsvariante liegt in der Flexibilita¨t der Schablone an den Aufbau der Daten
bezu¨glich mo¨glicher Vera¨nderungen in kommenden Versionen und der Unabha¨ngigkeit des
Inhalts.
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8.1.2 Ressourcen und Gruppen [BSM.CONTROL.FILE]
In dem BSM.CONTROL.FILE [BCF] werden die Zugriffsberechtigungen von Benutzern
und Gruppen auf Ressourcen und die Gruppenzugeho¨rigkeiten von Benutzern abgelegt.
Der Zugriff auf die Daten dieses VSAM-Files soll a¨quivalent zu dem beschriebenen Zu-
griff auf Benutzerprofile (VCF) im Abschnitt 8.1.1 folgen (Alternative 1). Da jedoch bei
Gruppen und Ressourcen unterschiedliche Bit-Schablonen verwendet werden mu¨ssen ist
bei jedem Datensatz eine Pru¨fung durchzufu¨hren ob es sich um einen Gruppen- oder Res-
sourceneintrag handelt. Die Bit-Schablonen fu¨r Gruppen und Ressourcen mu¨ssen nach
dem vertraulichen Format des BSF erstellt werden.
Das Parsen des BSTADMIN Konsolenoutputs (Alternative 2) wa¨re abha¨ngig von der
Art und Weise der Darstellung eines Datensatzes (siehe unten: Beispieleintrag fu¨r eine
Ressource-Klasse). Diese Zugriffsweise wurde als ungeeignet eingestuft, da bei einer Ver-
a¨nderung dieser Darstellungsart die Syntax des Parsers jedesmal angepasst werden mu¨sste.




 MCICSPPT (Application Programms)
 FCICSFCT (Files)
 JCICSJCT (Journals)
 SCICSTST (Temporary Storage Queues)
 DCICSDCT (Transient Data Queues)
 ACICSPCT (Transactions-CICS START)
 APPL (Applications)
 FACILITY (Special Resources)
 DATASET (VSE files that have the format volid.fileid )
 USER (belongs to the User-Ids in the VCF)
 VSELIB (VSE libraries that have the format volid.fileid.libname )




 VSESLIB (VSE sublibraries that have the format libname.sublibname )
Ein Beispieleintrag fu¨r eine Ressource-Klasse:
BG 0000 CLASS NAME
BG 0000 ----- ----
BG 0000 TCICSTRN IESN
BG 0000








BG 0000 USER ACCESS
BG 0000 ---- ------
BG 0000 GROUP61 READ
BG 0000 JIM READ
BG 0000
BG 0000 BST904I RETURN CODE OF LIST IS 00
BG-0000 BST901A ENTER COMMAND OR EN
Wie hier zu erkennen ist, hat der Benutzer JIM und die Benutzer in der Gruppe GROUP61
die Zugriffsberechtigung READ auf die Ressource-Klasse TCICSTRN. Der UINIVERSAL AC-
CESS ist bei dieser Ressource deaktiviert.
Ein Beispieleintrag fu¨r eine Gruppe und deren Mitglieder:
BG 0000 INFORMATION FOR GROUP GROUP61
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BG 0000 BST904I RETURN CODE OF LISTG IS 00
BG-0000 BST901A ENTER COMMAND OR EN
Die Ausgabe besteht aus dem Gruppennamen GROUP61 und der darin enthaltenen Benutzer.
8.1.3 VSE Libraries, Sublibraries, Members und Files [DTSECTAB]
Die Zugriffsberechtigungen fu¨r VSE Libraries, Sublibraries und Members stehen in dem
Member DTSECTAB (Auszug aus der DTSECTAB: siehe Anhang A.1 auf Seite 107).
Diese Daten ko¨nnen in einem ICCFMember (siehe Abbildung 4.4 auf Seite 38) oder in
einem Member einer VSE Library oder Sublibrary (siehe Abbildung 4.5 auf Seite 38) ab-
gelegt werden. Dieses Member wird dann assembliert und als Phase in einer VSE Biblio-
thek gespeichert, da VSE Programme besser auf Phasen zugreifen ko¨nnen als auf andere
Member-Typen.
Da mehrere DTSECTAB Members im System existieren ko¨nnen, aber nur ein Member ak-
tiv sein kann (produktiv genutzt wird), besteht die Mo¨glichkeit die DTSECTAB Daten aus
dem Speicher des Systems abzurufen und auszulesen. Jedoch ha¨tte auch hierfu¨r eine VSE
Anwendung geschrieben werden mu¨ssen, das die Daten sammelt und zuru¨ckliefert (siehe
Lo¨sungsansatz LA 1 im Abschnitt 8.1 auf Seite 67). In einer anderen Variante soll der An-
wender der Java Klassenbibliothek in einer Konfigurationsdatei (vsesecurity.properties sie-
he Anhang C auf Seite 113) angeben ko¨nnen an welchem Ort die produktive DTSECTAB
mit den aktuellen Daten im VSE abgelegt ist.
Der Zugriff auf die produktiven DTSECTAB Daten erfolgt in diesem Fall entweder u¨ber
ein ICCFMember einer Library, u¨ber ein Member einer VSE (Sub)Library oder u¨ber eine
lokale Datei. Der Inhalt des Members wird bei jeder dieser Mo¨glichkeiten zuerst in ein
Java-File-Objekt (Datei) geladen und dann zeilenweise ausgelesen (Alternative 4).
Durch eine Syntax- und Satzanalyse (String Parsing), die sich an der festgelegten Struktur
des DTSECTAB Members orientieren wird, werden alle Parameter und Berechtigungen
jedes Datensatzes (Libraries, Sublibraries, Members und Files) ermittelt und gespeichert.
Der Aufbau der DTSECTAB ist dem Anhang A.1 auf Seite 107 zu entnehmen.
Ein DTSECTAB Beispieleintrag mit Erla¨uterung ist im Kapitel 5.2 zu finden.
In der DTSECTAB werden zusa¨tzlich zwei Standardbenutzer (FORSEC und DUMMY )
fu¨r Systemzwecke definiert. FORSEC hat den Status eines Systemadministrators und ga-
rantiert beim Systemstart gewisse Zugriffsrechte. Der Benutzer DUMMY hat keine speziel-
len Rechte und dient lediglich dazu, dass einige Prozeduren und Jobs, die zum Systemstart
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notwendig sind, nicht mit den Administrationsrechten des FORSEC Benutzers gestartet
werden mu¨ssen. Diese beiden Benutzer werden nur in der DTSECTAB definiert und du¨r-
fen nicht gelo¨scht werden. Die DTSECATB Benutzereinstellungen sollen auch ausgelesen
werden.
8.1.4 VSE Connector (Server) Sicherheit [Connector Config Files]
Benutzer, die sich mit Hilfe des VSE Connector Servers (siehe Abschnitt 4.3) mit einem
VSE verbinden und auf VSE Ressourcen zugreifen wollen, mu¨ssen sich davor am Betriebs-
system anmelden. Jeder VSE Ressourcenzugriff u¨ber einen Connector wird gepru¨ft. Die
Berechtigungen sind hierbei von den Sicherheitseinstellungen des einzelnen Benutzers ab-
ha¨ngig. Zusa¨tzlich ko¨nnen in den Connector-Konfigurationsdateien (siehe Anhang auf Sei-
te 115) Zugriffseinschra¨nkungen abha¨ngig von den Benutzerkennungen oder IP-Adressen
und VSE Bibliotheken definiert werden (siehe Abschnitt 5.7).
Die Einstellungen des VSE Connector Servers ko¨nnen u¨ber ein Connector Server Plugin,
das der Java Klassenbibliothek die Daten u¨bermittelt, ausgelesen werden (Alternative 3).
Bei dieser Methode mu¨ssen die Konfigurationsdateien des Connector Servers nicht geparst
werden. Jedoch ist der Aufwand ein Server Plugin zu schreiben unverha¨ltnisma¨ßig groß
und fu¨r diesen Zweck u¨berdimensioniert.
Eine weitere Mo¨glichkeit ruft die Connector Einstellungen u¨ber ein Systemkommando
STATUS (Alternative 2) ab und parst den Output (STATUS Output siehe Anhang D.5 auf
Seite 118). Jedoch liefert dieses Kommando keinen vollsta¨ndigen Output aller Einstel-
lungen. Beispielweise wu¨rden bei dieser Variante nicht alle SSL Parameter ausgegeben
werden.
Aus diesen Gru¨nden wurde in diesem Fall Alternative 4 gewa¨hlt. Hierbei werden die
Connector-Konfigurationsdateien (VSELibraryMember), die in den VSE Libraries stehen,
von dem System geladen und durch Syntaxanalyse ausgewertet.
8.1.5 TCP/IP Sicherheit [TCP/IP Config File]
Die Sicherheitseinstellungen fu¨r TCP/IP werden in einem Member (siehe Anhang E auf
Seite 121) definiert. Das Auslesen der Daten erfolgt a¨quivalent zu den anderen Konfigurati-
onsdateien (Alternative 4). Da aber der Administrator mehrere TCP/IP-Konfigurationsda-
teien anlegen kann, muss dieser den Ablageort des aktiven Members der VSESecurity Bi-
bliothek mitteilen (siehe Anhang C auf Seite 113), so dass die richtigen Daten aus dem
System extrahiert werden ko¨nnen.
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Auch in diesem Fall ha¨tten die Informationen u¨ber das Absetzen des Systemkommando
Q SET (Alternative 2) aus dem System geholt und geparst werden ko¨nnen. Jedoch ist
der Output wie in Abschnitt 8.1.4 unvollsta¨ndig und deshalb fu¨r die Auswertung aller
TCP/IP-Sicherheitsinformationen ungeeignet.
8.1.6 Systeminformationen
Allgemeinere Informationen u¨ber die Sicherheit und den Zustand des Systems erha¨lt man
im VSE u¨ber das Konsolenkommando SIR. Mit diesem Befehl bringt man beispielsweise
in Erfahrung ob und wenn welcher Security Manager aktiv und welche Sicherheitsstufe im
VSE eingestellt ist.
AR 0015 SEC. MGR. = BASIC SECURITY = ONLINE
In diesem Fall ist der BSM aktiv und Online Security eingestellt.
Einen kompletten Auszug des SIR-Commands ist im Anhang B auf Seite 111 zu finden. Der




Der Einstieg in die Klassenbibliothek erfolgt u¨ber die Klasse VSESecurity im Package
com.ibm.vse.security. Wie in Abbildung 8.1 zu sehen ist, greift dieses Package auf alle
anderen Packages zu. Die Klasse VSESecurity ruft die entsprechenden Klassen auf, die die
einzelnen Datenquellen im VSE System ansprechen und die Daten zuru¨ckliefern.
Die folgenden Abschnitte liefern detaillierte Informationen u¨ber die Struktur und das Ver-
halten der beteiligten Klassen und Packages der Java Klassenbibliothek VSESecurity. Die
hier gezeigten UML Diagramme zeigen nicht alle Methoden und Parameter,so dass eine
gewisse U¨bersichtlichkeit gewahrt bleibt. Beschreibungen zu den einzelnen Methoden sind
der Javadoc zu entnehmen, die sich auf der beigelegten CD befindet.
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Abbildung 8.1: VSESecurity Packages Overview
8.2.2 Security Package
Das Security Package (com.ibm.vse.security siehe Abbildung 8.2 auf der na¨chsten Seite) ist
die zentrale Stelle, an der alle Daten zusammenlaufen und u¨ber getter-Methoden abgerufen
werden ko¨nnen.
Klasse VSESecurity
Diese Klasse ist der Einstiegspunkt fu¨r Anwendungen wie z.B. einen Tivoli Collector (siehe
Abschnitt 3.3.2.1 auf Seite 24). U¨ber den Konstruktor wird der Klasse ein VSESystem1
Objekt u¨bergeben, das ein VSE System repra¨sentiert. Die Sicherheitsdaten werden dann
mit Hilfe der Klassen in den anderen Packages (siehe Abbildung 8.1) aus dem VSE aus-
gelesen und an dieser Stelle zum Abruf angeboten.
Nachdem die Daten komplett sind, werden sie von der Klasse PrepareMergedData so
ausgewertet und zusammengefu¨hrt, dass zum Beispiel alle benutzerbezogenen Parameter
u¨ber ein Benutzerobjekt UserDetails angesprochen werden ko¨nnen. Nach dieser Zen-
tralisierung alle sicherheits-relevanten Daten ist es mo¨glich alle relevanten Sicherheits-




Abbildung 8.2: com.ibm.vse.security Package
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einstellungen und Zugriffsberechtigungen u¨ber die Klasse VSESecurity einzusehen und zu
kontrollieren.
Klasse Resource Access Details
Resource_Access_Details bietet die Mo¨glichkeit vereinfacht Berechtigungseintra¨ge auf
Ressourcen darzustellen und dient zusa¨tzlich als Hilfsobjekt fu¨r die Datenzusammenfu¨h-
rungsklasse PrepareMergedData.
Klasse SecurityStart
Diese Klasse ist fu¨r den Test der Java Klassenbibliothek Funktionalita¨ten erstellt worden.
Klasse PrepareMergedData
Wie bereits in der VSESecurity Klassenbeschreibung erwa¨hnt, ist die Klasse PrepareMer-
gedData zusta¨ndig fu¨r die Auswertung und Zusammenfu¨hrung der Daten. Hierbei werden
die Benutzer-, Ressourcen-, Gruppen- und Bibliothekszugriffsdaten gegenu¨bergestellt und
verglichen. Mit dieser Pru¨fung wird festgestellt, welcher Benutzer in welcher Gruppe Mit-
glied ist und welchen Zugriff ein Benutzer auf Ressourcen und Systembibliotheken hat. Des
Weiteren wird aus Sicht einer Ressource getestet, welche Gruppen oder Benutzer direkte
oder indirekte Berechtigungen haben. Die Ergebnisse dieser Pru¨fungen werden dann den
jeweiligen Objekten (Benutzer, Gruppen oder Ressourcen) nachtra¨glich mitgeteilt, so dass
alle Informationen u¨ber ein Objekt abrufbar werden.
8.2.3 Benutzer Package
In diesem Package (com.ibm.vse.security.iescntl siehe Abbildung 8.3 auf der na¨chsten Sei-
te) sind alle Klassen enthalten, die fu¨r das Auslesen der Benutzerdaten zusta¨ndig sind.
Klasse VSEControlFile
Diese Klasse greift auf das VSE.CONTROL.FILE [VCF] zu und liest alle Benutzerdaten
aus. Hierbei werden die einzelnen Benutzerdetails mit Hilfe der bereits erwa¨hnten Bit-




Abbildung 8.3: com.ibm.vse.security.iescntl Package
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Klasse Control File User Details
Control_File_User_Details ist eine Repra¨sentation aller Benutzerdetails im VSE Be-
triebssystem.
Klasse UserDetails
UserDetails stellt einige Methoden zur Verfu¨gung, mit denen es mo¨glich ist zusammenge-
fu¨hrte sicherheits-relevante Daten eines Benutzers anzeigen zu lassen. Diese Daten stam-
men aus den verschiedenen Quellen des Systems und werden an dieser Stelle zentralisiert
bereitgestellt.
8.2.4 Ressourcen und Gruppen Package
Mit diesen Klassen (siehe Abbildung 8.4 auf der na¨chsten Seite) werden die Gruppenzu-
geho¨rigkeiten und Ressourcenberechtigungen der Benutzer im System bestimmt.
Klasse BSTCNTL
U¨ber diese Klasse wird auf das BSM.CONTROL.FILE [BCF] zugegriffen. Die Klasse
instanziiert die instanziiertKlassen BSTCNTLResourceDetails, BSTCNTLGroupDetails,
BSTCNTLAccessLists und alle Resource-Klassen. Die Gruppen- und Ressourceneintra¨ge
und deren Berechtigungen werden als Listen zur Verfu¨gung gestellt.
Klasse BSTCNTLAccessLists
Diese Klasse repra¨sentiert die Berechtigungseintra¨ge einer Ressource. In einer Berechti-
gungsliste einer Ressource ko¨nnen sowohl Gruppen als auch Benutzer stehen. Diese Listen
sind eines der wichtigsten Bausteine des VSE Sicherheitsprinzips.
Klasse BSTCNTLGroupDetails
BSTCNTLGroupDetails repra¨sentiert einen Gruppeneintrag im BCF.
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BSTCNTLResourceDetails repra¨sentiert einen Ressourceneintrag im BCF. U¨ber die Me-
thode getResource_Access_Lists() erha¨lt man beispielsweise eine Liste des Typs BST-
CNTLAccessLists mit allen Berechtigungseintra¨gen einer Ressource.
Resource-Klassen















sind Subklassen, die alle von der Superklasse (siehe Abbildung 8.5 auf der na¨chsten Seite)
BSTCNTLResourceDetails erben, da alle der selben Struktur zu Grunde liegen.
8.2.5 VSE Libraries Packages




Abbildung 8.5: com.ibm.vse.security.resource Package
Klasse DTSECTAB
Die Klasse DTSECTAB sammelt und wertet den Inhalt des aktiven DTSECTAB-Members
aus und stellt die Daten als Listen der Typen DTSECTABDetails und DTSECTABUsers
bereit. Hier stehen drei Konstruktoren zur Verfu¨gung, da die DTSECTAB an mehreren
Orten im VSE liegen kann (siehe Abschnitt 8.1.3 auf Seite 71).
Klasse DTSECTABDetails
DTSECTABDetails repra¨sentiert die Berechtigungseintra¨ge auf Libraries, Sublibraries, Mem-
bers und Files im DTSEBTAB-Member
Klasse DTSECTABUsers
Diese Klasse ha¨lt die zwei Systembenutzer DUMMY und FORSEC und stellt Methoden zur
Verfu¨gung um deren Details anzeigen zu ko¨nnen.
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Mit Hilfe der Klassen (siehe Abbildung 8.7 auf der na¨chsten Seite) in diesem Package
werden die TCP/IP Konfigurationseinstellungen ausgelesen.
Klasse TCP IP Config
Die TCP/IP Einstellungen werden mit Hilfe der Klasse TCP_IP_Config aus dem Member
IPINIT00.L (siehe Anhang E auf Seite 121) gelesen und ausgewertet.
Klasse TCP IP Config Details
Diese Klasse ist eine Repra¨sentation des TCP/IP Members IPINIT00.L. Die Parameter
sind u¨ber getter-Methoden zu erreichen.
8.2.7 Connector Server Package
Diese Klassen (siehe Abbildung 8.8 auf Seite 85) lesen die Connector Server Einstellungen
aus.
Klasse ConnectorServerConfig
ConnectorServerConfig greift auf die allgemeine Konfigurationsdatei IESVCSRV.Z (sie-
he Anhang D.3 auf Seite 116) und speichert die geparsten Daten in der Klasse Connec-
torServerConfigDetails.
Klasse ConnectorServerConfigDetails
ConnectorServerConfigDetails repra¨sentiert das Member IESVCSRV.Z (siehe Anhang D.3
auf Seite 116).




Abbildung 8.7: com.ibm.vse.security.ip Package
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Abbildung 8.8: com.ibm.vse.security.vcs Package-Server Config
Abbildung 8.9: com.ibm.vse.security.vcs Package-Server User Config
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Abbildung 8.10: com.ibm.vse.security.vcs Package-SSL Config
Klasse ConnectorServerUserConfig
Die Benutzer-Konfigurationsdatei des Connector Servers wird mit dieser Klasse angespro-
chen und ausgewertet. Die Details zu den Benutzer- und IP-Adressenberechtigungen wer-
den in den Klassen ConnectorServerUserConfigIPDetails und ConnectorServerUser-
ConfigUSERDetails gehalten.
Klasse ConnectorServerUserConfigIPDetails
Diese Klasse repra¨sentiert einen Benutzereintrag in der Connector Server Konfigurations-
datei IESUSERS.Z (siehe Anhang D.1 auf Seite 115)
Klasse ConnectorServerUserConfigUSERDetails
Diese Klasse repra¨sentiert einen IP-Adresseneintrag in der Connector Server Konfigurati-
onsdatei IESUSERS.Z (siehe Anhang D.1 auf Seite 115)
Diese Klassen (siehe Abbildung 8.10) lesen die Connector SSL Einstellungen aus.
Klasse ConnectorSSLConfig
Diese Klasse liest die SSL Konfigurationsdatei des Connector Servers IESSSLCF.Z (siehe
Anhang D.4 auf Seite 117) aus.
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Abbildung 8.11: com.ibm.vse.security.vcs Package-Librarian Config
Klasse ConnectorSSLConfigDetails
Die SSL-Parameter des Members IESSSLCF.Z (siehe Anhang D.4 auf Seite 117) werden
von der Klasse ConnectorSSLConfigDetails repra¨sentiert.
Diese Klasse (siehe Abbildung 8.11) liest die Connector Librarian Einstellungen aus.
Klasse ConnectorLibrarianConfig
Die ConnectorLibrarianConfig extrahiert die angegebenen Bibliotheken in der Connec-
tor Server Konfigurationsdatei IESLIBDF.Z (siehe Anhang D.2 auf Seite 115) und liefert
eine Liste aller Bibliotheken zuru¨ck.
8.2.8 Systemdaten Package
Die Klassen (siehe Abbildung 8.12 auf der na¨chsten Seite) in diesem Package werten den
Output des Systemkommandos SIR (siehe Anhang B auf Seite 111) aus.
Klasse VSESecurityCommand
Diese Klasse bietet die Funktionalita¨t Kommandos an das VSE System abzuschicken.
Als Ru¨ckgabewert (Output) wird der Konsoleninhalt geliefert, der dann weiterverarbeitet
werden kann. Es ko¨nnen drei verschiedene Arten von Kommandos abgesetzt werden, die
jeweils von einem Konstruktor verarbeitet werden.
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Die Klasse Subklasse SirCommand erbt von der Klasse VSESecurityCommand. Der Out-





Die Abschnitte in diesem Kapitel beschreiben die Implementierung (siehe 9.1) des im
Kapitel 8 beschriebenen Designs der VSESecurity Java Klassenbibliothek.
9.1 Implementierung
Im Folgenden wird auf die Umsetzung der Datenerfassung eingegangen. Auf Grund des ver-
traulichen Aufbaus des BSM.CONTROL.FILE [BCF] und VSE.CONTROL.FILE [VCF]
werden in diesem Abschnitt nur exemplarisch die Erfassung der Daten aus Konfigurati-
onsdateien und der DTSECTAB behandelt.
Die Daten aus BCF und VCF werden wie in der Designphase (siehe Abschnitt 8.1.1 auf
Seite 68 und 8.1.2 auf Seite 69) beschlossen, u¨ber eine Bit-Schablone (confidential) ausge-
lesen. Diese Schablone wird u¨ber jeden VSAM-Datensatz (siehe Abschnitt 4.4 auf Seite 37)
gelegt. Nach diesem Prozess werden die extrahierten Inhalte den Klassen BSTCNTLDetails
oder Control_File_User_Details zugewiesen.
9.1.1 Datenerfassung
Die Erfassung der Daten aus den VSE Konfigurationsdateien und dem DTSECTAB Mem-
ber erfolgt nach demselben Prinzip. Nachdem die Dateien (oder Members) vom VSE Sys-
tem in ein Java-File-Object geladen worden sind, kann der Inhalt zeilenweise ausgelesen
werden. Die Herausforderung bestand hier nun in der Konzeption und Umsetzung eines
schnellen und mo¨glichst allgemein gehaltenen Parser, der die Parameter aus den Strings
extrahiert. Dabei war zu beachten, dass der Parser bei Vera¨nderungen der Konfigurati-
onsdateien in kommenden VSE-Versionen und bei leicht fehlerhafter Konfiguration seitens




if (msg2.indexOf("NAME") != -1) {
col1 = msg2.indexOf("NAME");
col2 = msg2.indexOf("=", col1);




myDTSECTABObject.NAME = (msg2.substring(col2 + 1, col3));
}
In diesem kleinen Beispiel wird gepru¨ft ob in einer Zeile der DTSECTAB (siehe 8.1.3
auf Seite 71) der String NAME vorkommt. Wenn dies der Fall ist ermittelt der Parser an
dieser Stelle den Parameter NAME und weißt dem DTSECTABDetails Object (siehe 8.2.5
auf Seite 80) diesen Wert zu (myDTSECTABObject.NAME = (msg2.substring(col2 + 1,
col3)).
Fu¨r jede Konfigurationsdatei wurde in dieser Arbeit einen auf diese Datei angepassten
Parser geschrieben die alle wichtigen Sicherheitsparameter aus den VSE Dateien auslesen.
9.1.2 Datenzusammenfassung
Nachdem alle Daten aus dem VSE ausgelesen wurden, mu¨ssen diese noch zusammenge-
fasst werden, so dass zum Beispiel alle Sicherheitsdaten eines Benutzers aus dem VCF,
dem DTSECTAB Member und den Konfigurationsdateien u¨ber die Benutzerklasse User-
Details abrufbar sind. Wie schon in der PrepareMergedData Klassenbeschreibung (siehe
Abschnitt 8.2.2 auf Seite 76) erla¨utert, u¨bernimmt diese Aufgabe die Klasse PrepareMer-
gedData. Sie wird von Methoden der Klasse VSESecurity aufgerufen, die die gesammelten




* returns a list of user access entries in the DTSECTAB
*/
public ArrayList getDTSECTAB_User_Access(String userId){
ArrayList accessDTSECTAB = new ArrayList();





Die Methode getDTSECTAB_User_Access pru¨ft mit Hilfe der Benutzerdaten (mControlFile.
getUsers(userId)) und einer Liste aller DTSECTAB-Eintra¨gen (getDTSECTABDetails-
List()) auf welche Libraries, Sublibraries, Members und Files ein Benutzer Zugriff hat.
Die PrepareMergedData Methode getDTSECTAB_User_Access vergleicht nun die Eintra¨ge
des Benutzers in seinen Zugriffsberechtigungsklassen mit denen in der DTSECTAB. Alle
U¨bereinstimmungen (Zugriffsberechtigungen) werden in einer Liste zuru¨ckgegeben.
Im Folgenden wird die Methode getDTSECTAB_User_Access in mehreren Abschnitten er-
la¨utert.
/**





protected ArrayList getDTSECTAB_User_Access(UserDetails user,
ArrayList details_List_DTSECTAB)
{
ArrayList accessList = new ArrayList();
String accessListEntries = "";
//checks for every DTSECTAB entry
for (int i = 0; i < details_List_DTSECTAB.size(); i++) {
//the details of a DTSECTAB entry
DTSECTABDetails myDTSECTAB_Details =
(DTSECTABDetails) details_List_DTSECTAB.get(i);
ArrayList classResourceList = new ArrayList();
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Hier werden alle DTSECTAB Eintra¨ge und das Benutzerobjekt an die Methode u¨berge-
ben. Danach wird jeder einzelne DTSECTAB Eintrag gepru¨ft.
//checks if universal access or special user access
if (myDTSECTAB_Details.getACC() != null) {
//gets special user access entry (e.g. ACC=(4,5-9))
String firstIntClass = myDT-
SECTAB_Details.getACC().substring(0, 1);
String lastIntClass = myDTSECTAB_Details.getACC().substring(
myDTSECTAB_Details.getACC().length()-1,
myDTSECTAB_Details.getACC().length());
//splits the entry to separate the classes
String[] classArray = myDTSECTAB_Details.getACC().split(",");
for (int a = 0; a < classArray.length; a++) {
Zuerst wird gepru¨ft ob bei einem Eintrag UNIVERSAL ACCESS (UACC) vorliegt und der
Benutzer deshalb Zugriffsrechte hat. Wenn nicht wird der ACC Parameter ausgelesen. Die
Berechtigungsangaben im ACC Parameter sind durch Kommas getrennt und werden da-
nach getrennt.
//ckecks if there is a range
if (classArray[a].indexOf("-") != -1) {
firstIntClass = classArray[a].substring(0, 1);
lastIntClass = classArray[a].substring(
classArray[a].length()-1, classArray[a].length());
for (int ra = Integer.parseInt(firstIntClass); ra <= Inte-
ger.parseInt(lastIntClass); ra++) {






In diesem Methodenabschnitt wird unterschieden ob die Zugriffsberechtigungsklassen ein-




//checks if the user class and DTSECTAB class entries matches
byte[] myDTSECTAB_Access = user.getControl_File_User()
.getDtsectab_Classes_Data();
for (int ii = 0; ii < myDTSECTAB_Access.length; ii++) {
String right = "";
if (myDTSECTAB_Access[ii] == 1) {
right = "CONNECT";
} else if (myDTSECTAB_Access[ii] == 2) {
right = "READ";
} else if (myDTSECTAB_Access[ii] == 3) {
right = "UPDATE";
} else if (myDTSECTAB_Access[ii] == 4) {
right = "ALTER";
}
Erst jetzt werden die Informationen aus einem einzelnen DTSECTAB Eintrag mit den
Angaben im Benutzerprofil verglichen. Wenn eine U¨bereinstimmung der Zugriffsberechti-
gungsklassen des Benutzers und eines DTSECTAB Eintrags vorkommt, ist noch zu pru¨fen
welche Berechtigung der Benutzer auf hat. Je nach Angabe im Benutzerprofil in der Zu-




for (int j = 0; j < classResourceList.size(); j++) {
int classResourceEntry = Integer
.parseInt(((String) classResourceList.get(j)));
//checks the class entries and fills the accessList
if (ii + 1 == classResourceEntry
&& myDTSECTAB_Access[ii] != 0) {
accessListEntries = "TYPE: "
+ myDTSECTAB_Details.getTYPE() + ", NAME: "









Im letzten Abschnitt der Methode wird die Zugriffsliste des Benutzers mit den DTSECTAB
Eintra¨gen und die dazugeho¨rigen Berechtigungen gefu¨llt und an das Benutzerobjekt zu-
ru¨ckgeliefert.
9.2 Code Statistik
Diese Statistik gibt einen Einblick u¨ber die Komplexita¨t und den Aufwand der Implemen-
tierung der Java Klassenbibliothek VSESecurity. Diese Statistik wurde mit einer internen
IBM Anwendung erstellt. Kommentare und Javadoc Anweisung werden nicht beru¨cksich-
tigt. Des Weiteren za¨hlen Statements u¨ber zwei Zeilen natu¨rlich nur einmal.
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Tabelle 9.1: Code Statistik der VSESecurity Klassenbibliothek








9.3 Verwendung des Java-based Connectors
Abbildung 9.1: VSE Java-based connector: Zugriff auf sicherheits-relevante VSE Informa-
tionen
U¨ber den Java-based Connector (siehe Abschnitt 4.3 auf Seite 35) greift die Klassenbi-
bliothek auf VSE Parameter zu. Hierbei spielt die Klassenbibliothek VSESystem1 eine
wichtige Rolle, da mit ihrer Hilfe ein VSE System abgebildet werden kann. Auf dieser
VSE-Abbildung setzt die VSESecurity Klassenbibliothek auf. Der Tivoli TSCM (siehe




Abschnitt 3.3.2.1 auf Seite 24) verwendet die VSESecurity Bibliothek um ein State Moni-
toring u¨ber die ausgelesenen VSE Sicherheitsparameter bereitzustellen.
9.4 Test
Um die entwickelte Bibliothek VSESecurity an einem VSE System testen zu ko¨nnen, wurde
ein z/VSE 4.1 Testsystem aufgesetzt. In diesem wurden mehrere Benutzer mit verschiede-
nen Benutzerrollen und Berechtigungen angelegt. Weiter wurden DTSECTAB Eintra¨ge,
BSTCNTL (BSM.CONTROL.FILE) Gruppen- und Benutzereintra¨ge mit verschiedenen
Zugriffsrechten hinzugefu¨gt, so dass das Testsystem mo¨glichst realita¨tsnah konfiguriert
war. Diese Einstellungen im System wurden mit Hilfe von BSTADMIN Kommandos 5.2.1
auf Seite 48 umgesetzt, die jeweils in einem Job zusammengefasst wurden. Diese Jobs sind
zum Nachschlagen im Anhang F.2 auf Seite 125 aufgefu¨hrt.
Fu¨r den Test wurde die Testklasse SecurityStart mit Methoden ausgestattet, die alle
Klassen, wie sie im Abschnitt 8.2 auf Seite 73 aufgefu¨hrt sind, testet. Ein Beispiel-Output
von der Methode testDTSECTAB_User_Access(), welche pru¨ft auf welche Libraries, Sub-
libraries und Files ein Benutzer welchen Zugriff hat, wird im Folgenden gezeigt.
Beispiel-Output der Testmethode: testDTSECTAB_User_Access()
TYPE: SUBLIB, NAME: IJSYSRS.SYSLIB, ACCESS: READ
TYPE: SUBLIB, NAME: IJSYSRS.SYSLIB, ACCESS: CONNECT
TYPE: SUBLIB, NAME: IJSYSRS.SYSLIB, ACCESS: UPDATE
TYPE: MEMBER, NAME: IJSYSRS.SYSLIB.CPUVAR*, ACCESS: READ
TYPE: MEMBER, NAME: IJSYSRS.SYSLIB.CPUVAR*, ACCESS: ALTER
Diesem Output ist zu entnehmen, dass der abgefragte Benutzer die hinten aufgefu¨hrten Zu-
griffsrechte (READ, CONNECT, UPDATE oder ALTER) auf die jeweiligen Bibliotheken oder
Members hat. Alle weiteren Testmethoden und deren Funktionalita¨t sind der JavaDoc zu
entnehmen.
Diese ausgegebenen Zugriffsrechte dieses Benutzers werden dann beispielsweise in einem
State Monitoring des TSCM ausgewertet.
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10 Ausblick und Zusammenfassung
10.1 Ausblick
Die entwickelte Java Klassenbibliothek VSESecurity kann verwendet werden, um alle
sicher-heits-relevanten Informationen eines VSE Betriebssystems auszulesen und zu u¨ber-
wachen. Speziell fu¨r VSE Kunden, die eine große Anzahl an Benutzern und Ressourcen
verwalten und administrieren mu¨ssen, stellt dieser Ansatz in Verbindung mit dem TSCM
(siehe Abschnitt 3.3.2.1 auf Seite 24) eine effiziente, kostengu¨nstige und zentrale Lo¨sung
zur U¨berwachung der VSE Systemsicherheit dar.
Weiter kann die Klassenbibliothek als Basis fu¨r zuku¨nftige Anwendungen, die Zugriff auf
sicherheits-relevante VSE Parameter beno¨tigen, dienen. In diesem Zusammenhang ko¨nnte
beispielsweise der ’VSE Navigator’ (siehe 7.1 auf Seite 61) die VSESecurity Bibliothek
verwenden, um die Sicherheitseinstellungen des ganzen Systems auszulesen und u¨ber eine
GUI zu visualisieren. Außerdem gewa¨hrleistet die Skalierbarkeit der Klassenbibliothek eine
beliebige Abdeckung nachfolgender Anforderungen.
Die in dieser Arbeit implementierte Klassenbibliothek soll a¨quivalent zu anderen z/VSE
Connector Komponenten auf der VSE Produktseite1 als Download bereit gestellt werden.
10.2 Zusammenfassung
Zu Beginn der Diplomarbeit wurden die gestellten Anforderungen an die zu entwickeln-
de Klassenbibliothek analysiert und erweitert. Die aus dem System auszulesenden und
erforderlichen VSE Sicherheitsparameter wurden mit Hilfe dieser Anforderungen ermit-
telt. Nach der Lokalisierung dieser sicherheits-relevanten Daten im VSE wurde das dieser
Klassenbibliothek zu Grunde liegende Datenmodell entworfen. Im Folgenden wurden die




KAPITEL 10. AUSBLICK UND ZUSAMMENFASSUNG
Mit den Ergebnissen der Analyse- und Designphase wurde eine Java Klassenbibliothek im-
plementiert, die eine umfassende Abbildung sicherheits-relevanter VSE Daten strukturiert
und objektorientiert anbietet und damit eine zentrale, automatisierte U¨berwachung der
VSE Sicherheitsparameter ermo¨glicht.
Perso¨nlich bekam ich tiefe Einblicke in das IBM Betriebssystem z/VSE und dessen Si-
cherheitskonzept und Architektur. Diese Arbeit bot mir viele Gelegenheiten, meine im
Studium erlangten Fa¨higkeiten und Erfahrungen in den Bereichen Java-Programmierung,
Betriebssysteme, Security und Software-Architektur anzuwenden und zu erweitern.
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* 5686-CF7 (C) COPYRIGHT IBM CORP. 1984, 2004 *
* *
*****************************************************
TITLE ’DTSECTAB-SECURITY TABLE FOR RESOURCES’
********************************************************************




ANHANG A. DTSECTAB FORMAT
* *
* STATIC PART OF DTSECTAB *
* *
*---------------------------------------------------------------------*
* THIS PART IS SHIPPED AS A-BOOK IN IJSYSRS.SYSLIB.DTSECTRC. *
* IF CHANGED, THE USER SHOULD PUT HIS VERSION UNDER THE SAME *
* NAME IN PRD2.SAVE, AS IBM SERVICE IS DONE ON THE MEMBERS *
* CONTAINED IN IJSYSRS.SYSLIB. *




* IBM SUPPLIED USERS *
*---------------------------------------------------------------------*
*** USER DUMMY HAS NO SPECIAL SECURITY RIGHTS.USED TO RESET INHERITANCE
*** IT AVOIDS GETTING TOO MANY RIGHTS WHILE LOADING POWER JOBS DURING
*** ASI.









*** USER FORSEC HAS ALL ACCESS RIGHTS. THEREFORE, THE PASSWORD NEEDS














* FOLLOWING IS THE Z/VSE 3.1 SUPPLIED PART OF THE DTSECTAB *










































Output des SIR Kommandos
AR 0015 CPUID VM = 0025981020640000 VSE = FF00000720640000
AR 0015 VM-SYSTEM = VM/ESA (LPAR) 4.2.0 0000
AR 0015 PROCESSOR = 2064-00 USERID = VSE01
AR 0015 PROC-MODE = ESA (64-BIT) IPL(150) 15:32:06 05/07/2003
AR 0015 SYSTEM = VSE/ESA 2.7.0 GA 01/14/2003
AR 0015 VSE/AF 6.7.0 GA-LEVEL 12/02/2002
AR 0015 VSE/POWER 6.7.0 DY BASE 12/02/2002
AR 0015 IPL-PROC = $IPLESA JCL-PROC = $$JCL
AR 0015 SUPVR = $$A$SUPX TURBO-DISPATCHER (40) ACTIVE
AR 0015 HARDWARE COMPRESSION ENABLED
AR 0015 SEC. MGR. = BASIC SECURITY = ONLINE
AR 0015 VIRTCPU = 0000:01:18.577 CP = 0000:00:07.717
AR 0015 CPU-ADDR. = 0000(IPL) ACTIVE
AR 0015 ACTIVE = 0000:00:17.880 WAIT = 0023:07:47.848
AR 0015 PARALLEL= 0000:00:05.440 SPIN = 0000:00:00.000
AR 0015 CPU-ADDR. = 0001 ACTIVE
AR 0015 ACTIVE = 0000:00:13.563 WAIT = 0023:07:51.570
AR 0015 PARALLEL= 0000:00:04.640 SPIN = 0000:00:00.000
AR 0015 CPU-ADDR. = 0002 ACTIVE
AR 0015 ACTIVE = 0000:00:10.326 WAIT = 0023:07:56.439
AR 0015 PARALLEL= 0000:00:03.357 SPIN = 0000:00:00.000
AR 0015 CPU timings MEASUREMENT INTERVAL 0023:08:16.998
AR 0015 TASKS ATT.= 00024 HIGH-MARK = 00024 MAX = 00164
AR 0015 DYN.PARTS = 00001 HIGH-MARK = 00001 MAX = 00048
AR 0015
AR 0015 COPY-BLKS = 00006 HIGH-MARK = 00030 MAX = 01500
AR 0015 CHANQ USED= 00006 HIGH-MARK = 00011 MAX = 00100
AR 0015 LBL.-SEGM.= 00008 HIGH-MARK = 00008 MAX = 00717
AR 0015 PGIN TOT.= 0000000202 EXP.AVRGE.= 0000000001/SEC
AR 0015 PGOUT TOT.= 0000000446
AR 0015 UNC.= 0000000297 EXP.AVRGE.= 0000000000/SEC
AR 0015 PRE = 0000000149 EXP.AVRGE.= 0000000000/SEC
AR 0015 LOCKS EXT.= 0000002163 LOCKS INT.= 0000013901
AR 0015 FAIL = 0000000022 FAIL = 0000000044
AR 0015 LOCK I/O = 0000000000 LOCK WRITE= 0000000000





# This is the properties file for the VSESecurity Library
#
# You have to add all necessary parameters!
#








## Define only one of these three possibilities
# 1-VSE system data for DTSECTAB file
iccflibrary = 59
iccfname = DTSECTRC





# 3-VSE system data for DTSECTAB file in local file
filename =
################################################














ANHANG C. VSESECURITY KONFIGURATIONSDATEI
ConnectorServerUserConfig_Name = IESUSERS
ConnectorServerUserConfig_Type = Z











D VSE Connector Server
Sicherheits-Konfigurationsdateien des VSE Connector Server
D.1 IESUSERS.Z
VSE Connector Server Konfigurationsdatei fu¨r Benutzer
* ******************************************************************
* VSE CONNECTOR SERVER USER SECURITY CONFIGURATION MEMBER
* YOU CAN EITHER ALLOW OR DENIE THE LOGON FOR A SPECIFIED
* USER OR IP OR GROUP OF USERS AND IP ADDRESSES.
* ******************************************************************
* USERS FROM THIS IP’S ARE ALLOWED TO LOGON
* UNCOMMENT THE SAMPLES AND MODIFY THEM
* ******************************************************************
IP = *, LOGON = ALLOWED
* IP = 9.164.123.456, LOGON = DENIED
* IP = 9.165.* , LOGON = DENIED
* IP = 10.0.0.* , LOGON = ALLOWED
* ******************************************************************
* THIS USERS ARE ALLOWED TO LOGON
* UNCOMMENT THE SAMPLES AND MODIFY THEM
* ******************************************************************
USER = *, LOGON = ALLOWED
* USER = BOBY, LOGON = ALLOWED
* USER = SYS*, LOGON = DENIED
D.2 IESLIBDF.Z
VSE Connector Server Konfigurationsdatei fu¨r Bibliotheken
* ******************************************************************
* LIBRARIAN CONFIGURATION MEMBER FOR VSE CONNECTOR SERVER
* ******************************************************************
*
* ADD THE NAME OF YOUR LIBRARIES TO THIS MEMBER F YOU WANT TO
* HAVE ACCESS TO THEM WITH THE VSE CONNECTOR SERVER.
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*










VSE Connector Server Konfigurationsdatei
; *****************************************************************
; MAIN CONFIGURATION MEMBER FOR VSE CONNECTOR SERVER
; *****************************************************************
; *****************************************************************
; TRACING SPECIFIC SETTINGS:
;-TRACEON : A 32 BIT HEX VALUE PREFIXED WITH ’0X’
; 0X00000000 IS OFF, 0XFFFFFFFF IN ON
;-TRACEFILE : DESTINATION FOR TRACE MESSAGES
; DD:SYSLOG, DD:SYSLST OR DD:LIB.SLIB(NAME.TYPE)
; *****************************************************************
TRACEON = 0X00000000 ; TRACE IS OFF
TRACEFILE = DD:SYSLOG ; TRACE GOES TO SYSLOG
; *****************************************************************
; TCP/IP-SERVER SPECIFIC CONFIGURATIONS
;-SERVERPORT : THE TCP PORT WHERE THE SERVER IS LISTENING
;-MAXCLIENTS : THE MAXIMUM NUMBER OF CONCURRENT CLIENTS







;-SECURITY: FULL -LOGON, RESOURCE AND USER TYPE CHECKING
; RESOURCE-LOGON AND RESOURCE, BUT NO USER TYPE
; CHECKING.
; LOGON -LOGON, BUT NO RESOURCE AND USER TYPE
; CHECKING




; TIMEOUT FOR VSAM AUTO CLOSE






; DEFAULT CLASS FOR JOBS




; CODE PAGE CONVERSIONS
;-ASCII_CP : ASCII CODE PAGE










; DESCRIPTION SENT AS IDENTIFY
;-DESCRIPTION : THIS STRING IS SENT AS IDENTIFY TO THE CLIENT
; CHANGE ’<YOUR SYSTEM>’ TO YOUR SYSTEM’S NAME
; *****************************************************************
DESCRIPTION = VSE CONNECTOR SERVER ON T29LPAR6
; *****************************************************************
; SUB CONFIGURATION MEMBERS NEEDED FOR VSE CONNECTOR SERVER
;-LIBRCFGFILE : LIBRARY DEFINITION FILE. CONTAINS THE LIBRARIES
; THAT ARE VISIBLE FOR THE VSE CONNECTOR SERVER.
;-USERSCFGFILE : USER/SECURITY CONFIG FILE. DEFINES ADDITIONAL
; SECURITY FOR USERS AND IP ADDRESSES.
;-PLUGINCFGFILE : PLUGIN CONFIG FILE. DEFINES THE PLUGINS THAT
; ARE LOADED AT SERVER STARTUP.
;-SSLCFGFILE : SSL CONFIG FILE. DEFINES SSL PARAMETERS
; NOTE: YOU HAVE TO CHANGE THE NAMES AND LOCATIONS OF THESE MEMBERS







SSL Konfigurationsdatei fu¨r den VSE Connector Server
; *****************************************************************
; SSL CONFIGURATION MEMBER FOR VSE CONNECTOR SERVER
; *****************************************************************
; *****************************************************************
; SSLVERSION SPECIFIES THE MINIMUM VERSION THAT IS TO BE USED
; POSSIBLE VALUES ARE: SSL30 AND TLS31
; KEYRING SPECIFIES THE SUBLIBRARY WHERE THE KEY FILES ARE
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; STORED.
; CERTNAME NAME OF THE CERTIFICATE THAT IS USED BY THE SERVER
; SESSIONTIMEOUT NUMBER OF SECONDS THAT THE SERVER WILL USE TO
; ALLOW A CLIENT TO RECONNECT WITHOUT PERFORMING A
; FULL HANDSHAKE. (86440 SEC = 24 HOURS)
; AUTHENTICATION TYPE OF AUTHENTICATION. POSSIBLE VALUES ARE:
; SERVER-SERVER AUTHENTICATION ONLY
; CLIENT-SERVER AND CLIENT AUTENTICATION
; LOGON -SERVER AND CLIENT AUTENTICATION WITH LOGON








; CIPHERSUITES SPECIFIES A LIST OF CIPHER SUITES THAT ARE ALLOWED
; ****************************************************************










Hier ist das STATUS Command des Connector Server abgedruckt. Diesen Output be-
kommt man mit dem Consolenkommando msg r1,data=status.
msg r1,data=status
AR 0015 1I40I READY
R1 0045 IESC1029I STATUS COMMAND
R1 0045 SERVER CONFIG FILE = DD:PRD2.CONFIG(IESVCSRV.Z)
R1 0045 CONFIGURATION INFORMATION:
R1 0045 MAX NUM. OF CLIENTS = 256
R1 0045 TCP/IP SERVER PORT = 2893
R1 0045 SSL ENABLED = NO
R1 0045 SECURITY = FULL
R1 0045 ASCII CODEPAGE = IBM-850
R1 0045 EBCDIC CODEPAGE = IBM-1047
R1 0045 DESCRIPTION STRING = VSE CONNECTOR SERVER ON T29LPAR6
R1 0045 TRACING LEVEL = 0x00000000
R1 0045 TRACE OUTPUT FILE = DD:SYSLOG
R1 0045 LIBRARIAN CONFIG FILE = DD:PRD2.CONFIG(IESLIBDF.Z)
R1 0045 USERS CONFIG FILE = DD:PRD2.CONFIG(IESUSERS.Z)
R1 0045 PLUGIN CONFIG FILE = DD:PRD2.CONFIG(IESPLGIN.Z)
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D.5. STATUS COMMAND
R1 0045 SSL CONFIG FILE = DD:PRD2.CONFIG(IESSSLCF.Z)
R1 0045 GENERAL INFORMATION:
R1 0045 VSE SYSTEM RELEASE = 4.1.0
R1 0045 VSE SYSTEM DATE = 26.2.2007
R1 0045 LIST OF CLIENTS:
R1 0045 NO CLIENTS
R1 0045 SUMMARY INFORMATION:
R1 0045 NUM. CLIENTS = 0
R1 0045 NUM. RUNNING CLIENTS = 0
R1 0045 NUM. SEND/RECV CLIENTS = 0
R1 0045 NUM. WAITING CLIENTS = 0
R1 0045 NUM. CLIENTS TO SETUP = 0
R1 0045 NUM. CLIENTS TO DELETE = 0
R1 0045 PLUGIN INFORMATION:
R1 0045 NUM PLUGINS = 5
R1 0045 PLUGIN (ID: 0):
R1 0045 PHASE-NAME = IESSAPLG
R1 0045 PARM-STRING = CICS=F2,CONS=IESA,TRANS=IEXM,EXIT=IESSAEXT
R1 0045 DESCRIPTION = System Activity Plugin. Copyright (C) 1998 by
R1 0045 BM Corp.
R1 0045 VERSION = 1.0
R1 0045 NUM COMMANDS = 1
R1 0045 COMMAND-ID = 0x88000010
R1 0045 PLUGIN (ID: 1):
R1 0045 PHASE-NAME = IESHTOHP
R1 0045 PHASE-NAME = IESHTOHP
R1 0045 PARM-STRING =
R1 0045 DESCRIPTION = Host to Host Transfer Plugin
R1 0045 VERSION = 1.0
R1 0045 NUM COMMANDS = 2
R1 0045 COMMAND-ID = 0x88000020
R1 0045 COMMAND-ID = 0x88000021
R1 0045 PLUGIN (ID: 2):
R1 0045 PHASE-NAME = IESCOMPH
R1 0045 PARM-STRING =
R1 0045 DESCRIPTION = Compile Helper Plugin (C) 1999 by IBM
R1 0045 VERSION = 1.0
R1 0045 NUM COMMANDS = 1
R1 0045 COMMAND-ID = 0x88000003
R1 0045 PLUGIN (ID: 3):
R1 0045 PHASE-NAME = IESVSAPL
R1 0045 PARM-STRING =
R1 0045 DESCRIPTION = VSAM API Plugin (C) 2000 by IBM
R1 0045 VERSION = 1.0
R1 0045 NUM COMMANDS = 4
R1 0045 COMMAND-ID = 0x88000030
R1 0045 COMMAND-ID = 0x88000031
R1 0045 COMMAND-ID = 0x88000032
R1 0045 COMMAND-ID = 0x88000033
R1 0045 PLUGIN (ID: 4):
R1 0045 PHASE-NAME = IESDLIPL
R1 0045 PARM-STRING =
R1 0045 DESCRIPTION = Remote DLI Plugin (C) 2000 by IBM
119
ANHANG D. VSE CONNECTOR SERVER
R1 0045 VERSION = 2.0
R1 0045 NUM COMMANDS = 2
R1 0045 COMMAND-ID = 0x88000034
R1 0045 COMMAND-ID = 0x88000035
R1 0045 VSAM INFORMATION:
R1 0045 AUTOCLOSE TIME = 600
R1 0045 NUM OPENED CLUSTERS = 0






* DEFINE THE CONSTANTS *
* *
*------------------------------------------*
SET IPADDR = xxx.xxx.xxx.xxx
SET MASK = 255.255.252.000
*
SET ALL_BOUND = 30000
SET WINDOW = 65535
SET TRANSFER_BUFFERS = 20
SET MAX_BUFFERS = 6
SET TELNETD_BUFFERS = 20
SET RETRANSMIT = 100
SET DISPATCH_TIME = 30
SET REDISPATCH = 10
SET CONSOLE_HOLD = ON
*
SET GATEWAY = ON
*------------------------------------------*
* *
















* DEFINE ROUTINE INFORMATION *
* *
*------------------------------------------*
DEFINE ROUTE,ID=NETZ, LINKID=OSAFE, IPADDR=9.152.24.0
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* MESSAGE SETTINGS *
* *
*-----------------------------------------------*
SET MESSAGE CRITICAL = ON
SET MESSAGE WARNING = ON
SET MESSAGE VITAL = ON
SET MESSAGE IMPORTANT = ON
SET MESSAGE INFORMATION = ON
SET PING_MESSAGE = ON
*-----------------------------------------------*
* *













SET SECURITY = ON
SET SECURITY_ARP = OFF
SET SECURITY_IP = OFF
SET ISOLATION = OFF
*-----------------------------------------------*
* *
* OPERATION AND STARTUP *
* *
*-----------------------------------------------*
SET CONSOLE_HOLD = OFF
SET RECORD = OFF
*-----------------------------------------------*
* *













* SETUP MEMBER NETWORK.L TO *
* EXECUTE ONCE THE ENGINE HAS *




E.1 Q SET Command
Dieser Output wird von dem Kommando 104 q set erzeugt und gibt alle TCP/IP Ein-
stellungen und Konfigurationen aus.
F7-0104 IPN300I Enter TCP/IP Command
104 q set
F7 0098 IPN253I < < TCP/IP Current Options > >
F7 0098 IPN452I System ID: 00
F7 0098 IPN453I IP Address: 9.152.84.147 Submask: 255.255.252.0
F7 0098 IPN454I All Bound Time: 30000 Link Retry Time: 18000
F7 0098 IPN456I Retransmit Time: 100 Window: 65535
F7 0098 IPN518I Receive MSS: 32684
F7 0098 IPN458I Console Hold: Off Record: Off
F7 0098 IPN459I Gateway: On Isolation: Off
F7 0098 IPN804I Telnet translation will use System Default
F7 0098 IPN806I Checksum: Software Connect_Sequence: Off
F7 0098 IPN806I Downcheck: On Dynamic_Route: On
F7 0098 IPN806I Fixed_Retransmit: Off Full_CETI: On
F7 0098 IPN806I Full_Critical: Off Local_DLBL: On
F7 0098 IPN806I Match_Message: On Ping_Message: On
F7 0098 IPN806I Reuse: On Separator_Pages: Off
F7 0098 IPN806I SDOpen_Extra: Off Spincheck: On
F7 0098 IPN806I Sockcheck: On
F7 0098 IPN806I Traffic: On Singledest: On
F7 0098 IPN806I ARPdelete: Off ARP_Time: 90000
F7 0098 IPN806I Auto_time: 9000 Pulse_Time: 18000
F7 0098 IPN806I Console_Port: 0
F7 0098 IPN806I Additional_Window: 100 Reuse_Size: 10
F7 0098 IPN806I Window_Restart: 10 Window_Depth: 30
F7 0098 IPN806I Slow_Start: 10 Slow_Restart: 10
F7 0098 IPN806I Slow_Increment: 1
F7 0098 IPN806I Default_Domain:
F7 0098 IPN806I Close Connection Depth: 10 Separator Page Count: 0
F7 0098 IPN806I FTPBATCH_Fetch: off
F7 0098 IPN806I Subtask_OPEN: off
F7 0098 IPN806I Memory Verification: Off Connection Queuing Off
F7 0098 IPN806I Buffer Validation: Off POWERUSERID: SYSTCPIP
F7 0098 IPN806I ListIDCAMS: On AutoLoad: Off
F7-0104 IPN300I Enter TCP/IP Command
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F Jobs und Example Output
F.1 Benutzerprofil
Benutzerverwaltung: DTSECTAB Zugriffskontrollklassen und Gruppenzugeho¨rigkeit
Abbildung F.1: siehe [zVSEAd07] - Zugriffskontrollklassen fu¨r DTSECTAB Eintra¨ge.
F.2 BSTADMIN JOBS
Hier werden die BSTADMIN Jobs, die zur Testkonfiguration verwendet wurden gezeigt.
F.2.1 Defines Profiles
* $$ JOB JNM=BSTADMIN,CLASS=0,DISP=D
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// JOB BSTADMIN
// PAUSE ID STMT OR ENTER
*
* * This is a sample job to execute BSTADMIN commands
* * It defines profiles to test AUDIT on access level
*
// EXEC BSTADMIN
* User HUGO should be used for tests with READ access
AD FACILITY MY.TEST01F AUDIT(NONE) DA(’AUDIT Test ’)
AD FACILITY MY.TEST01S AUDIT(NONE) UACC(READ) DA(’AUDIT Test ’)
AD FACILITY MY.TEST02F AUDIT(ALL) DA(’AUDIT Test ’)
AD FACILITY MY.TEST02S AUDIT(ALL) UACC(READ) DA(’AUDIT Test ’)
AD FACILITY MY.TEST03F AUDIT(SUCC) DA(’AUDIT Test ’)
AD FACILITY MY.TEST03S AUDIT(NONE) UACC(READ) DA(’AUDIT Test ’)
AD FACILITY MY.TEST04F AUDIT(FAIL) DA(’AUDIT Test ’)
AD FACILITY MY.TEST04S AUDIT(ALL) DA(’AUDIT Test ’)
AD FACILITY MY.TEST05F AUDIT(SUCC) DA(’AUDIT Test ’)
AD FACILITY MY.TEST05S AUDIT(ALL) UACC(READ) -
DA(’AUDIT Test ’)
AD FACILITY MY.TEST06F AUDIT(SUCC) DA(’AUDIT Test ’)
AD FACILITY MY.TEST06S AUDIT(SUCC) UACC(READ) -
DA(’AUDIT Test ’)
* User HUGO should be used for tests with UPD access
AD FACILITY MY.TEST07F AUDIT(SUCC) DA(’AUDIT Test ’)
PE FACILITY MY.TEST07F ID(HUGO) ACC(READ)
AD FACILITY MY.TEST07S AUDIT(SUCC) UACC(READ) -
DA(’AUDIT Test ’)
PE FACILITY MY.TEST07S ID(HUGO) ACC(UPD)
AD FACILITY MY.TEST08F AUDIT(SUCC) DA(’AUDIT Test ’)
PE FACILITY MY.TEST08F ID(HUGO) ACC(READ)
AD FACILITY MY.TEST08S AUDIT(SUCC) UACC(READ) -
DA(’AUDIT Test ’)
PE FACILITY MY.TEST08S ID(HUGO) ACC(UPD)
*






* $$ JOB JNM=UPDATECF,CLASS=0,DISP=D






















* * The following is a sample job with BSTADMIN




AD ACICSPCT ABC1 UACC(NONE)
AD ACICSPCT ’PREF.ABC1’ UACC(NONE)
AD ACICSPCT ’PREF.ABC’ UACC(NONE) GEN
PE ACICSPCT ’PREF.ABC’ GEN ID(HUGO) A(READ)
AD ACICSPCT ABC UACC(NONE) GEN
PE ACICSPCT ABC ID(MYGRP2) GEN A(UP)
AD ACICSPCT A000 UACC(NONE)
AD ACICSPCT A001 UACC(NONE)
AD ACICSPCT A002 UACC(NONE)
/*
/&
* $$ EOJ
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