Abstract. This paper presents a framework for the analysis of software artifacts. We revise and propose techniques that aid in the manipulation and combination of target-language specific tools, and in handling and controlling the results of such tools. We also propose to integrate under our framework techniques that are capable of performing language independent analyses.
Introduction
Building software has historically always been considered a challenging engineering task. And this is particularly true nowadays, where programming involves not only reusing libraries that are provided by our programming language of choice, but also trusting and reusing libraries that have been built by other programmers and that are available on the Internet as open source software.
While software reuse has evident benefits such as rapid development, one often needs to make sure that the reused libraries satisfy certain properties. In our context, we refer to analyzing a property of piece of software as its certification and indeed choosing between many available libraries with the same purpose is often influenced by the properties that each one holds. This paper consolidates our ongoing effort to provide a customizable framework for the certification of (reusable) software packages under the Certification and Re-engineering of Open Source Software (CROSS) project 1 . Indeed, when one tries to come up with a solution for dealing with all packages, under any programming language and using potentially any analysis tool, multiple issues arise:
i) how can we provide a setting for users to easily and elegantly combine different tools, each one providing a concrete and desirable analysis for the same package? A solution for this problem was achieved by us with a combinator language that allows programmers to describe at an abstract level how software tools can be combined into powerful software certification processes [1] . ii) with such a language at hand, we turned our focus into providing a globally accessible framework where users could define and store their customized certification processes and that could work as a repository for a wide range of analysis tools that would otherwise need to be installed locally.
With this in mind, we have developed a web portal that relies on the domainspecific language of i) as its core [2] , and that provides a common storage location for multi-purpose analysis tools. iii) finally, we have realized the need to customize the results produced by different certifications. Indeed, in our context certification results may assume different formats ranging from simple text to complex images or charts, and producing impactful results (or reports) again may require manual customization. In order to satisfy this need, we have also developed an embedded domainspecific language for combining reports [3] .
In this paper we now propose to build on these results and to improve on them.
In particular, we make the following contributions:
1. we propose a single and coherent framework that elegantly integrates the combinator languages described in i) and iii). This is a framework that is currently under integration in the portal provided in ii); 2. while the tools that have already been integrated in our web portal allow for language-specific analyses only (i.e., they target one specific language such as C or Java and they focus on one specific characteristic of it), we now propose the integration of a set of analyses that are language independent. This analyses include inspecting elements other than source code that must be available on any software ecosystem, such as README files or even comments within the source code itself. This further extends the potential practical interest of our certification environment;
