Security is a fundamental property in the modeling of real-time embedded systems. Unfortunately, integrating this property is a hard task for a designer due to their small background concerning this feature. Thankfully, the design pattern can provide a practical solution to integrate security through an abstraction mode. However, Nowadays the number of design pattern is increasing, for that reason, the selection of suitable pattern is a fundamental challenge for designers. In this context, we propose in this position paper an approach to integrating security pattern in the phase of modeling of real-time embedded systems. To solve the problem of selection pattern we propose in our approach to use the ontology-based solution, and thus, we propose some methods to guarantee the performance of the systems after integrating.
INTRODUCTION
Pattern passed development is becoming increasingly recognized in software engineering. The use of patterns is one of the means by which reusability can be ensured in the systems development because it saves time during the development and as a result reducing the time to market. However, integrating these patterns remain a challenge for developers, which is why it is a critical research topic these days. In fact, patterns are applied in the modeling of modern software architectures, distributed systems, and real-time embedded systems (RTES).
Nowadays, the modeling of real-time embedded systems may be stated as a crucial problem with the current lack of design models and tools. This is why, it is necessary to provide a solution that manages the coexistence of the different hardware and software requirement and at the same time assist non-functional properties (NFPs) (e.g., Time requirement and security specialists). It is also advantageous to provide them with building blocks that meet their needs, of course, methods will guide them throughout the systems life-cycle. A solution based on model-driven engineering (MDE) (Dobson et al., 2006) and patterns seem to meet these expectations.
Besides, design patterns (Gamma, 1995) can provide a practical solution to meet specific needs such as, the security concern that can be addressed using security patterns that encapsulate security solutions by an abstraction mode and allows designers to integrate it in the phase of co-design real-time embedded systems. These types of patterns ensure reusability thanks to their construction advantage which is independent of all environments.
The use of security patterns in real-time embedded systems co-design saves much time and reduces the development cost in RTES systems, but the choice of suitable patterns is a challenge for the designer because of its vast number. Besides, the integration of design patterns can affect the performance of the systems and the architecture quality, for example, the integration of the pattern can increase the time response of the system. The designer must take into consideration the different effects when he chooses the correct pattern.
In this position paper, we propose an approach to select the right security pattern that is suitable for solving security problems and respecting the different time constraints of the system. It represents a generic illustration backing into the co-modeling of features to be used in the context of modeling security and analysis time constraint in the RTES.
Our approach aims to guide RTES designers in building and verification of safe RTES models. It facilitates complex systems modeling, reduces the development time and improves software process quality.
The remainder of this position paper is organized as follows. In section II, we give background on related concepts. In section III, we present an overview of the proposed approach. Finally, we conclude with some outlined directions for future works.
THEORETICAL BACKGROUND
The increase in the importance of security in organizations leads to the birth of several research-oriented levels for the integration of security concept in various phases of software development lifecycle. In this section, we present some works on the integration of security design patterns, and then we present some existing ontologies in the same field. Finally, we present different works about adaptation mechanism.
Review of Security Pattern Selection
The authors proposed in (Alam et al., 2007) , (Fernandez et al., 2007a) an approach for integrating security patterns at all phases of systems development. These guidelines affect the phase of design, implementation, testing, and deployment of the systems. In fact, the authors presented a recommendation for follow-up without giving details on the modeling or the concrete solution.
In (Fernandez et al., 2007b) and (Toahchoodee et al., 2009 ) the authors used the oriented programming paradigm to integrate security patterns into the modeling of the system. The security aspects are modeled independently by using the security patterns to be woven after that with the functional models.
The authors in (Bouaziz et al., 2015) proposed a process to integrate security pattern in the different phases of system development. This process provides separation between domain expertise and application security expertise. The primary goal in this work is to provide a semi-automatic integration of security pattern into component-based models. This integration is performed through a set of information rules. The result of this integration is a new model supporting security concepts.
Review of Security Ontology
The advantages of applying ontology technology into the information security domain are specific in (Guan et al., 2016 ) from three viewpoints: 1) ontologies can eliminate the ambiguity of items to a properties list and systematically organize information at a detailed level. 2) ontological technology can induce the modularity which can be used by other approaches. 3) an ontological approach can forecast security problems by providing inference mechanisms.
Schumacher proposed in (Schumacher, 2003) a security ontology to maintain the security pattern repository with a general security pattern search engine. However, only top-level concepts were introduced in their ontology, which is too abstract to apply to the specific context.
In (Denker et al., 2005) , Denker had mainly addressed the knowledge representation and some of the reasoning issue for trust and security in the semantic web. Enforcement mechanisms, automatic negotiation, and tools for semantic web security are much less developed and provide ample opportunities. They summarized an ontological approach to enhancing the semantic web with security using ontology.
In (Souag et al., 2015 ) the authors presented a core and general security ontology for security requirements engineering. Its core and general status are attained thanks to its coverage of broad and highlevel security concepts and relationships.
Review of Adaptation
The design of adaptive RTES is relatively old domain and thus very rich. Unfortunately, these tasks present a challenge due to the complexity of the problem it handles (Said et al., 2014) . A typical fundamental challenge is optimizing system non-functional properties while meeting internal and external constraints (real-time constraint). Such as, high quality of service may require a high utilization of system resources (CPU cycles and memory space).
In (Said et al., 2014) , the authors have proposed five patterns representing generic modeling of the adaptation loop modules. The patterns take into consideration the real-time features of adaptation operation. These design patterns are presented in the static view through class diagrams annotated with MARTE (OMG, 2008) profile stereotyped. The adaptation is then considered as a dynamic and partial change of the operation mode without supporting platform resources.
In (Yousef and Khaled, 2015) the authors proposed a feedback loop design process for selfadaptation. Feedback loops provide the generic mechanism for self-adaptation. It is a control loop where the output of the controlled system is fed back to the input. Typically, it involves four key activities:
• Monitor: it is responsible for collecting data from a set of sensors, filtering and aggregating this data and sending it to the analyzer component for any possible symptoms of system goals violation.
• Analyzer: its responsibility is to receive collected and logged data from monitor representing the system state history and analyze them for any possible symptoms of system goals and requirements violation.
• Plan: is responsible for the construction of the change plan in response to an adaptation request received from the analyzer.
• Execute: is responsible for sending the corrective actions to the effectors in a specific order.
SECURITY PATTERN INTEGRATION
In this section, we present the general idea of our approach for the integration and selection of security patterns in the modeling of RTES. The approach is based on the scenario that was defined in (Motii et al., 2015) and (Motii et al., 2016) , we modify some steps to guarantee the automation and to solve several problems that are not solved, and we redefine some phases in the scenario. The figure shows the different phases of the approach. Our approach is based on the separation between the functional model and the non-functional properties. For that, the first step in our approach is the modeling of the functional model with architecture design. This model describes the functional aspect of the system and contains the several operations of the software system. The second step is the functional model sent to the risk analysis. This phase for listing the threats and deriving the security requirements. This analysis is carried out by a safety risk analyzer. The security requirements describe what should be provided by the security mechanisms to stop some threats.
Based on security requirements, a method to search a security pattern must be described to ensure the identification of the suitable patterns that can solve the described security problem automatically. To achieve this goal, we will seek to define an ontology to look for the appropriate security pattern, for that we will describe and store the security requirements and the security patterns semantically.
For the semantic representation of the security requirements, we will use OWL (Web Ontology Language) to guarantee the automatic mapping of requirements to its solution. For the semantic representation must contain all the necessary information of a security pattern, its level of abstraction, type of solution, the context and its integration method. Two libraries will be defined: a library of security pattern and a library of the security ontologies.
The operation of the search algorithm will be to look for semantic representation of security requirement suitable for a semantic pattern presentation if it exists then the ontology will send the proper representation of the pattern to extract the proper security pattern that can solve the security problem. Finally, the security pattern will be selected and prepared for integration into a functional model by the system designer. A secure model will be the result of the integration.
After the steps of integration, the operation of the system will be modified; for that, an evaluation must be provided to validate this integration. A model containing the operation of the system must be related to the hardware resources. We will use the profile UML/MARTE for the allocation of the software task in the hardware resources. In the evaluation test, the time constraints for each task must be taken into consideration; for example, when we add the security requirements to the task corresponding to its execution time, the test must verify that change does not exceed to task deadline.
If the evaluation test is positive then the integration of security pattern will be accepted, if not another solution will be provided to validate the integration of pattern, the adaptation solution.
The adaptation solution consists of the changing of the structure or the system behavior to respond to the change of its functioning, in our case, the adaptation is the reconfiguring of the allocation between the resources and the appropriate tasks after the modifying of the execution time. For this solution, we will use the same pattern from the MAPE loop for the selfadaptation after we modify some operations. We will use only three patterns from the loop:
• DecisionMaker: for generating of adaptation decision that specifies the elements to be modified and how to modify them to meet the requirements of the system after pattern integration better.
• Actor: for applying the decision. It maps the actions to the effector interfaces.
• Effectors: it is responsible for applying the change in the allocation of tasks in different resources.
If the validation test (the same scheduling analysis) is valid, then the secured model will be validated, if not then the pattern chosen was not the suitable for the system operation, and we must return to the search patterns phase to find another pattern that responds to the same requirements.
CONCLUSION
In this position paper, we proposed an approach for the integration of security patterns in a real-time system model. This approach is based on ontology to automatically select the appropriate security pattern to the security requirement that was extracted by the security risk analysis. Then we dealt with the problem of system performance according to the time constraints validation, and we proposed an alternative so- lution to the scheduling test which is based on the system adaptation to guarantee the correct functioning of the system with the integrated patterns.
Our future work, we focus on two main areas. One is the extension of the requirement ontology. The other area is the Automatic benchmark integration in the real-time system model; one takes into consideration the other criteria that perform to system performance such as runtime and energy.
