Automated simplification of trigonometric expressions is an important problem that hasn't been completely solved by current computer algebra systems. This paper presents a number of unique prescriptions for the ordering of some trigonometric transformation rules, which have been derived by observing how human experts follow their intuitive rules. We have implemented the procedure in Lisp because of its suitability for formula manipulations and rule-based reasoning systems. Consequently, it can simplify many trigonometric expressions which are even difficult to do by hand, and it achieves much better results for many hard problems than any of Maple, Mathematica, and Maxima do.
Introduction
It is well-known that the simplification of mathematical expressions by computer is one of the most fundamental functions of computer algebra systems. Many experts have devoted themselves to research in the simplification of rational polynomials, factorization of polynomials and integrals of various mathematical expressions. General algorithms for these problems have been implemented in most commonly used software like Maple, Mathematica and Maxima. However, there is a lot of difficulty in the simplification of trigonometric expressions, for which there has not yet been discovered a universal method. Unlike simplification of polynomials such as collection and factorization, simplification of trigonometric expressions is hard to define clearly; nevertheless standards for simplification are accepted through common usage.
Therefore, artificial intelligence methods such as expert systems could be useful for this problem. In this paper, we follow rule-based automated reasoning and present a number of new unique prescriptions for the ordering of some trigonometric transformation rules, which have been derived by observing how human experts follow their intuitive rules. Though this method is not a complete method, it is a very practical approach to simplify trigonometric expressions.
Firstly, we give the definition for trigonometric expressions, and list some trigonometric transformation rules which will be used in the following parts.
Definition 1(Trigonometric Expression): F is called a trigonometric expression, if F is a real coefficient polynomial of trigonometric functions such as sin, cos, tan, cot, sec or csc.
The basic trigonometric rules cited here are the trigonometric transformations commonly stated in normal textbooks, and expressed as TR1, TR2 ,· · · , TR13: TR1: Converting sec, csc to sin,cos:
TR3: Induced formula, refer to Table 1 . . TR8: Converting product to sum or difference: 
In addition, the simplification of rational polynomials is named as TR0, and the reverse rules of the above rules are named as TRi −1 (i = 1,· · · ,13).
The Measurement of Simplification and Combination Rules
The widely accepted goal of trigonometric simplification is converting a trigonometric expression into a single trigonometric function or the product of several such functions. To depict the standard more clearly, we introduce a definition for the length of a trigonometric expression. (For a formal definition of the concept of simplification, and the minimal description length of general expressions, refer to [1] .) Definition 2: (The Length of a Trigonometric Expression) If F is a trigonometric expression, L(F ) means the number of monomials contained in F which is regarded as a polynomial of sin, cos, tan, cot, sec or csc.
TRi(F ) stands for the resulting expression of applying TRi to F . By comparing L(TRi(F )) with L(F ), taking or rejecting TRi(F ) can be decided according to necessities.
Just like auxiliary lines and auxiliary points in geometric theorem proofs, many difficult problems can be solved with these special technologies. Therefore, in order to improve the capability of automated simplifications, we bring forward many techniques for some particular patterns in trigonometric simplifications which are realized by several trigonometric rules simultaneously. In order to make it clear, we need to introduce the concept of combination rules.
Definition 3: (Combination Rules) An ordered combination of a group of basic rules which can accomplish a specific technique of simplification with conditions, is called as a combinatorial transformation rule, CTR={STR|C}, in which STR is a subset of {TR1, TR2 ,· · · , TR13}, and C is the condition of taking or rejecting STR.
Some commonly used techniques for the simplification of trigonometric expressions are noted by observing how human experts follow their intuitive rules, and they are expressed as four combination rules CTR1, CTR2, CTR3, CTR4 respectively. These combination rules will be used in our following automated reasoning. CTR1: Combination rule 1.
Or else TR(F ) = F 3. Example: The introduction of combination rules provides the basis for machine learning. Obviously one can introduce more combination rules, corresponding to some new techniques, to extend the capability of these automated simplifications.
{TR4,TR10
−1 } − −−−−−−−−−−−− → F 2. If L(F 1) < L(F ), then TR(F ) = F 1. Or else TR(F ) = F . Example: √ 3 2 cos α +
Rule-based Automated Reasoning
During the simplification of trigonometric expressions, human reasoning processes are very complicated and many special skills are applied. It is almost impossible for modern computers to completely simulate human reasoning capabilities, because the process is still an unsolved puzzle and the calculation speed of a computer is extremely limited. However, human reasoning abilities are not innate. They come from postnatal learning and training [2] . In addition to the application of human ingenuity, we can also train a computer by certain approaches and make it partly simulate some fixed human reasoning abilities. These capabilities can be expressed as rule lists by a number of unique prescriptions for ordering, and the computer will utilize these rule lists in automated reasoning [3] to obtain new conclusions.
Unlike typical algebraic simplification methods, the rule-based automated reasoning method is not a complete algorithm. But it can generate a readable process [4] , and at the same time it can append the name of the corresponding rule being applied at that step. This helps people verify the whole process step by step, which is most important in mathematics education. In this paper, we adopt the complete pattern matching approach for the rules in the simplification of trigonometric functions [5] ; the computer will apply a rule automatically to match variables in the expression only if it satisfies the pattern of the rule's condition. For example, if we apply the formula of converting sum or difference to product to simplify sin(x + y) + sin(x − y), the computer will apply TR9 to sin(x + y) and sin(x − y) respectively, and then add them together to obtain the result 2sin(x)cos(y).
This simplification process tries to follow common experiences and skills used by experts. From observing how they follow their intuitive rules [6] , the following three stages can be derived:
The first stage is converting the trigonometric expression to the one with less trigonometric variables (such as sin, cos, · · · ) and expanding the expression, and this mainly consists of following steps:
1. Transform trigonometric expression into the one with sin, cos or tan.
If tan is contained, apply the trigonometric transformations about simpli-
fying tan to expression in order to eliminate tan,then if tan still exists, convert tan to the quotient of sin and cos. In fact, we can illustrate the three stages above as Figure 1 . The above simplification process is standardized, so we can realize it by rule-based automated reasoning, that is, a simplified expression TR(F) is obtained by calling a series of rules, i.e. F {RL} −−−−→ TR(F ), here RL is a rule list including several ordered rules which are selected from {TR1, TR2, · · · , TR13, CTR1, · · · , CTR4} according to the simplification strategy.
It's important to construct a rule list so as to make it approach experts' intuitions for the experiences and skills as much as possible. According to the above three stages and techniques of combination rules, we artificially try a great number of sample training repeatedly, then construct two rule lists RL1 and RL2 based on {TR1, TR2, · · · , TR13, CTR1, · · · , CTR4}. It seems that the two rule lists are enough to simplify the general trigonometric expressions. In the above rule lists, RL1 {TR4, TR3, TR10, TR4, TR3TR11} belongs to the first stage, {TR5, TR7, TR11, TR4} belongs to the second stage, and {CTR3, TR0, CTR1, TR9, CTR2, TR4, TR9, TR0, TR9, CTR4} belongs to the third stage. Every stage will carry out its corresponding simplifications independently. Therefore, it is easy to insert a new rule, or change the order in the rule lists, in order to improve the capability of simplifying 
Comparison with Maple, Mathematica and Maxima
Maple, Mathematica and Maxima are three excellent computer algebra systems available today, and they each possess very strong powers in the simplification of rational polynomials and trigonometric expressions. Therefore, we select a lot of examples for comparison with them, and find that our method produces results that are close to those performed by hand. The arbitrary three comparison examples as follows: Example 1: Our method: 
Mathematica method: Maxima method: Trigsimp(cos(P i/9) * cos(2 * P i/9) * cos(3 * P i/9) * cos(4 * P i/9)); result: cos( 
Conclusion
According to the comparisons in section 4, it is clear that our method gets some better results than Maple, Mathematica and Maxima in the simplification of many trigonometric expressions. What's more, our process outputs explanations, which can be verified step by step, and which are helpful both in debugging and in understanding the process. Furthermore, our method can be extended easily by changing the rule lists, so that the simplification functionality can become more powerful.
In our work, we apply complete pattern matching to the rules, but there is still a difference from the manual method. It will greatly improve the capability and efficiency of our simplifications (for example, the flexibility of simplification) if partial pattern matching of rules can be introduced in the future.
