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Resumo. Traduzir  um sistema escrito  em uma linguagem antiga para  uma
linguagem contemporânea pode tornar-se um processo lento. Visando diminuir
o tempo da etapa de tradução propõe-se a construção de um compilador para
efetuar  a  maior  parte  desse  decurso.  O foco  deste  projeto  concentra-se  na
tradução  de  um  sistema  legado,  através  do  desenvolvimento  de  um
compilador. Este sistema vem a ser traduzido para uma nova plataforma de
desenvolvimento buscando, assim, a atualização do mesmo.
Abstract. Translating a system written in an old language to a contemporary
language can be a slow process.  To diminish this  time it  is considered the
construction of a compiler to automatize most of this job.  The focus of this
project  is the translation of a legacy system, through the development  of a
compiler.  This legacy system is translated to a new development platform,
becomemin then, an upgraded system.
1. Introdução
Objetivando modernizar seus sistemas legados escritos em linguagem Clipper, a Quatro
Informática, uma software house que atende a cooperativas de gestão de saúde, busca
reescrever estes códigos em linguagem Java. Para atender a tal necessidade, a proposta
adotada é o desenvolvimento de um compilador que efetue esta migração de código.
2. O sistema escrito em Clipper e a  motivação para a modernização
O sistema Operacional DOS é um software básico que disponibiliza diversos serviços
aos aplicativos elaborados para executar nesta plataforma. O Clipper é um compilador
compatível com o DOS, e utiliza as funções de baixo nível deste sistema operacional
para  gerenciar  os  seus  arquivos,  em  um  formato  padrão  denominado  Xbase.  Este
sistema de arquivos contém as informações manipuladas elaboradas nesta ferramenta
(COMPUTER ASSOCIATES, 1992).
Os  sistemas  legados  da  Quatro  Informática  apresentam-se  escritos  em  linguagem
Clipper e encontram-se atuantes por mais de dez anos. Durante o tempo de sua atuação
no mercado, este software passou por constantes processos de manutenção. De acordo
com Sommerville (2001) e Pfleeger (2004) o maior esforço de manutenção concentra-se
na manutenção perfectiva, ou seja, naquela onde são adicionadas funcionalidades.
Proporcionalmente  a  adições  de  funcionalidades  expande-se  o  número  de  dados
manipulados  pelo  sistema.  Em  programas  escritos  na  linguagem  Clipper,  o
armazenamento  de  dados  é  feito  a  partir  de  arquivos  DBF.  Estes  são  manipulados
através de sistemas de arquivos, e não de sistemas gerenciadores de banco de dados
(COMPUTER ASSOCIATES, 1992). 
Dentre  as  características  que  demandam  uma  evolução  da  plataforma  Clipper  para
outras de tecnologia mais recente, destacam-se: 
 a necessidade de gerenciamento dos índices por parte dos aplicativos; 
 a falta de controle de restrições de integridade; 
 a não existência de mecanismos de controle de transações; 
 uma qualidade de apresentação voltada a caracter, ou seja, não orientada ao
padrão Windows  com janelas e interfaces gráficas; e
 novos sistemas operacionais que não possuem interface DOS.
Este sistema atende, dentro de sua abrangência, as necessidades operacionais de seus
clientes, entretanto, este conjunto de características que representam tal software legado
como um software obsoleto, mostram a necessidade de modernizá-lo.  A proposta de
modernização  busca  traduzir  este  sistema  para  uma  linguagem  atual.  Para  tanto,  é
preciso analisar a estrutura do sistema escrito em Clipper, analisar novas tecnologias
disponíveis e traçar uma estratégia de modernização.
2.1. A escolha das novas tecnologias
Hoje  existem  várias  linguagens  e  sistemas  gerenciadores  de  banco  de  dados  que
suportariam a migração deste código, atuando de forma satisfatória na execução de um
novo sistema. Entretanto, a linguagem Java e o SGBD PostgreSQL foram escolhidos
para sustentar este novo sistema.
2.1.1. A linguagem Java
Java é uma linguagem com sintaxe similar à linguagem C. Foi desenvolvida pela SUN
em  1995.  (DEITEL;  DEITEL,  2003).   Algumas  características  como  portabilidade,
código livre e orientação a objetos foram chaves para a escolha desta tecnologia.
A  linguagem  Java  é  uma  linguagem  independente  de  plataforma,  ou  seja,  seu
desenvolvimento  permite  que  seus  programas  sejam  executados  em  diferentes
máquinas, mesmo com diferentes configurações de hardware ou sistemas operacionais
(DEITEL;  DEITEL 2003).  A  partir  desta  portabilidade,  a  escolha  desta  ferramenta
possibilita maior alcance de mercado. O custo com o desenvolvimento do software e
instalação em clientes tornam-se menores por esta linguagem fazer parte da estratégia de
código livre. Por ser uma linguagem totalmente orientada a objetos, a estrutura de seus
programas possibilita uma melhor manutenibilidade e organização dos mesmos.
Conforme Deitel; Deitel (2003) a melhor forma de construir um programa é desenvolvê-
lo  em pequenas  partes,  ou  em módulos.  Os  módulos  do  Java  são  organizados  em
métodos e classes, podendo estas serem desenvolvidas ou já fazerem parte de um pacote
disponível na Java API1.
A estrutura dos programas em Java é dividida em classes e métodos.   Uma classe é
contemplada  por  atributos  e  por  métodos.  Os  métodos  contêm  os  códigos  que
manipulam os  objetos  ou  que  constroem determinada  tarefa.  As  classes  podem ser
agrupadas  em  pacotes.  Estes  pacotes   possibilitam  a  organização  dos  programas,
modularizando os mesmos. (DEITEL; DEITEL, 2003)
2.1.2. PostgreSQL
De  acordo  com  Momjian  (2001),   o  SGBD  PostgreSQL  foi  desenvolvido  na
universidade da Califórnia, em Berkley. Assim como o Java, o PostGreSQL também faz
parte da estratégia de código livre, tornando menor os custos com a sua utilização. Além
desta característica, esta ferramenta oferece, segundo Niederauer (2001), mecanismos
eficientes  de  segurança  e  integridade  de  dados,  além  de  suportar  a  maioria  das
instruções SQL. É um banco de dados relacional e orientado a objetos. Seus recursos
podem ser comparados a bons bancos de dados comerciais.
3. A construção de um compilador
Para atender a aplicação destas novas tecnologias, com maior eficiência e economia de
tempo  de  tradução  de  código,  a  proposta  adotada  é  o  desenvolvimento  de  um
compilador  para  auxiliar  esse  processo.  Este  compilador  recebe  um  código  em
linguagem Clipper e produz outro, equivalente, em linguagem Java.  Tal  compilador,
denominado  Clipper2Java,  é  construído  utilizando-se  da  ferramenta  Eclipse2.  É
desenvolvido na linguagem Java, em um conjunto de classes voltadas para cada uma das
fases de compilação: os analisadores léxico, sintático e semântico.
A conversão do código preserva as regras de negócio originárias, entretanto, a partir de
comandos  inerentes  ao  ambiente  de  execução  JClipper3,  sua  estrutura  procedural  é
alterada, de forma a acrescentar chamadas de métodos elaborados segundo o paradigma
da Orientação a Objetos, suportada pelo Java. 
A manipulação de dados, que também tem como base a máquina JClipper, passa a atuar
com banco de dados relacionais,  servindo-se  de uma proposta  em três  camadas.  As
quatro camadas elaboradas são: 
1 Conjunto de classes e métodos fornecidos pelo J2SDK (Java 2 Developer´s Kit ).
2 Eclipse é uma plataforma de desenvolvimento, baseada no paradigma de código aberto e construída com
a linguagem Java, a qual suporta várias linguagens de programação, como a própria linguagem Java.
(ECLIPSE, 2005)
3 JClipper é uma máquina virtual desenvolvida para simular o comportamento da linguagem Clipper em
ambiente Java. Essa ferramenta é descrita na seção 4.
 a camada de persistência responsável por transações com o banco de dados;
 a camada de negócio, que contém classes responsáveis pelo processamento
de consultas, processos e visões; e
  a camada de interface, responsável pela interface com o usuário. 
Esta nova estrutura tende contemplar  a deficiência de estruturas em camadas suportadas
por código legados. A figura 3.1 ilustra um comparativo entre as camadas do software
legado e as camadas do novo sistema.
Figura 3.1 - Modelos em camadas do sistema traduzido e do sistema legado – Adaptado de
(SOMMERVILLE,2001)
A estrutura do compilador é elaborada em classes Java. A classe principal é denominada
Clipper2Java. Esta classe, que implementa um compilador para uma máquina de pilha, é
responsável  por  receber,  como entrada,  um código escrito em linguagem Clipper.  A
partir das linhas de códigos obtidas, são invocadas as demais classes que complementam
o compilador. Após o término com sucesso de todas suas etapas, é produzido, como
saída, um código fonte equivalente em linguagem Java. 
Cada parte que representa o conjunto de classes do compilador, é dotada de sua classe
principal  e  uma  classe  de  tratamento  de  erros  correspondente.  Estas  classes  de
tratamento de erros são responsáveis por informar a ocorrência de alguma imperfeição
encontrada no código, a qual não permite que o processo de varredura seja concluído.
Para cada ocorrência de erro é informada, em uma tela de saída, a linha correspondente
ao erro, no código Clipper, o qual descreve sua possível causa. A figura 3.2 ilustra a
estrutura do compilador Clipper2Java.
Figura 3.2 – A estrutura do compilador Clipper2Java
O Clipper2Java é um compilador de simples passagem. Dessa forma, a cada informação
de erro, o processo é abortado. A partir desta situação, cabe ao operador do compilador
analisar o  código Clipper,  corrigi-lo  de acordo com sua necessidade e dar  um novo
início ao processo de compilação deste código.
4. O Ambiente de Execução - JClipper
Para facilitar a execução dos programas escritos originalmente em Clipper, no ambiente
Java, foi desenvolvido um interpretador dos comandos Clipper, denominado jClipper.
Trata-se de um ambiente operacional, dotado de classes capazes de executar métodos
Java equivalentes às funções e comandos da linguagem Clipper. Para tanto, é necessário
que os programas Clipper sejam primeiramente convertidos para programas escritos em
linguagem Java que, por sua vez, utiliza-se desse ambiente operacional.
A arquitetura do compilador pode ser vista conforme mostra a figura 4.1
 Figura 4.1. A Arquitetura do ambiente JClipper
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As principais partes que compõe o ambiente operacional JClipper são: 
 interpretador de comandos, 
 simulador de comandos de tela; e
 simulador de comandos de arquivos.
4.1. Interpretador de comandos
O interpretador de comandos é o módulo executor, composto das chamadas de métodos
correspondentes aos comandos Clipper. 
Quando as funções que representam comandos são de tratamento de data ou tratamento
de strings, os métodos serão resolvidos neste mesmo módulo. Quando os comandos são
relacionados a ações de tela, estes são redirecionados ao simulador de comandos de tela.
Se  os  comandos  tiverem relação com arquivos  e  base  de  dados,  estes  serão,  então,
redirecionados ao simulador de comandos de arquivos.
4.2. Simulador de comandos de tela
O simulador de comandos de tela é um módulo dotado de classes herdadas da package
Swing, e que procura imitar uma tela característica da linguagem Clipper. 
A package Swing oferece uma variedade muito grande de objetos de interface que são
utilizados, como ComboBox, ListBox, entre outros, (DEITEL; DEITEL, 2003) imitando
uma interface caracter. O aparente retrocesso à uma interface do tipo caractere pode ser
justificada pelo fato que este ambiente deverá servir somente durante a transição, para
automatizar  a conversão de um grande número de programas,  com um menor custo
possível.  Uma vez  feita  a  transição,  os  programas  poderão,  paulatinamente,  ter  sua
interface convertida para o uso de todos os recursos que a API Swing4 oferece.
4.3. Simulador de Comandos de Arquivos
O módulo simulador de comandos de arquivos recebe comandos de manipulação de
arquivos típicos da linguagem Clipper, e os converte para chamadas de classes escritas
em EJB Container5 JBoss. Estas classes são responsáveis pela conversão dos comandos
para comandos SQL que simulam o comportamento de funções Clipper. 
Este módulo é o de mais difícil conversão, não pelas dificuldades propriamente ditas,
mas por questões de performance. Quedas muito significativas de performance podem
ser tratadas caso a caso.
4 API Swing – API que permite configurar layout de aplicação (DEITEL; DEITEL; 2003)
5 EJB Container – Enterprise JavaBeans Container. – objetos Java instanciados remotamente, de forma
transparente ao cliente (AMBLER, JEWELL, 2002).
5. Exemplo de Tradução de Código
A tradução do código busca  transpôr para a linguagem Java um código mais semelhante
possível ao código da linguagem Clipper. Entretanto, devido à mudança de paradigmas
de linguagens, na maioria das vezes, a sua completa conversão depende de ajustes a
serem feitos pelo programador. 
Abaixo segue ilustração de fragmentos de códogos escritos em lingugem Clipper e a sua
respectiva tradução para a linguagem Java.
Fragmento de um código Clipper
Function Cad_Bancos()
private MenuPrincipal
                                  
    Banco  := space( 3 )
    NomBan := space( 32 )
    MenuPrincipal := savescreen( 0, 0, 24, 79 )
    TelaCadBan()
    abre( Arquivos + "bancos", "bancos", Indices + "bancos1" )
    do while .t.
                      
        select "bancos"
        set order to 1
 
        InicCadBan()
        @ 23, 0 say space( 79 )
        @ 23, 1  prompt "Incluir"
        @ 23, 10 prompt "Alterar"
        @ 23, 19 prompt "Excluir"
        @ 23, 29 prompt "Consultar"
        menu to Opcao
        
        @ 8,  25 get Banco pict "@K 999" valid Zera( @Banco, 3 )
        read
        do case
           case Opcao == 1        
                if Existe( Banco )
                    BuscaBanco()
                    MostraBanco()
                    Mostra( "Banco ja' cadastrado!" )
                    loop
                endif
           case Opcao == 2 .or. Opcao == 3
                if !Existe( Banco )
                    Erro( "Banco nao esta' cadastrado!" )
                    loop
                else
                    BuscaBanco()
                    MostraBanco()
                endif
Fragmento de código Java traduzido a partir do código Clipper
public class U_CadBan extends ProgramaSun { 
private static ProgramaSun programaSun;
public static void cad_Bancos( TelaPrograma aTela ) throws TipoInvalidoException,
ProcedureInvalidaException, NomeInvalidoException,
VariavelNaoEncontradaException, MenuException,
BaseDeDadosException, FimProgramaException,
JSunException { 
new U_CadBan( aTela ); 
} 
public U_CadBan( TelaPrograma tela ) throws TipoInvalidoException,
ProcedureInvalidaException, NomeInvalidoException,
VariavelNaoEncontradaException, MenuException,
BaseDeDadosException, FimProgramaException,
JSunException {
super( tela );
}
public void executa() throws MenuException, BaseDeDadosException,
NomeInvalidoException, TipoInvalidoException,
ProcedureInvalidaException, FimProgramaException,
VariavelNaoEncontradaException, JSunException {
Variavel.criaVariavelPrivate( "menuPrincipal" ); 
Variavel.atribui( "banco", space( 3 ) ); 
Variavel.atribui( "nomBan", space( 32 ) ); 
int[] menuPrincipal = savescreen( 0, 0, 23, 79 ); 
telaPadrao( "Cadastro de Bancos" );
telaCadBan();
inicBanco();
use( "bancos", "bancos", "bancos1" );
Variavel opcao = Variavel.atribui( "opcao", 1 );
while (  true  ) {
select( "bancos" );
setOrderTo( 1 );
inicCadBan();
say( 23, 0, space( 79 ) ); 
prompt( 23, 1, "Incluir" );
prompt( 23, 10, "Alterar" );
prompt( 23, 19, "Excluir" );
prompt( 23, 29, "Consultar" );
menuTo( "opcao" );
 
get( 8, 25, "banco", "@K 999", null, "zera(@BANCO, 3 )" );
read(); 
if (  ( lastkey() == 27 ) || ( (  ( empty( Variavel.getInstance
( "banco" ) ) ) && ( !( opcao.intValue() == 4 ) )  ) )  ) {
    continue;
}
if ( opcao.intValue() == 1 ) {
if ( existe( Variavel.asString( "banco" ) ) ) {
buscaBanco();
mostraBanco();
mostra( "Banco ja' cadastrado!" );
continue;
}
}  else
if (  ( opcao.intValue() == 2 ) || ( opcao.intValue() == 3 )  ) {
if (  !( existe( Variavel.asString( "banco" ) ) )  ) {
erro( "Banco nao esta' cadastrado!" );
continue;
} else {
buscaBanco();
mostraBanco();
}
}  else
6. Conclusões
A  proposta  deste  trabalho  concentrou-se  em  descrever  a  problemática  de  sistemas
legados e apresentar uma proposta de modernização do mesmo para uma linguagem
atual, através de um compilador, para atuar como tradutor deste código. O estudo de
sistemas legados mostrou a necessidade de modernização destes códigos e apontou a
importância da utilização de uma ferramenta que automatizasse este processo.
O estudo  de  compiladores  enfatiza  que,  embora  o  objetivo  de  um compilador  seja
assumir como entrada um código em linguagem de alto nível e produzir como saída um
código em linguagem de máquina, observou-se que o mesmo pode atuar como tradutor
de códigos, transformando determinado código escrito em uma linguagem de alto nível,
para outra equivalente e também de alto nível.
A partir da necessidade de modernização de um software legado escrito em linguagem
Clipper, projetou-se a construção de um compilador que traduz este código para Java. O
processo  da  construção  do  compilador  ocupou-se  em  projetar  todas  as  etapas  que
compõe  um  compilador,  elaborando-se,  assim,  uma  gramática  de  atributos  para  o
sistema desenvolvido em linguagem Clipper, construindo analisadores léxico, sintático
e semântico, para identificar o código e projetá-lo em Java.
Para contemplar as regras da gramática deste compilador,  é projetado uma máquina
virtual que simula comportamentos do sistema Clipper em linguagem Java.
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