Abstract-Intellectual property (IP) blocks reuse is essential for facilitating the design process of system-on-a-chip. Sharing IP designs still poses significant high security risks not only to copyright but also to design authenticity. Intruders, or even competitors, can make design changes to IPs, which can lead to the loss of the owner's credibility. In this paper, we are trying to solve such challenge by proposing a novel fragile IP watermarking technique. The proposed technique protects hardware designs from alteration or any modifications that might occur to the design. The approach utilizes existing transitions in a finite state machine (FSM) component of an IP and does not result on any overhead to the IP design. Finally, we implemented the algorithm proposed and tested it.
I. INTRODUCTION
Fast advancing IC (integrated circuit) processing technologies have enabled the integration of full systems on a single chip forming the new paradigm of the "System-on-a-Chip" (SOC) technology. Incremental changes to current design methodologies are inadequate for enabling full potential SOC implementation. As proposed in [3] , the required shift needed for SOC design rests on two main industrial trends: the wide availability of reusable virtual components, and the development of application-oriented IC integration platforms for reducing development time and efforts. Reusable virtual components or Intellectual Property blocks (IPs) [3] are most effective when it comes to reducing cost and development time of SOC designs.
IP blocks are delivered in three main flavors depending on price, applications, and contracts between companies. The Virtual Socket Interface (VSI) architecture document [18] describes such levels as: Soft, Firm and Hard IPs. Soft IPs are delivered in the form of synthesizable hardware design language (HDL), i.e., high level designs. They have the advantage of being more flexible, and the disadvantage of not being as predictable in terms of performance (i.e., timing, area, power). Soft IPs typically have increased risks because RTL (register transfer level) source code is required by the integrator and it can be easily modified. Firm IPs have been optimized in structure, in topology for performance and area through floor planning/placement, possibly using a generic technology library. Firm IPs offer a compromise between Soft and Hard. More flexible and portable than Hard, yet more predictive of performance and area than Soft. Risks are equivalent to those of Soft if RTL is included, and are less if it is not included. Hard IPs have been optimized for power, size, or performance and mapped to a specific technology. Examples include netlists that are fully placed, and routed, or optimized custom physical layout. They have the advantage of being much more predictable, but consequently are less flexible and portable due to process dependencies. Hard IPs require, at a minimum, a high level behavioral model, a test list, full physical and timing models along with the final layout. The ability to protect Hard IPs is much better because they are extremely difficult to modify in such form.
Sharing IP designs poses significant security risks. IPs need time and effort to be designed and verified and they are considered a big investment to the companies developing them. Security risks that are facing IP designs can be classified as either Copyright Violation or Intentional Tampering. An intruder accesses the IP and resells it without getting the permission to do so from the copyright owner is what is named Copyright Violation. On the other hand, Intentional Tampering is when an Intruder modifies the IP content in order to insert features or modify the IP behavior. Developers and owners of IP designs want assurances that their content will not be illegally redistributed by consumers (Copyright Violation), and consumers want assurance that the content they buy is authentic (Intentional Tampering).
As a Detection approach, watermarking solves both Copyright Violation and Intentional Tampering. Watermarking techniques can be divided into two sub-domains: Robust Watermarking that has the additional requirement of robustness against possible attacks, and fragile watermarking that is extremely sensitive to design changes. Robust Watermarking techniques have the property of being infeasible to be removed or make them useless without destroying the object (IP) at the same time. This makes it adequate for Copyright Violation because watermarking (tagging) the IP design will give the owners the ability to track their design. fragile watermark is destroyed as soon as the IP is modified or altered. This makes it adequate to prove design authenticity because any intentional tampering in the design will be detected directly. Modifying an IP design carries another sensitive risk to the developer, as this modification can be made by a competitor or an ex-employee that tries to sabotage the developed IP. Also, because of global economic pressures, fabrication of advanced integrated circuits is migrating to foreign foundries.
These trends have raised concerns regarding many sensitive systems (such as military, and medical systems) that rely on high performance microchips and potential vulnerabilities to these systems caused by malicious manipulation of hardware that might render these vital systems inoperable at some future time. Clearly, a small change in any design can introduce a bug to the whole system. IP developers should have the ability to detect any changes the customer had made to his/her IP. The IP developer investment would be in risk if he/she could not prove that such bug was introduced by another party. On the other hand, customers need to ensure the authenticity of the IP they will use. The only way to do this now is comparing their original IP as well as the design under test. This can be effective if both designs are still in the same level of abstraction, but it is mostly impossible if the designs are at different levels.
Finite state machines (FSMs) are a basic part of hardware designs, they are the transformation between inputs and outputs of the design and are present in the control part of any IP. FSMs are related directly to input/output of the design, and can be detected on mostly all lower abstraction levels. Finally, FSMs can be presented in many different ways, such as state transition graphs (STG). Behavioral level (FSMs) watermarking has several advantages over other watermarking approaches. Watermarking high levels in the design cycle will be automatically inherited in all the lower design levels. This approach was commonly used for copyright protection technique, such as [17] , [13] , and [2] . In this paper, we propose a novel fragile IP watermarking technique based on the ideas of using coinciding transitions of FSMs for copyright protection [2] . To the best of our knowledge, this is the first time a fragile IP watermarking technique is proposed.
The rest of the paper is organized as follows: Section II gives a brief description of related work on IP watermarking. Section III presents the proposed watermarking framework as well as the required insertion and extraction algorithms. Section IV presents a prototype implementation of the algorithm including different experimental results. Finally, Section V concludes the paper.
II. IP DIGITAL WATERMARKING TECHNIQUES

A. Digital Watermarking
History has provided countless situations whereby information has had to traverse hostile or enemy territory to reach its destination undetected. Khan [8] mentioned many examples about hiding data on another media as a cover throughout history. For example, the author tells about a prisoner of war who hides messages in letters to home using the dots and dashes on i, j, t and f to spell out a hidden text in Morse code. Perhaps one of the famous examples of copyright protection is the clear signature of most of the famous painters on their paintings that is extremely hard to be copied or imitated.
Watermarking is a sub-domain of steganography, Stegano means hidden or covered in Latin, which gives the meaning "covered writing". In their survey about data hiding techniques, Petitcolas et al. [14] defined the term steganography as "having a covert communication between two parties whose existence is unknown to a possible attacker". Steganography is divided into three main application classes. First, information hiding, which utilizes the secrecy and undetectability of steganography to transfer secret data, used mainly for espionage applications. Second, intellectual property protection applications, where the watermark is mainly used to convey the information about content ownership and intellectual property rights.
Finally, content verification applications (authentication), where a fragile watermark is introduced to secure the contents integrity. A fragile watermark is destroyed as soon as the object is modified or altered. This can be used to prove any intentional tampering in the design.
Copyright marking (widely known as watermarking or fingerprinting), as opposed to steganography, has the additional requirement of robustness against possible attacks. Robust watermarking has the property of being infeasible to remove them or make them useless without destroying the object at the same time. This means that usually it has to be embedded in the most perceptually significant components of the object [14] . On the other hand, fingerprinting [14] is like a serial number that enables the intellectual property owner to identify which customer broke the license agreement.
The watermarking process is divided in two parts: watermarking embedding, and watermark extraction (also known as tagging and tracking, respectively). In the embedding phase, the embedded data, which is the message that one wishes to send secretly, is usually hidden in another media referred to as a cover-text, or cover-image (in our case cover-code or cover-media). This produces the stego-text or other stegoobject. A key (stego-key) is used to control the hiding process, thus restricting detection and/or recovery of the embedded data to parties who know it (or who know some derived key value). This stego-key can be either a public key or a private key depending on the scheme of the watermarking. In the extraction phase, the stego-object is used with the key to extract the watermark and identifies it.
The watermarking algorithms are usually based on one or more of the four basic techniques [14] : 1) Security through obscurity, where the designer tries to cover the way he/she used to embed the watermark; 2) Camouflage, or making the hidden data expensive to look for; 3) Hiding the location of the embedded information; 4) Spreading the hidden information. Also there are many other techniques that depend on the environment of the stego-object.
B. IP Watermarking: Related Work
There are many IP watermarking or fingerprinting techniques available in the open literature. Kahng el al. [9] proposed and experimented a constraint-based IP watermarking as one of the leading static approaches. The approach is a generic algorithm that can be used at different levels of the design flow. It is based on available tools used mainly to solve NP-hard problems. This was done by adding a set of well defined extra constraints that generate a watermarked solution for the problem. The approach was tested and applied to different levels of the IP design. At the system level for instance, it was used for the watermarking of memory graph coloring solutions by Hong el al. [7] . At lower design levels, the approach was used even more effectively in routing [12] , placement, and floor planning [9] . The main advantage of the approach is its real low overhead on the design cycle, as the NP-hard problem will be solved anyway. The approach however, has two main drawbacks. First, tracking the watermark is not that easy if the design is resold at other abstraction levels. Also, imposing extra-constraints on a design procedure might not be as successful as thought by the authors. Finally, Le et al. [10] showed that several constraint-based watermarking schemes can be broken easier than previously thought.
At the behavioral level, there are mainly three approaches developed for robust watermarking Oliveira [13] , Torunoglu et al. [17] , and Abdel-Hamid et al. [2] . The three approaches are based on adding new input/output sequences to the FSM representation of the design. Their main advantage is the ability to detect the presence of the watermark at lower design levels. The algorithm in [17] is mainly based on extracting the unused transitions in a STG of the behavioral model. These unused transitions are inserted in the STG associated with a new defined input/output sequence which will act as the watermark. The approach in [13] tries to manipulate implicitly the STG, where the user changes the design to include the watermark as a specific property, which is rare in non-modified STGs. This also cannot be done mechanically as it might affect the design functionality.
The approach in [2] is based on utilizing both existing and unused transitions in the FSM to embed the signature. Using existing transitions provides a supraliminal channel 1 as it would give more strength to the system against different attacks. This helps balancing between adding enough data to identify the owner and the design overhead (area, power, delay) this data may introduce. On the other hand, the unused transitions guarantee the uniqueness of the watermark, and ensure the addition of the desired watermarking sequence.
The robust watermarking techniques introduced above protect IP designs form any copyright violation. For a complete protection model against piracy, a protection against intentional tampering is still needed. Fragile watermarking is used in the multimedia domain to detect any intentional tampering that might occur in the watermarked object. In contrast to the robust watermark, the fragile watermark tries to map any small design change, hence ensuring the authenticity of the design. In this work, we are extending the approach developed in [2] to provide a complete protection model for IP designs. Figure 1 shows the proposed framework for fragile watermarking. The framework is mainly divided into insertion and 1 A low bandwidth channel that the intruder cannot afford to modify as it uses the most significant components of the object as a means of transition [5] . extraction phases. To generate the data needed for watermarking, the set of all outputs of the design should be generated. This set can be generated using for example the transition tour algorithm [6] . Any other technique that generates the whole set of the FSM output can be used as well. The designer then hashes these output data to minimize its size using any hashing technique (such as MD5 [15] ). Finally, using the insertion algorithm presented in the next subsection, the designer can automatically add the data to the IP design under investigation. Such insertion process results in generating an extraction sequence that is considered as the watermarking key that will be used for the extraction process.
III. IP FRAGILE WATERMARKING TECHNIQUE
A. Fragile Watermarking Framework
The designer can extract the design digest using the key provided, and compares it to the one generated from the implemented design whenever he/she needs to check for design changes according to the extraction algorithm shown below. This comparison will simply show the exact location of all design alterations. This location gets more accurate when the window we use to divide the outputs gets smaller.
The fragile watermark is robust in the sense that it cannot be extracted or deleted from the design without the knowledge of the key, but it is fragile in the sense of detecting any changes that might happen to the design. This operation has a main advantage over comparing all design outputs, as this operation needs less time, and it does not need the original design to be available. Finally, it is not effected by the abstraction level of the design.
B. Fragile Watermarking Insertion Algorithm
In [2] a robust watermarking insertion algorithm, named the output mapping algorithm has been developed. It attempts to coincide a part of the watermark on the STG transitions to increase the watermark robustness. This is done by searching different outputs for each visited state in the STG, and comparing it to a part of the generated signature in order to map this signature on the system outputs.
We propose a fragile IP watermarking algorithm for FSMs that can be considered a derivative of the above algorithm. Figure 2 illustrates an example for the proposed fragile watermarking algorithm using the signature given at the bottom of the figure. Starting from state q0, we check if the first bit in the digest (0) can be mapped with any output bit in the two available transitions. This bit can be clearly mapped on both transitions. We go and try to map the second bit (0), this bit can be mapped on the transition connecting q0 with q1. Thus this transition is chosen as it enables us to embed more bits. In state q1, the transition that connects q1 with q0 has the bits needed to be mapped (11) . Also, the transition that connects q1 with q2 can map the same number of bits. In this case, the transition will be chosen randomly, and in this example we choose the one connecting q1 with q0. Yet after taking such transition, we fail to continue mapping the watermark from state q0. This means that we have to return to q1 again and continue by choosing the second path, connecting q1 with q2. Reaching state q2, the watermark cannot be mapped to the first bit of the available transition, yet it can be mapped to (11) . Finally, three bits (010) are mapped to the transition connecting q3 to q0 and finalize the whole watermarking procedure. The algorithm generates the watermarking key shown below the signature which will be used in the extraction phase. The watermarking key consists of a set of triplets. In each, the first element represents the input that generates the requested transition, the second is the watermark bits that are attached to such transitions, and the third element shows the position of the watermark bits in the transition output string. The new algorithm utilizes the same concept of the output mapping technique [2] to embed the hashed watermarking sequence to the design but maps the whole 128 bit signature and not just a part of it. This has to be done because any change of the generated design will affect the previously generated digest. To overcome such a problem, we have embedded a variable number of bits on each transition and embedded these bits in variable positions. This enabled us to map the whole watermark on the STG transitions without adding extra transitions to the system. Starting from a random state of a given STG, the IP watermarking insertion process can be generalized as follows (Figure 3): 1) Compare the first output bit of all transitions of this state to the generated signature to check if they map (bits are equal). 2) In case this bit is equal, we compare the next bit and check which transition has the highest number of coinciding bits to the generated signature. 3) If we reach the maximum number of mapped bits in any transition, the algorithm chooses the transition with the highest number of mapped bits. 4) If two or more transitions happen to have the same number of mapped bits, the algorithm chooses between them randomly. 5) The position of mapped bits as well as their count are recorded to be used as the watermarking key in the extraction process. 6) If at any given state the algorithm could not map starting from the first bit, the algorithm tries to map the signature bits starting for the next bit number (second bit of each transition, then the third bit, and so on). 7) If the algorithm fails to find even one mapped bit in any position of a given state, we check the previous state, and change the previously made choice. This is done by using the transition with the second highest number of mapped bits, or by choosing another random transition in case there is more than one transition with equal number of bits. 8) The algorithm will loop until the embedding of all signature bits is finished. 9) If the algorithm fails to embed the whole signature in the end, we choose another random state to start from.
The algorithm uses the least number of transitions possible, by checking all transitions attached to every state and checks which transition can carry the highest number of mapped bits. Yet, this is not sufficient to ensure that we will succeed in embedded the whole sequence. In this case, we choose the second best path, that will lead us to use more transitions but still succeed to embed the watermark. We use iterations if the algorithm failed once, by forcing the algorithm to change the first chosen state. 
C. Fragile Watermarking Extraction Algorithm
Embedding this signature acts as a carbon paper under the design, because any altering for the design will result directly in a change in the generated digest. In case the customer is worried about the design authenticity the owner can provide him/her with the design digest, and can find out directly if the design is altered, or not using the proposed extraction technique (Figure 4 ). This can be done in any lower abstraction levels of the design, even after design manufacturing, and the owner does not need to provide the whole higher level design to check authenticity, nor a large complicated testing results.
To extract such digest, we use the extraction algorithm proposed in Figure 4 . The watermark extractor uses the perviously generated key, which is composed of the input sequence and the bit positions. This key is used as input to generate the embedded digest (watermark) again. On the other hand, the input file is used to generate the complete output sequence of the system again. This sequence is hashed in the same way we generated the original design digest. Finally, the generated watermark is compared with the extracted watermark from the design to ensure design authenticity. If the generated watermark does not match fully with the new digest, the user can directly pin point parts of the design that were modified or altered. 
IV. WATERMARKING EVALUATION AND ATTACK ANALYSIS
The proposed framework is, to the best of our knowledge, the first fragile watermarking technique for hardware designs. Evaluating fragile watermarking approaches is mainly based on the following criteria:
• Sensitivity for Design Changes is a measure to how sensitive the watermark is to design changes.
• Robustness measures the strength of the hidden mark against attacks and the percentage of undetected watermarked design that might appear.
• Insertion Overhead represents the overhead on the design cycle produced by the watermarking insertion technique.
• Design Overhead defines the overhead added by the watermarking scheme on the design size. A watermark insertion should not affect the behavior of the system nor interfere with the original system operation. It is clear that our approach is not inserting any new transitions to the system this means that we are not affecting any extra behavior to the design.
On the other hand, watermark approaches rely on embedding signatures generated from hash functions in order to decrease the watermarking process overhead. In our particular case, the number of bits added by using MD5 hash function is equal to 128 bits. We have mapped every single bit to an already existing bit. This will ensure that there is no design overhead for the fragile watermarking scheme related to area or power. The only overhead introduced to the system by our fragile watermarking scheme is the insertion process overhead that increases the design cycle. Yet, this overhead is extremely small to any other design process. We have measured this overhead using a number of benchmark designs and the results are shown and discussed in the experimental results to follow.
Robustness measures the strength of the hidden mark against attacks. Digital watermarking attacks are typically categorized into four main classes [4] : unauthorized embedding, unauthorized removal, unauthorized detection, and system attacks.
Embedding attacks or unauthorized embedding aim at embedding another watermark in the design (watermark reembedding) or try to find a ghost watermark that can be considered an intruder watermark (ghost searching). This attack is meaningless in the case of fragile watermarking, as the intruder is trying to cover his/her design alterations, and not to add new watermarks to the system, especially that this watermark will not help to prove anything in case any design change is found.
Removal attacks aim at the removal of the watermark information. This is attempted without breaking the security of the watermark. Removal attacks are divided into either elimination attacks or masking attacks. In elimination attacks, the intruder tries to completely eliminate the watermark. On the other hand, masking attacks do not aim at removing the watermark itself, but aim at distorting the watermark detector such that it will not be able to detect the availability of the watermark.
Coinciding transitions are considered a supraliminal channels, hence, attacking such transitions or changing any of their values will directly result in destroying the design under investigation. In [2] , the authors defined the probability of watermark deletion as "probability that an attack changes or deletes extra added transitions without deleting at least one original transition". In our case, we are embedding the watermark by coinciding (mapping) every single transition of it. This means that deleting or changing even one bit of the signature will directly affect the design, or in other words, we are building a perfect supraliminal channel that can never be changed without altering the design, i.e., the removal probability equals 0. This is exactly the main target of the fragile watermarking scheme. It is worth to be mentioned, that although this fragile watermark is effective in detecting design changes, it is complectly inadequate for proving ownership of IP designs. This means that it is requested to use both fragile and robust watermarks complementary to ensure that your IP design is completely secured.
Unauthorized detection of the watermark is considered a part of the removal attacks, as detecting the watermark can be seen as the first step to remove it. Yet, as long as the designer protects his key, the watermark inserted int he IP design cannot be detected by any means.
System attacks aim at attacking the concept of watermarking itself, as an example, attacking the cryptographic base of the watermarking, or removing the chip that checks the watermark physically in case of video for instance. This kind of attacks cannot to be avoided by the watermarking schemes. In our fragile scheme, the main problem is not deleting the watermark, but changing the design in a way that does not affect the embedded watermark, and hence pass undetected. This is the main attack against our technique, and it can be done by generating the exact digest for the watermarked IP, yet such an attack is extremely complicated as the generated signature is based on the strength of the Hash function.
V. EXPERIMENTAL RESULTS
To validate and test the performance of the proposed watermarking algorithms, we have modified the tool developed in [2] in C++ under Windows environment. IP designs are provided as FSMs in the kiss2 format [16] , which can be generated by many tools such as SIS [16] . The tool is composed of three main blocks ( Figure 5 ). The FSM builder block generates a tree for the FSM representation. The digest generator provides the signature to the watermarker block after hashing it. Finally, using the Kiss-to-HDL block [1] , a synthesizeable watermarked VHDL code is generated. To evaluate our approach, the algorithm was applied on the IWLS93 [11] benchmark set using the FSMs generated by the available SIS tool. Tables I describes the results obtained on an Intel Pentium Centrino Duo processor running at 2 GHz and 1 GB of memory. Tables I shows for each design, the number of inputs/outputs, and number of transitions/states. (C/NC) defines if the design under investigation is completely specified (C) or not (NC) taking into consideration that such design should be converted to completely specified ones in real life. (N) represents the number of iterations needed, and (t) is the time (in ms) needed to insert the watermark in each design.
We used the MD5 hash function to generate the fragile signature of each design. We did not divide the design into windows, but we hashed the whole design to generate one single global fragile signature. The table shows that we could insert the fragile watermark in all designs in the test bench with zero overhead, and in a very short time. It worth to be noted that the design EX1 took the highest insertion time (657 ms) compared to all other designs in the test bench. This is due to the fact that most of the design outputs are equal to zeros, which make it comparatively difficult to insert 128 bits divided between ones and zeros evenly mostly.
VI. CONCLUSIONS Sharing IP blocks in today competitive market poses significant high security risks. Digital watermarking has emerged as a candidate solution at the detection phase of copyright protection for IP blocks. In this paper, we proposed to extend this approach to ensure that designs are not modified by any means. The approach is based on the utilization of coinciding transitions and mapping a digest on such transitions.
We also defined different parameters needed to evaluate the approach and tested it using experimental results with the IWLS93 benchmark. The implemented algorithm is fast and has no overhead on the design, which would ease its integration in the design cycle.
Currently our approach works on flat FSMs, which is a practical drawback for real designs. We are in the course of extending our algorithms to handle hierarchical designs easily. To validate our approach even further, we also intend to apply our tool on industrial sized IP such as PCI bus or Bluetooth protocol. 
