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Concurrent Programming in Ada @. By Alan Burns. The Ada Companion Series, 
Cambridge University Press, Cambridge, 1985, 256 pages, ISBN 0 521 30033 9, 
Price: &17.50 hardback. 
This book is intended for both professional software engineers and students of 
computer science. It aims to give a detailed description and an assessment of the 
Ada tasking model, i.e. the part of the Ada programming language that is concerned 
with concurrent programming. Readers are expected to have a good understanding 
of at least one high-level sequential programming language, but the book assumes 
no prior knowledge of Ada tasking or concurrent programming in general. 
The book is structured as follows. Chapter 1 gives a brief overview of the 
non-concurrent features of Ada, and Chapters 2 and 3 consider the nature and uses 
of concurrent programming, and the main mechanisms that have evolved for dealing 
with inter-process communication. Chapters 4 to 11 describe the Ada tasking 
constructs, give a rationale for their inclusion in the language and exemplify their 
use. Low-level programming features in Ada, as they relate to embedded systems, 
are described in Chapter 12. Chapters 13 and 14 discuss implementation and 
portability issues, Chapter 15 gives guidelines for the design of concurrent Ada 
programs, and Chapter 16 briefly discusses aspects of the formal specification and 
verification of such programs. The concluding chapter includes a critique of the 
Ada tasking model, and suggestions for improving it. 
The book succeeds in its implicit aim of being self-contained. The early chapters 
introduce the fundamental problems of concurrent programming-basically, process 
synchronisation and communication-and classical mechanisms for overcoming 
them-shared variables (Dekker’s algorithm), semaphores, monitors, rendezvous 
and remote procedure calls. This approach greatly aids the reader’s understanding 
of the subsequent chapters, which include Ada implementations of classic problems 
such as the dining philisophers, circular buffer, readers and writers, and general 
resource management. Most text-books on Ada implicitly or explicitly assume some 
prior knowledge of these topics in their treatment of tasking. 
Alan Burns is also to be applauded for not hesitating to criticise Ada where 
appropriate. The tasking model is probably the most contentious feature of the 
language: serious doubts exist over when, if ever, efficient implementations will be 
developed for use in realistic embedded systems, including distributed systems. The 
book also highlights problems caused by Ada’s asymmetric rendezvous and FIFO 
entry queue mechanisms, although it does not explain that these mechanisms were 
chosen largely to simplify the Ada run-time system. 
It is pleasing to see a chapter devoted to the design of concurrent programs, 
although it does not claim to present a comprehensive methodology (sic). In fact, 
there is no generally accepted approach to the design of Ada tasking programs: 
Chapter 15 gives some sound guidelines, but many are more applicable to low-level 
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than high-level design. More could have been said about the problems of re-using 
Ada tasks, perhaps in Chapter 8 “Tasks and Packages”; and there is no recommenda- 
tion to employ a pictorial representation of tasks and the direction of dataflow and 
rendezvous between them. Similar representations are invariably employed in 
industry for documenting the design of concurrent systems. In the context of 
high-level design, more could have been said in Chapter 1 about packages, compila- 
tion issues and the overall structure of an Ada program; or a stronger recommenda- 
tion made for readers unfamiliar with Ada to consult a general text-book on the 
language. In this way, readers would be quite clear that the design of a concurrent 
Ada program must involve a consideration of the overall package structure as well 
as the task structure. 
The chapter on formal aspects of Ada tasking is to be welcomed, although it is 
rather brief and somewhat confused in places. There is no attempt in the book to 
formally or rigorously justify the non-trivial Ada examples, although they are all 
accompanied by a commentary. Section 6.6 “Mutual Exclusion and Deadlock” 
includes a recommendation to prove the absence of deadlocks in a system, but gives 
no indication of how to construct such a proof. 
In general, the book is well presented, although there are a few typographical 
errors. A general criticism is the tendency of the author to make, apparently, definitive 
statements, which are then qualified in a later chapter. An example is the development 
of a task’s state-transition diagram: figure 6.1 is stated to include “all the situations 
in which a task can find itself”, but a few pages later figure 7.1 has added a further 
state. 
In summary, this book can definitely be recommended to its intended audience, 
with the proviso that it does not claim to include a comprehensive approach to the 
high-level design of concurrent Ada programs, nor to provide a formal or rigorous 
justification for its numerous, non-trivial Ada examples. 
Ian MEARNS 
Marconi Data Systems 
Chelmsford, United Kingdom 
The Logical Basis for Computer Programming. Volume 1: Deductive Reasoning. By 
Zohar Manna and Richard Waldinger. Addison-Wesley, Reading, MA, 1985, 618 
pages. 
The authors’ goal is a presentation of the fundamental reasoning required for 
computer programming generally; their audience is any reader with an intuitive 
grasp of basic mathematical concepts at the level of a good high school course. No 
knowledge of programming languages is assumed. 
Part I describes propositional and predicate calculus entirely from a semantic 
point of view (truth tables and interpretations rather than axioms and inference 
