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図 に図 	のプログラムの場合のスタックの変化を示す。手続き fが手続き gを呼ぶ
と、新しいスタックフレームがスタック領域にプッシュされる。このフレームには、ポイ






図 	 sample program

   stack smaching
図  に、図 	のプログラムにおけるバッファオーバーフロー攻撃を示す。図 	中の
手続き strcpyは入力データの領域チェックを行なわないため、バッファオーバーフロー













































































 手続きの入り口で wrapper entryが呼び出される
ヒープ領域にコピーされた手続きにジャンプし、手続きを実行する













































































表  解決手法のまとめ 
解決手法 提案者 提案年 アプローチ 適応
StackGuard Cripson Cowan  ソフトウェア 静的
StackShield  ソフトウェア 静的
libsafe Arash Baratloo  ソフトウェア 動的
libverify Arash Baratloo  ソフトウェア 動的
SRAS Ruby BLee  ハードウェア 動的
SCache 井上弘士 	 ハードウェア 動的
NonExecutablePage Microsoft 	 ハードウェア 動的
表  解決手法のまとめ 
解決手法 システムの変更の必要性 有効性
コンパイラ OS プロセッサ 完全性 既存のプログラム 性能への影響
StackGuard Yes No No No No High
StackShield Yes No No No No Moderate
libsafe No Yes No No yes Moderate
libverify No Yes No Yes yes High
SRAS No Yes Yes Yes yes Low
SCache No No Yes No yes Low















































































































Register Update UnitLoad Store Qeue

表   SPEC CINT ベンチマークプログラム
プログラム 入力セット
go    stonein
	mksim ctlraw















チマークの IPCの低下率を示している。なお、表  、 	中の sim num insnは、コミッ
トされた命令数を示し、sim cycleは、実行にかかったサイクル数を示す。また、IPCは
sim num insnsim cycleで求められる。
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