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1. Definicio´n del alcance y contextualizacio´n
1.1. Contexto
1.1.1. Introduccio´n
Este proyecto es un Trabajo de Final de Grado de la especialidad de Computacio´n de la Facultad
de Informa´tica de Barcelona (Universidad Polite´cnica de Catalun˜a). Se trata de un proyecto de
modalidad A en el cual los investigadores del Departamento de Arquitectura de Computadores
(DAC) junto con la empresa Cisco Systems estudian el uso de la tecnolog´ıa blockchain en las
redes de comunicaciones[1].
El objetivo principal del proyecto es construir un prototipo funcional de blockchain que ase-
gure la informacio´n del enrutamiento de Internet. Esta contendra´ informacio´n sobre a quie´n
le pertenece un rango de direcciones IP y datos del protocolo LISP[2] (Locator/ID Separation
Protocol). Protocolo en el que trabajan los investigadores del DAC como posible solucio´n al
problema de escalabilidad en Internet debido a la creciente cantidad de dispositivos conectados.
Finalmente se probara´ y se analizara´ el funcionamiento de la blockchain junto con la red de
pruebas LISP Beta Network que disponemos en la universidad.
1.1.2. Actores Implicados
A continuacio´n, se definira´n los principales actores en este proyecto, es decir, toda persona u
organizacio´n que tenga algu´n tipo de relacio´n con el proyecto o pueda estar interesada.
Director
El director de este proyecto es Albert Cabellos, su papel es el de supervisar que el proyecto
alcance los objetivos marcados y que se cumpla el calendario estipulado. Adema´s, gu´ıa al grupo
de desarrolladores.
Codirector
El codirector de este proyecto es Jordi Paillisse´, es el desarrollador jefe, es quien tiene conoci-
miento de todas las partes del proyecto y esta´ en constante contacto con los desarrolladores.
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1.1. Contexto
Desarrolladores
El grupo de desarrolladores esta´ formado por cuatro miembros, todos estudiantes de la FIB y
como proyecto de final de carrera para cada uno de los miembros. Cada miembro tiene asignada
una parte del prototipo independiente del resto de la cual es el responsable. Los miembros del
proyecto son Hamid Latif, Miquel Ferriol, Eric Garcia y yo mismo.
Organizaciones
La empresa Cisco colabora con el proyecto y espera ver los resultados para ver si puede sacar
un producto similar al mercado. Adema´s, este proyecto ha sido presentado a la IETF (Internet
Engineering Task Force), organizacio´n que vela por la arquitectura de internet y los protocolos
que la conforman, como mejora para internet. El co´digo fuente del proyecto sera´ publicado bajo
una licencia libre para que cualquier organizacio´n podra´ contribuir.
1.1.3. Formulacio´n del Problema
Internet ha ido creciendo exponencialmente en las u´ltimas de´cadas lo que ha creado una gran y
compleja infraestructura de redes y protocolos junto a e´l. A medida que Internet sigue creciendo
va demandando cambios en la red que son muy costosos de realizar.
Los investigadores de la universidad trabajan en mejorar las redes de comunicaciones actuales,
para ello colaboran en el desarrollo del protocolo LISP y en la plataforma OpenOverlayRouter
[3] (OOR) que permite desplegar Overlay Networks (redes superpuestas).
LISP es un protocolo de encapsulacio´n originalmente disen˜ado para reducir el ra´pido crecimiento
del nu´mero de rutas en la tabla global de enrutamiento IPv4. Funciona separando sema´ntica-
mente los dispositivos que se conectan en: EndPoint Identifiers (EIDs), los dispositivos finales,
y Routing Locatos (RLOCs), los dispositivos de la capa de enrutamiento. Luego encapsula los
paquetes EID con su RLOC, para ello necesita encontrar que´ RLOC esta´ asociado con cada
EID.
Una Overlay Network es una red virtual de nodos que esta´ construida sobre una o ma´s redes
subyacentes. Con el objetivo de implementar servicios que no esta´n disponibles en las subya-
centes. OpenOverlayRouter es una plataforma de co´digo abierto que permite crear este tipo de
redes utilizando el protocolo LISP.
Con estas tecnolog´ıas se puede modificar el comportamiento de una red, mejora´ndolo sin tener
que modificarlo f´ısicamente permitiendo as´ı abaratar los costes.
El problema surge en la seguridad de los datos. Las direcciones IP de Internet no tienen ningu´n
tipo de identificador para saber a quie´n pertenecen, ¿co´mo podemos saber que no nos esta´n
engan˜ando?
Actualmente, el protocolo LISP para localizar un RLOC sabiendo un EID cuenta con un sistema
llamado DDT (Delegated Database Tree), es un directorio jera´rquico compuesto por nodos en
una estructura en a´rbol, que permite encontrar la ruta deseada. Conceptualmente equivalente
al DNS. Este sistema es dif´ıcil de gestionar, se necesitan nodos diferentes y los cambios son
manuales. Adema´s es un sistema centralizado y para asegurar la informacio´n se utiliza un
sistema de certificados digitales (PKI) que complica la configuracio´n.
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Los investigadores de la UPC vieron una forma mejor de asegurar los datos utilizando una
blockchain en lugar del sistema DDT. La tecnolog´ıa blockchain permite guardar informacio´n
de forma muy segura y adema´s por su disen˜o cuenta con un registro histo´rico de todos los
cambios. Tambie´n es un sistema descentralizado, no se depende de un organismo central, sino
que los propios usuarios.
La tecnolog´ıa blockchain tambie´n presenta una serie de retos, en parte debidos a la juventud
de esta tecnolog´ıa, por ello se pretende aprender sobre ella e investigar como se puede aplicar
a las redes de comunicaciones.
1.2. Blockchain
Esta tecnolog´ıa surgio´ en el an˜o 2009 como parte de la criptomoneda Bitcoin[4]. Como su nombre
indica, esta guarda la informacio´n en una cadena de bloques, disen˜ada para evitar su modifi-
cacio´n una vez un dato ha sido publicado dentro de uno de estos bloques. Conceptualmente
podemos decir que se trata de una gran base de datos segura y confiable.
Los datos almacenados son transacciones entre los usuarios. Un usuario adjunta datos en una
transaccio´n junto con su firma digital y su llave pu´blica. Normalmente los datos adjuntos son
algu´n tipo de activo o token, algo u´nico que no se puede duplicar (ej, monedas en Bitcoin). A
continuacio´n, una transaccio´n es emitida al resto de nodos en la red, estos la guardan tempo-
ralmente hasta que uno de ellos, en un tiempo fijado, la introduzca en un nuevo bloque que
transmitira´ de nuevo a la red. La red de conexio´n de los nodos es a trave´s de una red Peer to
Peer (P2P).
Cada nodo en la red guarda la blockchain entera de forma local y verifica todo su contenido.
Adema´s, la mayor´ıa de blockchains dan una recompensa a los nodos cuando an˜aden un nuevo
bloque a la cadena, aunque no es estrictamente necesario. La tabla 1.1 presenta una visio´n
general de los elementos que contiene un bloque.
Nu´mero de
bloque
Hash (bloque
anterior)
Hash (todas las
trans. del bloque)
Firma del creador
del bloque
Transaccio´n 1
Transaccio´n 2
...
...
Transaccio´n N
Tabla 1.1: Estructura comu´n de un bloque
Se usan dos mecanismos ba´sicos para proteger la informacio´n contenida en la cadena, la cadena
de firmas y el algoritmo de consenso.
1.2.1. Cadena de firmas
La cadena de firmas opera a nivel de transaccio´n. Cada remitente y receptor tiene su pareja
de llaves pu´blica-privada. Para cambiar un token de propietario, el remitente debe generar una
transaccio´n donde firma los datos y el hash de la llave pu´blica del receptor con su llave privada.
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El remitente tambie´n comparte su clave pu´blica. La tabla 1.2 presenta la estructura de una
transaccio´n.
Llave pu´blica
remitente
Firma remitente
(Llave privada)
Datos
Hash (Llave
Publica recetor)
Tabla 1.2: Estructura comu´n de una transaccio´n
Estas normas aseguran por un lado el duen˜o del token tiene todo en control y solo e´l puede
autorizar una transferencia. Por otro lado, cuando se transfiere un token es irreversible ya que
el receptor pasa a tener todo el control.
1.2.2. Algoritmo de consenso
El algoritmo de consenso es la parte central de la blockchain y se encargar del encadenamiento
de los bloques. Su objetivo principal es proveer de un conjunto de normas bien definidas que
deben cumplir todos los usuarios para mantener la consistencia de la cadena. Este debe actuar
frente a los forks (bifurcaciones de la cadena), los participantes deben ponerse de acuerdo sobre
que cadena es la va´lida. Tambie´n debe decidir que participante puede o no an˜adir un nuevo
bloque a la cadena.
Los algoritmos de consenso ma´s populares son PoW (proof of work) y PoS (proof of stake)
Proof of Work (PoW)
En Proof of Work (prueba de trabajo) los nodos tienen que resolver un problema matema´tico
para poder an˜adir un bloque a la cadena. La cadena valida es aquella que ma´s bloques contenga.
Si alguien intentase modificarla necesitar´ıa un poder computacional ma´s elevado que el resto
de nodos de la red juntos, algo poco probable y requerir´ıa de mucha energ´ıa ele´ctrica.
El principal inconveniente es su enorme gasto de recursos, haciendo que no sea viable de aplicar
a nuestro prototipo. Adema´s, requiere que se actualice el hardware frecuentemente.
Proof of Stake (PoS)
En Proof of Stake (prueba de participacio´n), los participantes con ma´s participacio´n en la red,
es decir, aquellos que ma´s tokens poseen, tienen ma´s probabilidad de an˜adir un bloque a la
cadena. Se asume que un usuario con mucha participacio´n velara´ por la seguridad de la cadena
(no se perjudicar´ıa a el mismo) de este modo los bloques que genere no ser´ıan maliciosos.
PoS presenta una serie de ventajas frente a PoW:
No requiere de hardware especial ni se gastan recursos en resolver ca´lculos matema´ticos
que an˜adan dificultad.
Un atacante necesitar´ıa de mucha participacio´n para poder atacar la red, independiente-
mente del poder computacional que tenga.
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Por otro lado, PoS an˜ade una seria de inconvenientes que permiten ataques si no se ponen
mecanismos para evitarlo. Investigaremos posibles formas de minimizar ataques.
Se propone usar PoS para el prototipo debido a sus ventajas frente a PoW, aunque este aumente
la complejidad del proyecto debido a que requiere de una serie de algoritmos que lo protejan
frente a los ataques.
1.2.3. Beneficios
El uso de la blockchain ofrece un nivel de seguridad en los datos equivalente a los certificados
(PKI) usados por DDT en LISP y adema´s aporta facilidades en el manejo como por ejemplo
en el rekeying.
Al ser descentralizado una empresa puede gestionar sus direcciones IP a su manera sin necesidad
que pedir certificados a otros organismos.
Toda la informacio´n es pu´blica, se envida cualquier tipo de censura y queda constancia de todos
los movimientos permitiendo as´ı la auditoria.
1.2.4. Contras
Es necesario que cada usuario guarde una copia de toda la cadena, podr´ıa llegar a ocupar mucho
espacio, las estimaciones previstas no indican que pueda ser un problema. Para arrancar un
nodo nuevo en la red necesita descargar todos los bloques de la cadena, provocando una espera
en el inicio.
La veracidad de la cadena depende de que sean los propios usuarios los que se porten correcta-
mente. Si muchos usuarios se comportan mal, acabar´ıa perjudicando a la blockchain.
Independientemente de la seguridad de la cadena tambie´n hay que velar por la seguridad de la
red P2P que comunica los nodos. Ya que usando un algoritmo de PoS no podemos permitir que
algu´n nodo quede aislado y no pueda generar un nuevo bloque. Hay que evitar a toda costa un
ataque de denegacio´n de servicio´ (DoS).
En nuestra blockchain no se puede permitir que una direccio´n de internet quede perdida, si un
usuario perdiese sus llaves o emite una transaccio´n a una direccio´n sin duen˜o hay que permitir
que se vuelvan a emitir esas direcciones que han quedado perdidas.
1.3. Objetivos
Debido a la magnitud del proyecto, este se divide en cuatro mo´dulos independientes uno para
cada estudiante como mencione anteriormente. La figura 1.1, muestra un diagrama del proyecto.
Las partes que debo desarrollar son las siguientes:
Montar una transaccio´n (llaves pu´blicas-privadas, firmas, etc) que incluya las direcciones
de Internet junto con los EID y RLOC de LISP en lugar de dinero digital.
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Crear una red de comunicacio´n P2P que permita a los nodos de la red comunicarse, enviar
y recibir transacciones y bloques adema´s del bootstrap inicial.
Investigar sobre la seguridad de la red P2P en una blockchain tipo PoS.
Mis compan˜eros desarrollaran las siguientes partes:
Hamit Latif: La interfaz con OOR, la entrada del usuario y el keystore.
E`ric Garcia: Algoritmo de consenso.
Miquel Ferriol: La chain y el disen˜o de los bloques.
Figura 1.1: Diagrama del proyecto
1.4. Retos
La blockchain que queremos construir presenta una serie de problemas con los que hay que
lidiar a diferencia de las blockchains que implementan las criptomonedas.
Cuando un usuario de una criptomoneda emite una transaccio´n, este debe pagar una tasa al
usuario que la incluye en el bloque. La tasa es un incentivo para que la transaccio´n sea incluida
en la cadena, esta puede ser cero, pero eso hara´ que quiza´s no se incluya nunca, en cambio una
tasa alta hara´ que entre ma´s ra´pido. Nosotros no trabajamos con ningu´n tipo de dinero virtual
sino con direcciones de internet, lo cual hace imposible el pago de algu´n tipo de tasa. Esto podr´ıa
provocar que no se incluyesen transacciones en un bloque, aunque es poco probable ya que los
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usuarios son empresas que se beneficiar´ıan de la seguridad que ofrece incluir la informacio´n. El
problema estar´ıa en que dos usuarios podr´ıan emitir la misma transaccio´n entre ellos sin parar
ya que no existe ninguna tasa y llenar´ıan la blockchain de datos inu´tiles.
Una blockchain no contempla la opcio´n de prestar un token, en nuestro caso si una empresa
de telecomunicaciones quiere asignar una direccio´n IP a un cliente, este ser´ıa el duen˜o de la
direccio´n para siempre. Hay que an˜adir una nueva funcionalidad a la blockchain que permita
asignar una direccio´n a un cliente sin que este sea el propietario. No se pueden perder direcciones
IP, cuando un usuario de una criptomoneda pierde sus llaves o env´ıa el dinero a un lugar
equivocado este no puede recuperarse de ninguna forma.
Criptogra´ficamente una blockchain es muy segura pero una red de comunicaciones puede sufrir
un ataque como por ejemplo un denial of sevice (DoS) o un man in the middle. Actualmente
existen estudios como el de Maria Apostolaki et al.[5] que demuestran que se pueden aislar
nodos en la criptomoneda Bitcoin. Poder realizar este ataque en una blockchain tipo PoS
como la nuestra ser´ıa muy grave ya que aislando pocos nodos que tengan mucha participacio´n
disminuir´ıa la seguridad de nuestra cadena. Buscaremos me´todos para impedir que esto pueda
ocurrir.
1.5. Estado actual
Actualmente ya se esta´ usando y comercializando el protocolo LISP y las Overlays programa-
bles, pero ninguno cuenta con algu´n tipo de blockchain que asegure y descentralice sus datos.
La mayor´ıa de blockchains que existen se usan principalmente para crear monedas digitales,
aunque poco a poco se empiezan a usar con otros fines.
No he encontrado una blockchain que haya tratado de incluir direcciones IP en las transacciones.
Tampoco parece existir una solucio´n a la seguridad de la red aunque actualmente existen
modelos que garantizan bastante seguridad.
1.6. Contextualizacio´n
En este proyecto se desarrollara´ un sistema blockchain basado en PoS, debido a la inviabilidad
de usar otro tipo de algoritmo de consenso, para reemplazar el sistema DDT del protocolo LISP.
Me corresponden las tareas montaje de las transacciones y creacio´n de una red P2P. Adema´s
investigar como minimizar los ataques a la red.
1.7. Estado del arte
Actualmente existes diversas blockchains en el mundo. Pero ninguna de ellas esta´ pensada para
la gestio´n de direcciones de internet, la gran mayor´ıa de ellas son en forma de criptomoneda.
Para realizar nuestro proyecto hemos analizado las criptomonedas ma´s populares en busca de
adaptar alguna de ellas a nuestras necesidades. En concreto hemos analizado dos de ellas Bitcoin
y Ethereum, en las que basamos para crear nuestra propia blockchain.
Tambie´n hemos analizado la red P2P de la criptonomeda Nem, que puntu´a los nodos para
detectar posibles nodos maliciosos.
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1.7.1. Bitcon
La tecnolog´ıa blockchain nacio´ con Bitcoin[4] y actualmente es la criptomoneda ma´s popular.
Bitcoin es la prueba de que la blockchain funciona y es muy segura.
El hecho de ser la primera forma de blockchain hace que tenga algunos problemas en su disen˜o.
Utiliza un algoritmo de consenso tipo PoW, lo que hace que tenga un gasto ele´ctrico despropor-
cionado y requiere hardware especializado. Tambie´n tiene problemas de escalabilidad, de media
solo llega a unas 7 transacciones por segundo que algunas veces ha generado congestiones en la
red, aunque en las u´ltimas actualizaciones prometen mejorarlo.
Las transacciones de Bitcoin (Figura 1.2) esta´n entrelazadas entre ellas, para poder emitir dinero
debes referenciar a una o varias transacciones anteriores en las que hayas recibido dinero. Para
ello incluyen un script de entrada y salida, el script de entrada debe desbloquear el script de
salida de la transaccion anterior y el script de salida son las condiciones que se deben cumplir
para desbloquear el dinero que estamos emitiendo.
Bitcoin cuenta con todo un lenguaje de scripting para poder generar todo tipo de condicio´n a
la hora de desbloquear una transaccio´n como por ejemplo multifirmas.
El sistema de transacciones de Bitcoin es complejo de implementar. Adema´s al no existir el
concepto de balance, siempre se emite todo el contenido de las transacciones a las que se hace
referencia como entrada, emitiendo a uno mismo la parte que se quiere preservar. Dando como
resultado unas transacciones muy complejas y grandes, ademas, difciles de gestionar en una
base de datos y mas uso de banda ancha.
Figura 1.2: Esquema de una transaccio´n de Bitcoin
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1.7.2. Ethereum
Ethereum[6] es la segunda criptomoneda ma´s popular y una de las blockchains ma´s avanzadas.
Su disen˜o mejora en gran parte al de Bitcoin.
Si bien tambie´n utiliza un algoritmo de consenso tipo PoW trabajan para migrar a uno de
tipo PoS. Su sistema de transacciones ha sido simplificado a un sistema de cuentas, parecido
al sistema bancario que utilizamos. Esto le dota de mayor escalabilidad y un gasto menor en
espacio.
Al existir el concepto de balance, a la hora de enviar una transaccio´n basta con indicar la
cantidad y el receptor. Toda la parte de verificacio´n y validacio´n no se incluye en la transaccio´n
como en Bitcoin, esta parte la debe realizar la chain. Como resultado las transacciones ocupan
muy poco espacio y son muy fa´ciles de crear.
Ethereum permite incluir programas informa´ticos en la propia cadena, llamado Smart Contrat,
dotando sistema de la capacidad de trabajar no solo con monedas sino con cualquier cosa. Estos
programas son muy superiores a los scripts que se pueden generar en Bitcoin.
Adema´s Ethereum cuenta con una serie de librer´ıas como RLP (Recursive Length Prex) que
permite serializar objetos en datos binarios y tambie´n decodificarlos. Tambie´n cuenta con li-
brer´ıas para generar las firmas.
En cuanto a la red P2P Ethereum implementa una tabla de hash distribuida (DHT), en concreto
el algoritmo Kademlia[7]. Este algoritmo tiene mucha escalabilidad, permitiendo conectar miles
de nodos en la red ofreciendo baja latencia y gran velocidad de transmisio´n. Este algoritmo
genera una red muy robusta, aunque sigue existiendo la posibilidad de aislar un nodo, a su vez
es muy dif´ıcil de implementar.
1.7.3. Nem
En 2015 aparece la criptomoneda Nem[8] incorporando una novedad en la red de comunicacio´n.
Esta es consciente de la posibilidad de que un nodo malicioso pueda intentar engan˜arnos o
aislarnos de la red.
Los nodos son puntuados con un valor de confianza que influye a la hora de elegir los peers con
los que comunicarse. Adema´s cuenta con una lista negra por si detecta nodos maliciosos. Por
ejemplo un nodo bastante ocupado o con mucha latencia obtendra´ peor puntuacio´n.
Nem perio´dicamente atendiendo a los cambios que se producen en la red, preguntando direc-
tamente a sus peers, va actualizando su lista de nodos priorizando todos aquellos con los que
tiene ma´s confianza.
De esta forma Nem consigue una red ma´s resistente a posibles ataques que puedan ocurrir en
una blockchain tipo PoS como la nuestra.
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1.8. Alcance
Pretendemos poner en funcionamiento la blockchain y testear su funcionamiento si puede ser
con servidores en la nube alrededor del mundo para mostrar que es posible mejorar la seguridad
de internet usando esta nueva tecnolog´ıa. El proyecto debe ser una prueba de concepto.
En base al e´xito esperamos que la IETF acepte como un nuevo esta´ndar para internet el uso
de blockchains y que empresas como Cisco que colaboran en el desarrollo junto con otras
desarrollen una versio´n comercial del prototipo para su uso a nivel mundial, haciendo as´ı un
internet ma´s seguro y descentralizado.
Queremos publicar un paper explicando los resultados obtenidos en las pruebas y un estudio
de los problemas que presenta el uso de una blockchain con una posible solucio´n.
1.9. Metodolog´ıa y rigor
El me´todo empleado para este proyecto es iterativo. Es decir, se hacen una reunio´n semanal
con todos los desarrolladores y el director del proyecto. Adema´s, si es necesario de hace una
pequen˜a reunio´n con el ponente. Algunos de los desarrolladores tenemos un PC asignado en un
aula de la facultad, lo que permite que en caso de dudas podamos hablar con el compan˜ero.
La metodolog´ıa de trabajo que se seguira´ la metodolog´ıa a´gil Scrum que nos permitira´ gestionar
el proyecto de una forma ma´s amena y motivadora que con un me´todo mas tradicional.
Todo el co´digo se comparte con el resto de desarrolladores a trave´s de la plataforma GitHub que
adema´s es un control de versiones. Tambie´n se usa Google Drive para compartir documentos y
esquemas.
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2.1. Programa
El proyecto tiene una duracio´n estimada de 5 meses, desde principios de setiembre a finales de
enero, aunque durante los meses de verano de julio y agosto ya estuve trabajando en la parte
de investigacio´n debido su complejidad y magnitud.
2.2. Consideraciones globales
Cabe destacar que este proyecto se lleva a cabo por 4 desarrolladores junto con el desarrollador
jefe, por lo tanto, se realizaran tareas en paralelo. Una vez estas tareas se vayan completando
hay que juntarlas en un u´nico programa para lograr un resultado satisfactorio, poder testear e
investigar sobre las ventajas y desventajas que aporta una blockchain sobre el sistema actual.
Si algu´n desarrollador no terminase en el plazo previsto no podr´ıamos probar la blockchain,
aun as´ı, cada parte es un TFG separado lo que no afectar´ıa a los otros compan˜eros.
2.3. Plan de accio´n y valoracio´n de alternativas
Se pueden producir desviaciones temporales en el disen˜o debido a que es un trabajo de inves-
tigacio´n, no se han implementado todav´ıa blockchains en el contexto en el que trabajamos, lo
que puede producir que sobre la marcha nos encontremos con nuevos problemas que obliguen a
rehacer partes del proyecto. Adema´s, se hace muy dif´ıcil de predecir cuantas horas que llevara
a una parte en desarrollarse.
2.4. Descripcio´n de las tareas
Bu´squeda y puesta en marcha
El jefe del proyecto busca informacio´n sobre el dominio del proyecto y prepara la reparticio´n de
trabajo entre los 4 desarrolladores. Se resolvera´n las dudas y se expondra´n todas las propuestas
encontradas. Esta fase no tiene ninguna dependencia de precedencia.
Investigacio´n
Cada desarrollador investiga sobre todas las partes aunque no sea el encargado de programarla,
se analizan las diferentes blockchains que hay en la actualidad para ver cua´l de adapta mejor y
ver que´ cambios son necesarios para adaptarlas a nuestras necesitadas. Esta parte depende de
la reparticio´n de trabajo.
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Ana´lisis de requisitos y disen˜o
Se analizara´n los requisitos necesarios para realizar cada una de las partes que nos han tocado
y su disen˜o. Esta parte depende de la investigacio´n.
Estructura de la transaccio´n
En esta parte se desarrollara´ la estructura de la transaccio´n, como y que datos se incluira´n en
cada una de ellas.
Red P2P
Independientemente del resto de partes, el proyecto necesita de una red de comunicacio´n tipo
P2P para comunicar los ordenadores entre s´ı. En esta parte de desarrollada esta red.
Resolucio´n de forks
En esta parte se estudiara´ un algoritmo que gestione la resolucio´n de forks que se puedan
producir en la blockchain. Esta parte depende de que la red P2P este´ terminada.
Creacio´n de la API
Esta parte es la u´ltima del desarrollo, una vez programadas las otras partes se pone a disposicio´n
de los dema´s compan˜eros una API para poder interactuar con su co´digo.
Documentacio´n y Testeo
Una vez finalizadas las partes anteriores se terminara´ la documentacio´n en la que se incluira´n los
resultados de las pruebas y la experiencia obtenida durante el desarrollo. A parte, se preparara´
la defensa del proyecto.
2.5. Recursos
Para la realizacio´n del proyecto se dispone de diferentes recursos hardware y software, se marcan
en la siguiente tabla.
PC con Linux Dispongo de un PC asignado en la facultad para
poder trabajar desde all´ı y estar en contacto los
desarrolladores.
Porta´til personal Para trabajar desde casa, dispongo de un ordena-
dor porta´til.
LISP beta network Red LISP que utiliza la universidad para realizar
las pruebas.
Servidor en la nube Se espera disponer de ma´quinas virtuales en la nu-
be distribuidas en diferentes pa´ıses para probar la
blockchain en un entorno de pruebas que simule la
latencia real de la red.
GitHub Servicio para albergar el co´digo fuente del progra-
ma, que permite compartir el co´digo con los com-
pan˜eros y publicarlo bajo licencia libre. Adema´s,
cuenta con un gestor de versiones.
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Librer´ıas Python Python dispone muchas librer´ıas opensource las
cuales podemos
utilizar.
VS Code Editor de texto para desarrollar la aplicacio´n.
Sphinx Herramienta para documentar la aplicacio´n.
Google Docs Para compartir documentos entre los desarrollado-
res.
LaTex Para escribir el paper sobre el proyecto.
Libre Office Para realizar la documentacio´n del proyecto
Tabla 2.1: Recursos materiales
2.6. Estimacio´n de horas
Tarea Responsable Horas
Inicio del proyecto 55
1. Bu´squeda y puesta en marcha Jefe de Proyecto 5
2. Investigacio´n Desarrolladores 50
Gestio´n del proyecto 50
1. Definicio´n del alcance Jefe de Proyecto 10
2. Planificacio´n temporal Jefe de Proyecto 5
3. Gestio´n econo´mica y sostenibilidad Jefe de Proyecto 5
4. Presentacio´n preliminar Jefe de Proyecto 10
5. Pliego de condiciones Jefe de Proyecto 5
6. Presentacio´n y documento final Jefe de Proyecto 15
Implementacio´n 560
LISP 140
1. Ana´lisis de requisitos Desarrollador (Hamid) 10
2. Disen˜o Desarrollador (Hamid) 20
3. Scripts de control Desarrollador (Hamid) 40
4. Integracio´n BlockChain Desarrollador (Hamid) 40
5. Creacio´n API Desarrollador (Hamid) 30
Gestio´n de Datos 140
1. Ana´lisis de requisitos Desarrollador (Miquel) 10
2. Disen˜o Desarrollador (Miquel) 20
3. Estructuras de Datos Desarrollador (Miquel) 35
4. Cadena de Bloques Desarrollador (Miquel) 30
5. Validacio´n Desarrollador (Miquel) 15
6. Creacio´n API Desarrollador (Miquel) 30
Algoritmo de Consenso 140
1. Ana´lisis de requisitos Desarrollador (Eric) 10
2. Disen˜o Desarrollador (Eric) 20
3. Implementacio´n Algoritmo Desarrollador (Eric) 80
4. Creacio´n API Desarrollador (Eric) 30
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P2P + Protocolo 140
1. Ana´lisis de requisitos Desarrollador (Carlos) 10
2. Disen˜o Desarrollador (Carlos) 20
3. Estructura de la Transaccio´n Desarrollador (Carlos) 20
4. Red P2P Desarrollador (Carlos) 35
5. Resolucio´n de Forks Desarrollador (Carlos) 25
6. Creacio´n API Desarrollador (Carlos) 30
Testing 30
1. Creacio´n de tests Desarrolladores 20
2. Ejecucio´n de tests Desarrolladores 10
Mediciones 25
1. Definicio´n Ingeniero QA 5
2. Implementacio´n Desarrolladores 10
3. Ejecucio´n Ingeniero QA 10
Documentacio´n 60
1. Redaccio´n Jefe de Proyecto 50
2. Preparacio´n defensa Jefe de Proyecto 10
TOTAL (per persona) 360
Tabla 2.2: Estimacio´n de horas
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3. Gestio´n Econo´mica y Sostenibilidad
3.1. Gestio´n Econo´mica
Una vez planteado el problema y disen˜ado una solucio´n, vamos a realizar un estudio econo´mico
y un estudio del impacto social y ambiental, para determinar la viabilidad del proyecto.
3.1.1. Consideraciones Iniciales
Para realizar este proyecto se utilizara´n todos los elementos detallados en el apartado de recursos
comentados en el apartado anterior. Vamos a estimar el coste del proyecto de los recursos
humanos, hardware, software y costes indirectos.
Debido a que este proyecto se realiza dentro de la universidad con el material del que ya se
dispone, no implica comprar material nuevo, lo que se traduce a que la mayor parte de los
recursos ya esta´n amortizados.
3.1.2. Presupuesto de recursos humanos
Debido a la naturaleza del proyecto, los recursos humanos somos estudiantes de la facultad que
no disponemos de una beca, por lo tanto, no cobramos un salario (estimaremos el coste). Por
otro lado, el jefe del proyecto s´ı que cobra un suelto de becario.
Vamos a analizar el coste de cada una de las partes del diagrama de Gantt: Inicio del proyecto,
Gestio´n del proyecto, Implementacio´n, Testing, Mediciones y Documentacio´n.
Coste del inicio del proyecto: 1700e
Rol Horas Precio Precio Total
Jefe de Proyecto 5 20e/h 100 e
Desarrollador 1 50 8e/h 400 e
Desarrollador 2 50 8e/h 400 e
Desarrollador 3 50 8e/h 400 e
Desarrollador 4 50 8e/h 400 e
Gestio´n del proyecto: 1000e
Rol Horas Precio Precio Total
Jefe de Proyecto 50 20e/h 1000 e
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Coste de la implementacio´n: 4480e
Rol Horas Precio Precio Total
Desarrollador 1 140 8e/h 1120 e
Desarrollador 2 140 8e/h 1120 e
Desarrollador 3 140 8e/h 1120 e
Desarrollador 4 140 8e/h 1120 e
Coste del testing: 960e
Rol Horas Precio Precio Total
Desarrollador 1 30 8e/h 240 e
Desarrollador 2 30 8e/h 240 e
Desarrollador 3 30 8e/h 240 e
Desarrollador 4 30 8e/h 240 e
Coste de las mediciones: 720e
Rol Horas Precio Precio Total
Ingeniero QA 5 20e/h 100e
Desarrollador 1 10 8e/h 80 e
Desarrollador 2 10 8e/h 80 e
Desarrollador 3 10 8e/h 80 e
Desarrollador 4 10 8e/h 80 e
Coste de la documentacio´n: 1200e
Rol Horas Precio Precio Total
Jefe de Proyecto 60 20e/h 1200e
El coste total de todas las partes de RR. HH. es de 10.060e.
3.1.3. Presupuesto de hardware
Para llevar a cabo la implementacio´n del proyecto, necesitamos una serie de elementos hardware
para desarrollar y documentar el proyecto.
Producto Precio Unidades Vida u´til
Ordenador 500e 5 5 an˜os
Porta´til 500e 5 5 an˜os
Servidores AWS 20e 6 1 mes
Total 5120e
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3.1.4. Presupuesto de software
En cuanto al software, se necesitara´n las siguientes herramientas de software. Todas las utili-
zadas son gratuitas.
Producto Precio Vida u´til
Libre Office gratuito ...
Google Docs gratuito ...
LaTex gratuito ...
VS Code gratuito ...
GitHub gratuito ...
Python gratuito ...
Sphinx gratuito ...
Total 0e
3.1.5. Costes Indirectos
Dado que este proyecto se realiza en la universidad, el consumo energe´tico, el coste de internet,
el coste en papel, etc. esta´n incluidos en los gastos de la universidad.
Producto Precio Unidades Precio Total
Electricidad 0,07ekW/h 1500 kWh 105e
Internet 50e/mes 4 meses 200e
Total 305e
En el caso de los desarrolladores no se cubre el gasto del transporte que lo deben aportar a
nivel personal.
3.1.6. Imprevistos
Aver´ıa en uno de los ordenadores: es poco probable, supondr´ıa substituir o reparar el equipo,
pero no retrasar´ıa el proyecto ya que disponemos de ma´s equipos.
Retraso en el desarrollo: podr´ıa ocurrir que se retrase el proyecto debido a su complejidad,
aunque es poco probable que se salga del plazo de los 4 meses. Supondr´ıa incrementar los
gastos de RR. HH. y los costes indirectos, no supondr´ıa incrementos en los costes de hardware
y software.
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3.1.7. Presupuesto total
Concepto Precio Estimado
RR. HH. 10.060e
Hardware 5120e
Software 0e
Indirectos 305e
Total 15.480e
3.2. Sostenibilidad y compromiso social
3.2.1. A´rea econo´mica
El proyecto es muy viable econo´micamente ya que no requiere de comprar ningu´n tipo de
hardware o software. Solo requiere de un ordenador por desarrollador que la universidad ya
dispone de ellos, no necesita comprar ningu´n equipo nuevo. En cuando al software es totalmente
gratuito.
En cuanto al tiempo de desarrollo es dif´ıcil de predecir si se podr´ıan reducir los tiempos debido
a que se trata de un trabajo de investigacio´n, no disponemos de un modelo a seguir.
3.2.2. A´rea social
Este proyecto aspira a tener un gran impacto en el mundo de internet, siendo uno de los
primeros en estudiar el uso de la nueva tecnolog´ıa blockchain en los protocolos de enrutamiento.
Pretendiendo as´ı, impulsar el uso de esta nueva tecnolog´ıa.
Dependiendo del e´xito final del proyecto esta propuesto para ser entrar en la IETF (The Internet
Engineering Task Force) y poder ser usado como esta´ndar para el uso en la infraestructura de
internet. Podr´ıa llegar a suponer que empresas como Cisco que colaboran con el proyecto sacasen
una versio´n comercial del producto.
3.2.3. A´rea ambiental
Por lo que hace al a´rea ambiental, este proyecto no tiene una gran intrusio´n, ya que se desarrolla
un software que no requiere de ningu´n tipo de hardware especializado para ejecutarse, a su vez,
tampoco requiere de un ordenador potente. Como se indica en la contextualizacio´n uno de los
objetivos principales del proyecto era usar un modelo de blockchain que solventara los graves
problemas ambientales, un gasto enorme de electricidad y recursos hardware, que traen consigo
las primeras versiones de esta tecnolog´ıa.
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3.2.4. Puntuacio´n sostenibilidad
PPP Vida U´til Riesgos
Ambiental Consumo del disen˜o Huella Ecolo´gica Riesgos ambientales
10/10 19/20 -1/-20
Econo´mico Factura Plan de viabilidad Riesgos econo´micos
10/10 15/20 -5/-20
Social Impacto Personal Impacto Social Riesgos Sociales
7/10 19/20 0/20
Rango
Sostenibilidad
27/30 53/60 -6/-60
74/90
Tabla 3.11: Matriz de sostenibilidad
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4. Transaccio´n
4.1. Requisitos
Una transaccio´n debe indicar las IPs que se esta´n emitiendo junto con la informacio´n que
requiere el protocolo LISP si esta es necesaria. Estas deben estar firmadas por el emisor y
indicar la llave pu´blica del receptor.
Para la realizacio´n de este proyecto se ha elegido usar el lenguaje de programacio´n Python. Por
ello he elegido la librer´ıa de manipulacio´n de IPs de Google ipaddr que me permite pasarlas a
binario y viceversa.
4.2. Disen˜o
Todas las blockchains que hemos analizado trabajan con monedas virtuales, para hacerlo, sim-
plemente indican la cantidad emitida. En nuestro caso debemos indicar que o cuales IP se
intercambian ya que cada una de ellas tiene su nu´mero y no se pueden repetir, es decir, solo un
usuario puede poseer una misma IP en un momento determinado.
Dado que IPv4 posibilita 232 direcciones e IPv6 2128 es inviable indicar en una transaccio´n
todas las IP emitidas una a una. La mejor solucio´n es usando rangos de direcciones, que es la
forma habitual con la que se trabaja, bastara´ con dar una IP y una ma´scara. De esta forma
si un usuario posee el rango 10.0.0.0/8, quiere decir que posee las IPs entre la 10.0.0.0 y la
10.255.255.255. Si se quiere hacer referencia a una u´nica IP basta con usar la ma´scara 32 o 128
en el caso de IPv4 e IPv6 respectivamente. Para distinguir entre IPv4 e IPv6 hemos an˜adido
un campo llamado Afi que toma valor 1 en caso de IPv4 y 2 en caso de IPv6.
Cuando un usuario de una criptomoneda env´ıa dinero a otro, este pierde por completo el control
de esa cantidad a partir de ese momento. En nuestro caso una empresa puede asignar a un cliente
una direccio´n IP pero esta tiene que seguir siendo la propietaria. Para poder dotar a nuestra
blockchain de esta propiedad, vamos a indicar con un campo en la transaccio´n que el emisor
esta prestando las IPs. Adema´s se ha decidido que el emisor indicara´ con una fecha dentro de
la transaccio´n el d´ıa y hora en el cual recuperara´ todas las direcciones IP emitidas. Durante el
tiempo que el receptor posee las IPs estas esta´n bloqueadas.
Esta blockchain pretende substituir el sistema DDT de Lisp, por lo que debe almacenar toda la
informacio´n que este contiene, en e´l se encuentran las direcciones de los MapServer y Locator.
Estas direcciones no tienen ningu´n efecto en la blockchain, se han decidido guardar en su interior
por la seguridad que ofrece. Esta informacio´n se guardara´ en forma de metadatos, un usuario
enviara´ una transaccio´n a si mismo con el rango de IPs al que se le asignara´n los datos. Se
pueden emitir tantas transacciones con metadatos como se desee, la u´ltima de todas, al contener
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la informacio´n ma´s actualizada es la va´lida. A un usuario al que le hayan prestado direcciones
IP tambie´n puede emitir estas transacciones para asignar sus MapServer y Locator.
Finalmente distinguimos las transacciones en cuatro categor´ıas:
Allocate: El receptor es el nuevo propietario del rango de IPs.
Delegate: El emisor presta durante un tiempo un rango de IPs al receptor.
MapServer: An˜adimos informacio´n de los MapServer a un rango de IPs
Locator: An˜adimos informacio´n de los Locator a un rango de IPs
En el grafo de la figura 4.1 se muestra cuando un usuario puede generar cada uno de los
diferentes tipos de transacciones. Un usuario propietario de un rango de IPs puede emitirlo a
otro usuario (Allocate), puede prestarlo (Delegate) y puede asignar metadatos (MapServer y
Locator). Si se poseen unas IPs prestadas estas no se pueden ni emitir (Allocate) ni prestar
(Delegate). Para identificar el tipo de transaccio´n se les ha asignado los siguientes nu´meros: 0
→ Allocate, 1 → Delegate, 2 → MapServer, 3 → Locator.
0
Allocate
1
Delegate
2
MapServer
3
Locator
Figura 4.1: Grafo de transacciones
4.3. Implementacio´n
En el inicio del proyecto se ten´ıa en mente seguir la estructura de la criptomoneda Bitcoin, lo
que trajo problemas a la hora de ver como implementa´bamos los scripts de entrada y salida
que pretend´ıamos simplificar. Adema´s la complejidad que supon´ıa buscar y almacenar las tran-
sacciones en la base de datos junto con el taman˜o de estas nos llevo a dejar de lado el modelo
de Bitcoin.
Se decide centrarnos en el modelo de Ethereum, debido a los problemas presentados y por
disponer de mejores herramientas con una implementacio´n libre en Python. Esta cryptomoneda,
ofrece una solucio´n muy simple al problema de las transacciones.
En Ethereum si que existe el concepto de balance, por lo tanto, a la hora de enviar una tran-
saccio´n basta con indicar la cantidad (en nuestro caso las IPs) y el receptor. Toda la parte de
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verificacio´n y validacio´n ya no se incluye en la transaccio´n, esta parte ahora la deben realizar
mis compan˜eros en la chain.
Los Smart Contrats no han sido implementados por no ser necesarios ya que estamos creando
nuestra propia blockchain dedicada.
Ethereum cuenta con la librer´ıa RLP (Recursive Length Prefix) que permite serializar objetos
en datos binarios y tambie´n decodificarlos. Creamos una lista con todos los campos de la
transaccio´n y RLP lo codifica. Utilizamos la misma estructura de Ethereum adaptada a nuestras
necesidades y los mismos algoritmos de hash (keccak-256) y encriptacio´n (curvas el´ıpticas).
Los campos que contiene una transaccio´n son los siguientes:
Nonce: Nu´mero de transaccio´n de esta cuenta.
Category: Tipo de transaccio´n (Allocate, Delegate, MapServer, Locator).
To: Cuenta del usuario receptor.
Afi: Distingue IPv4 de IPv6.
Value: Rango de IPs emitido.
Metadata: Campo opcional con la informacio´n de los MapServer y Locator.
Time: Campo opcional con el tiempo Unix para indicar el fin de un Delegate.
En el campo de metadatos si se trata de una transaccio´n de tipo MapServer incluye una lista
de IPs con su Afi y una llave pu´blica, esta no influye en la blockchain, para que el servidor
pueda firmar los paquetes emitidos. En el caso de Locator incluye una lista de IPs con su Afi.
Una vez rellenados todos los campos de una transaccio´n, se hashea y se firma. Como resultado
obtenemos los valores V, R y S. Con el me´todo de firmas usado no es necesario indicar el emisor,
esta´ impl´ıcito en la firma. Ofreciendo as´ı transacciones lo ma´s pequen˜as posibles.
En la tabla 4.1 del siguiente apartado se muestra una transaccio´n de ejemplo con la longitud
en bytes que ocupa cada campo. En la tabla 4.2 se muestra su codificacio´n en binario resultado
de usar la librer´ıa RLP. Se ha remarcado en color cada campo para que se pueda identificar.
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4.3.1. Ejemplo
Descripcio´n Ejemplo Longitud
• Nonce 5 1+
• Category (0 - 3) 2 1
• To (destination addr) 0x8faae7a1e781df169bf47623c0ecbc3920cabc55 20
• Afi 1 1
• Value c098000010 (192.152.0.0/16) 5 o 17
• Metadata (Opcional)
- MapServer
(Afi, IP, PubKey)
- Locator (Afi, IP)
1
01010101 (1.1.1.1)
0x54dbb737eac5007103e729e9ab7ce64a6850a310
1
02020202 (2.2.2.2)
0x89b44e4d3c81ede05d0f5de8d1a68f754d73d997
2
20010db80a0b12f000000000000
(2001:db8:a0b:12f0::1)
0x3a1e02d9ea25349c47fe2e94f4265cd261c5c7ca
6+
• Time 0 1-4
• V 1c 1
• R 10466f7104039530d426d75ac53335929a467b985e2
0cc89f0d650791b787ed2
32
• S 6a53f8f9c22d232849428d302d96dab065c8eab7fe0
47c5c9d655b8e29771cd2
32
Tabla 4.1: Para´metros de una transaccio´n tipo MapServer
f8c1 05 02 94 8faae7a1e781df169bf47623c0ecbc3920cabc55 01 85 c098000010 f85d
01 84 01010101 94 54dbb737eac5007103e729e9ab7ce64a6850a31001 84 02020202 94
89b44e4d3c81ede05d0f5de8d1a68f754d73d99702 90 20010db80a0b12f000000000000
00001 94 3a1e02d9ea25349c47fe2e94f4265cd261c5c7ca 80 1b a0 10466f7104039530d4
26d75ac53335929a467b985e20cc89f0d650791b787ed2 a0 6a53f8f9c22d232849428d30
2d96dab065c8eab7fe047c5c9d655b8e29771cd2
Tabla 4.2: Transaccio´n codificada con RLP
Nota: Como es una transaccio´n de tipo MapServer el emisor y receptor son el mismo usuario.
24
5. Peer-to-Peer
5.1. Requisitos
Se requiere de una red de comunicacio´n que conecte las 6 maquinas virtuales en la nube (Amazon
Web Services) junto con la ma´quina local. Por esta red se enviara´n tanto los bloques como las
transacciones que se generen, a su vez, esta misma debe realizar el bootstrap cuando se arranque
el sistema y responder a las peticiones del resto de nodos.
El bootstrap consiste en pedir a los peers los bloques que le faltan a la cadena y todas las
transacciones que se han emitido pero aun no han entrado en la cadena, a lo que llamaremos
el pozo de transacciones (transaction pool).
De la misma forma que las transacciones esta tambie´n debe ser programado en Python. Por
ello se tuvieron en cuenta una serie de librer´ıas para crear redes.
pyP2P: Librer´ıa especialmente disen˜ada para redes P2P, se tuvo que descartar por no
estar suficiente madura.
Asyncio: Es la librer´ıa que trae python 3 por defecto para tratar funciones as´ıncronas, se
tuvo que descartar porque finalmente tuvimos que usar python 2 al tener problemas con
librer´ıas de los mo´dulos de mis compan˜eros.
Twisted: Librer´ıa dirigida a programacio´n por eventos, esta fue finalmente elegida por su
facilidad en implementacio´n.
Debido a la complejidad que supone implementar un algoritmo de consenso para una block-
chain de tipo PoS y la dif´ıcil gestio´n de las bifurcaciones (forks) en la cadena, se ha decidido
eliminar la posibilidad de que ocurran. As´ı tenemos una mejor modularidad del proyecto y ma´s
posibilidades de e´xito.
5.2. Disen˜o
Debido a que no se conectara´n muchos dispositivos en las pruebas que queremos realizar, hemos
podido simplificar el disen˜o de la red para maximizar las probabilidades de e´xito. La red tiene un
nodo hardcodeado para conectarse al inicio y descubrir el resto de peers, en este caso elegimos
el ordenador de la facultad como nodo inicial.
Cuando un nodo se conecta a la red descarga del nodo inicial toda la lista de peers y se conecta
a ellos. Despue´s este empieza el bootstrap, pregunta cuantos bloques tiene la cadena y descarga
todos aquellos que le falten, luego descarga todo el pozo de transacciones.
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Una vez realizada la etapa de bootstrap, cuando un nodo genera una transaccio´n nueva o un
bloque este lo env´ıa por la red al resto. A su vez, cada 5 minutos un nodo hace un ping a todas
sus conexiones para ver que todos los nodos sigan vivos, sino cierra la conexio´n.
5.3. Implementacio´n
Para que la red pueda trabajar paralelamente con el resto de mo´dulos, esta se ejecuta en un
hilo separado. Dentro del bucle principal del programa se le pregunta si tiene alguna peticio´n
de ser atendida o se le notifican los datos que tiene que enviar.
Todos los mensajes se env´ıan serializados en un JSON, indicando el tipo de mensaje con el
campo msgtype y los datos.
Para poder realizar todas estas tareas utilizo las siguientes estructuras de datos. Adema´s en
forma de contador se tiene constancia del u´ltimo bloque generado.
La lista de Peers: se guarda en un diccionario.
Bloques recibidos: se guardan en un diccionario, la llave es el nu´mero de bloque.
Transacciones recibidas: se guardan en un conjunto.
Lista de peticiones: se guardan en un diccionario, la llave es el identificador de un peer.
Cuando el hilo principal del programa pregunta si hay nuevas transacciones o bloques, este le
responde y vac´ıa el contenido. En caso contrario si otro modulo debe responder una peticio´n
de un peer este le notifica la peticio´n.
La librer´ıa Twisted gestiona todas las conexiones de forma concurrente y cuenta con una serie
eventos que se disparan cuando se reciben datos o se conecta o desconecta algu´n nodo. Cuenta
con una clase global a la que pueden acceder todos los peers llamada factory donde se almacena
la informacio´n (se guardan todas las estructuras de datos mencionadas) y por cada peer se
ejecuta una instancia independiente del protocolo. Twisted ofrece los siguientes eventos.
connectionMade: Se ejecuta cuando se estableces una conexio´n. An˜adimos un nuevo peer
a la lista.
connectionLost: Se ejecuta cuando se pierde una conexio´n. Eliminamos el peer de la lista.
dataReceived: Se ejecuta cuando recibimos datos de un peer. Decodificamos el JSON y
ejecutamos la funcio´n pertinente.
write: Env´ıa los datos a otro nodo. Lo usamos para transmitir la informacio´n.
LoopingCall: Ejecuta una funcio´n cada X tiempo. Se usa para hacer el Ping y consultar
cuando ha acabado el bootstrap.
deferLater: Ejecuta una funcio´n despue´s de X tiempo. Se usa para comprobar en unos
segundos si el peer nos ha enviado los datos.
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5.4. Rendimiento
He realizado una prueba de rendimiento con 3 de nuestras ma´quinas en la nube. Para ello he
elegido una en cada continente buscando as´ı el peor escenario posible. La figura 5.1 muestra un
mapamundi con la localizacio´n de las ma´quinas.
1. Frankfurt
2. North California
3. Sydney
Figura 5.1: Localizacio´n de las ma´quinas virtuales
A continuacio´n la tabla 5.1 muestra el tiempo de respuesta (ping) entre las tres ma´quinas
virtuales. Los resultados son bastante buenos, en el peor de los casos estamos por debajo de
300ms (Frankfurt-Sydney). La ma´quina de California es la que mejor conexio´n tiene tan solo
147ms con ambos continentes.
Frankfurt California Sydney
Frankfurt - 147ms 291ms
California 147ms - 147ms
Sydney 291ms 147ms -
Tabla 5.1: Tiempo de respuesta entre ma´quinas
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5.4.1. Bloques
Para calcular el tiempo que tarda un bloque en ser transmitido, he generado 100 bloques del
taman˜o ma´ximo permitido, en nuestro caso es 1MiB, y los he enviado entre todas las parejas
de ma´quinas obteniendo as´ı cien muestras de tiempo. La figura 5.2 muestra un boxplot de los
resultados y la tabla 5.2 sus estad´ısticas.
Figura 5.2: Muestras del tiempo de transmisio´n de un bloque
Frankfurt-California Frankfurt-Sydney California-Sydney
Upper whisker 1.17s 2.90s 1.22s
3rd quartile 1.17s 2.26s 1.19s
Median 1.16s 1.71s 1.18s
1st quartile 1.16s 1.68s 1.17s
Lower whisker 1.16s 1.15s 1.15s
Nr. of data points 100.00 100.00 100.00
Tabla 5.2: Estad´ısticas del tiempo de bloque
Observamos que un bloque te taman˜o ma´ximo tarda entre 1.1 y 1.7 segundos en enviarse de
media. Los bloques se generan cada minuto y en el peor de los casos un bloque ha tardado 13
segundos en llegar, seguramente por una congestio´n, estamos dentro de un intervalo de tiempo
que podemos asumir. Si se quisiera disminuir el tiempo de creacio´n de un bloque este intervalo
no deber´ıa ser menor a 15 segundos. Podemos ver que la ma´quina de California vuelve a ser la
que mejores resultados muestra.
5.4.2. Pozo de transacciones
Para medir el tiempo que tarda en enviarse el pozo de transacciones, he generado uno con
100mil transacciones y lo he enviado entre todas las parejas de ma´quinas 10 veces. He elegido
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transacciones de categor´ıa 2 ya que estas son las ma´s grandes debido a que contienen metada-
tos. La tabla 5.3 muestra los resultados obtenidos.
Frankfurt-California Frankfurt-Sydney California-Sydney
7.39s 11.53s 9.81s
Tabla 5.3: Tiempo, transmisio´n del pozo de transacciones
Observamos unos resultados similares a los apartados anteriores, la ma´quina de California es la
que rinde mejor. El pozo de transacciones solo se env´ıa una vez al inicio por lo que esperar 12
segundos no es un problema, adema´s lo normal es que sea mucho menor al usado en este test.
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6. Conclusio´n
Hemos logrado introducir toda la informacio´n requerida por LISP en una transaccio´n, MapSer-
vers y Locatos, tambie´n hemos ofreciendo la posibilidad de prestar direcciones a otros usuarios.
A su vez, las transacciones se verifican correctamente y se incluyen perfectamente en la chain.
La red de comunicacio´n funciona correctamente permitiendo el env´ıo de informacio´n a todos
los peers alrededor del mundo. Hemos analizado los problemas que supone usar una blockchain
tipo Proof of Stake y sus posibles soluciones.
A nivel local hemos obtenido resultados satisfactorios a falta de probarla a nivel global por
falta de tiempo. Han surgido bastantes problemas al querer implementar algo nuevo que con
esfuerzo hemos ido solucionando.
Se ha cumplido nuestro objetivo de demostrar que era posible almacenar la informacio´n de
enrutamiento de Internet en una blockchain. Una vez tengamos los resultados a nivel global se
escribira´ el paper y esperamos que se posicione como una posible mejora al Internet actual.
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7. Trabajo futuro
7.1. Peer-to-peer
Como la cantidad de ma´quinas conectadas es muy pequen˜a, no ha requerido implementar una
tabla de hash distribuida (DHT) como hace Ethereum con Kademlia. Para poder probar la
blockchain con una cantidad mucho ma´s grande de nodos, miles de ellos, se requerir´ıa de la
programacio´n de una de ellas. Tambie´n har´ıa la red mucho ma´s robusta.
La red P2P como he comentado en la contextualizacio´n puede recibir ataques que tenemos que
minimizar, sobretodo si usamos un algoritmo tipo PoS. Ser´ıa interesante implementar algu´n
me´todo de puntuacio´n de nodos como el que utiliza la criptomoneda Nem para detectar nodos
maliciosos. De este modo podemos proteges a los nodos con ma´s participacio´n de ser excluidos
de la red.
Por problemas de complejidad y modularidad se elimino la posibilidad de bifurcaciones (forks)
en la cadena. Una futura mejora ser´ıa la capacidad de soportarlo. Durante estos meses si que
analizamos como hacerlo pero era demasiado dif´ıcil.
Por otro lado se espera que se mejore el mo´dulo del algoritmo de consenso lo que supondra´ el
envio´ de muchos mensajes entre peers. Se tendra´ que incluir nueva lo´gica para tratarlos.
7.2. Pruebas
A fecha de hoy, No hemos podido ejecutar todos los mo´dulos de la blockchain en todas las
ma´quinas virtuales a nivel mundial por problemas de sincronizacio´n. En cambio, si que hemos
podido ejecutarlas en los servidores de la facultad.
Se generaron varias ma´quinas virtuales en el servidor del DAC y se inserto en la cadena la infor-
macio´n de las tablas BGP como prueba. La red de pruebas de LISP consultaba correctamente
los metadatos de las transacciones y respond´ıa a los routers.
Hay que conseguir que funcione finalmente la blockchain a nivel mundial para poder obtener da-
tos de la ejecucio´n y estudiar la viabilidad de esta almacenando la informacio´n de enrutamiento
de Internet. Necesitamos obtener mediciones de la latencia total del sistema.
Finalmente el director y codirector redactara´n un paper con el estudio realizado y la viabilidad
del de las blockchains en los protocolos de enrutamiento.
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