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Insinöörityön tavoitteena oli luoda sovellus, jolla voidaan tosiaikaisesti muokata 
olemassa olevan verkkopalvelun sivuja. Sovelluksen oli tarkoitus osittain korvata 
teknisesti vaativalla muokkauksiin suunnitellulla yleisellä merkintäkielellä tehtävät 
muokkaukset ja tarjota visuaaliset työkalut merkintäkielen luomiseen. Palvelun asi-
akkaalle sovelluksen tavoite oli alentaa käyttäjän kynnystä oman profiilisivunsa 
muokkaamiseen. 
 
Työssä käytettiin JavaScript-ohjelmointikielen olio-ohjelmointitoteutusta ja tutkittiin 
mahdollisuuksia käyttää kielen rakenteita olio-ohjelmointiin tosiaikaisten WWW-
sivun muokkausten tekoon. Työn toteutus tehtiin olioina käyttäen ohjelmointikielen 
laajennuksena tehdyn kehyksen näennäistä luokkapohjaista olio-ohjelmointimallia 
kielen tavanomaisen prototyyppeihin perustuvan oliomallin sijasta.  
 
Työssä toteutetulla sovelluksella on mahdollista muokata WWW-sivun ulkoasura-
kennetta muokkaamalla sen CSS-tyylejä (Cascading Style Sheets). Tyylien muok-
kaamiseen tehtiin graafinen käyttöliittymä käyttämällä JavaScript-ohjelmointikieltä 
ja HTML-merkintäkieltä (HyperText Markup Language) sekä muokkaamalla 
WWW-sivun oliorajapinnan avulla sivun merkintäkielen sisältöä tosiaikaisena. Li-
säksi insinöörityöraportissa esitellään ratkaisu eriaikaisen kuvanlisäystekniikan käyt-
töön sivuston ulkoasun muokkaamiseen.  
 
Työssä havaittiin, ettei CSS-tyylien muokkaaminen WWW-sivun oliorajapinnan 
avulla ole vielä tarpeeksi luotettavaa ja että tyylien käsittely muutoin on turhan työ-
läs tapa toteuttaa muokkaustyökalu toimivasti yrityksen kannalta järkevässä ajassa 
yrityksen senhenkiseen tilanteeseen suhteutettuna. Työssä tehtyä sovellusta aiotaan 
käyttää kuitenkin pohjana lopullisen sovelluksen toteuttamiseen, kunhan ajoitus ja 
tekniikka sopivat toteutuksen tekemiseen. 
 
Hakusanat olio-ohjelmointi, JavaScript, AJAX, tosiaikainen verkkosivun 
muokkaus, CSS, sosiaalinen media, yhteisöpalvelu 
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The purpose of this project was to create an application for real-time website altera-
tion. The application was intended to partially replace the existing method of modi-
fying web pages using a common, but technically challenging markup-language. 
From the end-users' point of view, the purpose was to lower the bar on creating a 
modification on their own profile page in the service used in the work. 
 
The project utilized the object-oriented methods of the JavaScript programming lan-
guage and explored the possibilities of using those methods in creating a real-time 
web-page alteration tool. The application was created using a virtual object model 
from a public framework, which was created as an extension for JavaScript extend-
ing the prototype-based object-model offered by the language. 
 
The created application can alter web pages by changing the CSS-markup (Cascad-
ing Style Sheets). The application has a graphical user interface using the JavaScript 
programming language and HTML-markup (HyperText Markup Language) and al-
tering the markup in real-time using the Document Object Model Application Pro-
gramming Interface (DOM API). Additionally, the project has a solution for asyn-
chronous file upload on a web page to alter the look and feel of the page. 
 
As a result it was noticed that altering CSS-styles for changing the web-page using 
the DOM API is not reliable enough and changing the look of the website by other 
means is way too cumbersome for creating an application for web-page modification 
in real-time. However, the created application will be used as a base for the final ap-
plication whenever the timing and technology has evolved enough. 
 
 
 
  
Hakusanat object-oriented programming, JavaScript, AJAX, real-
time, CSS, social networking 
Lyhenteet, käsitteet ja määritelmät 
 
DOM 
Document Object Model on alustasta ja ohjelmointikielestä riippumaton liittymä, joka 
sallii ohjelmien ja komentosarjakielten lukevan ja muokkaavan WWW-sivun sisältöä, 
rakennetta ja tyyliä [le Hégret 2005]. 
 
funktio 
Funktio on tietokoneohjelman suoritusalue, joka tekee laskennan käyttäen annettuja 
muuttujia ja palauttaa ohjelmalle tuloksen [function 2009]. 
 
HTML 
Hypertext Markup Language on yleisimmin WWW-sivujen esittämiseen käytetty mer-
kintäkieli. Tässä työssä käytetään HTML-termiä puhuttaessa sekä  vanhasta HTML-
kielestä että sen seuraajasta XHTML-kielestä. [XHTML2 Working Group Home Page 
2009.]  
 
kehys 
Kehys on luokkien tai olioiden joukko, joka kattaa abstraktin suunnittelumallin saman-
sukuisten ongelmien ratkaisuun. Kehyksen uudelleenkäytettävyysmahdollisuudet ovat 
yksittäisten luokkien uudelleenkäytettävyyttä laajemmat. [Johnson & Foote 1988.] 
 
metodi 
Metodi on olio-ohjelmoinnissa funktio, joka sisältyy olioon ja jonka on sallittu muutta-
van olion tilaa ja tietoa. 
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1  Johdanto 
Insinöörityön tarkoituksena on luoda IRC-Galleria-verkkopalveluun tosiaikainen verk-
kosivun muokkaustyökalu, jolla helpotetaan palvelujen käyttäjien mahdollisuuksia 
muokata omaa profiilisivuaan. Työkalun luonnilla pyritään lisäämään lisäarvopalvelu-
jen hankkimisen houkuttelevuutta käyttäjille, millä toivotaan olevan myönteinen vaiku-
tus lisäarvopalvelujen myyntiin. 
 
JavaScript-ohjelmointikieli on ollut mukana verkkosivujen toiminnallisuuden muok-
kaamisessa WWW-palvelujen yleistymisestä lähtien [Eich 2006]. Verkkopalvelujen 
monipuolistuessa myös ohjelmoitavat rakenteet monipuolistuvat ja niiden suunnittelu ja 
toteutus monimutkaistuu. Oliosuunnittelu ja -ohjelmointi tulivat helpottamaan moni-
mutkaisten ja laajojen järjestelmien toteutuksessa ja selkeyttämään eri osioita,  jaka-
maan selkeämpiä tehtäviä isommalle työryhmälle ja helpottamaan ylläpidettävyyttä ja 
päivitettävyyttä. Suomalainen IRC-Galleria-verkkopalvelu on ottanut JavaScriptin ak-
tiiviseen käyttöön palvelun käytettävyyden lisäämisessä. Työ perustuu palveluun kehi-
tettävän ominaisuuden luomiseen JavaScriptillä ottaen huomioon oliomallisen rakenteen 
ohjelmointitoteutuksessa. 
 
IRC-Galleria on vuonna 2000 käynnistetty internetissä toimiva sosiaalisen median pal-
velu, jossa käyttäjille tarjotaan mahdollisuus esitellä itseään kuvin ja tutustua toisiin 
käyttäjiin virtuaalisten kommenttien ja yhteisöjen avulla. Yhteisöllisten verkkopalvelu-
jen yhtenä tehtävänä on itsensä esittely, ja IRC-Galleriassa erottuminen muista on tär-
keä osa palvelun käyttäjäkokemusta. Palvelussa on ollut vuodesta 2003 käyttäjälle haas-
tava muokkaustyökalu, jossa on annettu mahdollisuus kirjoittaa sivun ulkoasun muok-
kaus CSS-tyyleinä (Cascading Style Sheets). JavaScriptin ja selainten sivupohjan olio-
mallin (Document Object Model eli DOM) kehitys ja niiden selainkohtaisen tuen yhte-
näistyminen on mahdollistanut sivun ulkoasun muokkaamisen myös graafisesti, käyttä-
jälle havainnollisemmin. Työn tavoitteena on kehittää käyttäjälle sivupohjan interaktii-
vinen muokkaustyökalu, jotta hankala tyylitiedoston kirjoittaminen ei ole vaatimus 
käyttäjää tyydyttävän muokkauksen aikaansaamiseksi. Lisäksi työssä keskitytään työka-
lun uudelleenkäytettävyyden mahdollisuuksiin tekemällä komponenteista HTML-
sivusta (HyperText Markup Language) riippumaton oliopohjainen kokonaisuus. 
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Sulake Dynamoid Oy on Habbo Hotellia kehittävän Sulake Oy:n tytäryhtiö, joka kehit-
tää yhteisöllisiä verkkopalveluja. Sulake Dynamoid on perustettu Dynamoid Oy:nä 
vuonna 2003, ja sen päätuote on IRC-Galleria. Lisäksi yritys ylläpitää ja kehittää sa-
maan alustaan perustuvia kansainvälisiä yhteisöpalveluja Euroopassa ja Australiassa. 
Yrityksessä on noin 50 työntekijää, joista noin puolet toimii teknisissä tuotekehitysteh-
tävissä.  
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2  Olioajattelu, oliosuunnittelu ja olio-ohjelmointi 
2.1  Olio-ohjelmoinnin tausta, kehittyminen ja perusajatus 
Olio-ohjelmointi on 1960–1970-luvuilla alkunsa saanut ohjelmointimalli. Sen yleisty-
minen alkoi 1980-luvun alkupuolella, ja se on nykyään yleisin ohjelmointimalli haasta-
vaan ongelmanratkaisuun [Budd 2003: 3].  
 
Olio-ohjelmoinnin perusajatusmallin kehittivät norjalaiset Ole-Johan Dahl ja Kristen 
Nygaard esittelemällä SIMULA I- ja SIMULA -67 -kielissään oliorakenteet: luokat, ali-
luokat (perinnän) ja virtuaaliset toimenpiteet (abstraktit luokat ja metodit). Simula-
kielten ensimmäinen käyttötarkoitus oli simulaatioiden suorittaminen, mutta se keräsi 
myös aikanaan suosiota yleisenä ohjelmointikielenä [Dahl & Nygaard]. Olio-
ohjelmoinnin toi yleisempään tietouteen Xerox PARC:n kehittämä Smalltalk-
ohjelmointikieli. Smalltalkia kehittäneen ryhmän vetäjä Alan Kay [1996] mainitsee 
Smalltalk-historiikissaan halunneensa kehittää helppotajuisen, selkeän ohjelmointikie-
len, joka olisi jopa lapsen omaksuttavissa. Kayn tulevaisuudenvisiossa tietokoneen 
käyttäminen edellytti kuitenkin sen ohjelmoinnin hallitsemista. [Kay 1996; Budd 2003: 
18–19.] 
 
Olio-ohjelmointi ei ole pelkästään ohjelmointiparadigma. Ennen oliomallinnusta ja olio-
ohjelmointia pitäisi oppia myös ajattelemaan oliosuuntautuneesti [Weisfeld 2009: 1–2]. 
Olio-ohjelmointi on ohjelmoinnin toteutusmalli, jossa ohjelman eri osat on hajautettu 
järkeviksi (itsenäisiksi) yksiköiksi, jotka toimivat keskenään muodostaen hierarkkisen 
kokonaisuuden. Jokainen itsenäinen yksikkö on jonkin luokan tai määritteen ilmentymä. 
Määritteet ja luokat ovat luokkahierarkian jäseniä ja yhdistyvät toisiinsa periytyvillä 
suhteilla. Ilmentymät viestivät keskenään välittäen tarvittavan informaation tai käsitte-
levän ohjelman eri osiota pyynnöstä. [Booch 2007: 41.] Olio-ohjelmoinnin keskeinen 
ajatusmalli on kuitenkin itsenäisen yksikön rakenne. Tavanomaisessa olioajattelussa 
olio koostuu sen rakenteen määritteestä, yleisimmin luokasta (class) ja siitä luoduista 
yksilöistä (instance). Luokka on erityistyyppinen olio, kuvaus siitä, mitä olio voi pitää 
sisällään ja tehdä, kun taas ilmentymä on yhdistelmä tietoa ja todellisia toimintoja olion 
sisältämästä todellisesta tiedosta. [Weisfeld 2009: 15.]  
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Luokkatyyppinen oliomalli ei kuitenkaan ole ainut tapa käsitellä olioita: esimerkiksi lu-
vussa 2.5 esitellään prototyyppiolioajattelu, jossa luokan käsite on hylätty ja mikä ta-
hansa olio voi toimia kuvauksena olion sisältämän tiedon laadusta ja sen toiminnoista. 
Luokka periyttää tietonsa eteenpäin erityisillä aliluokilla, joita voidaan myös kutsua lap-
siluokiksi. Aliluokkia käytetään informaation tai yleisten toimintojen uudelleenkäyt-
töön. Prototyyppimallissa informaatiota ei kierrätetä suoraan periyttämällä vaan dele-
goimalla informaatiota ja toimintoja prototyyppiketjussa. [Lieberman 1986: 219–221.] 
Olioajattelussa on kuitenkin olennaisinta, että tietotyypit kuljettavat sekä tietoa että kä-
sittelyyn tarvittavat työkalut olion mukana. Lisäksi oliolla tulee olla riittävän hyvä raja-
pinta oikeanlaisen tiedon välittämiseen olioiden välillä.  
 
Olio-ohjelmoinnissa kaikki ohjelmaan liittyvät osat ovat olioita. Olioiden perusajatuk-
sena on siis pitää sisällään sekä tieto että tiedon käsittelyyn vaadittavat toiminnot. Pro-
seduraalisessa ohjelmointiparadigmassa tieto tallennetaan näkyvyydeltään yhdenmukai-
siin muuttujiin ja niitä käsittelemään luodaan useita erilaisia funktioita, jotka sijaitsevat 
esimerkiksi kirjastossa tai moduulissa. Funktiot palauttavat vain käsittelyn lopputulok-
sen annettujen arvojen mukaan. Oliomallissa käsittelytoiminnallisuus olion sisältämälle 
tiedolle sisältyy olioon itseensä, ja tiedot ja toiminnot sekä olion tila kulkevat olion mu-
kana sen elinkaaren ajan. [Weisfeld 2008: 60.] Olio on kuitenkin lähtökohtaisesti myös 
kokonaisuus tai kappale, joka tuntee oman tilansa ja tavan käsitellä sitä [Harmon 2008: 
20]. 
 
Perusajatukseen liittyy vahvasti termi kapselointi. Kapseloinnilla tarkoitetaan olio-
ohjelmoinnissa tiedon tai rakenteiden kätkemistä niiltä osa-alueilta, joissa tieto tai tietoa 
tallentavat rakenteet voivat sisällöltään tai yksityiskohdiltaan muuttua, mutta rajapinnat 
pysyvät entisellään. Tällä rakenteella ohjelman komponentit voivat kehittyä sisäisesti, 
mutta toimivat edelleen yhteistoiminnassa vanhojen komponenttien kanssa sekä luovat 
selkeän lähtökohdan uudelleenkäytettävyydelle. Kapselointi onkin abstraktiota määri-
tettäessä selkeästi pääosassa. Kun olion tai luokan sisäisen toteutuksen yksityiskohdat 
on piilotettu  olion käyttäjältä, on ulospäin näkyvä rajapinta selkeämpi hallita ja olion 
käyttäjä näkee vain tarpeelliset osa-alueet, jotka ovat näkyvissä ulospäin. Olio-
ohjelmoinnin perustana onkin jaettujen, uudelleenkäytettävien kokonaisuuksien tiedon, 
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tietorakenteiden ja toiminnallisuuksien rajaaminen tarpeellisiin paikkoihin sekä käyt-
töönotto vain tarvittaessa ja hävittäminen tarpeen loputtua. [Craig 2007: 18–19.] 
2.2  Luokkarakenne ja abstraktio 
Olio-ohjelmoinnista puhuttaessa käsitellään yleisimmin luokkamallin olio-ohjelmointia. 
Luokkiin perustuva mallin lähtökohta on abstrahointi. Abstrahoinnilla jaetaan suunni-
teltava asia käsitteisiin, joilla katetaan tehtävän mallin yleisasiat. Näiden käsitteiden 
avulla voidaan jakaa kokonaisuus järkeviin uudelleenkäytettäviin pienempiin osiin tai 
kokonaisuuksiin. Antero Taivalsaari [Noble ym. 1999: 5] vertaa abstrahointia Platonin 
noin 1000 vuotta ennen ajanlaskun alkua kuvailemiin ideoihin, täydellisiin esimerkkei-
hin kaikista olemassa olevista kappaleista. Platonin ajatusten pohjana oli siis kuvaus 
(luokka) ja siihen perustuvat todelliset kappaleet (ilmentymä). 
 
Abstraktio ei nimensä mukaisesti ole niinkään konkreettinen asia vaan pikemminkin 
havainnollistava malli luokkapohjaisen olio-ohjelmoinnin ymmärtämiseksi ja ohjelman 
suunnittelemiseksi. Abstraktiot on jaettu usealle eri kerrokselle. Lähellä käyttäjää olevia 
komponentteja voidaan kutsua yhteisökomponenteiksi, joiden yhteistoiminta saa aikaan 
halutun lopputuloksen käyttäjälle näkyvällä tasolla. Näitä komponentteja ovat esimer-
kiksi käyttöliittymän osat tai muut palaset, joista saadaan suoraan käyttäjän luettavissa 
olevaa tietoa. Seuraavalla kerroksella ovat uudelleenkäytettävät kirjastot tai palvelun 
osat, jotka voidaan niputtaa erilliseksi osa-kokonaisuudeksi. Java-ohjelmointikielessä 
näitä kokonaisuuksia kutsutaan paketeiksi, C++-kielessä nimiavaruuksiksi. C-kielen 
moduulit ovat lähellä tätä ajattelumallia, vaikka C-kieli ei olekaan olio-ohjelmointia 
[Budd 2003: 27]. Abstraktiota voisi hyvin kuvailla käsitteellistämiseksi, jolla voidaan 
niputtaa selkeitä kokonaisuuksia yhteiseksi käsitemaailmaksi ja käsitellä niistä luotavia 
todellisia ilmentymiä matalalla tasolla samanarvoisina, mikä mahdollistaa erikoistumi-
sen ja tiedon yksityiskohdat korkeammalla tasolla.  
 
Oliomallia on hyvä havainnollistaa jonkin tunnetun kokonaisuuden jakamisella osiin. 
Timothy Budd [2003: 31] käyttää kokonaisuuden jakamisessa esimerkkinä autoa. Suu-
resti yksinkertaistettuna autossa on moottori, vaihteisto, ohjauskäyttöliittymä (ohjaus-
pyörä ja polkimet), akselisto ja ohjausnivelistö. Jokaista osaa ja yksikköä voidaan pitää 
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oliona tai luokkana. Ohjauskäyttöliittymä välittää tiedon esimerkiksi moottorille ja vaih-
teistolle, jotka välittävät toisilleen vain tarpeellisen tiedon, jonka mukaan koko ajoneu-
vo reagoi ohjaajan tekemiin toimenpiteisiin. Tällaista jakoa luokkiin kutsutaan has-a-
abstraktioksi, eli jokaisella luokalla on jokin ilmentymä kokonaisuudessa. Luokitteluun 
pohjautuvaa jakoa on helpompi havainnollistaa erilaisten kulkuvälineiden avulla: autoja 
voidaan pitää yhtenä luokkana, polkupyöriä toisena luokkana, jotka ovat molemmat 
pyörillä kulkevia kulkuvälineitä. Pyörälliset kulkuvälineet ovat siten yläluokka, josta 
sekä autot että polkupyörät periytyvät. Tällaista oliojakoa kutsutaan is-a-abstraktioksi, 
jossa jokainen olio on erillinen luokkansa ja erillinen abstrakti käsitteensä. Mainittu 
has-a-abstraktio on hahmottamista ja luokkajakoa komposition avulla, kun taas is-a-
abstraktio on jakoa pääasiallisesti perinnän avulla. Molemmille on käyttötarkoituksensa, 
mutta olio-ohjelmoinnissa on ollut tapana suosia suunnittelutyössä jompaakumpaa lä-
hestymistapaa [Weisfeld 2009: 130]. 
 
Olio-ohjelmoinnin suurin etu on sen selkeä rakenne. Hyvin suunnitellun olioilla toteute-
tun ohjelman rakenne on helppo määritellä, ennen kuin riviäkään koodia on kirjoitettu. 
Lisäksi selkeästi määriteltyjen kokonaisuuksien toimintaa on helppo testata: kun yksi-
köt antavat palautteena etukäteen määriteltyjä arvoja ja viestejä, ne voidaan testata pala 
kerrallaan ilman, että muuta kokonaisuutta on valmiina. Tätä keinoa kutsutaan yksikkö-
testaukseksi, joka on tehokkaimpia tapoja välttää ohjelmointivirheitä ohjelman suunnit-
telu- ja toteutusvaiheessa [Budd 2003]. Hyvänä etuna on myös hyvin suunnitellun olio-
ohjelman  ajonaikaisten prosessien suorasukaisuus. Tapauksessa, jossa selkeät rakenteet 
ovat etukäteen suunniteltuja ja tarvittava tieto kulkee mukana, on helppo viitata olioon 
ja tarjota sille sopivaa ennalta määriteltyä tietoa. Lisäksi muistinhallinta on pakotettua. 
Kun oliota ei enää tarvita, se voidaan poistaa ja sille varattu tila muistista voidaan vapa-
uttaa käymättä läpi kaikkia toisistaan riippuvia muuttujia erikseen. Virhetilanteiden 
välttämiseksi kannattaa kuitenkin tarkistaa, ettei oliota poistettaessa olioon ole jäämässä 
viittauksia muualla ohjelmassa. Joissain ohjelmointikielissä automaattinen roskienkeruu 
(garbage collection) hoitaa olioiden poistamisen ja huolehtii niiden välisistä riippu-
vuuksista.  
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Hyvässä ohjelmointitavassa ja oliosuunnittelussa on olennaista, että rajapinnat pysyvät 
mahdollisimman muuttumattomina ohjelman suunnittelun jälkeen koko ohjelman elin-
kaaren ajan [Weisfeld 2009: 49]. Abstrahoinnilla haetaankin mahdollisimman hyvää ti-
lanteen mallinnettavuutta ongelmaa ratkottaessa. Oliosuunnittelulla pyritään siis mallin-
tamaan ongelma abstraktien käsitteiden alle malleiksi, joita toteuttamalla saadaan aikai-
seksi toimivia kokonaisuuksia ja siten ohjelmoitua toimivia tietokoneohjelmia.  
 
Antero Taivalsaari [1996: 441–443] jakaa abstrahointitavat neljään eri lajiin, jotka riip-
puvat abstraktion päämääristä. Ensimmäisenä lajina Taivalsaari mainitsee luokittelu-
todentamisen. Oliot jaetaan luokkiin tai muunlaisiin yläkategorioihin niiden sisältämien 
ominaisuuksien perusteella ja otetaan käyttöön todentamalla eli luomalla ilmentymä 
oliosta. Luokittelu määrittyy ideaalisesti sellaisten ominaisuuksien perusteella, jotka ei-
vät ole muuttuvia tai kehittyviä ajan mittaan, tai vaikka niiden sisältö vaihtuu, itse käsit-
teet pysyvät samoina. Luokittelulla yksittäisten ilmentymän yksityiskohtien merkitys 
vähenee, ja se korostaa luokkien ominaisuuksia kokonaisuutena.  
 
Toisena lajina on koonti-purku eli käsite kompositio, jossa kokonaisuuksia voidaan ja-
kaa osiin tai kohdella osia sisältävinä kokonaisuuksina. Koonti piilottaa yksittäisten 
komponenttien merkitystä ja korostaa niiden keskinäisiä suhteita kokonaisuuden luomi-
seksi. Koontia käsittelen luvussa 2.4 yhdessä perinnän kanssa.  
 
Kolmas laji on yleistys-erikoistuminen eli jako yleisiin käsitteisiin ja sen suhteuttaminen 
yleiskäsitteen erikoistamisesta tarvittaessa. Yleistystä voidaan pitää perinnän ja poly-
morfismin aikaansaamana olio-ohjelmoinnin ominaisuutena, joka vähentää kategorioi-
den erilaisuuksia ja tuo esiin yleisten kategorioiden yhteisiä ominaisuuksia siten auttaen 
selkeyttämään esimerkiksi luokittelua. Polymorfismi ja perintä esitellään luvuissa 2.3 ja 
2.4.  
 
Viimeisenä abstraktion lajina esitellään ryhmittely-yksilöiminen, jonka Taivalsaari mai-
nitsee näistä lajeista vähiten ilmeiseksi. Ryhmittely on samankaltaista kuin luokittelu, 
mutta se ryhmittää luokkia enemmän niiden sisältämän tiedon tai tietorakenteiden sisäl-
tämien arvojen kuin ominaisuuksien perusteella. Taivalsaari sanookin ryhmittelyn muis-
  13 
tuttavan matematiikan joukko-oppia. Kuvassa 1 on esimerkit näistä abstraktion lajeista. 
Esimerkkiryhmittelyn välineenä on auto. 
 
 
Kuva 1: Abstraktion lajit esimerkkeineen [Taivalsaari 1996, 443]. 
2.3  Polymorfismi 
Ehkä olennaisin olio-ohjelmoinnin perusperiaatteista on polymorfismin käsite, joka 
mahdollistaa olioiden monikäyttöisyyden ja oliomallin monimuotoisuuden. Terminä po-
lymorfismi suoraan käännettynä tarkoittaa ”jotain, jolla on useita muotoja”. Käytännös-
sä se tarkoittaa toimintoja, jotka voidaan suorittaa useammalla eri perustyypillä tai oliol-
la välittämättä sen tyypistä. Tyypillisin olio-ohjelmoinnin esimerkki on mallintaa eläin-
tä, jota käsketään puhumaan. Oliona eläimellä kutsuttaisiin metodia puhu(). Kuitenkin 
se, mitä eläin sattuukaan sanomaan, riippuu täysin eläimestä. Koiran puhu()-metodi pa-
lauttaisi haukuntaa, sian puhu()-metodi röhkintää, kissa naukuisi ja niin edelleen. Ti-
mothy Budd [2003: 276] kutsuu tällaista polymorfismia ad hoc- eli tilannekohtaiseksi 
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polymorfismiksi, mikä on jo funktionaalisen ohjelmoinnin kautta tullut tutuksi ohjel-
moinnissa. Tällaista polymorfismia edustaa operaattorien ylikuormitus eli yhden ope-
raattorin käyttäminen moneen eri tarkoitukseen, kuten +-operaattorin käyttäminen yh-
teenlaskuun tai merkkijonojen yhteenliittämiseen. Olio-ohjelmoinnissa se on esitettävis-
sä metodien ylikuormituksella [Budd 2003: 113]. Kuvassa 2 on esimerkki metodin yli-
kuormituksesta, jossa samalla metodilla voi olla lukuisia eri käyttötarkoituksia riippuen 
sen parametrien sisällöstä.  
abstract class Luokka { 
 public metodiYksi (int yksiLuku) {} 
 public metodiYksi (int lukuYksi, double 
  lukuKaksi) {}  
 public metodiYksi(string merkkijonoYksi) {} 
} 
Kuva 2: Metodin ylikuormitus usealla parametrilla. 
 
Myös metodin ylikirjoitus perinnässä on tilannekohtaista polymorfismia, vaikka sitä 
voidaan myös kutsua sisällyttäväksi polymorfismiksi. Metodin ylikirjoituksella tarkoite-
taan samaa operaatiota, joka toimii eri toiminta-alueella. Toiminta-alueena siis toimii 
isäluokan metodi, jonka lapsiluokan metodi ylikirjoittaa.  
 
Polymorfismin muoto yleistäminen (generics) on tehokas keino luoda yleisiä työkaluja 
siten, että yleisempiin  malleihin tallennetaan tarkempia malleja. Yleistämistä tarvitaan, 
kun oliota käsitellään tasolla, jossa olion tyyppiä ei voida varmistaa mutta voidaan olet-
taa olioiden olevan samansukuisia ja toteuttavan samoja metodeja. Yleistystä toteute-
taan niin kutsutuilla malline-olioilla tai mallineluokilla, jotka ottavat parametreinaan 
tyypistä riippumattomia argumentteja. Heikosti tyypitetyt kielet eivät nimensä mukai-
sesti ota kantaa tyyppikäsittelyyn, joten yleistäminen toteutuu esimerkiksi JavaScriptis-
sä automaattisesti. Myös todellinen polymorfismi eli polymorfinen muuttuja on heikosti 
tyypitetyissä kielissä automaattinen ominaisuus. Polymorfiseksi muuttujaksi, kutsutaan 
muuttujaa, joka määritetään tyypiltään esimerkiksi isäluokan tyyppiseksi mutta toteute-
taan lapsiluokan olio. Polymorfismi itsessään ansaitsisi huomattavasti laajemman käsit-
telyn, mutta työn kannalta polymorfismin esittely on vain näiltä osin tarkoituksenmu-
kaista. 
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2.4  Perintä ja kompositio 
Perintää pidetään yhtenä suurimmista olio-ohjelmoinnin vahvuuksista, vaikka viimei-
simmät tyylisuunnat ovat vieneet oliosuunnittelua perinnästä pois ja korostaneet kom-
position merkitystä olio-ohjelmoinnissa ja oliosuunnittelussa [Weisfeld 2009: 129–130]. 
Perinnällä tarkoitetaan olio-ohjelmoinnissa abstraktimpien käsitteiden erikoistamista 
sopimaan tarkemmin käyttötarkoitukseensa. Perittyä luokkaa kutsutaan aliluokaksi. Pe-
rinnän avulla voidaan jakaa yleisimpiä toiminnallisuuksia luokkien ja ajonaikaisten oli-
oiden välillä kierrättämällä ohjelmakoodia. Perinnän avulla voidaan myös hyödyntää 
abstraktiota erikoistamalla yleisiä luokkia tarkemmiksi oikeassa paikassa. Perintä on 
selkeä esimerkki luvussa 2.1 esitetystä is-a-suhteesta. Oliosuunnittelussa on hyödyllistä 
ajatella, että jos kappale A on myös (is-a) kappale B, on kyseessä vahva ehdokas perin-
nälle [Weisfeld 2009: 131–136].  
 
Perinnällä saadaan siis aikaiseksi hierarkkinen jako käsitteisiin, joita suunniteltu ohjel-
ma tai komponentti voi sisältää. Perintää on paras kuvata esimerkein. Esimerkkinä voi-
daan pitää yläkäsitteenä myyjää, joka ottaa maksuksi rahaa ja antaa vastineeksi tuotteen. 
Samaa tekee kukkakaupan myyjä. Ottaa rahaa ja antaa kukkia vastineeksi. Lisäksi kuk-
kakauppias saattaa paketoida tai suojata kukat ennen niiden luovutusta, mutta esimer-
kiksi varaosamyyjä ei välttämättä tätä tee. Kukkamyyjä ja varaosamyyjä siis jakavat 
samoja toimintoja mutta toteuttavat ne eri tavalla. Varaosamyyjä saattaa myös toteuttaa 
käytetyn ajoneuvon arviointia, jota kukkien myyjä ei voi toteuttaa. Myyjä on siis yläkä-
site eli isäluokka ja kukkien myyjä ja varaosamyyjä alakäsitteitä eli lapsiluokkia. 
 
Lapsiluokka laajentaa siis isäluokan toimintoja ja on siten laajennus koko isäluokan si-
sältämiin ominaisuuksiin. Tarkemmin lapsiluokalla on kaikki isäluokan sisältämät omi-
naisuudet, kun ominaisuuksilla tarkoitetaan tietueita ja toimintoja sekä muita ominai-
suuksia, joita on vain lapsiluokalla. Toisaalta, koska lapsiluokka on erikoistuneempi 
versio isäluokastaan, se on myös supistettu joukko isäluokkansa sisältämästä joukosta.  
Ongelmia perinnässä tulee, kun abstraktion tarpeellinen taso ei käy ohjelman määritte-
lyssä selväksi ja vastaan tulee tapauksia, joissa erikoistunut tapaus ei voi toteuttaa peri-
aatteellisella tasolla isäluokan kaikkia toimintoja tai käyttää kaikkia ominaisuuksia. 
Esimerkkinä voidaan pitää isäluokkana lintua. Linnun perusominaisuuksiin kuuluvat 
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lentäminen ja liikkuminen jalan esimerkiksi hyppimällä. Strutsin tai pingviinin tapauk-
sessa ei lentäminen kuitenkaan ole mahdollista, ja ajatuksen tasolla olisi varsin kummal-
lista laittaa kumpikaan edes yrittämään lentämistä. On mahdollista yliajaa lapsiluokka-
kohtaisesti lentometodi esimerkiksi pingviinillä vaappumalla tai sukeltamalla, mutta täl-
löin käyttäytyminen ei enää olisi ennustettavissa ja olisi perin kummallista kutsua ping-
viinin lentometodia, kun tilanteessa täytyy sukeltaa. [Weisfeld 2009: 132.] 
 
Perintää suunniteltaessa eteen saattaa tulla tilanteita, joissa voisi kokea olevan hyödyl-
listä periyttää useampi luokka uudelle luokalle. Esimerkiksi palolaitoksen ensihoitaja on 
palolaitoksen palkkalistoilla ja noudattaa palomiesten sisäisiä toimintoja mutta on omi-
naisuuksiltaan lähempänä sairaanhoitajaa. Vaikka moniperintä  on konseptina erittäin 
vahva ja hyödyllinen työkalu, se kuitenkin lisää oliosuunnittelun ja oliomallien moni-
mutkaisuutta entisestään ja esimerkiksi Java-kielessä moniperintä ei ole mahdollista. 
Java ja moni muu olio-ohjelmointikieli on kuitenkin toteuttanut moniperinnän kaltaisen 
liittymätoteutuksen, jolla voidaan tuoda perinnän kaltaisia ominaisuuksia useista eri läh-
teistä yhdelle luokalle. Liittymät eivät kuitenkaan ole kokonaisia luokkia vaan abstrak-
teja kuvauksia, jotka eivät tarjoa toteutusta ominaisuuksilleen ja näin välttävät mahdol-
liset ristiriitatilanteet eri liittymien välillä. [Budd 2003: 263.] 
 
Has-a-abstraktiota voidaan kutsua myös kompositioksi. On luonnollista ajatella olioi-
den sisältävän toisia olioita, jotka taas sisältävät olioita. Auto sisältää moottorin, moot-
tori sisältää ruiskujärjestelmän, ruiskujärjestelmä sisältää neulan, ja ketju jatkuu tarpeen 
mukaan, kunnes koko komponentti on määritelty tarpeeksi tarkasti. Auto on ylipäätään 
klassinen esimerkki vaihdettavien, itsenäisten komponenttien merkityksestä. Henry 
Fordin luomaa autojen sarjatuotantolinjaa voidaan pitää oliomallin fyysisenä ilmenty-
mänä, sillä standardisoidut vaihdettavat osat ovat selkeä viitekohta suunnittelulle olioin 
[Weisfeld 2009: 135].  
2.5  Prototyyppimallin olio-ohjelmointi 
Prototyyppimallin käsitteen esitti Henry Lieberman tutkielmassaan [1986] ”Using Pro-
totypical Objects to Implement Shared Behaviour in Object Oriented Systems”  vuonna 
1986 esittelemällä filosofisen ongelman, joka koski luokittelua eli luokkajakoon pohjau-
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tuvaa oliomallia. Liebermanin mukaan luokat eivät kykene esittämään reaalimaailmassa 
esiintyviä käsitteitä. Koska tietokoneohjelmat usein tallentavat ja käsittelevät reaalimaa-
ilmassa esiintyviä asioita, tarvitaan siihen paremmin soveltuva ohjelmointimalli. Tut-
kielman mukaan voidaan ajatella jotain todellista, esimerkiksi elefanttia. Ajatellessaan 
elefanttia kuka tahansa ajattelee jotain tiettyä elefanttia, jonka on aikaisemmin nähnyt. 
Siten kuka tahansa pystyy kuvailemaan mitä tahansa elefanttia ajatuksen eli elefantin 
prototyypin perusteella kuitenkin niin, että esimerkiksi tarkat mitat tai muut ominaisuu-
det poikkeavat yksilöittäin. Mallissa siis mikä tahansa ilmentymä voi toimia minkä ta-
hansa toisen ilmentymän prototyyppinä ja muuttua tarkentumaan ilmentymän todellisen 
olemuksen mukaan. Vaihtoehdoksi luokkapohjaiselle oliomallille Lieberman tarjosi täl-
laisia prototyypitettyjä olioita, joissa siis luodakseen olion ei tarvitse tehdä oliota käsit-
teellistävää luokkaa vaan voidaan kuvailla prototyyppi, joka suoraan toimii toteuttavana 
oliona. Prototyypitetyt oliot siis muistuttavat käsitteellisellä tasolla luokkapohjaisen oh-
jelmoinnin ilmentymiä ilman kuvaavaa luokan yläkäsitettä.  
 
Liebermanin tutkielman jälkeen prototyypitettyjä olio-ohjelmointimalleja on esitetty lu-
kuisia, ja niiden tutkimuksen uskotaan edelleen lisääntyvän, sillä ne tarjoavat tehokkaan 
ja dynaamisen tavan käsitellä olio-ohjelmointia  vaihtoehtona jäykälle aristoteeliselle 
luokittelumallille [Noble ym. 1999: 5].  Merkittäviä kieliä ovat esimerkiksi ObjectLisp, 
Applen kehittämä NewtonScript ja Self, jonka malliin JavaScriptin oliomalli on kehitet-
ty.  
 
Prototyypit eivät toteuta olio-ohjelmoinnin peruskäsitteitä sellaisenaan. Koska abstrak-
tio on rajoitettu poistamalla luokittelu ja luokat käsitteenä täysin, muuttaa prototyyppi-
malli olio-ohjelmoinnin luonteen varsin perusteellisesti. Vahvaa tyypitystä tarvitsevan 
abstraktion puute mahdollistaa dynaamisen olion luonnin ja muuttelun, mikä johtaa oh-
jelmointitavoiltaan huomattavasti kokeellisempaan olio-ohjelmointiin, jossa oliot itses-
sään ovat selkeitä päätekijöitä [Noble ym. 1999: 70–71]. Tämä poistaa ympäristön ra-
joittuneisuutta ja mahdollistaa olioon keskittymisen, sillä uudentyyppiselle oliolle ei 
tarvitse kirjoittaa uutta luokkaa, vaan uuden olion voi luoda vanhan pohjalta samoin 
ominaisuuksin ja erikoistaa olioita suoraan ajonaikaisessa ympäristössä. Järjestelmälli-
sen abstraktion puute saattaa herättää kysymyksen toisen peruskäsitteen, perinnän, 
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mahdollisuuksista. Liebermanin [1986] alkuperäisen esityksen mukaan perintää ei to-
teuteta prototyyppimallissa, vaan se on korvattu delegaation käsitteellä. Delegaatiossa 
prototyyppi jakaa tietoja ja toiminnallisuuksia hierarkian sijaan delegaatiopolun avulla. 
Delegaatiopolussa olio välittää tuntemattoman pyynnön omalle prototyypilleen, joka vä-
littää pyynnön taas eteenpäin prototyypilleen ja niin edelleen. Ketjun kulkeminen jat-
kuu, kunnes ketjusta löytyy pyynnölle vastaus tai kunnes vastaan tulee prototyypitön 
olio. Vastaus palautetaan ketjussa alaspäin ja käsitellään kunkin ketjun osan mukaisesti.  
 
Prototyyppien luonti kopioimalla pakottaa oliot lähtötilanteeltaan samanlaisiksi kopi-
oinnin jälkeen. Tarvittavien ominaisuuksien lisäämiseksi prototyypitetty malli tarjoaa 
laajentamistoiminnallisuuden, joka yleisimmissä kielissä onnistuu käskyllä extend. Laa-
jentaminen antaa oliolle alkuperäisestä prototyypistään poikkeavia toiminnallisuuksia, 
ja siten se on laajenne alkuperäisestä oliosta ja selkeästi erikoistunut yksilö samanlais-
ten prototyyppien ryhmityksessä. Se toteuttaa samanlaisia rakenteita kuin luokkapohjai-
sen olio-ohjelmointimallin abstraktio.  
 
Prototyypitetyn oliomallin etuna luokkapohjaiseen oliomalliin verrattuna on ehdotto-
masti sen suoraviivaisuus. Prototyyppimallin ei tarvitse tehdä eroa luokan ja ilmenty-
män välille, ja käsitteiden määrä vähenee, kun kaikki luodut kappaleet ovat toimivia oli-
oita. Prototyyppimalli pakottaa myös alustamaan olion sisältämän tiedon eli olion 
muuttujat sen luonnin yhteydessä eikä luokkapohjaisen olio-ohjelmoinnin tapaan luokan 
instantoinnissa. Instantoinnilla tarkoitetaan vaihetta, jossa käsitteellisestä luokasta luo-
daan todellinen ilmentymä ja käsiteltävä olio. Oliolla on siis aina tiedossa sen sisältämä 
tieto sekä olion tila, eikä metatietoa käsittäviä ylimääräisiä vaiheita tarvita. 
 
Prototyyppejä käyttäviä kieliä on useita erilaisia, ja niiden kehitys on vielä kesken. Mo-
nella mallia toteuttavalla kielellä on erilainen tapa käsitellä prototyyppejä. Toiset nou-
dattavat suoraviivaista linjaa, jossa on yhdentyyppisiä olioita, jotka viestivät yhdellä ta-
valla. Osalla taas on kahdentyyppisiä olioita, ja kaksi tapaa viestiä. Kahdentyyppisiä 
olioita sisältävissä kielissä toinen tyyppi on usein kuvaus tai meta-tyyppinen olio, joka 
on jo hyvin lähellä luokkamallin olio-ohjelmointia. Näiden kahden mainitun prototyyp-
pimallin lisäksi on olemassa niiden välimuotoja. Näitä erilaisia prototyyppimalleja Cris-
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tophe Dony, Jacques Malenfant ja Daniel Bardou käsittelevät tutkielmassaan ”Classi-
fying Prototype-Based programming Languages” [Noble ym. 1999: 22–45].  
 
Dony ym. [Noble ym. 1999: 20–23] esittävät prototyypitetyn oliomallin olevan jatkoke-
hitystä kehysperusteisten ja Actor-tyypin olio-ohjelmointimalleista. Kehysmallissa ke-
hys on kokoelma ominaisuuksia ja niille asetettuja arvoja eli valmis olio. Kuitenkin yk-
silöinti tapahtuu niin kutsutulla erikoistuneella kuvauksella, jolla on viite kehykseen eli 
yksilön ”prototyyppiin”. Erikoistunut kuvaus vain ylikirjoitetut tai laajennetut  ominai-
suudet. Actor-tyypin kielet taas esittelivät kloonaamisen (viitteen kopioinnin) olion 
luonnin välineenä ja perintämallina delegaation. Actor-kielten delegaatiomalli onkin al-
keellinen versio nykyisten prototyypitettyjen kielten perintää korvaavasta delegaatiosta.  
 
Prototyyppien etu on kielen selkeä yksinkertaistus, kun ylimääräinen meta-oliotyyppi 
on poistettu kielen syntaksista. Koska olioiden ja luokkien käsitteet on yhdistetty, on 
myös metodien ja sisältökenttien erottelu usein tarpeetonta. Molempia voi päivittää va-
paasti suorituksenaikaisessa prosessissa ja antaa vapautta olion käsittelyyn sen ohjel-
moinnin puitteissa. Vasta-argumenttina on kuitenkin tämän yksinkertaistuksen vaikea-
selkoisuus. Vain tapauksissa, joissa yhdentyyppisiä olioita tarvitaan yksi kappale suori-
tettavaa tehtävää kohden, on tarvetta muuntaa olioita yhtä joustavasti. Kun sallitaan dy-
naamisen olion muuttelu vapaasti, painolastina on semanttinen monimutkaisuus, jonka 
seuraaminen on vaikeaselkoista kokeneellekin ohjelmoijalle. Vain harvalla ohjelmoijal-
la on kykyä mallintaa ja suunnitella etukäteen yhtä dynaamista oliomallia. Voitaisiinkin 
sanoa, että kokeelliseen ad hoc -ohjelmointiin prototyypitetty malli on omiaan, kun etu-
käteen ei oikeastaan olla varmoja, mitä ollaan tekemässä. [Bruce 2002: 95–102.] 
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3  JavaScript-ohjelmointikieli 
3.1  Tausta ja kielen peruskuvaus 
Nykyinen JavaScript on rakentunut Netscape Inc:ssä työskennelleen Brendan Eichin 
aloittamalle komentosarjakielelle. Kieltä kutsuttiin kehitysvaiheessa nimellä Mocha, ja 
lähellä julkaisua nimestä oli vahvimmin tulossa LiveScript. Java-kielen suosio 1990-
luvun puolivälissä kuitenkin sai Netscapen johdon nimeämään kielen JavaScriptiksi, 
minkä vuoksi myös kielen syntaksia kehitettiin lähemmäksi Javaa. Asiantuntijat ovat 
kritisoineet tätä kielen popularisoimisyritystä sen ensimmäiseksi suureksi virheeksi, jo-
ka oli lähes tuhota koko kielen ja sitä seuraavan yhteisön. Microsoft loi pääkielen rin-
nalla omaa JScript-toteutustaan, joka ei ollut alun perin yhteensopiva pääkielen kanssa. 
Tästä syntyivät niin sanotut selainsodat, joita Paul-Peter Koch kutsuu toiseksi virheeksi, 
joka oli saada koko yhteisön luopumaan kielestä. [Koch 2006: 131–136.] 
 
Netscape luovutti toteutuksensa ja patenttinsa vuonna 1996 Ecma Internationalille, joka 
lähti yhteistyössä muun muassa Microsoftin ja Adoben kanssa rakentamaan komen-
tosarjakieltä ECMAScript-nimellä (Ecma Projekti T39-TG1) [Eich 2007]. Ecma Inter-
national on kansainvälinen voittoa tuottamaton organisaatio, joka on sitoutunut kehittä-
mään informaatio- ja viestintäalan sekä kuluttajaelektroniikan standardeja ja teknisiä 
suosituksia. Ecman jäsenistöön kuuluvat esimerkiksi kaikki suurimmat selainkehittäjä-
yhtiöt ja lukuisia tekniikan alan pioneeriyrityksiä [Ecma 2009]. ECMAScript-kielen 
pohjalta Adobe on kehittänyt ActionScript-komentosarjakieltään Flash-tekniikkansa yh-
teydessä. Standardisoinnin ansiosta Microsoft on kehittäny JScript-toteutustaan lähem-
mäs yleisen JavaScript-suosituksen suuntaan [Koch 2006: 140–141]. Ensimmäinen lai-
tos ECMA-262 -standardista hyväksyttiin kesäkuussa 1997. Toinen laitos standardoitiin 
rinnakkain ISO/IEC-standardiksi ISO/IEC 16262 huhtikuussa 1998 ja tuorein, kolmas 
laitos on hyväksytty tammikuussa 1999 [ECMA-262 Language Definition].  
 
JavaScript 2.0 on tarkoitus kehittää käyttäen pohjatoteutuksena ECMAScript-standardin 
neljättä laitosta. Kuitenkin Microsoft on ottanut käyttöön ECMAScript-standardia laa-
jemman toteutuksen JScript.NET-komentokielellensä. Microsoftin lisäksi myös Adobe 
on toteuttanut ActionScript 3 -komentokielensä paljon laajemmaksi, kuin nykyinen 
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ECMAScript-standardi sallii toteutettavan. Etenkin juuri olio-ohjelmointimallia on ke-
hitetty molemmissa toteutuksissa noudattamaan luokkapohjaista oliomallia prototyypi-
tetyn sijaan. Brendan Eich [2007] kritisoi tätä yritystä koko standardin rampauttamisek-
si, sillä kumpikin ”omin päin“ tehdyistä toteutuksista on ”kyhäelmä” vanhan päälle, ei-
kä todellinen käytettävä luokkatoteutus. 
 
JavaScript on heikosti tyypitetty ohjelmointikieli. Heikosti tyypitetty tarkoittaa, ettei 
kieli pakota määrittämään muuttujalle tyyppiä vaan antaa sijoittaa muuttujaan mitä ta-
hansa perustyyppiä olevan tietorakenteen tai perustyypin, ilman että kielen kääntäjä tai 
JavaScriptin tapauksessa yleisemmin tulkki joudu virhetilanteeseen tyyppiesittelyn 
puuttuessa [Crockford 2008: 3–4]. Vahvasti tyypitetty ohjelmointikieli vaatii aina tyy-
pin määritystä, kun muuttuja esitellään ohjelmakoodissa. Kuvassa 3 näkyy vahvasti ja 
heikosti tyypitetyn muuttujan esittelyn eroavaisuus. Ensimmäisessä esimerkissä määri-
tetään muuttuja int- eli kokonaislukutyyppiseksi, jälkimmäinen esimerkki taas esittelee 
muuttujan, joka voi olla minkä tahansa tyyppinen muuttuja. JavaScriptille voi myös esi-
tellä muuttujan var-avainsanalla, ja etenkin muuttujan näkyvyyden määrittelyn kannalta 
sen käyttö on suositettavaa.  
Java 
int uusiNumero = 5; 
JavaScript 
uusiNumero = 5; 
 
3.2  Olion rakenne 
JavasScript noudattaa oliomallissaan prototyyppiolioajattelumallia. Prototyyppipohjai-
nen olio-ohjelmointi on ohjelmointimalli, jossa kunnollisia luokkia ei ole olemassa, 
vaan oliot luodaan kopioimalla olemassa olevia ilmentymiä, jotka toimivat olioiden pro-
totyyppinä eli perusmallina. Uudet olioluokat luodaan laajentamalla (extend) varhaise-
sen prototyypin rakennetta antamalla olion niminen konstruktori ja tallentamalla olion 
Kuva 3: Uuden kokonaislukumuuttujan esittely Java- ja JavaScript-
ohjelmointikielillä 
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sisältämä tieto siihen. Ecma [1999: 2] määrittelee ECMA-262:n eli ECMAScriptin oli-
on järjestämättömäksi kokoelmaksi määritteitä (property), joista jokaisella on nolla tai 
enemmän ominaisuuksia (attribute).  
 
Perusrakenteena toimii object-alkeistyyppi, johon kaikki luokat pohjautuvat. ECMA-
262 määrittää sille perustoiminnallisuudet ja tietorakenteet, joilla olion voidaan tunnis-
taa olioksi vaikka luokkia ei ole. Lisäksi object-tyypillä on perustoiminnallisuuksia 
valmiina helpottamaan olion käsittelyä ohjelman ajonaikaisten rutiinien tuottamiseksi. 
Olion laajentaminen olemassa olevasta ilmentymästä sallii olion ilmentymän (prototyy-
pin) muuttamisen ja muuttaa samalla myös oliosta periytyneitä rakenteita lisäten niihin 
muutokset samanaikaisesti. Luokkapohjaisessa mallissa ilmentymän muutokset muutta-
vat vain kyseistä ilmentymää. Kuvassa 4 esitetään, miten prototyypille annetaan metodit 
jälkikäteen kutsumalla konstruktorin prototyyppiä ja antamalla sille funktioina lisää me-
todeja olion elinkaaren aikana. [Ecma 1999: 2–3].  
function Code(param, param2, param3) = { 
 this.param1 = param1; 
 this.param2 = param2; 
 this.param3 = param3; 
 this.bool = true; 
} 
 
Code.prototype.handler = function(switch) { 
 // Ensimmäinen olion Code prototyyppimetodi, 
  koskee kaikkia Code-oliosta luotuja olioita 
} 
Kuva 4: Prototyypin luonti ja metodin lisääminen prototyypille. 
 
Oliolle voi lisätä metodeja suoraan, viittaamatta prototyyppiin, jolloin metodi pysyy 
vain kyseisellä ilmentymällä oliosta. Kuvassa 5 on esimerkki metodin lisäämisestä suo-
raan oliolle ilman prototyypille lisäystä. 
 
var instanceObject = new Code(1, 2, 3); 
instanceObject.anotherHandler = function(var) {} 
 
Kuva 5: Metodin lisääminen olion ilmentymälle. 
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Kuten luvussa 2.5 mainittiin, olio luodaan joko kutsumalla olion konstruktorina toimi-
vaa funktiota tai kietomalla olio kutsumalla avainsanaa new Object(arvo), jossa arvo voi 
olla mikä tahansa alkeistyyppi. Tällöin muuttuja, johon olio on luotu, saa olion käsitte-
lyyn tarvittavat ominaisuudet sekä sisäisen arvon (value), joka sisältää annetun arvon. 
 
Prototyyppimallin periytyminen ei toteuta perintää kuten luokkamallissa, vaan se ”mat-
kii” perintää mukailemalla erityisellä muuttujalla, joka periytymättömällä oliolla osoit-
taa null-arvoon ja periytyneellä oliolla isä-olioonsa. Periytyminen tuo luonnollisesti 
mukanaan isä-olion toiminnallisuuden ja viittaukset sen sisältämään tietoon. Olio itses-
sään on kokoelma nimi-arvopareja, jossa nimi on oliomuuttuja ja arvo voi olla joko 
primäärityyppi tai funktio. Lisäksi oliolla on muutamia piilotettuja ominaisuuksia, jotka 
viittaavat sen suhtautumiseen muun ympäristön kanssa, kuten prototyyppi-linkki, joka 
osoittaa toiseen olioon, josta kyseinen olio on periytetty. Linkki sisältää tiedon, missä 
olion prototyypin perustiedot ovat. [Horwat 2006: 3.]  
 
Olion ominaisuuksiin päästään käsiksi Java-kielen tyyppisellä pistenotaatiolla. Olion x 
ominaisuuteen p viitataan  notaatiolla x.p, joka palauttaa joko ominaisuuden p arvon tai 
metodin p palautusarvon. Jos oliolle itselleen ei ole määritetty muuttujaa tai metodia p, 
sitä etsitään olion prototyypiltä ja löydettäessä palautetaan prototyypin muuttuja tai me-
todi. Annetaan y:n olla x:n prototyyppi. Jos y:llä ei ole arvoa, sitä etsitään y:n prototyy-
piltä ja niin edelleen, kunnes päästään Object-rakenteeseen. Jos arvoa ei ole löytynyt, 
palauttaa JavaScript määritteen undefined, määrittelemätön. Olioon voidaan myös viita-
ta kuten assosiatiiviseen taulukkoon eli antamalla oliolle hakasuljenotaatiolla x[p], jossa 
p on lauseke, joka voi saada arvokseen merkkijonon tai on muunnettavissa merkki-
jonoksi, jos p:n tarjoama merkkijono täsmää olion muuttujaan tai metodiin. Näin oliota 
voi käsitellä kuin taulukkoa; kielessä taulukon voikin mieltää olioksi, jonka ominaisuu-
det ovat nimetty numeroin järjestyksessä. [Horwat 2006: 3–4.] Tästä syystä olio on 
helppo sekoittaa assosiatiiviseen taulukkoon. Assosiatiivinen taulukko onkin siten 
muunnettavissa olioksi lisäämällä sen prototyypiksi Object-tyyppi. 
 
Olio luodaan yleisimmin kuten useassa muussa kielessä avainsanalla new, tosin viittaa-
malla luotavan olion muuttujanimeen. JavaScript-olio kuitenkin voidaan luoda kutsu-
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malla ennalta luotua prototyyppiä nimellä tai tyhjästä. Koska luokkia ei ole, vaan proto-
tyyppinä voi toimia mikä tahansa olio, käy JavaScript-luonti läpi prototyyppiolion ja 
sen prototyypit järjestyksessä rakentaakseen olion koko toiminnallisuuden uudelle oliol-
le. Kuvassa 6 on karkeasti yksinkertaistettu olion luontiprosessin malli, jossa verrataan 
prototyyppiolion luomista luokkapohjaiseen oliomalliin.  
 
 
Kuva 6: Prototyyppiolion luontiketju ja luokkaolion luontiketju. 
 
Kuvan mallissa kiinteällä värillä merkitty kuvio on olio, jota ohjelma voi käyttää toteu-
tuksen aikana, kun taas ääriviivat edustavat ideaalista oliota, joka vaatii todellisen toteu-
tuksen, ilmentymän sen käyttöön. Metodilla addFeatures(); havainnollistetaan toimin-
nallisuuksien tai ominaisuuksien lisäämistä ilmentymälle ilman, että prototyyppiin tar-
vitsee tehdä muutoksia toisin kuin luokkamallissa. 
 
Funktionaaliseen ohjelmointiin tottuneelle saattaa tulla yllätyksenä, että JavaScriptin 
funktiot ovat myös olioita, jotka linkittyvät Function.prototype-prototyyppiin, joka taas 
on linkitetty Object.prototypeen eli kantaolion prototyyppiin. Oliot luodaan kutsumalla 
function()-konstruktoria, joka luo automaattisen kopion funktio-oliosta. Koska olioiden 
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metodit ovat funktio-olioita, ei kielessä ole eroavaisuutta metodien ja muuttujien välillä 
olion sisällössä. Lisäksi, koska funktiot ovat olioita, funktioilla voi olla omia metode-
jaan, jotka taas voivat sisältää metodeja. Ainoa poikkeavaisuus funktio-oliossa on, että 
sitä voidaan kutsua suorittamaan sen sisäinen järjestys koodina, jota ei muunlaisella oli-
olla saa tehtyä. [Crockford 2008: 49.] 
 
Paljon hämmennystä aiheuttaa kielen muuttujien näkyvyyden määrittely. Tavanomaisis-
sa kielissä muuttujien näkyvyys määritellään ohjelmalohkoihin, eli muuttujan elinikä on 
lohkon ajoaika, toisin sanoen useissa ohjelmointikielissä {}-merkkien välinen osio. Ja-
vaScriptissä muuttujan näkyvyys on oliokohtainen, eli myös funktiokohtainen. Muuttu-
jan määrittely on siksi tehtävä aina olion alussa. Samasta syystä olioon viittaava pseu-
domuuttuja this on kielessä hankala hallittava. This saattaa viitata toivottuun olioon, 
olion metodiin, olion sisältävään olioon, metodin sisältävään funktioon tai pahimmassa 
tapauksessa globaaliin eli koko ohjelman yleiseen olioon, johon kieli tallentaa kaikki 
näkyvyydeltään määrittämättömät muuttujat.  
 
ECMAScriptin 4. laitokseen pohjautuvassa JS2.0:ssa on tekeillä luokkapohjainen 
oliorakenne. Muutosta on perusteltu muun muassa prototyyppioliomallin hankaluudella 
ja sovelluskehittäjien tottumattomuudella tällaiseen ohjelmointitapaan. JavaScriptin 
yleisyyden takia yleinen toive sitä käyttäviltä olisi tuoda helpommat työkalut yleisem-
pään käyttöön. Prototyyppimallia kritisoidaan sen vaikeaselkoisuuden takia. Mallin 
kanssa on hankala käyttää esimerkiksi tyypillisimpiä oliosuunnittelumalleja [Crockford 
2008: 12]. 
3.3  Kehykset ja oliomallilaajennukset 
JavaScriptille on tehty laajennuskehyksiä, jotka laajentavat tai helpottavat oliomallin to-
teuttamista tai nopeuttavat prototyypin muokkaamista suoraan ilmentymästä. Kehykset 
tarjoavat lukuisia työkaluja verkkosivun käsittelyyn. Työssä käytetty Prototype-kehys 
on kuvailtu tarkimmin, mutta Dojo-kirjasto tarjoaa hieman erilaisen lähestymistavan 
näennäisten olioiden toteuttamiselle. Mainitsen myös muutama merkittävän kirjaston, 
jotka eivät keskity oliomallin muokkaamiseen vaan pelkästään käyttöliittymäkokemuk-
seen. 
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Prototype 
Prototype on toiminnallisuuskehys eriaikaisten JavaScript- eli AJAX-kutsujen (Asynch-
ronous JavaScript and eXtensible Markup Language - XML) ja HTML-DOM-
muokkausten helpottamiseksi. Prototype laajentaa JavaScript-kielen oliomallia tuomalla 
olio-ohjelmointiin laajennetun perintämallin ja tarjoaa HTML-DOM-käsittelyyn val-
miiksi luotuja selaimesta riippumattomia tai selainten eroavaisuudet etukäteen hallitse-
via käsittelyfunktioita. Prototype tarjoaa myös työkalut selaintapahtumien käsittelyyn, 
minkä takia se on suosittu etenkin käyttöliittymällisen selainohjelmoinnin tekemiseen.  
 
Prototype-kehyd laajentaa JavaScriptin oliomallia tuomalla näennäiset luokat JavaSc-
ript-ohjelmointiin. Käytännössä kehyksen olion luominen automatisoi oliorakenteen 
luomista, jotta olion luonti ja käsittely olisi kehittäjälle mahdollisimman helppoa ja esi-
merkiksi dynaamisten muuttujien ja metodien käyttö helpottuisi olioiden eri ilmentymil-
lä. Prototype pyrkii siis tuomaan luokka-ajatteluun tottuneelle ohjelmoijalle työkalut 
luokkamalliseen ohjelmointiin prototyypitetyllä kielellä, käyttäen prototyypitetyn kielen 
etuja hyväksi ilman laajempaa opettelua. Kuitenkin, koska JavaScriptin mahdollisuudet 
liittyvät paljolti prototyypitetyn olio-ohjelmoinnin vahvuuksiin, voidaan kyseenalaistaa 
Prototype-kehyksen käsittelyfunktioiden hyöty JavaScript-ohjelmoinnissa.  
 
Prototype käyttää luokan luomiseen Class.create()-metodia, joka palauttaa muuttujaan 
klass-tyyppisen olion, sillä class-avainsana on varattu JavaScriptissä myöhempää käyt-
töä varten. Käytännössä Class.create() ei luo oikeata luokkaa, vaan ajaa luodulta oliolta 
initialize()-nimisen metodin, jonka tarkoitus on käyttäytyä luokkapohjaisen luokan kon-
struktorin tavoin. Kaikki initialize()-metodin lisäksi Class.create()-metodille annetut 
metodit ja arvot lisätään luokalle metodeiksi tai arvoiksi laajentamalla oliota käytännös-
sä jälkikäteen mutta automaattisesti. Prototype myös lisää näennäiselle luokalle viitta-
uksen isä-luokkaansa, jos sille annetaan parametriksi ennalta määritelty luokka. Samalla 
se lisää isä-luokan aliluokkataulukkoon viittauksen aliluokaksi. Näin käytössä on perin-
nän tapainen viittaustaulukko. Douglas Crockford [2008: 49] kritisoi tätä lähestymista-
paa vaaralliseksi. Crockfordin mukaan tuloksena on nippu konstruktoriolioita, jotka 
leikkivät luokkia, mutta saattavat käyttäytyä täysin odottamattomasti luokkiin tottuneel-
le ohjelmoijalle. Edelleen yksityisiä muuttujia olioilla ei ole, vaan kaikki ominaisuudet 
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ovat julkisia ja minkä tahansa ohjelmakohdan käsiteltävissä, jossa olio on tunnettu. Tär-
keää on huomata, että olion voi luoda myös ilman new-avainsanaa, jolloin this-
näennäismuuttuja viittaa globaaliin olioon ja saattaa aiheuttaa ohjelmassa erittäin vaka-
via sivuvaikutuksia tai ohjelman täyden toimimattomuuden. Tässä tapauksessa kääntäjä 
tai tulkki ei tarjoa virheilmoitusta olion luonnissa ja virheen huomaaminen jää ohjel-
moinnin ohjelmalistauksen lukutaidon varaan.  
Dojo 
Oliomallia laajentavista kehyksistä on mainittava Dojo-toolkit-kehys, joka myös pyrkii 
tuomaan näennäiset luokat JavaScript-toteutukseen. Kehyksellä on Dojo-oliolle decla-
re-niminen metodi, joka luo uuden olion ja liittää siihen tarvittaessa ”isä-luokka”-olion, 
alustusfunktion ja metodit olion prototyypille. Prototype-kirjaston tapaan Dojo-kirjasto 
tuo laajennukseen automaattisen komennon extends, joka tekee prototyypityksen kloo-
nausoperaatiot automaattisesti ja alustaa tyhjät muuttujat tarvittaessa. [Harmon 2008: 
19]. 
 
Kirjastolla on vastaus myös moniperintään mixin-metodilla. Mixin on kirjaston toimin-
to, joka rakentaa syötteinä tulleista olioista uuden olion yhdistämällä niiden ominaisuu-
det keskenään. Dojo käyttää olioiden käsittelyyn merkkijonoja, mikä saattaa aiheuttaa 
hämmennystä. Merkkijonot kirjasto käsittelee koodiksi, sillä JavaScript-
ohjelmointikielenä sallii merkkijonon suorittamisen ohjelman ajonaikaisena koodina. 
Dojo-kirjaston olion käsittelytavat eivät ole yhtä kehittyneitä kuin esimerkiksi edellä 
mainitun Prototype-kirjaston, mutta silti ne auttavat prototyyppeihin tottumatonta oh-
jelmoijaa luomaan hierarkkisen rakenteen riittävällä tasolla sovelluksen tekoon. 
Käyttöliittymärajapintaan keskittyneet laajennuskirjastot 
Yksi merkittävä JavaScript-toiminnallisuuskehys on nimeltään jQuery, joka on edellä 
esitellyn Prototype-kehyksen rinnalla kiinnostavin kirjasto. JQuery on moniin eri toi-
mintoihin suunniteltu JavaScript-laajennuskirjasto. Se keskittyy pääasiallisesti DOM-
puun muokkaamiseen ja AJAX-kutsuihin eikä ota kantaa oliomallin luomiseen. JQuery 
luottaa prototyypitetyn mallin riittävyyteen JavaScript-ohjelmoinnissa. Yahoo tarjoaa 
YUI-kirjastoa, Microsoft ASP.NET-kirjastoa ja Google WebToolKit-kirjastoa, jotka 
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keskittyvät samanlaisiin toimintoihin kuin jQuery eivätkä ota kantaa oliomallin näen-
näiseen laajentamiseen. 
 
Prototypeen voi liittää käyttöliittymätyökaluiksi script.aculo.us-kirjaston, jolla saa  
käyttäjärajapintaan tehosteita samaan tapaan kuin edellä mainituilla kirjastoilla, mutta 
perustoiminnallisuuksiltaan Prototype ei ole keskittynyt käyttöliittymärajapinnan toi-
mintoihin. 
3.4  Oliomallin hyödynnettävyys 
Olio-ohjelmointia ajatellaan ja määritellään useimmiten luokkamallin mukaan. Ennen 
työn aloittamista en ymmärtänyt prototyyppimallia oliomalliksi ollenkaan. Työn edetes-
sä kävi selkeästi ilmi, ettei luokkajärjestelmä olekaan ainoa tapa ajatella olioin tai suun-
nitella olioin. Prototyyppimalli kuitenkin toteuttaa olio-ohjelmointiajattelun perusaja-
tuksen, jossa kaikkia jäseniä kohdellaan olioina ja pääohjelman tietotyypit toteuttavat 
olioajattelua kantamalla sekä tietoa että sen käsittelyyn tarvittavat työkalut eli metodit. 
Prototyyppimalli myös toteuttaa polymorfismin ja tarjoaa käytettävät, joiltakin osin jopa 
loogisemmat vaihtoehdot niin perinnälle kuin kapseloinnille. Olio-ohjelmointi ei ota 
kantaa tyypityksen vahvuuteen, mutta heikko tyypitys luo omat haasteensa etenkin tie-
don piilottamisen osalta.  
 
JavaScript-ohjelmointikielen pahimmat heikkoudet ovat tyypityksen puuttuminen ja nä-
kyvyyden määrittämisen hankaluus. Oliomallin ajatuksena on luoda selkeitä 
kokonaisuuksia, joilla on tarkat rajat toteutuksen rajapinnan ja toteutuksen sisäisten 
toimintojen välillä. JavaScriptin kanssa olioiden kaikkia elementtejä voidaan käsitellä 
mistä tahansa kohdasta ohjelman ajoaikaa. Tämä kapseloinnin rampauttava toimenpide 
on mahdollista kiertää erinäisin virityksin, mutta selkeää tapaa kielessä ei suoranaisesti 
ole. Muuttujien kietominen anonyymeihin funktioihin on mahdollista, mutta siitä 
seuraisi vaikeasti luettava ”metodi metodin sisällä” ja luokkamuuttujien hakeminen 
sisäisesti hankaloituisi merkittävästi. Koska kaikki funktiot ovat olioita, on kyseessä 
yksi muistia varaava kappale luotavaksi ajonaikaisesti. Koska muistinhallintaan ei 
varsinaisesti käyttäjää pakoteta, on taas kyseessä sopimuskysymys todellisen 
ohjelmallisen käytännön sijaan. Lisäksi, koska kielen ominaisuuksiin vaikuttaa 
kuuluvan globaalin avaruuden käyttö muuttujien näkyvyysalueeksi, tuntuu yleinen 
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näkyvyysalueeksi, tuntuu yleinen suositus olevan ohjelmalle kiinteän nimiavaruuden 
luominen esimerkiksi kietomalla se olioon [Koch 2006; Crockford 2008]. 
 
JavaScript-oliot ovat kuitenkin nopeita luoda, ja etenkin erilaisten kokeellisten ajatusten 
tekemiseen kieli soveltuu erittäin hyvin. Olioiden muokkaaminen on joustavaa, ja tarvit-
taessa uuden toiminnallisuuden luonti ei pakota koko toteutuksen uudelleenkirjoittami-
seen, vaan oliolle voi suoraan lisätä niin olion sisäisiä muuttujia kuin metodeja. Koska 
WWW-sivun oliomalli eli DOM on suoraan kiinnitetty selainten JavaScript-
toteutukseen, se on varsin toimiva kieli juuri siihen tarkoitukseen, mihin se on alun pe-
rin tehty: joustavan toiminnallisuuden lisäämiseen kiinteään verkkosivutoteutukseen. 
ACM:n Waldemar Horwat [2006], JavaScript 2.0:n ja ECMAScript:n 4. laitoksen toi-
mittaja, toteaakin, ettei JavaScriptistä haluta toista C- tai Java-kloonia vaan kevyt liima-
rakenne muilla kielillä tehtyjen sovellusten välillä toimijaksi. 
 
Oliomallista riippumaton ongelma on valmiiden käyttöliittymäkomponenttien puute, 
jonka vuoksi toiminnallisuus pitää asettaa tapahtumakuuntelijoiden avulla HTML-
elementteihin. Näkyvyyden kanssa taistelu ja kuuntelijan liittäminen oikeaan paikkaan 
aiheutti suuria haasteita sovelluksen toteuttamiselle sekä rajoittamattoman määrän 
päänvaivaa ja useampien päivien pysähdyksiä työssä.  
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4  Tosiaikainen verkkosivun muokkaustyökalu 
4.1  IRC-Galleria 
Insinöörityönä tehtiin Sulake Dyamoid Oy:lle IRC-Galleria-verkkopalveluun vaati-
musmäärittely ja toteutus työkalusta, joka todensi muokkaimen periaatetta käytännön 
sovelluksessa. Selvyyden vuoksi on todettava, ettei kokonaista muokkaussovellusta ol-
lut mahdollista tehdä insinöörityön puitteissa. Luotu sovelluspohja koostuu noin 3 000 
rivistä JavaScript-koodia, noin 100 tyylisäännöstä CSS-tyylejä ja noin 100 rivistä PHP-
koodia asetustiedoille. 
 
Periaatteen toimivuutta todentavan sovelluksen pääasiallinen tavoite oli luoda intuitiivi-
nen tosiaikainen käyttöliittymä, jolla saisi suurimmalle osalle käyttäjistä helpon ja ym-
märrettävän tavan luoda profiilimuokkaus. 
 
Vuonna 2000 aloitetun IRC-Galleria-yhteisöpalvelun juuret ovat harrastusprojektissa. 
Tomi Lintelän aloittaman projektin tarkoituksena oli saada kerättyä Internet Relay Chat 
-keskustelupalvelua (IRC) käyttävät ihmiset yhteen palveluun, jotta olisi mahdollista 
löytää kuva ihmisestä nimimerkin takaa. Puolessa vuodessa käyttäjämäärä saavutti noin 
1 000 käyttäjää, ja ensimmäisen toimintavuoden jälkeen käyttäjiä oli yli 5 000. Laitteis-
to ja liikennekulujen kattamiseksi IRC-Galleria ryhtyi yhteistyöhön Finnish Internet and 
IRC Users ry:n kanssa, jonka jäsenmaksuilla rahoitettiin palvelun toimintaa vuoteen 
2003 saakka, jolloin palvelun toiminta varmistettiin perustamalla sitä varten osakeyhtiö 
Dynamoid Oy. Helmikuussa 2004 palvelun käyttäjämäärä ylitti niihin aikoihin suuren 
50 000 käyttäjän rajapyykin ja loppuvuodesta 100 000 käyttäjän rajan. [IRC-Gallerian 
lyhyt historiikki 2004.]  
 
Vuonna 2005 oli selvää, ettei palvelun ylläpito ollut enää harrastus, vaan se oli muuttu-
nut liiketoiminnaksi. Henkilöstömäärä kasvoi viiden perustajan yrityksestä 20 työnteki-
jän yritykseksi. Palvelun suosio ja käyttäjämäärä kasvoivat niin nopeasti, etteivät henki-
löstö- ja laitteistoresurssit pysyneet perässä. [Jaanto 2008.] 
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IRC-Galleria on Suomen käytetyin sosiaalisen median palvelu, siinä on yli 500 000 re-
kisteröitynyttä käyttäjää. Käyttäjistä 80 % kirjautuu sisään viikoittain. IRC-Galleria on 
Pohjoismaiden aktiivisin verkkopalvelu: se kerää yli kaksi miljardia sivunlatausta kuu-
kaudessa. Käyttäjille tärkeimpiä seikkoja ovat itseilmaisu ja yhteisöön kuuluminen. 
[Jaanto 2008.] IRC-Galleriassa jokaisella käyttäjällä on profiili, jossa sääntöjen mukaan 
on esiinnyttävä omana itsenään. Palvelu poikkeaa siis muista internet-palveluista ano-
nyymiyden vähentämisellä, vaikka esiinnytäänkin nimimerkillä. Itseilmaisua edistetään 
omilla profiilitiedoilla, liittymällä oman ajatusmaailman yhteisöihin ja kirjoittamalla 
kommentteja muiden profiileihin ja muihin yhteisöihin. Itseilmaisun lisäksi yhteisöpal-
velu on havaittu tehokkaaksi kommunikaatiovälineeksi käyttäjien tuttavapiirin kesken. 
 
IRC-Galleriassa on siis mahdollisuus ostaa lisäarvopalveluina lisäominaisuuksia, kuten 
yksityisviestien lähetys, ystävien seuranta ja laajennettu kuvatila. Myös profiilimuokka-
ukset kuuluvat lisäarvopalvelupakettiin. Kuvassa 7 on kuvankaappaus IRC-Gallerian 
etusivusta yli 17-vuotiaan lisäarvopalvelut tilanneen käyttäjän asetuksilla.  
 
Kuva 7: IRC-Gallerian etusivu rekisteröityneellä käyttäjällä, jolla on aktivoituna lisä-
arvopalveluja. 
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Lisäarvopalveluista näkyy etusivulla ystävien lisätietoja esittävä ”Kaverit”-tietoalue, 
jossa esitellään kirjautuneet ”kaverit”, tulevat syntymäpäivät, uudet viestit ja päiväkir-
jamerkinnät. Lisäarvopalveluilla on suurempi vaikutus käyttäjän profiilisivuun. Rekiste-
röityneistä käyttäjistä noin 30 % on tilannut lisäarvopalvelun. Lisäarvopalvelut ovat 
merkittävä osa Sulake Dynamoid Oy:n käyttäjämyynnistä, joten lisäarvopalveluilla saa-
tavien ominaisuuksien on oltava hyödyllisiä käyttäjämyynnin takaamiseksi. 
Profiilimuokkaustyökalu on ollu toivottu ominaisuus heti muokkausten esittelemisestä 
lähtien vuonna 2003, ja siten se olisi erinomainen lisä palveluihin. [Jaanto 2009.] 
4.2  Vaatimusmäärittely 
IRC-Galleria tarjoaa lisäarvopalvelun ostaneille käyttäjilleen mahdollisuuden muokata 
profiilisivujaan CSS-tyylitiedostojen avulla. CSS-tiedostojen käsittely ja kirjoittaminen 
vaatii teknistä osaamista ja eritoten ymmärrystä HTML-merkintäkielestä, CSS-
tyylitiedostojen kerrostumismallista ja pahimmillaan myös internet-selainten oliomallis-
ta tyylikkään lopputuloksen aikaansaamiseksi. Pääasiallinen käyttäjäkunta on kuitenkin 
13–18-vuotiaita tyttöjä, joilla ei ole kiinnostusta monimutkaisten tekniikoiden opette-
luun.  
 
Ongelmaan on puuttunut muutama ulkopuolinen yritys tai yksityinen tekijä, jotka ovat  
luoneet muokkauspalveluja sääntöjen mukaisten CSS-tyylitiedostojen luomiseksi. Li-
säksi yritykset tarjoavat valmiita muokkauksia valittavaksi muokkaukirjastoistaan. Su-
lake Dynamoid ei kuitenkaan ole onnistunut toimimaan yhteistyössä näiden palvelujen 
tarjoajien kanssa, ja siksi se haluaisi pitää palvelut sisäisinä lisäarvopalveluina, jotka 
kuuluvat erityisasiakkaan pakettiin, eikä suinkaan ulkoiselle taholle maksettavana lisä-
kuluna. Syksyn 2008 aikana ulkopuoliset muokkausten tekijät lakkauttivat palvelujaan, 
ja näin muokkaustarjonta jäi olemattomaksi.  
 
Vaatimuksena oli luoda palvelu, jossa käyttäjälle tarjotaan mahdollisimman havainnol-
linen ja yksinkertainen tapa muokata profiilisivua. Muokkauksen ei tarvitse olla visuaa-
lisesti näyttävin mahdollinen, mutta kaikkia pääasiallisia sivustoelementtejä on kyettävä 
muokkaamaan, jotta sivuston ulkonäöstä saadaan tarvittaessa yhtenäinen, mutta silti 
persoonallinen.  
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Alkutilanteessa IRC-Galleriassa oli kevyenä toteutuksena tehty askelpohjainen muok-
kaustyökalu, joka ei kuitenkaan antanut suunnitteluvaiheessa käyttäjälle minkäänlaista 
näkemystä lopputuloksesta, vaan tarjosi hankalasti hahmotettavia askeleita, jossa piti 
tehdä kaikki tietyn vaiheen päätökset ennen seuraavaan, osioon siirtymistä eikä askelten 
välillä voinut siirtyä vapaasti. Ominaisuudessa ei ollut minkäänlaista esikatselumahdol-
lisuutta, ja koko ominaisuus todettiin jo vertaisarvioinnissa niin hankalaksi käyttää, ettei 
toteutusta otettu käyttäjille tarjottavaksi palveluksi vaan se hyllytettiin jatkokehitystä 
varten.  
4.3 Suunnittelu ja vaihtoehtojen arviointi 
Ohjelmistoprojektille olennaisinta on suunnittelu, jotta pystytään varmistamaan ja mit-
taamaan projektin onnistumista. Profiilimuokkaimen suunnitteluprosessissa ensin pidet-
tiin alustava määrittelypalaveri, jonka pohjalta kirjattiin vaatimusmäärittely: mitä oltai-
siin tekemässä ja millainen lopputuloksen tuli olla. Vaatimusmäärittelyn pohjalta taval-
lisessa sovelluskehitysprosessissa luodaan tekninen määrittely. 
 
Määrittelyvaiheessa asetettiin lisäpalveluun toteutettavat ominaisuudet ja vaatimukset. 
Ensimmäiseen määrittelyyn osallistuivat yrityksestä tekninen johtaja Kari Lavikka, 
käyttäjämyynnin johtaja Heini Varjonen, asiakaspalvelupäällikkö Mikaela Rimaila, tuo-
teomistaja Jari Jaanto ja ohjelmistokehittäjä Mika Tähtinen, jotka esittivät näkemyksen-
sä pitkään toivotusta helppokäyttöisestä käyttäjäsivun personointityökalusta.  
 
Määrittelyssä arvioitiin olemassa olevia muokkauksia ja niiden yleisimpiä muutoksia. 
Perusominaisuuksiksi haluttiin keskinkertaisen käyttäjän käyttämän muokkauksen ylei-
simmät muutokset. Lähes jokaisessa muokkauksessa pääajatuksena oli sivuston väri-
maailman vaihtaminen ja tekstin koon muuttaminen. Osassa muokkauksia oli myös si-
vuelementtien taustakuvia vaihdettu, ja kuvien vaihtaminen koettiin mielekkääksi ta-
vaksi saada muokkauksesta entistä henkilökohtaisempi. Perusajatukseksi haluttiin käyt-
täjälle vapaus tehdä laajamuotoinen muokkaus CSS-tyylitiedoston muokkauksen ta-
paan, kuitenkin sallien vähemmällä työllä aikaansaatu muokkaus helposti. Sovittiin, että 
muokkauksen voi aloittaa joko kevennetyn perusteeman päälle tai vaihtoehtoisesti tarjo-
taan muutama valmis teema pohjaksi muokkauksen aloittamiselle.  
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Vaatimusmäärittelyssä arvioitiin ongelmaa ja vaatimuksia ja määriteltiin niiden pohjalta 
ominaisuudet, joita palvelun alkuvaiheeseen toteutettaisiin. Vaatimusmäärittelyssä mää-
riteltiin toteutettavaksi muokkaussivu, joka näyttää samalta kuin käyttäjän profiilisivu. 
Sivulla on poikkeavana elementtinä työkalualue muokkaustyökaluille ja kaikista sen 
DOM-elementeistä tapahtuva viittaus muokkaustyökalujen valintaosioon. Muokkaus-
työkalu toteutetaan IRC-Galleriaan komponenttina, joka on helppo ottaa käyttöön pro-
fiilisivulta. Muokattavia osa-alueita eri elementeille haluttiin taustavärien muokkaus ja 
taustakuvan lisäys, tekstien muokkaus ja ajan salliessa reunaviivojen muokkaus sekä yl-
läpitotyökalut. Lisäksi linkkitekstien “pseudo”-elementit haluttiin sisällyttää editoita-
vaksi, jotta muokkauksesta tulisi käytettävämpi, mikä myös miellyttäisi käyttäjää 
enemmän. Muokkaustyökalussa eräs olennainen osio oli sen ylläpidettävyys. Ylläpidet-
tävyydellä tarkoitettiin minimaalista työtä, jos muokattavassa sivussa jotakin osiota 
muutettaisiin. Tarkoituksena oli siten saada työkalu, jonka pystyisi hyvin vähällä vaival-
la asettamaan muokkaamaan mitä tahansa sivua ja mukautumaan muokattavaan sivuun 
ilman suurempaa ylläpitotyötä.  
 
Tärkeimpänä ominaisuutena pidettiin sivun värien muokkausta palettityökalun avulla. 
Palettityökalulla tulisi kyetä määrittämään väri spektriltä ja sen kirkkausaste. CSS-
muokkauksen monimuotoisuuden takia päätettiin ottaa värinvalintatyökaluksi 16 mil-
joonaa väriä sisältävä muokkaustyökalu. Toiseksi tärkein ominaisuus oli tekstin koon ja 
leikkauksen vaihtaminen.  
 
Jatkovaiheessa muokkauksista saisi potentiaalisen mallinekirjaston uusien muokkausten 
luontityökaluun, jos käyttäjä antaisi muille luvan käyttää itse luomaansa sisältöä korva-
usta vastaan.  
Muokkaustyökalujen luokittelu 
CSS-tyylitiedostoilla on oltava mahdollista muokata laatikkoelementin (block eli div-
elementti) taustaa lisäämällä sille taustaväri ja taustakuva. Nämä värit ja kuvat ovat 
olennaisin osa sivun ulkoasua, sillä jokainen taustaelementti muodostaa näkyvän ”toi-
minta-alueen” sivusta. Taustan värit ja kuvat lisättäisiin samasta näkymästä, sillä kum-
matkin liittyvät elementin taustaan.  
  35 
Taustakuva tulisi olla mahdollista lisätä jokaiselle laatikkoelementille. Käytettävät ku-
vat pitäisi voida lisätä etukäteen tai suoraan muokkausnäkymästä aukeavalla lisäysikku-
nalla. Kuvan käsittelyyn haluttiin esikatselumahdollisuus eli jonkinasteinen pienoiskuva 
lisätystä kuvasta sekä asettelu- ja toistomahdollisuuksien määrittely, jotta kuvaa voitai-
siin käyttää kiinteänä kuvaelementtinä, kiinnittyneenä johonkin laatikon kiinnepisteistä 
tai toistuvana taustakuviona. 
 
Värin muokkaukseen haluttiin jokin helppokäyttöinen ja selkeä graafinen värinvalinta-
työkalu. Ehdotettiin Adobe Photoshop -ohjelmasta tuttua Hue Saturation Value- eli 
HSV-värinvalintakomponenttia, jossa olisi väriliukuja ja jonka esikatseluruudussa nä-
kyisi valittu väriarvo tosiaikaisesti, kun työkalua käytetään. Samalla vaatimuksena oli, 
että väriarvo muuttuu myös tosiaikaisesti valittuun sivustoelementtiin työkalua käytettä-
essä. Näin käyttäjälle syntyisi selkeämpi käsitys, miltä muokkaus näyttää sitä tehtäessä.  
 
Tekstinmuokkaustyökalulla haluttiin käyttäjän voivan muokata tekstin väriä, kokoa, kir-
jaisinta tai kirjaisinperhettä sekä tyylivalintoja, kuten lihavointia tai alleviivausta. Teksti 
pitää pystyä valitsemaan sekä eri laatikoiden tekstivalinnoissa että linkeissä erikseen. 
Tekstin värinvaihtotyökalun tulisi olla samannäköinen kuin taustan värinvalintatyöka-
lun ja toimia samalla menetelmällä, riittävän selkeyden aikaansaamiseksi.  
 
Elementtien reunoille pystyy helposti määrittämään CSS-tyylitiedostoilla reunaviivat. 
Reunaviivojen muokkauksen tulisi tapahtua viivan paksuutta, viivan tyyppiä ja viivan 
väriä vaihtamalla. Reunaviivojen muokkaustyökalu toteutettaisiin vasta toisessa vai-
heessa työtä, mutta sen tulisi toimia suurin piirtein samoilla ohjelmakomponenteilla. 
Elementtien valinta 
Elementin valintaan haluttiin sekä elementin suora painallus, joka viittaisi kohdistettuun 
elementtiin, että vetovalikko tai vastaava, jolla pääsisi käsittelemään sekä elementtiä et-
tä saman luokan elementtiä tai joka antaisi selvän mahdollisuuden selata elementtejä 
järjestyksessä.  
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Elementin suora painallus haluttiin sisällyttää työkaluun, jotta käyttäjälle muodostuisi 
selkeä käsitys, mitä palaa sivusta muokataan. Lisäksi toivottiin selkeää valitsijatyöka-
lua, joka osoittaisi käyttäjälle, minkä elementin kohdalla hiirtä liikutellaan. Mietittiin 
joko reunojen korostamista värillä tai muiden elementtien tummentamista, kun osoitin 
on sijainnut elementin kohdalla tarpeeksi kauan. Tällä saataisiin selkeä erotus valittuun 
elementtiin ja muihin sivun osiin. Harkittiin myös esimerkiksi shift-painikkeen avulla 
valinnan monimuotoistamista esimerkiksi elementin saman luokan toteutumiin.  
 
Työkaluosion reunalla tulisi olla elementtiin liittyvän tiedon näyttäminen, josta voitai-
siin valita muokattavan elementin tyyppiä, eri tyyppien tyylitiedostoluokkia, elementin 
tyylivalintoja ja jopa muokattavan elementin vaihtamista elementin muokkausnäkymäs-
tä. Esimerkkinä annettiin listavalinta, joka mahdollistaisi edellä mainittujen osioiden 
järjestelmällisen muokkaamisen ja valintojen tarkennuksen. Etenkin samaa luokkaa ole-
vien elementtien rinnakkainen muokkaaminen helpottuisi listavalinnalla. Pelkkä painal-
lusvalinta ei  kerro käyttäjälle selkeästi, mitä elementin osa-aluetta haluaa muokata, eli 
on hankala havaita, muokkaako tekstiä, taustaa vai reunoja. Tähän valintaan tulisi löytää 
selkeä ratkaisu tai kompromissi. Eräänä ehdotuksena mainittiin elementin painallukses-
sa tuleva luettelo, josta voisi suoraan valita, mitä osiota muokkaa. Silti itse työkalussa 
tulisi olla selkeä näkymä, mitä ollaan kulloinkin muokkaamassa. Lisäksi luettelossa tu-
lisi kullakin elementillä olla kuvaava nimi, jotta käyttäjälle hahmottuisi, mitä ollaan 
muokkaamassa kullakin hetkellä.  
Vaihtoehtojen arviointi 
Palvelu on pääasiallisesti rakennettu PHP-kielellä. Siihen on kuitenkin rakennettu lisä-
osia käyttäen muun muassa Javaa, Flash-laajennetta ja dokumentin oliopuuta muokkaa-
vaa JavaScriptiä, jota käytetään myös eriaikaisten palvelukutsujen pyyntöihin PHP-
toiminnallisuuksilta. Eriaikaisilla palvelukutsuilla tarkoitetaan asiakas-
palvelinyhteydessä  palvelimelta tehtäviä pyyntöjä, jotka vaikuttavat verkkosivulla nä-
kyvään sisältöön mutta eivät lataudu verkkosivun latauksen yhteydessä. Sisältö latautuu 
eriaikaisesti, joko ajastetulla tai käyttäjän syötteen mukaan tehtävällä pyynnöllä. Yrityk-
sen teknologiajohtaja Kari Lavikka sekä Software Developer -tittelillä työskentelevät 
Mika Tähtinen ja Antti Qvikström avustivat arvioimaan yrityksen tarpeita ominaisuu-
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den toteuttamisessa. Tutkittiin muutamaa erilaista toteutusteknologiaa, joita palvelussa 
on käytetty. Niihin kuuluivat Adoben Flash-laajenne, PHP-ohjelmointi ilman erikaikai-
sia kutsuja, dynaaminen verkkototeutus eli PHP- ja JavaScript-ohjelmointi eriaikaisten 
palvelupyyntöjen avulla ja Java-sovelluksen käyttö. 
 
Flash-toteutusta ehdotettiin työkaluksi sen näyttävyyden ja laajojen visuaalisten kom-
ponenttien takia. Flashilla olisi helppo toteuttaa muuttuva ulkoasu tosiaikaisesti ja tar-
vittaessa luoda itse esimerkiksi yksinkertaisia taustakuvia. Flash-laajenne on ladattu jo-
pa 99 %:iin selaimista [Flash Player Penetration 2008], ja siitä löytyy esimerkiksi väri- 
ja kirjasintyökalut valmiiksi toteutettuina. Laajenteella olisi helppo toteuttaa graafisesti 
näyttävä sovellus, joka saattaisi houkutella käyttäjiä kokeilemaan sitä. 
 
Flashin ongelmaksi koettiin sen irrallisuus muusta sivustosta. Se ei mukautuisi sivun ul-
koasun muutoksiin tai lisäyksiin. Joka kerta, kun profiilisivuun tehdään muutoksia erik-
seen, tarvitsisi sovellusta muuttaa graafisesti, jotta vastaavuus säilyisi. Lisäksi erinäisten 
malline- eli template-tiedostojen kuvat pitäisi upottaa kiinteästi sovellukseen. Sovelluk-
sen näkymän ulkoasu olisi erittäin työläs toteuttaa identtiseksi tai vähintään helposti  
omaksuttavaksi ja selkeästi todelliseen palvelun profiilinäkymään verrattavaksi. Flash-
sovelluksen toteuttaminen vaatisi myös kaikilta profiilisivuun ominaisuuksia kehittävil-
tä ohjelmoijilta teknologiaosaamista. Myös ladattavan tiedoston koko saattaisi kasvaa 
tarpeettoman suureksi.  
 
Palvelun perusominaisuudet on toteutettu PHP-komentokielellä ilman eriaikaisia  kutsu-
ja. Komentokielitiedostoa kutsutaan joka kerta, kun sivustolla määritetään toiminnalli-
suuksia ja tiedostolle välitetään HTTP- eli Hypertext Transfer Protocol -parametrein kä-
siteltävät arvot. Ominaisuudesta on toteutettu aiempi versio PHP-kielellä ilman eriaikai-
sia kutsuja – askelmallisesti edeten sivun ulkoasuosio kerrallaan. Tästä kuitenkin on 
toivottu kehitystä, sillä edellinen koettiin liian hankalaksi käyttäjälle. Edellistä ominai-
suuden versiota testattaessa koettiin, ettei käyttäjälle välity tarpeeksi selkeä näkymä pro-
fiilimuokkauksen lopputuloksesta, kun muokkausta toteutetaan vaihe kerrallaan. Koko 
projekti hyllytettiin näiden koetulosten jäljiltä ja siirryttiin odottamaan teknologian ke-
hitystä. Askelmallisen etenemisen etuja oli jokaisen muokkauksen jälkeen tallentami-
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nen. Jos koko muokkaus pitäisi tehdä samanaikaisesti tallentamatta välillä, olisi mah-
dollista, että esimerkiksi selain- tai palvelinongelmat voisivat keskeyttää muokkauksen 
ja lopettaa kaiken tehdyn työn kesken ilman, että välivaiheita tallennetaan. Siksi epäai-
kaisten palvelukutsujen käyttöä pidettiin erittäin toivottavana. 
 
Sekä eriaikaisiin kutsuihin että tosiaikaiseen käyttöliittymään tarvitaan JavaScript-
komentokielellä toteutettuja palvelun osia. Palvelussa on aiemmin käytetty Prototype-
kirjaston toimintoja ja olio-ohjelmointityyliä näiden palvelun osioiden toteuttamiseen. 
Teknologiamäärittelyssä sovittiin oliomallin soveltamisesta myös jatkossa. 
 
Java-appletin tai Java Runtime Environment (JRE) -komponentin käyttäminen olisi 
Flash-tekniikan kanssa hyvin samantyyppinen toteuttaa. JRE-sovellukset ovat yleisestä 
selainlaajenteesta riippuvaisia ohjelmia, jotka eivät suoranaisesti kuulu sivustoon eivät-
kä siksi päivity sivuston päivittyessä. Java-komponentin etu esimerkiksi Flash-
sovellukseen nähden on selkeästi pienempi koko.  Java-komponentin toiminnallisuutta 
voisi osin jättää palvelinpuolelle ja alustuksessa siirrettävän tiedon määrää vähentää. Ja-
valla olisi mahdollista toteuttaa visuaaliselta vasteajaltaan nopeampi sovellus esimer-
kiksi JavaScript-komponentteihin verrattuna, joskin Javan vaatima paikallinen eli asiak-
kaan sovelluspäässä tehtävä käsittely saattaisi ylittää selaimen JavaScript-sovelluksen 
tarjoaman käsittelyn keston. Javan ongelmat ovat kuitenkin samat kuin Flashin: ylläpi-
dettävyyden vaatima työmäärä, laajenteen puuttumisen hallinta ja koneen tehorajoituk-
set.  
4.4  Sovelluksen toteutus 
Insinöörityönä tehdyssä sovelluksessa muokkain avautuu käyttäjän profiilisivun päälle 
omaksi kerroksekseen ja kaappaa syötteenhallinnan selaimessa itselleen. Aloituspistee-
nä on yläpalkki, johon on sijoitettu perustoiminnallisuudet, kuten valmiin muokkauksen 
valinta, sen asetus profiiliin, uusien muokkauksien tai muokkauspohjien hankinta kaup-
papalvelusta ja itse muokkauksen aloitus. Käyttäjän aloittaessa muokkauksen vaihtuvat 
yläpalkin työkalut osoittamaan kunkin elementin tietoja tarjoten peruutus- ja tallennus-
nappulat. Itse profiilisivun päälle avautuu läpinäkyvä kerros, jossa hiiren liikuttaminen 
näyttää elementtejä tai elementtiryhmiä, joita käyttäjä voi valita klikkaamalla element-
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tiä. Elementin klikkaaminen kutsuu. Liitteessä 1 on kuvankaappaus profiilisivusta ylä-
palkin kera ja valinta osoittamassa perustietolaatikkoa. 
 
Elementin valinta avaa käyttäjän eteen muokkain-ikkunan, jossa on työkalujen valinta-
painikkeet ja alielementtien valintalaatikko. Oletuksena käyttäjälle tarjotaan elementin 
taustan muokkainta, jossa on värinvalinta ja kuvanlisäystyökalut. Kuvassa 8 on muok-
kainikkuna oletusnäkymässään, kun valittuna on perustietolaatikko. 
 
 
Kuva 8: Sovelluksen HTML-elementin muokkausikkunan perusnäkymä. 
 
Muokkainikkuna jakaantuu sisäisten elementtien valikkoon ja työkalualueeseen. Työka-
lualue jakautuu vielä värityökalualueeseen, joka esiintyy tämänhetkisten muokkausnä-
kymien jokaisessa ilmentymässä. 
4.4.1  Erilliset työkalut 
Värinmuokkaustyökalu 
Värin muokkaukseen haluttiin käyttää ennalta luotua HSV-liukukomponenttia, jossa 
muokattaisiin yhdestä kaksiulotteisesta matriisista värin kylläisyyttä ja valoisuusarvoa. 
Rinnalla sijaitsisi värikulmaa muokkaava liukutyökalu. Kuvassa 8 näkyy esimerkki to-
teutetusta värinmuokkaustyökalusta. Komponentti oli luotu graafisilta ja osin toiminnal-
lisilta elementeiltään edellistä muokkaustyökalua varten, mutta se muutettiin nyt olio-
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suunnittelun mukaiseen muotoon ja monikäyttöisemmäksi lisäämällä värinmuokkaus-
komponentin käyttöliittymänäkymän luontivaihe verkkosivun komentosarjakerrokseen, 
pois HTML-kerroksesta. 
 
Värinmuokkaustyökalussa on kaksiulotteinen asteikko, eli SV-säädin värikylläisyydelle 
ja kirkkaudelle. Värikylläisyyttä säädetään liikuttamalla merkitsijää x-akselilla. Kirk-
kaudensäätö V kulkee y-akselin mukaan. Asteikon vieressä on värikulman säädin H, jo-
ta säädetään omalla liuullaan y-akselilta. H-arvo vaikuttaa näkyvään väriin, S-arvo sen 
määrään ja V värin kirkkauteen. Kaikki säätimet toimivat välillä 0–255, mikä tarkoittaa 
käyttäjälle 16 777 216:ta väriarvoyhdistelmää. Tavanomaisesti tässä tapauksessa puhu-
taan 16 miljoonasta väristä loppukäyttäjän tasolla.  
Taustakuvan lataustyökalu 
Vaikka taustakuvan lataustyökalu on kiinteästi taustavärin vaihtotyökalun yhteydessä, 
se on kuitenkin komponenttitasolla oma erillinen työkalunsa. Todellinen haaste tausta-
kuvan latauksessa oli kuitenkin saada kuvanlisäys toimimaan ilman, että sivua ladataan 
uudestaan. Tiedoston lisäys Ajax-teknologialla on tietoturvasyistä estetty suoraan yritet-
tynä, joten tarvittiin keino kiertää esto ja tehdä silti lataus turvallisesti.  
Tekstinmuokkaustyökalu 
Tekstinmuokkaustyökaluun tarvittiin tekstin koon, kirjasintyypin ja tekstin tehosteiden 
muokkaukseen soveltuvat työkalut. Näitä työkaluja koostettaessa kuitenkin huomattiin 
ettei työtä saada valmiiksi annettuun aikaan mennessä, joten tekstinmuokkaustyökalut 
ovat paikallaan, mutta eivät täysin valmiita.  
 
Tekstin koon muutokseen toteutettiin liukutyökalu, jossa määritettiin tekstin kokoa mi-
nimikoosta 8 pistettä maksimikokoon 16 pistettä. Kokorajoituksia tarvittiin, ettei sivus-
ton asettelu kärsi liian suurista kirjasinkokoesityksistä. Tekstin tyylejä saa montaa eri-
laista rinnakkain, teksti voi olla kursiivia ja alleviivattua, lihavoitua ja yliviivattua, mut-
ta ei esimerkiksi yli- ja alleviivattua samanaikaisesti. Mainitusta syystä tekstin tehostei-
den syöttäminen on ryhmä linkkejä, joiden viittaus kutsuu komentokieliriviä tarkistaen 
Teksti-olion senhetkisen tilan ja muuttaen tekstin asettelua tilan mukaan. 
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4.4.2  Sovelluksen oliorakenne 
Muokkaussovellus on suunniteltu Prototype-kirjaston näennäisluokkarakenneideologiaa 
käyttäen. Kuvassa 9 ovat oliomallin luokkakaavion keskinäiset suhteet esiteltynä. Sel-
vyyden vuoksi luokkakaaviosta on jätetty metodit ja luokkamuuttujat pois. Käytetyn oh-
jelmointikielen ominaisuuksien takia on myös aiheellista mainita, ettei metodien tai 
muuttujien merkinnästä ole näkyvyyden ja sen myötä kapseloinnin tasolla merkittävää 
hyötyä, sillä luokilla ei ole yksityisiä tai suojattuja jäseniä.  
 
 
Kuva 9: Muokkaussovelluksen näennäinen luokkarakenne. 
 
Kuvasta 9 voidaan havaita, että sovelluksen pääohjelma käyttää Editor-luokkaa muok-
kaustyökalunäkymän rakennukseen. Editor-luokka sisältää useita työkaluryhmiä, jotka 
taas sisältävät useita työkaluja. ToolSet-luokka on abstrakti luokka työkaluryhmille, ja 
se sisältää abstraktista Tool-luokasta periytyneitä työkaluja. ToolSet-luokan perilliset 
määräytyvät niiden vaikutusalueen perusteella. BackgroundToolSet-luokka kerää taus-
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tan muokkaamiseen tarvittavat työkalut ja TextToolSet-tekstielementtien muokkaami-
seen tarvittavat työkalut.  
 
Lisäävän värimallin eli näyttövärimallin punaista, vihreää ja sinistä kanavaa hallinnoi-
vat RGB (Red Green Blue)- ja edellä mainittuja HSV-arvoja käsittelevät osiot on eriy-
tetty omiksi olioikseen, joita värinvalintatyökalu käyttää rinnakkain väriarvojensa tilan 
tallentamiseksi. RGB-olio on hyödyllinen väriarvojen tulostukseen tyylitiedostolle, ja 
HSV-olio käsittelee käyttöliittymän tarjoamia arvoja. RGB- ja HSV-oliot alustaa ja niitä 
käyttää ColorPicker-luokan ilmentymä. ColorPicker-luokka on abstraktimmalla tasolla 
peritty Tool-luokasta ja siten ToolSet-luokkien käyttämä työkalu. Luokan kanssa samal-
la hierarkian tasolla on kuvanlisäystyökalu ja kirjasintyypin muokkaustyökalu, joille 
kullekin toteutettiin omat tallennusluokkatoteutuksensa. 
4.4.3  Ohjelmointikielten rajapinnat 
Ohjelmointikielten rajapinta toteutettiin eriaikaisin kutsuin palvelimelta. Käytännössä 
selaimen komentokielenä toimiva JavaScript kutsuu WWW-palvelimelta toimintoa 
käyttäen selaimen toteuttamaa AJAX-rajapintaa. Ohjelmointikielen näkökulmasta käy-
tetään XLMHttpRequest-oliota, joka on osa selaimen DOM-toteutusta. XMLHttpRe-
quest-olio tekee pyynnön HTTP-protokollan (HyperText Transfer Prototcol) avulla pal-
velimelta ja saa paluuarvoksi pyynnön tuottaman sisällön. Pyynnöllä voidaan joko välit-
tää sisältöä palvelimelle tai noutaa muuttuvaa sisältöä palvelimelta. [van Kesteren 
2008.] 
 
Kuvanlisäys toteutettiin osin edellä mainitulla tavalla, mutta kuten aiemmin mainittiin, 
tietoturvasyistä tiedostoa ei saa suoraan siirrettyä XMLHttp-pyynnöllä. Tiedoston siir-
toon tarvitaan ylimääräinen keino. Ratkaisuksi keksittiin sivuun sisällytettyyn kehyk-
seen sijoitettu html-lomakkeen lähetysosoite. Verkkolomake lähettää pyynnön palveli-
melle ja pyyntö palauttaa sen näkymättömään iFrame-kehykseen, minkä ansiosta selain 
ei lataa koko sivua kerrallaan, vaan säilyttää yhteyden, session ja eheän käyttökokemuk-
sen. Liitteessä 2 on ohjelmalistaus, jossa ensimmäisessä osassa luodaan kohdekehys ja 
jälkimmäisessä asetetaan kohde ja käsitellään ladattu tiedosto. Listaus käyttää muuta-
maa tarkoitusta varten tehtyä apufunktiota, kuten $CE() DOM-elementin luontiin. 
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Tallennus ja muokkauksen palautus oli tarkoitus toteuttaa Ajax-tekniikalla. Kuitenkin 
ajanpuutteen ja yrityksen kohdennuksen tarkentamisen vuoksi tallennukset ja lataukset 
jäivät toteuttamatta. Luvussa 5.2 esitellään pohdintoja projektin laajuudesta, työmääräs-
tä ja muista seikoista, jotka johtivat keskeytymiseen. Periaatteellisella tasolla tallennus- 
ja lataustyökalut olisivat olleet puhtaasti XMLHttpRequest-olion rajapinnan hyödyntä-
mistä. Projektin suunnitteluvaiheessa jäi avoimeksi, kannattaako tallennus tehdä vasta 
käyttäjän pyynnöstä vai jokaisen muokkausvaiheen jälkeen muokkausikkuna suljettaes-
sa. Ensimmäisessä vaihtoehdossa on selkeää, missä vaiheessa muutokset tallentuvat, ja 
käyttäjä pystyy hallinnoimaan tallennusvaihetta itsenäisesti. Toisessa tallentuvat myös 
välitilanteet, jolloin selaimen kaatuessa tai session vanhetessa muokkaus tallentuu ja on 
otettavissa käyttöön. Todennäköisin vaihtoehto on kuitenkin näiden kahden välimuoto, 
jossa lopullinen tallennus tehdään painikkeesta, mutta välitilanteet tallentuvat johonkin 
väliaikaiseen tallennuspaikkaan ja työkalu ehdottaa jatkamista myöhemmässä vaihees-
sa. 
4.4.4  Tyylitiedoston muokkaaminen 
HTML-sivustoilla on kaksi tapaa esittää tyylimääritteitä: sisäiset- eli inline-tyylit, jossa 
tyyli on HTML-elementin parametrina, ja ulkoiset eli tyylitiedostot. Yksi suurimmista 
haasteista työssä olikin saada hallinnoitua näitä tyylejä tosiaikaisena, jotta käyttäjän 
syöte muuttaisi oikeaa tyyliä oikeassa paikassa ja näkyisi pienellä vasteella käyttäjälle 
säädettäessä osa-alueen elementin tyyliä. W3C [Wilson ym. 2000] on määritellyt DOM-
tyylimääritteiden muokkausrajapinnan, jota päätettiin käyttää muokkaamaan sivuston 
tyylejä, jotta tyylejä varten ei tarvitsisi pitää omaa erillistä tietorakennetta vaan tyylit 
voitaisiin tallentaa suoraan oikeassa muodossa ja palauttaa suoraan oikeassa muodossa 
ilman ylimääräistä muuntamista.  
 
Päätös käyttää määriteltyä rajapintaa oli helpompi toteuttaa, mutta aiheutti samalla yh-
teensopivuusongelmia selainversioiden kesken. Internet Explorer -selain ei esimerkiksi 
toteuttanut W3C:n määrittelemää rajapintaa, vaan selaimessa on oma hieman erilainen 
toteutus rajapinnasta. Tyylitiedoston muokkaus muodostettiin yleiskäyttöiseksi funkti-
oksi, jolle luotiin oma nimiavaruutensa GPF (General Purpose Functions). Nimiavaruu-
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tena toimii olio, joka sisältää pelkkiä yleiskäyttöisiä metodeja, joissa kaikki käsiteltävä 
tieto otetaan parametreina metodille ja palautetaan arvo. Olion tilaa ei muutettu.  
 
CSS-tyylitiedosto rakentuu tyyleistä ja niiden arvoista, jotka muodostavat säännön. 
Sääntöjä merkitään valitsijoilla tai valintatekstillä, ja niitä esitetään #- ja .-merkein, jois-
sa # ilmentää yksilöityä tunnistetta ja . ilmentää luokkaa. Ero tunnisteen ja luokan välil-
lä on, ettei WWW-sivulla voi olla kuin yksi kappale yhtä tunnistetta, kun taas luokkia 
voi olla 0–n kappaletta. Säännöllä voi olla lukuisia valitsijoita, joten jokaisen elementin 
kohdalta on löydettävä oikea valitsija. Valitsijoita voi myös asettaa peräkkäin, jolloin 
säännöistä tulee määräävämpiä eli ne ohittavat samankaltaiset säännöt, joilla on vä-
hemmän tarkentavia valintoja. Kuvassa 10 on esimerkki säännöstä ja sitä määrääväm-
mästä tarkennetusta säännöstä. HTML-elementtien tasolla yläelementin sisällä oleva 
alielementti on aina määräävämpi, jos yläelementti on määritelty tyylisääntöön. Kuiten-
kin jos heikommalla säännöllä on asetettuja tyylejä, joita ei vahvemmassa säännössä ole 
määritelty, jäävät heikomman säännöt tyylit käyttöön. 
.luokka { 
 background-color: #ccc; 
 color: #000; 
 font-family: Helvetica Neue, Arial, sans-serif; 
} 
 
#elementti .luokka { 
 background-color: #fff; 
} 
Kuva 10: Esimerkki tyylisäännöstä ja sitä määräävämmästä tyylisäännöstä. 
 
Kuvan 10 esimerkissä määräävämpi tyylisääntö asettaa vain taustavärin, ja tekstin väri 
eli pintakerroksen väri color sekä tekstin kirjasinasetus jää voimaan. Tyylejä voi myös 
asettaa samaan sääntölausekkeeseen erottamalla pilkulla, jolloin useampi eri elementti 
saa saman tyylimääritteen. Se mahdollistaa samankaltaisten elementtien määrittelemi-
sen yhdellä lauseella tai yhteisten sääntöjen asettamisen alemmalla tasolla ja tarkemman 
määrittelyn tekemisen korkeammalla tasolla.  
 
Tyylisääntöjen hierarkia toi oman haasteensa oikean elementin tyylimääritteen löytämi-
seen tyylitiedostosta. Toteutetussa ratkaisussa tyylisääntö etsitään säännöllisen lausek-
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keen avulla etsimällä annetun elementin valitsijaa tyylisäännön valitsijalistasta. Jos va-
litsija löytyy säännöstä, päivitetään muokattavaa säännön arvoa. Jos sääntöä ei löydy, li-
sätään ylikirjoittava sääntö uuteen väliaikaiseen tyylitiedostoon. Uuden tyylitiedoston 
on tarkoitus toimia tallennuksen pohjana uutta muokkausta luotaessa. Ongelmaksi muo-
dostuivat kuitenkin tyylimäärittelyn monimutkaisuus ja rinnakkain määritetyt tyylit. Va-
litsijaa etsittäessä tyylimääritys on lisättävä jokaiseen kohtaan, jossa sama lauseke täs-
mää määritteeseen, sillä etukäteen on mahdotonta tietää, missä määritteessä tyyli on 
asetettu, ilman työlästä asetustiedoston luontia tai tyylitiedoston muokkaamista erikseen 
muokkaustoimintoa varten.  
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5  Päätelmät 
5.1  Projektin tuloksiin vaikuttaneet seikat 
Työ oli jo alkuvaiheessa haastava, ja siten mielenkiintoinen projekti. Alun perin tarkoi-
tuksena oli toteuttaa kokonainen sovellus, mutta jo alussa työhön vaadittava työmäärä 
tuntui ylittyvän ja oli selvää, ettei DOM- ja JavaScript-asiantuntemus ollut vaadittavalla 
tasolla kokonaisen sovelluksen luontiin saakka. Tavoitteeksi määrittyi kuitenkin luoda 
työkalusta iteratiivista kehitystä varten prototyyppi, jossa olisi mahdollisuus toteuttaa 
muokkaus JavaScript-tasolla annettujen työkalujen avulla. Lisäksi tarkoitus oli tehdä 
sovelluspohjasta helposti kierrätettävää oliokoodia.  
 
Vaikka ajoissa huomattiin, ettei kokonaisen sovelluksen toteuttaminen annetulla aika-
taululla ollut täysin mahdollista, jäi silti huomaamatta projektin haastavuus ja yrityksen 
tilanne tuotekehityksen osalta.  
 
Toteutus alkoi tavallisena päivätyönä tehtävänä työnä, mutta palvelun erinäisten haas-
teiden ja tietynlaisen murrosvaiheen ongelmat siirsivät takarajaa eteenpäin jaettujen re-
surssien puutteen takia. Lisäksi koodipohjan uusimisen vuoksi haluttiin kehitys siirtää 
uudelle alustalle ennen julkaisua. Alkuvaiheessa uuden alustan ongelmana oli, etteivät 
käyttäjäsivun näkymä ja HTML-merkintäkielen rakenne olleet valmiita, joten muok-
kaustyökalun perusajatuksen todennuksen kehittäminen piti aloittaa vanhan alustan 
päälle. Vanhan alustan merkintä ja suunnittelu oli tehty, ennen kuin käyttäjäystävällistä 
muokkaustyökalua oli mietitty. Lisäksi työkalusta oli tarkoitus kehittää niin yleinen, että 
se olisi pienellä vaivalla siirrettävissä myös profiilisivulta muille sivuille tarpeen mu-
kaan.  
 
Todellisena haasteena oli, ettei vastaavalla tekniikalla toteutettuja personointityökaluja 
ollut vertailtavaksi kovin monta. Lisäksi muutamat vertaillut työkalut olivat joko liian 
suppeita tai niiden toimintalogiikka ei istunut IRC-Gallerian profiilisivurakenteeseen. 
MySpace-verkkopalvelu toi käyttäjille kesällä 2008 profiilimuokkauspalvelunsa, jossa 
oli esitelty Flash-muokkain, joka kykeni muuttamaan sivua tosiaikaisena. IRC-Gallerian 
profiilisivuun verrattuna kuitenkin MySpacen profiili oli huomattavasti yksinkertaisem-
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pi, eikä käytetty tekniikka pystynyt muuttamaan yhtä kattavasti elementtejä, jotta sa-
manlaista lopputulosta olisi edes pyritty miettimään. Virb.com-yhteisöpalvelun käyttä-
jäsivun muokkaustyökalu oli mielenkiintoinen, mutta sen toteutus oli valitettavan yk-
sinkertainen. Sovellus määritti kaikki muokattavat elementit taulukossa sivun alkuosas-
sa, ja muokattavia elementtejä oli käytännössä vain viisi. Muiden palveluiden etuna tun-
tui siis olevan profiilisivujen yksinkertaisuus.  
 
Selainten tyylitiedostojen käsittelyssä ilmeni erilaisia ongelmia tietoturvan ja selainten 
yhteensopivuuden kannalta. Sovellus toimi neljällä kuudesta Firefox-selaimen samalla 
versiolla varustetusta koneesta sovelluksen ohjelmoijatestauksessa. Yksi selain valitti 
tietoturvavirhettä eikä sallinut komentosarjaa suoritettavan tyylitiedostojen muokkauk-
seen, toisella selaimella sovellus ei ladannut lainkaan. Selainten tietoturva-asetukset ei-
vät poikenneet perusasetuksilla toisistaan, eikä lisäasetusten vertailusta löytynyt selvää 
virhettä. Havaitussa tilanteessa ei käyttöjärjestelmällä ollut vaikutusta. On kuitenkin to-
dettava, ettei tehtyä testiä voida pitää pätevänä, sillä koneiden asetukset eivät kuiten-
kaan olleet täysin samat, vaan kyseessä oli ohjelmistokehittäjien työasemia. Koehenki-
löt oli valittu pyytämällä ryhmää ohjelmistokehittäjiä kokeilemaan sovellusta sen 
kehitysvaiheessa, johon työ päätettiin jäädyttää. 
5.2  Profiilimuokkaimen toteutus 
Sovelluksesta saatiin aikaiseksi käyttöliittymältään alustava versio, jossa toimii värin-
muokkaus ja kuvanlisäys. Tekstityypin muokkaustyökalu kiinnittyy vain tiettyihin teks-
teihin, ja etenkin sisäkkäisten tekstielementtien muokkauksessa ongelmana on teksti-
hierarkian monimuotoisuus. Linkit, kappaletekstit, otsikot ja lyhyet tekstit merkitään eri 
tavoin, joten niiden tyylit muodostuvat eri tavoista toteuttaa tyylien merkintä. Näiden 
tapojen järjestelmällinen etsiminen ohjelmallisesti on haastavaa, eikä työssä onnistuttu 
löytämään sopivaa tapaa sen toteuttamiseen. Suoraan sivussa olevien elementtien etsi-
minen on yhtä haastavaa, mutta niiden tallentaminen tyylitiedostoksi vaatii huomatta-
vasti enemmän käsittelyä. On todettava, ettei sovelluksen toteuttaminen ollut työmääräl-
lisesti tai aikataulullisesti kannattavaa siitä saavutettavaan etuun nähden.  
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Kokonaisen verkkosivun vapaan muokkauksen toteuttaminen on haastava tehtävä. Rat-
kaisusta tulee helposti joko turhan monimutkainen, jolloin mikään osa-alue ei toimi hy-
vin, tai liian yksinkertainen, jolloin työkalu ei anna käyttäjälle tarvittavaa vapautta 
muokkauksen tekoon. IRC-Gallerian profiilimuokkauksen työstäminen tyylitiedoston 
kirjoittamisella antaa käyttäjälle täyden vapauden muokkauksen tekoon. Osittain vas-
taavan vapauden antaminen muokkaustyökalun avulla olisikin työmäärällisesti valtava 
tehtävä ja siten vaatisi huomattavasti enemmän resursseja kuin yhden henkilön projek-
tin.  
 
Profiilimuokkain vaatii kuitenkin tutkimustyönä lisää arviointia muilta osa-alueilta kuin 
JavaScriptin toiminnallisuuksilta olio-ohjelmointivälineenä. Tutkimusmateriaalia esi-
merkiksi käyttöliittymän parantamiseksi olisi ollut tärkeää kerätä. Lisäksi tekijällä olisi 
tullut olla paremmin valmisteltu kosketuspinta nykyiseen ja tulevaan ohjelmakoodipoh-
jaan.  
 
Yritys on tällä hetkellä keskittynyt ohjelmistoalustansa kehittämiseen seuraavaan versi-
oon, jolloin kaikki voimavarat on keskitetty taustajärjestelmän parannuksiin. Keskitty-
missuunnan vuoksi profiilimuokkaustyökalu ei ole pääasiallinen kehityskohde. Tehdyn 
sovelluksen perusteella voidaan kuitenkin todeta, että työkalun toteuttaminen on mah-
dollista etenkin uuden alustan kanssa ja uutta alustaa ollaan kehittämässä sopimaan pa-
remmin yhteen profiilimuokkaustyökalun kanssa. Profiilimuokkauksen toteutusaikatau-
lu on vielä auki, mutta todennäköisimmin työ tehdään loppuvuodesta 2009. 
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Liite 1: Muokkaimen perusnäkymä 
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Liite 2: Kuvanlisäystyökalun ohjelmalistaus 
// Create the iFrame and make it hidden 
var uploadFrame = $CE('iframe', { name: 'mod_upload', id: 'mod_upload_frame', 
style: 'display: none'}); 
document.insert( { bottom: uploadFrame} ); 
 
var ImageUploader = Class.create({ 
 /* 
  * konstruktori 
  */ 
 initialize: function(name, uid) { 
  this.image = null; 
  this.name = name 
  this.uid = uid; 
  this.element = null; 
 }, 
  
 /* 
  * create ui-tools 
  */ 
 visualize: function() { 
  this.editor = $CE('div', 
   {id:'mod_pic_upload_div', 'class':  
  'mod_tool'}); 
  this.form = $CE('form', {id: this.name +  
   '_pic_upload_form', action:   
   'mod_live_edit.php', method: 'post',  
   enctype: 'multipart/form-data', target:  
   'mod_upload'}); 
  this.uploadinfo = $CE('div', {id: this.name + 
   '_pic_upload_info'});  
 
  this.file = $CE('input', {type: 'file', id: this.name + 
   '_pic_file', name: 'file', 'class': 'text', size: '20'}); 
  var uidfield = $CE('input', {type: 'hidden', name: 'uid', value:
   this.uid}); 
  //var namefield = $CE('input', {type: 'hidden', name: 'name',
   value: this.name}); 
  this.action = $CE('input', {type: 'hidden', name: 'mod_action',
   value: 'upload_pic'}); 
  var submitbutton = $CE('input', {type: 'button', id: this.name + 
  '_pic_send', value: 'Send' }); 
   
  this.confirmwindow = $CE('div', {id: this.name +  
  '_pic_upload_confirmwindow', 'class': 'mod_pic_confirmwindow', 
  style: 'hidden'}); 
  var confirmsubmit = $CE('input', {type: 'submit', id: this.name 
  + '_pic_confirm_submit', value: 'Agree'}); 
  var confirmcancel = $CE('input', {type: 'button', id: this.name 
  + '_pic_confirm_cancel', value: 'Cancel'}); 
   
  this.uploadinfo.insert(this.file); 
  this.uploadinfo.insert(this.uidfield); 
  this.uploadinfo.insert(this.action); 
  this.uploadinfo.insert(submitbutton); 
   
  var confirmrulesbox = $CE('input', {type: 'checkbox', id: 
  this.name + '_pic_confirm_rules', name: 'confirm_rules'}); 
  this.confirmwindow.insert(confirmsubmit); 
  this.confirmwindow.insert(confirmcancel); 
 
  this.form.insert(this.uploadinfo); 
  this.form.insert(this.confirmwindow); 
  this.confirmwindow.hide(); 
   
  this.editor.insert(this.form); 
  this.upload_response = $CE('div', {id:   
  'upload_response_message', 'class': 'upload_response'}); 
  this.upload_response.hide(); 
  this.editor.insert(this.upload_response); 
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  Event.observe(submitbutton, 'click',   
  this.pic_confirm.bindAsEventListener(this)); 
  Event.observe(this.upload_response, 'click',  
  this.upload_response.hide); 
  //return this.editor; 
}, 
  
 /** 
  * This will submit the confirm-form via ajax-request 
  * cancel will delete the uploaded pic and submit will save the mod  
  */ 
 pic_confirm_send: function(e) { 
  Event.stop(e); 
  this.pic_confirm_finish(); 
 }, 
  
 /** 
  * This will show the confirmation-form for the user to claim that he/she 
  * is allowed to use the pic for the mod 
  *  
  */ 
 pic_confirm: function() { 
  this.uploadinfo.hide(); 
  this.confirmwindow.show(); 
 }, 
  
 /** 
  * get the editor-submitter-window back  
  *  
  * finish the upload by getting the url for the uploaded image.  
  * @param imgurl the URL for the image to set as backround image 
  */ 
 pic_confirm_finish: function(imgurl) { 
  if (imgurl != null) { 
   this.upload_response.innerHTML = ""; 
   var upload_message = document.createTextNode('Success');
   this.upload_response.appendChild(upload_message); 
   this.image = new ImageURL(imgurl, uid); 
   if (!GPF.editCSSRule(this.element.cssid, { 'background-
   image': 'url("' + this.image.filename + '")' },  
   ModLiveEditor.newCSS)) { 
    GPF.deleteCSSStyle(this.element.cssid,  
    'background_image', ModLiveEditor.newCSS,
     null); 
    GPF.addCSSRule(this.element.cssid, {  
    'background-image': 'url("' +  
    this.image.filename + '")' }, null,  
    ModLiveEditor.newCSS); 
   } 
  } 
  this.file.clear(); 
  this.confirmwindow.hide(); 
  this.upload_response.show(); 
  this.uploadinfo.show(); 
 }, 
  
 /** 
  *  
  */ 
 pic_confirm_error: function(errortext) { 
  this.upload_response.innerHTML = ""; 
  var upload_error_text = document.createTextNode(errortext); 
  this.upload_response.appendChild(upload_error_text); 
  this.pic_confirm_finish(null); 
 }, 
  
 attachElement: function(element) { 
  this.element = element; 
 } 
  
}); 
