A simulation study is a useful tool in examining how validly item response theory (IRT) models can be applied in various settings. Typically, a large number of replications are required to obtain the desired precision. However, many standard software packages in IRT, such as MULTILOG and BILOG, are not well suited for a simulation study requiring a large number of replications because they were developed as a stand-alone software package that is best suited for a single run. This article demonstrated how built-in R functions can be used to automate the simulation study using the stand-alone software packages in IRT. For a demonstration purpose, MULTILOG was used in the example codes in the appendices, but the overall framework of a simulation study and the builtin R functions used in this article can be applied for a simulation study using other stand-alone software packages as well.
INTRODUCTION
Item response theory (IRT) provides a family of statistical models that establish the correspondence between item responses and latent variables (De Ayala, 2009) . When applying IRT models to real datasets, researchers often want to know how validly their IRT models can be applied to their datasets at hand (Harwell, Stone, Hsu, & Kirisci, 1996) . For examples, researchers may concern the small sample sizes or multidimensionality of their datasets. Analytic solutions can provide exact and rigorous answers to those questions, but may not be always tractable because of the complexity of the problem. In such a case, a simulation study can be a useful alternative. Typically, a simulation study requires a large number of replications to obtain the desired precision. However, traditional standard software packages in IRT, such as MULTILOG (Thissen, Chen, & Bock, 2003) and BILOG (Zimowski, Muraki, Mislevy, & Bock, 1996) , are not well suited for a simulation study requiring a large number of replications because they were developed as stand-alone software packages for a single run. Running such stand-alone software packages requires input command files, which make it difficult to run those software CONTACT: Sunbok Lee  slee95@Central.UH.EDU  Department of Psychology, University of Houston, Houston, TX 77204
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packages a large number of times. More importantly, it is very difficult to extract the values of interest, such as parameter estimates and fit indices, from the output files. It would be an extremely time-consuming task to manually extract the values from a large amount of output files. Therefore, for a simulation study using stand-alone software packages, it is necessary to automate the simulation procedure. Recently, many R packages, such as LTM and MIRT, have been developed for IRT. With those packages, a simulation study can be made much simpler by repeatedly running IRT estimation functions within a loop and also extracting values of interest from R objects. However, there is still need for conducting a simulation using stand-alone IRT software packages. Those standalone IRT software packages, such as MULTILOG and BILOG, have been widely used in psychometrics, and still are considered as standard software packages by many researchers. Although there are other options such as R and Mplus, MULTILOG and BILOG are still widedly used for IRT simulation studies on various topics such as linking (Kim & Lee, 2006) , goodness of fit statistics (Stone, 2000) , initial valud and convergence criterian (Nader, Tran & Voracek, 2015) , speicification of ability distribution and numerical integration , and structure zeros (Kim, Brennan, & Lee, 2017) . Moreover, when researchers want to develop new estimation algorithms, they may want to compare the results from their new algorithms with those from traditional stand-alone software packages. Given the typical recommendation for the large replications, using the standalone software packages such as MULTILOG and BILOG for simulation studies require us to automatically run the software packages a large number of times and also automatically extract necessary information from a large number of output files. The purpose of this paper is to demonstrate how the built-in functions in R software package (R Core Team, 2015) can be used to automate a simulation study using standard stand-alone software in IRT. The procedure for a simulation study can be divided into four parts: generating item responses, preparing input command files, running stand-alone software, and extracting statistics from output files. Some functions in R that are useful in automating each part of a simulation study are introduced. For a demonstration purpose, MULTILOG is used in the example code in the appendices, but the framework of the simulation study and the R functions used in this article can also be applied for a simulation study using other stand-alone software.
A SIMULATION STUDY IN IRT
A simulation study is a computer intensive procedure to evaluate statistical methods, given a known model and parameters. Most frequently, this is done as a Monte Carlo simulation study in which random numbers are used to generate data to be analyzed with the model. In a simulation study, the random samples thus generated enable us to create an empirical sampling distribution of the parameters under the conditions in which researchers are interested (Bandalos, 2006) . The empirical sampling distribution can be used in evaluating the estimating procedures (e.g., maximum likelihood estimation) or properties of the statistics (e.g., goodness of fit). Harwell et al. (1996) provides a useful reference for a simulation study in IRT, illustrating advantages, limitations, and major steps of IRT simulation. The simulation steps consist of formulating a problem, designing a simulation study, generating item responses and estimating model parameters, and analyzing the results of a simulation. In this paper, we present how some steps of a IRT simulation study can be automated using the R software package. In most simulation studies, handling a large number of replications is a typical problem. Use of stand-alone software, such as MULTILOG and BILOG, to estimate IRT parameters can pose some additional difficulties that are not present when implementing the whole simulation procedures within a single platform such as C, FORTRAN, or R. Within a single programming language, the intermediate results produced in a given step can be easily used by the following step of the simulation. For example, in a simulation study in which the whole process is implemented within R, the generated data sets can be saved as array variables which are then passed to the next step in the process. Using the generated data sets in the later step of the simulation is just a matter of referencing these variables within R. The estimated parameters are also saved as array variables in R, making it easy to summarize the results of parameter estimation. In contrast to using a single platform of programming language, using stand-alone software for a simulation study poses some practical problems, as such software is typically designed for a single run in which the input command file needs to be provided by the user. Given an input command file, results are usually saved as a text file. In order to obtain the desired number of replications using stand-alone software, it is necessary to prepare data and input command files for as many replications as needed. Furthermore, when the subsequent output files are produced, statistics of interest such as parameter estimates, standard errors, and fit indices need to be extracted from output files and organized into structured data for summary. Considering the large number of replications required for a simulation study, it is not normally practical to handle these procedures manually. In the following sections, we describe how some built-in functions in the R software package can be used to automate the simulation study using standalone IRT software.
R FOR THE SIMULATION STUDY IN IRT
R is a freely available open source language for statistical computing (R Core Team, 2015) and can be used to automate the simulation using stand-alone software. R has built-in functions which can manipulate character strings and run external stand-alone software. R also supports the regular expressions which are useful for extracting the statistics of interest from output files. These functions of R will be discussed in this section, and the example code in the appendices that was written using these functions will be discussed in detail in the next section.
Functions for String Manipulations in R
Stand-alone software is typically developed for a single run in which data and input command files need to be prepared by a user. In order to obtain the desired number of replications, standalone software should be run as many times as the number of replications using data and input command files specific to each replication. Therefore, to automate the procedure for preparing those files, file names and some commands in the input command file need to be automatically modified from replication to replication. In R, paste() and strsplit() are functions for string manipulations and can be used to modify the character strings for file names and commands. The gsub() is also useful in replacing a string in a text. paste(). In R, the paste() function concatenates or combines an arbitrary number of arguments to form a combined string after converting each argument to a character string. For example, in the following R code, the paste() function combines character string 'item' and the number 7 to form the string 'item7'. The sep option is used to specify the character string to separate the arguments. In the following example, the sep option is used to indicate no space by placing two double quotes together, with no space between them:
A character vector which contains item names can be generated easily by using a numeric vector. In the example code below, the numeric vector is generated by 1:7.
> paste("item", 1:7, sep="")
[1] "item1" "item2" "item3" "item4" "item5" "item6" "item7"
The paste() function is useful for changing text, such as file names and commands, in command files. The following example shows how the data file name can be changed from replication to replication using the paste() function within a for loop.
for (replications in 1:1000) { ... filename <-paste("MULTILOGI20S100R", replications, ".dat", sep="") } In the code above, replications is a for loop index variable that varies from replication to replication. If replications changes from 1 to 1000 , the variable filename will be changed from 'MULTILOGI20S100R1.dat' to 'MULTILOGI20S100R1000.dat'. strsplit(). The strsplit() function splits a character string into substrings using a delimiter specified in the split option. It provides a convenient way for users to separate the file extension from the whole file name. Since a simulation using stand-alone software generates a large number of data, input command, and output files, it is necessary to manage a large number of files, each with separate names. In the examples in this paper, we have adopted the following naming rule: The body of the whole file name remains the same and only the file extension is changed for each of the files needed for each replication. For example, in the data file name 'MULTILOGI20S100R1.dat', MULTILOG is the body of the file name and does not change. I20 is used to indicate 20 items, S100 is used to indicate 100 subjects, and R1 is used to indicate the 1st replication. MULTILOG requires the file extension '.mlg' to indicate the input command file to the software. So, the name for the input command file for a 20-item test with 100 examinees would be 'MULTILOGI20S100R1.mlg'. In the R code below, the strsplit() function splits a character string 'MULTILOGI20S100R1.dat' into two substrings using a dot as a delimiter to form a character vector containing two elements, 'MULTILOGI20S100R1' and 'dat'.
Combined with the paste() function discussed above, the strsplit() function can be used to change only the file extension of the whole file name. In the code below, the unlist() function is used to convert the list data type produced by the strsplit() function to the vector data type, and '[1]' is used to index the first element of a character vector, which is 'MULTILOGI20S100R1'. In all, the following R code can be used to replace the file extension '.dat' with '.mlg'.
> paste(unlist(strsplit("MULTILOGI20S100R1.dat",
gsub().
The gsub() function replaces a string in a vector. More specifically, gsub(pattern, replacement, x) finds the string pattern in a vector x and replaces the string pattern with another string replacement. For example, in the following example, gsub() replaces 'apple' with 'orange' in the vector x.
> x <-"I like apple" > gsub("apple", "orange", x)
[1] "I like orange"
In a simulation study, the gsub() function can be used to prepare an input command file specific to each replication using a template file. For example, in MULTILOG, the number of examinees needs to be provided in an input command file. Suppose that a template file to generate the input command file contains the following line specifying the number of examinees: 'NEXAMINEES =hnSubjectsi' . Then, the R command below will replace hnSubjectsi with the specific number, 10:
> gsub ("<nSubjects>", 10, x) [1] "NEXAMINEES = 10"
Functions for Executing External Software
Once data and input command files are prepared, researchers need to run stand-alone software the desired number of times to generate the output files. Running stand-alone software in batch mode is a useful way of automating such a process. In batch mode, users can run software without manual intervention by simply providing a command at the DOS prompt. For example, the following command at the DOS prompt will execute MULTILOG using 'MULTILOGI5S500R9.mlg' as an input command file. Note that the file extension need to be omitted. Also, progra∼1 is the short name for 'Program Files' folder in the Windows operating system.
C:\progra~1\MULTILOG> mlg MULTILOGI5S500R9
Since our goal is to automate the procedure for running external software, the command above needs to be provided to the DOS operating system using R by changing the input command file from replication to replication. This can be done using the system() function in R, which can execute the system command from R. The following R code executes MULTILOG using the 'MULTILOGI5S500R9.mlg' as an input command file. Note that, in R, the double backslash represents backslash.
> system("C:\\Progra~1\\MULTILOG\\mlg MULTILOGI5S500R9")
A Regular Expression in R
Given a large number of output files, the key in the next step of the simulation is to extract the statistics of interest from the output files and to organize them into structured data. In order to extract specific information from the output files, it is often necessary to use a more sophisticated expression than a simple string. A regular expression is a powerful tool for extracting the statistics of interest from output files. An Example of the Regular Expression. Suppose that a researcher is using BILOG for a simulation, and the following is the part of a BILOG phase 2 output file named 'BILOGI20S200F2.PH2'. A researcher might want to extract thresholds or difficulty parameters from the output file. In the file above, the thresholds of item 1 and item 2, which are labeled ITEM0001 and ITEM0002, are -0.140 and -0.053 respectively. One way of extracting those numbers from the output files could be the following: i) extracting the lines that contain ITEM0001, ITEM0002, etc., and ii) extracting the numbers in the fourth column from those lines. In identifying the lines for extraction, it would be impractical to use a simple string such as ITEM0001, ITEM0002, etc. because a researcher needs to specify each string representing each item. Rather, it would be more practical if a researcher can specify the string for matching more flexibly like ITEMdddd, where d represents a single digit number. Also, in extracting thresholds, it would be convenient if there is a single expression representing any floating numbers to match -0.140 and -0.053. A regular expression is the sequence of literal and special characters that describes a set of strings and provides a flexible means for matching strings in a text. In the example above, the lines that contain ITEM0001, ITEM0002, etc. can be matched using the regular expression ITEM .PH2' will be presented later in this section with some additional functions in R using the regular expression.
The Regular Expression in General.
A regular expression is the sequence of literal and special characters that is used to match a specific string in a text. By using a regular expression, a user can locate the specific lines in output files by matching the string described in the regular expression with a string in the lines in a file. This, in turn, enables a user to extract the specific information matching that regular expression from unstructured data sources. Simply, the regular expression is a sequence of characters that forms a search pattern for matching. For example, the regular expression 'a.c' matches 'aac', 'abc', etc. since a dot character in a regular expression matches any single character. Also, the regular expression 'ab+' matches 'abb', 'abbb', etc. since the + character in a regular expression matches the preceding element, which is 'b' in this example, one or more times. The regular expression is supported by many programming languages (e.g., R, SAS, C++, and Java) and command line utilities in UNIX (e.g., grep, sed, and awk) because of its usefulness in many applications. The wide applicability of the regular expression comes from its flexibility in matching a specific string of text using special characters. Some frequently used special characters are introduced with examples in Table 1 . For more detailed discussion on the regular expression, readers are referred to other comprehensive literatures (Friedl, 2006; Spector, 2008) . 
\S
Non white space characters Matches anything except white space R has several built-in functions that can be used in extracting the statistics of interest from output files using the regular expression. In the following, examples of the regular expression and functions in R supporting the regular expression will be presented.
grep().
The grep() function searches a file line by line and returns only those lines that match a particular pattern. The pattern is allowed to be a simple character string or the regular expression. For example, the following R command extracts only the lines that contain ITEM0001, ITEM0002, etc. from the BILOG output file named 'BILOGI20S200F2.PH2' in the previous example. In the example code above, the readLines() function reads 'BILOGI20S200F2.PH2' line by line and saves those lines in the character vector named text. Then, the grep() function returns the lines containing a character string that match the pattern described by the regular expression "ITEM[0-9]{4} \\|" from the character vector text and saves those lines in the character vector lines. str_extract_all(). The str_extract_all() function extracts all pieces of a string that match a pattern. The user will need to ensure that the stringr package is installed to use this function. Given the vector named lines in the previous example, the floating numbers in the vector lines can be extracted using the following str_extract_all() function: Note that the result from the str_extract_all() function is a list object which is one of the data types in R. A list object has elements, each of which can contain any type of object in R. Since a matrix is easier to handle, the do.call() function is used to convert the list object to the matrix object as follows: [1,] "0.292" "2.090" "-0.140" "0.902" "0.000" "4.1" "4.0"
[2,] "0.043" "0.802" "-0.053" "0.626" "0.000" "2.9" "6.0"
...
The do.call() function executes a function, which is the rbind() here, using a list of arguments to be passed to it. Since the rbind() combines vectors by rows, the do.call("rbind", numbers) command converts the list object numbers to a matrix object.
EXAMPLE CODE
In the previous section, we have discussed some useful functions of R that can be used to automate the simulation using stand-alone software. This section presents an example of a simple simulation study using those functions. The R codes for this example are presented in the appendices. In the example, item responses were generated using two-parameter logistic (2PL) model (Appendix A), input command files for MULTILOG were generated using a template file for the input command file (Appendix B), MULTILOG was automatically run as many replications as needed (Appendix C), and item parameters of 2PL were extracted and summarized using functions in R (Appendix D).
Setup and Data Generation
Appendix A provides the R codes that generate data sets for a simple example simulation study. The following information is required for this simulation: the number of items, the number of subjects, the number of replications, and the true item parameters for the 2PL model. All the files and results from this simulation will be saved in the folder specified by mF variable. The user also needs to specify the folder where MULTILOG is installed using multilogPath variable. Item responses are generated in lines 29-39. The ability of each person is sampled from a standard normal distribution, and the probability of getting an item correct is calculated based on the equation for 2PL. Then, given a random number between 0 and 1 that is sampled from a uniform distribution, the item response for an item of a person becomes 1 if the sampled uniform random number is less than the probability of getting an item correct for a person and becomes 0 otherwise.
Preparing Input Command Files for MULTILOG
A template file and R codes for preparing input command files for MULTILOG are provided in Appendix B. A template file is used to generate the input command file for each replication by changing some parts of the template file to be specific for each replication. More specifically, a template file named 'template.mlg' contains MULTLOG commands for 2PL. Some parts of the template file are not specified and just marked using angle brackets such as <datafile> and <nItems>, which will be replaced with appropriate character strings using the gsub() function.
In line 5 of the R code in the second part of Appendix B, the list.files() function is used to read all the data file names in the main folder (mF). In line 11, each line of the template file is saved into text variable using readLines() function. In line 13, the name of data file for a specific replication represented by rep is saved into the variable dName. Then, in line 14, the string <datafile> in the template file is replaced with the specific file name, i.e., dName, for a given replication using the gsub() function.
14 text <-gsub(pattern = "<datafile>", replacement = dName, x = text)
The input command file in MULTILOG requires a string representing the format of a data file. In line 23, paste("(5A1,", nItems,"A1)", sep="") creates the string for the format of the data file.
In our example, the number of items is 5, and therefore the string (5A1, 5A1) is saved into format variable. In line 24, the string <format> in a template file is replaced by the string saved in format.
Running MULTILOG in R
Given the data and input command files, the code in Appendix C runs MULTILOG as many replications as needed. In the previous section, we have introduced the system() function, and the following command executes MULTILOG using the input command file named 'MULTILOGI5S500R9.mlg':
In order to repeatedly run MULTILOG many times , the system() function can be used within a for loop by changing the argument of the system() function using the paste() function.
... In the codes above, the vector object dataFiles contains the names of all data filesin the main folder (mF). The for loop index variable rep changes from 1 to nReplications, and accordingly dataFiles [rep] indicates a different data file name for each replication. The strsplit() function is used to remove the file extension from the data file name, and the paste() function is used to combine the string for the path of MULTILOG and data file name.
Extracting and Summarizing Results
In the codes in Appendix D, item discrimination and difficulty parameters are extracted from output files and organized into structured format. It should be noted that the codes in Appendix D are just one way of extracting and summarizing parameters. Also, codes could be more complicated as the simulation becomes more complex. However, the functions used in this example would be useful in extracting statistics of interest from output files in other cases. In Appendix D, the lapply() function is used through the codes. The lapply(x,fun), where the x is a list object and fun is any function in R, returns a list object of the same length as the list object x, each element of which is the result that can be obtained by applying the function fun to the corresponding element of x. Because of the implicit iterative nature of the lapply() In the above example, the lapply() function picks up the first element of a vector 1:3, which is 1, and uses that element as an argument of the function(x), which is defined as x+1, to yield 2. Then, the result, which is 2 here, is saved as the first element of the list object results. The same procedure is repeated for the second and third elements of a vector 1:3. The same results can be obtained using a for loop. In this way, the lapply() function can replace a for loop, which makes codes more concise. In line 5 in Appendix D, the lapply() function is used to read output files:
15 outPut1 <-lapply(list.files(pattern=".OUT"), readLines)
In the code above, list.files(pattern=".OUT") creates a list object that contains file names having the file extension '.OUT'. Then, the lapply() function picks up the output file name from the list object one by one and use it as an argument of the readLines() function. In all, outPut1 is the list object, each element of which is the character vector containing each line of an output file as its element. For example, if there are 10 output files, each of which has 100 lines, then outPut1 would be the list object with 10 elements, each of which contains a character vector of size 100. In line 13, the grep() function is used to extract the lines in output files that contain the discrimination parameters. For example, the following is a part of an output file from MULTILOG which contains the estimates for item discrimination of difficulty parameters: Note that the estimates for discrimination and difficulty parameters are located at the second and third lines after the line that contains the string 'GRADED CATEGORIES'. To pick up the estimate for the discrimination parameter, which is 1.06 in this example, the following command in line 13 can be used:
In the code above, the lapply() function picks up each element of the list object outPut1, which is the character vector containing each line of an output file as its element, and uses it as an argument of the function defined by the grep() function. Hence, the argument x in the grep() function will be the character vector containing each line of an output file. Then, grep("GRADED CATEGORIES",x) will return the indices of the lines that matches the pattern 'GRADED CATEGORIES'. Also, grep("GRADED CATEGORIES",x)+2 will return the indices of the second lines after the line that match the pattern, and finally x[grep("GRADED CATEGORIES",x)+2]) will return the character strings in those lines. The following is the last part of the hypothetical results saved in outPut2 assuming 5 items and 100 replications: Note that each element of the list object outPut2 is the character vector containing the lines that contain estimates for discrimination parameters. Since the results in outPut2 are grouped by replication, it would be more convenient to sort the results by items. The following command in line 15 sorts the results by items: Note that the lapply() function is used twice, which is much simpler than the nested for loop.
The following is a part of the list object outPut3:
[ Given the list object outPut3, the code in line 18 will extract the numbers for the estimates of discrimination parameters as follows: Exactly the same strategy can be applied in obtaining estimates for item difficulty parameters and codes are provided in lines 22-32 in Appendix D. In lines 47-52, the same strategy is used to check whether output files contain the string 'NORMAL PROGRAM TERMINATION', which can provide the information about the convergency of model estimation for each replication
DISCUSSION
A simulation study is useful in investigating the behavior of IRT models in various settings. For a simulation study in IRT, traditional stand-alone software is often preferred because of its efficiency and reliability. In order to get the desired number of replications, it is almost essential to automate the simulation procedures. In this article, it was demonstrated how the R package can be used to automate a simulation study using stand-alone software in IRT. Typically, a simulation using stand-alone software can be divided into four parts: generating data sets, preparing input command files, running software, and summarizing output files. Generating data sets is directly related to the research question of interest. In this article, we only presented the most simple case of item response generation. In preparing input command files and summarizing output files, skills for handling text files are important. The R package provides many useful functions for text processing. In R, character strings can be combined, split, and replaced using the paste(), strsplit(), and gsub() functions, respectively. Also, the grep(), str_extract_all(), and str_extract() functions are useful in extracting the statistics of interest from output files. In extracting the required information from output files, the regular expression is useful in forming flexible search patterns for matching. The system() function is also useful in running stand-alone software many times from R. A couple of comments on some practical issues in a simulation study might be helpful. The estimation for a given replication could fail to converge. For the non-converged cases, researchers can exclude those cases from the summary statistics or re-run them using different starting values or different random samples (Harwell et al., 1996) . Including some codes for checking the convergency of each replication might be useful. In our example codes, the convergency of the estimation for each replication was checked using the codes in lines 46-52 in Appendix D. On the other hand, printing some information about the current progress of a simulation might be helpful when the simulation study takes a long time. For example, IRT models can be formulated using the hierarchical generalized linear model, which can be estimated using the lme() function in the R package lme4. Sometimes, it may be necessary to use both stand-alone software and the lme() function. Usually, based on our experience, it took at least a couple of weeks to run those kinds of simulation because of the heavy computation in the lme() function. In that case, simply printing current values of the iteration could be helpful for checking the current status of a simulation. In our example, putting print(rep) within a for loop is enough to check the current status of a simulation. Many useful R packages for IRT have been developed. For example, the R package irtoys (Partchev, 2009 ) provides the function est(), which can easily run BILOG and extract item parameters from an output file. If those packages can provide enough information for a simulation study, it would be more efficient to use built-in functions in those packages. However, sometimes, other information that is not summarized by the existing built-in functions may be necessary for a simulation study. More importantly, to our knowledge, there are not many R packages or other software that can help the automation of a simulation study using stand-alone software in IRT. In this paper, we have presented a framework of automating a simulation using stand-alone software and introduced some useful R functions that can be used in automating the simulation procedures. Also, an example of automating a simple simulation study using MULTILOG is provided in the appendices ORCID Sunbok Lee http://orcid.org/0000-0002-0924-7056
