We extend the result on the spectral projected gradient method by Birgin et al. in 2000 to a log-determinant semidefinite problem (SDP) with linear constraints and propose a spectral projected gradient method for the dual problem. Our method is based on alternate projections on the intersection of two convex sets, which first projects onto the box constraints and then onto a set defined by a linear matrix inequality. By exploiting structures of the two projections, we show the same convergence properties can be obtained for the proposed method as Birgin's method where the exact orthogonal projection onto the intersection of two convex sets is performed. Using the convergence properties, we prove that the proposed algorithm attains the optimal value or terminates in a finite number of iterations. The efficiency of the proposed method is illustrated with the numerical results on randomly generated synthetic/deterministic data and gene expression data, in comparison with other methods including the inexact primaldual path-following interior-point method, the adaptive spectral projected gradient method, and the adaptive Nesterov's smooth method. For the gene expression data, our results are compared with the quadratic approximation for sparse inverse covariance estimation method. We show that our method outperforms the other methods in obtaining a better optimal value fast.
Introduction
We consider a convex semidefinite program with linear constraints of the form: (P) min : f (X) := Tr(CX) − µ log det X + Tr(ρ|X|) s.t. :
where C, X and ρ are n × n symmetric matrices S n , the elements of ρ ∈ S n are nonnegative, Tr denotes the trace of a matrix, |X| ∈ S n the matrix obtained by taking the absolute value of every element X ij (1 ≤ i, j ≤ n) of X, X ≻ O means that X is positive definite, and A a linear map of S n → R m . In (P), C, ρ ∈ S n , µ > 0, b ∈ R m , and the linear map A given by A(X) = (Tr(A 1 X), . . . , Tr(A m X)) T , where A 1 , . . . , A m ∈ S n , are input data. Problem (P) frequently appears in statistical models such as sparse covariance selection or Gaussian graphical models. In particular, the sparse covariance selection model [6] or its graphical interpretation known as Gaussian Graphical Model (GGM) [11] are special cases of (P) for ρ = O and linear constraints taking the form X ij = 0 for (i, j) ∈ Ω ⊆ {(i, j) | 1 ≤ i < j ≤ n}.
Many approximate solution methods for solving variants of (P) have been proposed over the years. The methods mentioned below are mainly from recent computational developments. The adaptive spectral gradient (ASPG) method and the adaptive Nesterov's smooth (ANS) method proposed by Lu [14] are one of the earlier methods which can handle large-scale problems. Ueno and Tsuchiya [16] proposed a Newton method by localized approximation of the relevant data. Wang et al. [18] considered a primal proximal point algorithm which solves semismooth subproblems by the Newton-CG iterates. Employing the inexact primal-dual path-following interior-point method, Li and Toh in [12] demonstrated that the computational efficiency could be increased, despite the known inefficiency of interior-point methods for solving large-sized problems. Yuan [20] also proposed an improved Alternating Direction Method (ADM) to solve the sparse covariance problem by introducing an ADM-oriented reformulation. For a more general structured models/problems, Yang et al. [19] enhanced the method in [18] to handle block structured sparsity, employing an inexact generalized Newton method to solve the dual semismooth subproblem. They demonstrated that regularization using · 2 or · ∞ norms instead of · 1 in (P) are more suitable for the structured models/problems. Wang [17] first generated an initial point using the proximal augmented Lagrangian method, then applied the Newton-CG augmented Lagrangian method to problems with an additional convex quadratic term in (P). Li and Xiao [13] employed the symmetric Gauss-Seidel-type ADMM in the same framework of [18] . A more recent work by Zhang et al. [21] shows that (P) with simple constraints as X ij = 0 for (i, j) ∈ Ω can be converted into a more computationally tractable problem for large values of ρ. Among the methods mentioned here, only the methods discussed in [18, 19, 17] can handle problems as general as (P).
We propose a dual-type spectral projected gradient (SPG) method to obtain the optimal value of (P). More precisely, an efficient algorithm is designed for the dual problem with g : R m ×S n → R:
(D) max : g(y, W ) := b T y + µ log det(C + W − A T (y)) + nµ − nµ log µ s.t. : |W | ≤ ρ, C + W − A T (y) ≻ O, under the three assumptions: (i) A is surjective, that is, the set of A 1 , . . . , A m is linearly independent; (ii) The problem (P) has an interior feasible point, i.e., there exists X ≻ O such that A(X) = b; (iii) A feasible point for (D) is given or can be easily computed. i.e., there exists y ∈ R m and W ∈ S n such that |W | ≤ ρ and C + W + A T (y) ≻ O. These assumptions are not strong as many applications satisfy these assumptions with slight modifications.
Our approach for solving (D) by a projected gradient method is not the first one. A dual approach was examined in [7] , however, their algorithm which employs the classical gradient projection method cannot handle linear constraints.
The spectral projection gradient (SPG) method by Birgin et al. [2] , which is slightly modified in our method, minimizes a smooth objective function over a closed convex set. Each iteration of the SPG requires (a) projection(s) onto the feasible closed convex set and performs a non-monotone line search for the Barzilai-Borwein step size [1] . An important advantage of the SPG method is that it requires only the information of function values and first-order derivatives, therefore, the computational cost of each iteration is much less than methods which employ second-order derivatives such as interior-point methods. The ASPG method [14] described above repeatedly applies the SPG method by decreasing ρ adaptively, but the ASPG method was designed for the only specific constraint X ij = 0 for (i, j) ∈ Ω. We extend these results to directly handle a more general linear constraint A(X) = b.
Our proposed algorithm called Dual SPG, which is a dual-type SPG, adapts the SPG methods of [2] to (D). A crucial difference between our method and the original method is that the Dual SPG first performs an orthogonal projection onto the box constraints and subsequently onto the set defined by an LMI, while the original method computes the exact orthogonal projection of the search direction over the intersection of the two convex sets. The projection onto the intersection of the two sets requires some iterative methods, which frequently causes some numerical difficulties. Moreover, the projection by an iterative method is usually inexact, resulting in the search direction that may not be an ascent direction. We note that an ascent direction is necessary for the convergence analysis as shown in Lemma 3.2 in Section 3. On the other hand, the projections onto the box constraints and the LMI constraints can be exactly computed within numerical errors.
The convergence analysis for the Dual SPG (Algorithm 2.1) presented in Section 3 shows that such approximate orthogonal projections do not affect convergence, in fact, the convergence properties of the original SPG also hold for the Dual SPG. For instance, stopping criteria based on the fixed point of the projection (Lemma 3.8) and other properties described in the beginning of Section 3 can be proved for the Dual SPG. The properties are used to finally prove that the algorithm either terminates in a finite number of iterations or successfully attains the optimal value.
We should emphasize that the proof for the original SPG developed in [2] cannot be applied to the Dual SPG proposed here. As the Dual SPG utilizes the two different projections instead of the orthogonal projection onto the feasible region in the original SPG, a new proof is necessary, in particular, for Lemma 3.8 where the properties of the two projections are exploited. We also use the duality theorem to prove the convergence of a sub-sequence (Lemma 3.15) since the Dual SPG solves the dual problem. Lemma 3.15 cannot be obtained by simply applying the proof in [2] .
The implementation of Algorithm 2.1, called DSPG in this paper, were run on three classes of problems: Randomly generated synthetic data (Section 4.1), deterministic synthetic data (Section 4.2), and gene expression data (Section 4.3; with no constraints) from the literature. Comparison of the DSPG against high-performance code such as ASPG [14] , ANS [14] , and IIPM [12] shows that our code can be superior or at least competitive with them in terms of computational time when high accuracy is required. In particular, against QUIC [9] , the DSPG can be faster for denser instances.
This paper is organized as follows: We proposed our method DSPG in Section 2. Section 3 is mainly devoted to the convergence of the proposed method. Section 4 presents computational results of the proposed method in comparison with other methods. For the gene expression data, our results are compared with QUIC. We finally conclude in Section 5.
Notation
We use ||y|| := y T y for y ∈ R m and ||W || :
n , as the norm of vectors and matrices, respectively. We extend the inner-product to the space of
The norm of linear maps is defined by ||A|| := max ||X ||=1 ||A(X)||. The superscript of T indicates the transpose of vectors or matrices, or the adjoint of linear operators. For example, the adjoint of A is denoted by A T : R m → S n . The notation X Y (X ≻ Y ) stands for X − Y being a positive semidefinite matrix (a positive definite matrix, respectively).
We also use X ≥ Y to describe that X − Y is a non-negative matrix, that is, X ij ≥ Y ij for all i, j = 1, . . . , n.
The induced norm for R m × S n is given by ||(y, W )|| := (y, W ) • (y, W ). To evaluate the accuracy of the solution, we also use an element-wise infinity norm defined by
For a matrix W ∈ S n , [W ] ≤ρ is the matrix whose (i, j)th element is min{max{W ij , −ρ ij }, ρ ij }. The set of such matrices is denoted by W := {[W ] ≤ρ : W ∈ S n }. In addition, P S denotes the projection onto a closed convex set S; P S (x) = arg min y∈S ||y − x||.
We denote an optimal solution of (P) and (D) by X * and (y * , W * ), respectively. For simplicity, we use X(y, W ) :
We use F and F * to denote the feasible set and the set of optimal solutions of (D), respectively;
Finally, f * and g * are used to denote the optimal values of (P) and (D), respectively.
Spectral Projected Gradient Method for the Dual Problem
To propose a numerically efficient method, we focus on the fact that the feasible region of (D) is the intersection of two convex sets: F = W ∩ F where
Although the projection onto this intersection requires elaborated computation, the projection onto the first set can be simply obtained by
Next, we consider the second set F. If the kth iterate ( By the assumption (iii), we can start from some initial point (y 0 , W 0 ) ∈ F = W ∩ F and it is easy to keep all the iterations inside the intersection F.
We now propose Algorithm 2.1 for solving the dual problem (D). The notation
Step 0: Set parameters ǫ ≥ 0, γ ∈ (0, 1), τ ∈ (0, 1), 0 < σ 1 < σ 2 < 1, 0 < α min < α max < ∞ and an integer parameter M ≥ 1. Take the initial point (y 0 , W 0 ) ∈ F and an initial projection length α 0 ∈ [α min , α max ]. Set an iteration number k := 0.
Step 1: Compute a search direction (a projected gradient direction) for the stopping criterion (∆y
If ||(∆y k (1) , ∆W k (1) )|| ∞ ≤ ǫ, stop and output (y k , W k ) as the approximate solution.
Step 2: Compute a search direction (a projected gradient direction)
Step 3: Apply the Cholesky factorization to obtain a lower triangular matrix L such that
and set λ k 1 := λ k . Set an internal iteration number j := 1.
Step 3a: Set (y + ,
Step 3b: If
is satisfied, then go to Step 4. Otherwise, choose λ k j+1 ∈ [σ 1 λ k j , σ 2 λ k j ], and set j := j + 1, and return to Step 3a.
Step 4: Set
Step 5: Increase the iteration counter k := k + 1 and return to Step 1.
The projection length α k+1 ∈ [α min , α max ] in Step 4 is based on the Barzilai-Borwein step [1] . As investigated in [8, 15] , this step has several advantages. For example, a linear convergence can be proven for unconstrained optimization problems without employing line search techniques on the conditions that its initial point is close to a local minimum and the Hessian matrix of the objective function is positive definite.
Convergence Analysis
We prove in Theorem 3.16, one of our main contributions, that Algorithm 2.1 with ǫ = 0 generates a point of F * in a finite number of iterations or it generates a sequence {(y k , W k )} ⊂ F that attains lim k→∞ g(y k , W k ) = g * . For the proof of Theorem 3.16, we present lemmas: Lemma 3.2 shows that the sequences {(y k , W k )} by Algorithm 2.1 remain in a level set of g for each k. Lemma 3.3 discusses on the boundedness of the level set, Lemma 3.7 on the uniqueness of the optimal solution in (P), Lemma 3.8 on the validity of the stopping criteria in Algorithm 2.1, Lemma 3.10 on the bounds for the search direction (∆y k , ∆W k ). Lemmas 3.12 and 3.15, which use Lemma 3.11 in their proofs, show that Algorithm 2.1 does not terminate before computing an approximate solution. Lemma 3.12 provides a lower bound for the step length λ k of Algorithm 2.1. Lemmas 3.13 and 3.15, which uses Lemma 3.14, discuss the termination of Algorithm 2.1 with ǫ = 0 in a finite number of iterations attaining the optimal value g * or Algorithm 2.1 attains lim inf k→∞ g(y k , W k ) = g * . In the proof of Theorem 3.16, the properties of projection will be repeatedly used. The representative properties are summarized in Proposition 2.1 of [8] . We list some of the properties related to this paper in the following and their proofs can also be found in [8] and the references therein.
To establish Theorem 3.16, we begin with a lemma that all the iterate points remain in a subset of F . Lemma 3.2. Let L be the level set of g determined by the initial value g(y 0 , W 0 ),
the value θ of Step 3 ensures
The first inequality comes from (P2) by putting W as S, W k + α k X k as x and W k as y, and using the relations
The key to establishing Theorem 3.16 is the boundedness of the level set L.
Thus, the boundedness of W is clear from |W ij | ≤ ρ ij . We then fix W ∈ W and show the boundedness of
Hence, if we can prove the boundedness of Z, the desired result follows.
Since we assume that (P) has at least one interior point, there exists X such that A( X) = b and X ≻ O. We denote the eigenvalues of Z by 0
From min t {at − log t : t > 0} = 1 + log a for any a > 0, it follows that
Hence,
Note that the right-hand side is determined by only X and is independent from Z, and that
In addition, from
Therefore, the minimum and maximum eigenvalues of Z are bounded for (y, W ) ∈ L. This completes the proof.
Remark 3.4. From Lemmas 3.2 and 3.3, ||y k || and ||W k || are bounded;
Remark 3.5. Lemma 3.3 implies that the set {X(y, W ) : (y, W ) ∈ L} is also bounded. If we denote β min
Remark 3.6. It follows from Remark 3.5 that ||∆y k || and ||∆W k || are also bounded by η ∆y := α max (||b|| + ||A||η X ) and η ∆W := α max η X , respectively. These bounds are found by
From Lemma 3.3, the set of the optimal solutions F * is a subset of
and it is a closed convex set and bounded. From the continuity of the objective function g, the dual problem (D) has an optimal solution. Furthermore, since both (P) and (D) has an interior feasible point, the duality theorem holds [3, 4] , that is, the primal problem (P) also has an optimal solution and there is no duality gap between (P) and (D), f * = g * . In the following Lemma 3.7, we show the uniqueness of the optimal solution in (P) and a property of the optimal solutions in (D).
Lemma 3.7. The optimal solution of (P) is unique. In addition, if both (y * 1 , W * 1 ) and (y * 2 , W * 2 ) are optimal solutions of (D), then X(y
Proof. Since the function − log det X is strictly convex [4] , we have
Suppose that we have two different optimal solutions (y
2 ) attain the same objective value, it holds that g * = b
T y * 1 +µ log det(C +W *
Since the feasible set of (D) is convex,
is also feasible. However, the inequality (7) indicates
This is a contradiction to the optimality of g * . Hence, we obtain C + W * 
. The uniqueness of optimal solution in (P) can also be obtained by the same argument using (7).
Next, we examine the validity of the stopping criteria in Algorithm 2.1.
for some α > 0.
As proven in [8] , for a general convex problem
with a differentiable convex function f 1 : R n → R and a closed convex set S 1 ⊂ R n , a point x * ∈ S 1 is optimal if and only if P S 1 (x * − α∇f 1 (x * )) = x * for some α > 0. This condition is further extended to P S 1 (x * − α∇f 1 (x * )) = x * for any α > 0. This results cannot be applied to (D) since the projection onto the intersection F = W ∩ F is not available at a low computation cost. The projection considered in the proposed method is onto W, thus we prove Lemma 3.8 as follows.
Proof. It is easy to show that the condition (8) for some α > 0 is equivalent to (8) for any α > 0, following the proof for the condition (P6) of [8] .
We now suppose that (y * , W * ) ∈ F and P W ((y * , W * ) + α∇g(y * , W * )) = (y * , W * ) for any 
The above three cases imply that this difference is 0. Note that X * and (y * , W * ) are feasible for (P) and (D), respectively, and there is no duality gap, hence, X * and (y * , W * ) are optimal for (P) and (D).
For the converse, we suppose that (y * , W * ) is an optimal solution of (D). Again, let
or equivalently,
Since C + W * − A T (y * ) ≻ O and A T is a continuous map, there is a small t > 0 such that
is feasible, and when we put (y * + t(b − A(X * )), W * ) ∈ F into (y, W ) of (10), we obtain A(X * ) = b. Hence, we have y * + α(b − A(X * )) = y * . Similarily, when we perturb W * in element-wise, we obtain two indications; if X * ij > 0 then W * ij = ρ ij and if X * ij < 0 then W * ij = −ρ ij . This leads to the results [W * + αX * ] ≤ρ = W * . Hence, we have shown that (8) holds for ∀α > 0.
From Lemma 3.8 and Lemma 3.7, we also find the relation of the optimal solutions of (P) and (D).
Remark 3.9. The matrix X * computed by X * := X(y * , W * ) for an optimal solution (y * , W * ) of (D) is the unique optimal solution of (P). Furthermore, from (y * , W * ) ∈ L and Remark 3.5, the optimal solution X * satisfies β min X I X * β max X I and ||X * || ≤ η X .
From the definition in (3), (∆y k , ∆W k ) depends on α k . However, the stopping criteria shown in Lemma 3.8 is practically independent of α k . For the subsequent analysis, we introduce
and 1) ).
Proof. It holds that ∆y k = α k ∆y k (1) from the definitions. From (P4) of Proposition 3.1, we know that ||P W (W k + αX k ) − W k || is non-decreasing for α > 0, therefore, it holds for the case
The combination of these two shows the left inequality of (12) . The right inequality is also derived from (P4) and (P5) in a similar way.
The condition ||(∆y k , ∆W k )|| > 0 can be assumed without loss of generality, since ||(∆y k , ∆W k )|| = 0 indicates that (y k , W k ) is an optimal solution by Lemmas 3.8 and 3.10 and (11) and that Algorithm 2.1 stops at Step 2.
Algorithm 2.1 may terminate before computing an approximate solution with a required accuracy in the following two cases: (i) The step length λ k converges to 0 before ||(∆y k , ∆W k )|| reaches 0, and (y k , W k ) cannot proceed, (ii) The norm of the search direction ||(∆y k , ∆W k )|| converges to 0 before g(y k , W k ) reaches the optimal value g * . Lemmas 3.12 and 3.15 show that the two cases will not happen. For the proofs of the two lemmas, we first discuss some inequalities related to matrix norms. Lemma 3.11. Suppose that 0 < β min < β max < ∞. For ∀X, ∀Y ∈ S 2 := {X ∈ S n : β min I X β max I}, it holds
Proof. From the discussions of [5] , the function f 2 (X) = − log det(X) is strongly convex with the convexity parameter 1 2( β max ) 2 on the set S 2 . Therefore, it holds that
for ∀X, ∀Y ∈ S 2 . By swapping X and Y , we also have
Since ∇f 2 (X) = −X −1 , adding these two inequalities generates (i). When we use
β min I}, we obtain (ii) in a similar way to (i). Finally, an application of the Cauchy-Schwartz inequality to (ii) lead to
If X = Y , (iii) is obtained by dividing the both sides with
Lemma 3.12. The step length λ k of Algorithm 2.1 has a lower bound,
where λ min := min 1,
Proof. We first show the lower bound of λ k of Step 3. Since λ k is determined by (4), we examine a
It follows from Remark 3.5 that µ(X k ) −1 β min Z I. From Remark 3.6, we also have ||∆y k || ≤ η ∆y and ||∆W k || ≤ η ∆W . Therefore, we obtain
Hence, for any λ ∈ 0,
, we have Z(λ) O, and consequently, we obtain λ k ≥ λ min . If θ of (4) is non-negative, Z(λ) Z(0) (1− τ )Z(0). In the case θ < 0, we have λ k ≥ − 1 θ × τ , and this leads to
Hence, it follows from (iii) of Lemma 3.11 that
Hence, we acquire some Lipschitz continuity on ∇g for the direction (
we have
Here, we have used the inequalities
We examine how the inner loop, Step 3 of Algorithm 2.1, is executed. As in the Armijo rule, the inner loop terminates at a finite number of inner iterations. If (5) is satisfied at j = 1, then (5) is not satisfied at j − 1. Thus, we have
From Taylor's expansion and (15), it follows that
since λ k j−1 ≤ λ k . Combining these two inequalities, we obtain λ k j−1 ≥
It follows from (6) that
Since
Lαmax . We now prove that the search direction generated by Algorithm 2.1 shrinks to zero in the infinite iterations.
Lemma 3.13. Algorithm 2.1 with ǫ = 0 stops in a finite number of iterations attaining the optimal value g * , or the infimum of the norm of the search direction tends to zero as k increases, 
, we have
By induction, for j = 2, . . . , M ,
Therefore, we obtain
From Lemma 3.2, we know g(y 0 , W 0 ) ≤ g k ≤ g * for each k. Starting from an integer ℓ 0 such that
, it follows that
When we take large ℓ such that ℓ > ℓ 0 + (g * − g(y 0 , W 0 ))/ δ, we have a contradiction. This completes the proof.
For the proof of the main theorem, we further investigate the behavior of the objective function in Lemma 3.15, which requires Lemma 3.14. We use a matrix
Lemma 3.14. It holds that
Proof. We investigate the inequality by dividing into three cases.
1. Case X k ij = 0: We have U k ij = 0, hence (17) holds.
Case
3. Case X k ij < 0: We compute simliarily to the case X k ij > 0.
Combining these cases results in (17).
Lemma 3.15. Algorithm 2.1 with ǫ = 0 stops in a finite number of iterations attaining the optimal value g * , or the infimum of the difference of the objective functions between (y k , W k ) and (y * , W * ) ∈ F * tends to zero as k increases, i.e.,
Proof. If Algorithm 2.1 stops at the kth iteration, (y k , W k ) is an optimal solution, therefore, g * = g(y k , W k ). The proof for (18) is based on an inequality
We know that f (X * ) = g(y * , W * ) from the duality theorem, hence, we evaluate the first and second terms.
From the definition of f and g, the first term will be bounded by
Using Lemma 3.14, we further have
For the second inequality, we have used the relation between the two norms n i=1 n j=1 |V ij | ≤ n||V || that holds for any V ∈ S n . Next, we evaluate the second term of (19) . Since f 2 (X) = − log det(X) is a convex function,
These two inequalities indicate
For the last inequality, we have used ∇f 2 (X) = −X −1 for any X ≻ O and Remark 3.5. In addition, we have
Hence, the second term of (19) is bounded by
We now evaluate the norm ||X k − X * ||. It follows from (P1) of Proposition 3.1 and (y * ,
and this is equivalent to
On the other hand, it follows from (i) of Lemma 3.11 that
By connecting this inequality and (23), we obtain
Since (9) and there is no duality gap, we know that
Hence, it follows that
From (24) and (25), we obtain
This is a quadratic inequality with respect to ||X k − X * ||, and solving this quadratic inequality leads us to
where u 1 (t) :
Using (20), (21), (22) and (26), the inequality (19) is now evaluated as
where
Since all the coefficients are positive, the function u 2 (t) is continuous for t ≥ 0, and u 2 (t) > 0 for t > 0. Hence, it follows Lemma 3.13 that
Finally, we are ready to show the main result, the convergence of the sequence generated by Algorithm 2.1 to the optimal value. Theorem 3.16. Algorithm 2.1 with ǫ = 0 stops in a finite number of iterations attaining the optimal value g * , or generate a sequence
Proof. Suppose, to contrary, that there existsǭ > 0 such that we have an infinite sequence {k 1 , k 2 , . . . , k j , . . .} that satisfies g k j < g * −ǭ. We should remark that it holds k j+1 − k j ≤ M . If k j+1 − k j > M , since we can assume that g i +ǭ ≥ g * for each i ∈ [k j + 1, . . . , k j+1 − 1], the inequality (5) indicates g k j+1 ≥ min{g k j+1 −1 , . . . , g k j+1 −M } ≥ g * −ǭ. Hence, we know k j+1 −k j ≤ M and the sequence {k 1 , k 2 , . . . , k j , . . .} should be actually infinite.
Since u 2 (t) in (27) is continuous for t ≥ 0 and u 2 (t) > 0 for t > 0, there existsδ such that ||(∆y k j , ∆W k j )|| >δ for each j. We apply the same discussion as Lemma 3.13 to the infinite sequence {g k 1 , g k 2 , . . . , g k j , . . .}. If j becomes sufficiently large, we have a contradiction to the upper bound g k j ≤ g * .
Numerical Experiments
We present numerical results obtained from implementing Algorithm 2.1 on the randomly generated synthetic data, deterministic synthetic data and gene expression data in [12] which includes one of most efficient computational results. Our numerical experiments were conducted on larger instances than the test problems in [12] whenever it was possible.
We compare our code DSPG, Algorithm 2.1, with the inexact primal-dual path-following interior-point method (IIPM) [12] , the Adaptive Spectral Projected Gradient method (ASPG) [14] , and the Adaptive Nesterov's Smooth method (ANS) [14] . For the gene expression data, our results are also compared with the QUadratic approximation for sparse Inverse Covariance estimation method (QUIC) [9] in Section 4.3. A comparison with the results on the Newton-CG primal proximal-point algorithm (PPA) [18] is not included since its performance was reported to be inferior to the IIPM [12] and it failed to solve some instances.
We note that different stopping criteria are used in each of the aforementioned codes. They obviously affect the number of iterations and consequently the overall computational time. For a fair comparison, we set the threshold values for the IIPM, ASPG, ANS, and QUIC comparable to that of DSPG. More precisely, the stopping criteria of the DSPG was set to
where ǫ = 10 −5 . For the IIPM, we employed
where gap, pinf, dinf were specified in [12] , and for the ASPG and ANS, we used two thresholds ǫ 0 := 10 −3 and ǫ c := 10 −5 such that f (X) ≥ f (X * ) − ǫ 0 and max (i,j)∈Ω |X ij | ≤ ǫ c [12] . The QUIC stops when ∂f (X k ) /Tr(ρ|X k |) < 10 −6 . The DSPG was experimented with the following parameters: γ = 10 −4 , τ = 0.5, 0.1 = σ 1 < σ 2 = 0.9, α min = 10 −15 = 1/α max , α 0 = 1, and M = 50. In the DSPG, the mexeig routine of the IIPM was used to reduce the computational time. All numerical experiments were performed on a computer with Intel Xeon X5365 (3.0 GHz) with 48 GB memory using MATLAB.
We set the initial solution as (y 0 , W 0 ) = (0, O), which satisfies the assumption (iii) for the instances tested in Sections 4.1 and 4.2. Let (y k , W k ) be the output of Algorithm 2.1. The recovered primal solution
may not satisfy the equalities X ij = 0 for (i, j) ∈ Ω in (P) due to numerical errors. In this case, we replace the value of X ij with 0 for (i, j) ∈ Ω. For the tested instances, this replacement did not affect the semidefiniteness of X, since the primal optimal solution was unique (Lemma 3.7) and the nonzero values of X ij were very small.
In the tables in Sections 4.1 and 4.2, the entry corresponding to the DSPG under the column "primal obj." indicates the minimized function value (P) for X after replacing nonzero values of X ij with 0 for (i, j) ∈ Ω, while "gap" means the maximized function value (D) for (y, W ) minus the primal one. Therefore, it should have a minus sign. The entries for the IIPM, ASPG, and ANS under "primal obj." column show the difference between the corresponding function values and the primal objective function values of the DSPG. Thus, if this value is positive, it means that the DSPG obtained a lower value for the minimization problem. The tables also show the minimum eigenvalues for the primal variable, number of (outer) iterations, and computational time.
In order to measure the effectiveness of recovering the inverse covariance matrix Σ −1 , we adopt the strategy in [12] . The normalized entropy loss (loss E ) and the quadratic loss (loss Q ) are computed as
respectively. Notice that the two values should ideally be zero if the regularity term ρ • |X| is disregarded in (P). Also, the sensitivity and the specificity defined as and the true negatives are correct zero entries in the same matrix. Therefore, the sensitivity and specificity measure the correct rates of nonzero and of zero entries of Σ −1 , respectively. The values close to one for both sensitivity and specificity would be desirable. Thus, we set values of ρ > 0 such that ρ = ρE where E is the matrix of all ones in (P) for which the sensitivity and specificity become close to each other, and also µ equals to one.
Randomly generated synthetic data
As in [12, Section 4.1], we generated the test data by first generating a sparse positive definite matrix Σ −1 ∈ S n for a density parameter δ > 0, and then computing a sample covariance matrix C ∈ S n from 2n i.i.d. random vectors selected from the n-dimensional Gaussian distribution N (0, Σ).
Our experiments were carried out on different sizes n of matrix Σ −1 , two choices of density parameters δ = 0.1 and 0.9, and problem (P) without the linear constraints A(X) = b and with linear constraints X ij = 0 for (i, j) ∈ Ω, where Ω specifies the zero elements of Σ −1 . Table 1 shows the results for problems without any linear constraints in (P). Clearly, the DSPG requires less time to compute a lower objective value than the other codes. The advantage of the DSPG is greater for the denser problems (δ = 0.9, which is the case not considered in [12] ) or larger problems (n = 5000). Moreover, the dense problems tend to be easier to compute in terms of computational time, although their recovery can be slightly worse than the problems with δ = 0.1, as indicated by the values of the sensitivity and specificity. For denser instances, loss E and loss Q are improved. For the problems tested in Table 2 , the sparsity of Σ −1 ∈ S n is imposed as linear constraints in (P) as X ij = 0 for (i, j) ∈ Ω, where |Ω| ≡"# constraints" in the table. From the results in Table 2 , we observe that the ASPG and ANS require much more computational time than in the unconstrained case. The IIPM is the only code which violates the linear constraints X ij = 0 for (i, j) ∈ Ω, resulting in values less than 6.01 × 10 −9 for max i,j=1,...,n |X ij | at the final iteration. We also see that loss E and loss Q do not change when density δ is changed.
Deterministic synthetic data
The numerical results on eight problems where A ∈ S n has a special structure such as diagonal band, fully dense, or arrow-shaped [12] are shown in Tables 3 and 4 . For each A, a sample covariance matrix C ∈ S n is computed from 2n i.i.d. random vectors selected from the n-dimensional Gaussian distribution N (0, A −1 ). Finally, we randomly select 50% of the zero entries for each A to be the linear constraints in (P), excepting for the Full problem in Table 3 .
Similar observation to Section 4.1 can be made for the results presented in Tables 3 and 4 . The DSPG took less computational time than the other methods in most cases and obtained slightly worse objective function values. 
Gene expression data
Five problems from the gene expression data [12] were tested for performance comparison. Since it was assumed that the conditional independence of their gene expressions is not known, linear constraints were not imposed in (P). In this experiment, we additionally compared the performance of the DSPG with QUIC [9] which is known to be fast for sparse problems. Figures 1-3 show the computational time (left axis) for each problem when ρ is changed. As ρ grows larger, the final solution X k (of the DSPG) becomes sparser, as shown in the right axis for the number of nonzero elements of X k . We see that the DSPG (solid blue line) is as competitive with the IIPM (dashed red line) and even faster than the QUIC (dotted black line), which is known for their fast convergence, when ρ is small. The performance of the QUIC is closely related to the sparsity of the final iterate of X k for the DSPG (solid brown line) as expected. Here we used the threshold |X k | ij ≥ 0.05 to determine nonzero elements.
Conclusion
We have proposed a dual-type spectral projected gradient method for (P) to efficiently handle large-scale problems. Based on the theoretical convergence results of the proposed method, the Dual SPG algorithm has been implemented and the numerical results on randomly generated synthetic data, deterministic synthetic data and gene expression data are reported. We have demonstrated the efficiency in computational time to obtain a better optimal value for (P). In particular, when ρ is small, we have observed that the performance of the proposed method increases.
To further improve the performance of the Dual SPG method, our future research includes reducing the computational time by employing an approach similar to Dahl et al. [21] and/or exploiting the structured sparsity as discussed in [10] .
