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Abstrakt
Tato práce se zabývá problematikou vizualizace NC obrábění a analýzou NC kódu. V práci  jsou 
uvedena implementační  řešení  jednotlivých obráběcích technik a nástrojů.   Je zde popsán způsob 
vizualizace samotného obráběcího procesu implementovaného za pomocí OpenGL knihovny a jsou 
zde rozebrány problémy, na které se během této práce narazilo. 
Abstract
This project deals with NC tooling visualization and NC code analysis problems. Implementation`s 
solutions for tooling`s techniques and tools are described in the project . Here visualization`s solution 
of the tooling`s proces are described, for this OpenGL library si used. In this work problems, we  
encoutered during work on this project, are analyzed.
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1 Úvod
Už  od  dob,  kdy  člověk  poprvé  začal  používat  primitivní  nástroje,  bylo  v  jeho  zájmu  nějakým 
způsobem změnit svět okolo sebe. Vytvářet stále lepší a lepší nástroje, kterými by si vyrobil další  
věci, které by mu zjednodušili život. Jedním ze způsobů, jak to udělat, bylo obrábění.
Nejprve  to  bylo  opracovávání  primitivními  nástroji,  např.  noži,  kladivy,  sekerami. 
Opracovávali  se  především kosti,  dřevo a  kámen.   V  užším slova  smyslu  můžeme  v  prehistorii 
moderního obrábění  hovořit o dvou základních liniích. Obrábění kovů, jež se zpočátku provádělo 
pouze ručně, pomocí pilníku, průrazníků, pilek a dalších ručních nástrojů. Druhým odvětvím obrábění 
bylo  obrábění  dřeva,  protože  se  jednalo  o  univerzální  konstrukční  materiál.  Zde  se  začaly 
mechanizované pomůcky objevovat mnohem dříve např. pily, vrtačky, primitivní soustruhy. 
K většímu rozvoji obrábění kovů přispěla až doba pozdního středověku. V této době se poprvé 
začaly objevovat střelné zbraně tvořené převážně kovovými součástmi. Dále se také začalo rozvíjet  
hospodářství.  Tyto  dva  aspekty  byly  hlavním důvodem pro  zdokonalení  obrábění  kovů.  Během 
několika dalších staletí se v tomto oboru objevilo mnoho konstrukčních nápadů, z nich se však ujaly  
jen některé. 
Dalším milníkem ve vývoji obráběcích technologií byla průmyslová revoluce, která značnou 
měrou přispěla k dalšímu vývoji a rozšíření obrábění. V této době také docházelo k nahrazovaní co 
nejvíce  lidských  prací  stroji.  Tak  vznikaly  první  mechanicky  poháněné  obráběcí  stroje.  Velké 
finanční  investice  do  zpracování  kovů  především  pro  vojenské  účely  pak  nastartovaly  národní 
hospodářství mnoha států. Obrábění kovů na obráběcích strojích je však relativně mladé, a to zvláště 
pokud pro hodnocení použijeme výhradně produktivitu. Do 19. století se práce s kovy soustředily 
především na práce kovářské. K získání informací o obrábění do 19. století bylo čerpáno ze zdroje  
[9].
K dalším velkým změnám na poli obráběcích strojů došlo v 20. století, kdy se poprvé objevily 
NC stroje neboli číslicově ovládané stroje (Numeric Control). Tyto stroje značně zrychlily práci  a  
kromě návrhu a přípravy úplně odstranily lidský faktor z procesu obrábění. Později se objevily tzv.  
CNC stroje, čili počítačem řízené číslicové stroje (Computer Numeric Control).
Historie vývoje CNC obráběcích strojů, neboli vývoje číslicové techniky, probíhala současně 
v několika oblastech: jednotlivé strojní komponenty, výrobní soustavy, řídicí systémy a strojní celky. 
Již okolo roku 1950 se jako pohonové jednotky začaly používat  elektricky řízené hydromotory a 
později  byly  aplikovány  elektricky  řízené  motory.  Pro  odměřování  při  polohování  se  využívalo 
optických principů.  První  zde  ještě  takzvané  NC konzolové  frézky byly  víceméně  modifikované 
konvenční stroje. Řídicí systémy pracovaly na principu vakuových lamp a začalo se prosazovat i tzv. 
pravoúhlé řízení a systémy s magnetickým záznamem dat.
V roce 1960 uvedla firma Kearney&Trecker první obráběcí (frézovací) centrum. NC systémy 
byly  již  tranzistorové.  Koncem  60.  let  pak  v  USA  aplikovali  integrované  obvody  s  možností  
parabolických a splineových interpolací. NC stroje se integrovaly do prvních výrobních linek.
V 70. letech se při stavbách strojů aplikovaly kuličkové šrouby a hydrostatická vedení. Firma 
Herbert uvedla na trh první soustružnické centrum s rotačními nástroji pro frézování a vrtání. NC 
systémy byly doplňovány pamětí a umožňovaly editaci programů. Od nich byl jen velmi malý krůček 
k prvním CNC systémům. 
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V 80. letech začaly být stroje vybavovány zásobníky nástrojů i obrobků a do konstrukce NC 
strojů se aplikovaly senzory pro sledování pohonů a jednotlivých mechanismů. Řídicí systémy byly 
založeny na bázi CNC/PLC s multiprocesorovými mikropočítačovými strukturami. Toto období je  
velmi  důležité,  poněvadž  došlo  k  výraznému  prosazení  frézovacích  i  soustružnických  center  do 
technologií třískového obrábění. 
I dnes se technologie obráběcích strojů  nadále vyvíjí a zdokonaluje. Vyvíjí se lepší záznamová 
média, zdokonalují se nástroje, objevuje se stále lepší způsob chlazení atd.. Vyvíjí se i nové druhy 
aplikací, které usnadňují tvorbu obráběcího kódu. Zatímco před 30 lety se většina kódů psala ručně 
řádek po řádku, dnes již ve většině aplikací stačí vytvořit model, nastavit pojezd nástroje a kód je poté  
vygenerován ze zadaných dat. Informace o vývoji obráběcích strojů ve 20.stol byly čerpány ze zdroje  
[4].
Bohužel,  tento  rychlý  vývoj  technologií  přispívá  k  nekompatibilitě  starších  obráběcích 
technologií s novými.  Kód, který se používal k obrábění před 20 lety,  již dnes není kompatibilní
s moderními aplikacemi. A většina obráběcích strojů dnes komunikuje výhradně přes tyto aplikace. 
Tímto problémem se zabývá právě tato práce. Jejím účelem je vytvořit aplikaci, která dokáže 
přečíst starší ručně psaný NC kód. Provést jeho analýzu a poté zobrazit samotný průběh obrábění.  
Existuje však velké množství různých NC kódů, které se liší hlavně způsobem zápisu. Tyto rozdíly 
má na svědomí hlavně velké množství různých NC popř. CNC systémů, kterými se obráběcí stroje 
řídí. Proto se v naší práci budeme zabývat jen malou částí z celého spektra obráběcích kódů. 
1.1 Stručný obsah kapitol
Kapitola 2 se věnuje základům numerického řízení. Zde je čtenář uveden do problematiky obráběcích 
strojů, jejich historie a práce s NC kódem. Kapitola 3 se zaměřuje na návrh aplikace. Zde je čtenář  
seznámen s prvotní myšlenkou celé práce, postupnými změnami návrhu během vývoje a finálním 
návrhem.  Kapitola  4  je  zaměřena  na  samotnou  implementaci  aplikace.  Jsou  zde  popsána 
implementační  řešení  jednotlivých  částí  aplikace  a  problémy,  se  kterými  bylo  nutné  se  při  
implementaci  potýkat.  V kapitola  5  je  věnována  testování  aplikace.  Vstupním datům,  která  byla  
použita  a  výsledkům kterých  bylo  dosaženo.  V  poslední  kapitole  6  je  zhodnocena  celá  práce  a 
poznatky,  kterých bylo dosaženo během studia dané problematiky.  Je zde uveden také další směr,  
kterým by se mohla aplikace nadále vyvíjet.
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2 Základy numerického řízení
NC je všeobecný termín pro celou oblast numerického řízení (numerical control) a zahrnuje všechny 
techniky,  které se používají pro řízení obráběcích strojů pomocí série zakódovaných pokynů.  The 
Electronic Industries Association (EIA) v USA definuje NC jako "systém, ve kterém je činnost řízena 
přímým vložením numerických dat v určitém pořadí". [5]
NC stroji  jsou  nazývány obráběcí  stroje  řízené  počítačem.  Pod  pojmem  obráběcí  stroj  se 
rozumí  specializovaný stroj  zkonstruovaný  pro  třískové  obrábění  materiálu.  Obráběcí  stroje  jsou 
různé   např. hoblovky, protahovačky, soustruhy, vrtačky, vyvrtávačky, frézky, brusky. V rámci této 
práce se budeme zabývat pouze soustruhem (2-osý systém).
Dalším důležitým pojmem v problematice  NC je CAD. CAD (Computer  Aided Design) je 
počítačová podpora procesu konstruování, jedná se o grafické simulační nástroje v níž můžeme návrh 
obrobku přímo upravovat. 
2.1 NC kód
Pro ovládání NC strojů se používá NC kód. NC kód je jednoduchý programovací jazyk, který používá 
jednoduché instrukce pro řízení pohybu v osách. Program se skládá z bloků, což je odborné označení 
jednoho řádku kódu. Každý blok se skládá ze slov, což jsou jednotlivé příkazy na daném řádku NC 
kódu.  Každé  slovo  se  skládá  z  adresy  a  čísla,  tyto  informace  slouží  k  jednoznačné  identifikaci  
požadovaného příkazu, jež chceme vykonat. Ukázka bloku je uvedena na obrázku 2.1.
Obr. 2.1. Blok NC kódu
Význam jednotlivých slov v NC kódu se může lišit  podle použitého NC systému.  V rámci 
práce proto budeme význam NC kódu vykládat podle systému Emcotronic TM02. S nímž jsem se  
seznámil při studiu na střední škole. 
Ukázka NC kódu 
NC program k ovládání  obráběcího procesu většinou používá  G-kódy.  Například vykonání 
řádku technologického programu G1 G90 X126.4  Y 13.  F250.  přesune  obráběcí  nástroj  lineární  
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N0005 G54 T0101 S1000 M03
N0010 G92 X0 Z0
N0015 G59
N0020 G0 X43 Z1
N0025 G1 X-1 F100 
N0030 G0 X37 Z2
N0035 G1 Z-39
N0040 G0 X38 Z1
N0010 X20 Z500G
Blok Slovo Adresa Číslo
interpolací, tedy nejbližší možnou cestou z místa původního do místa na obráběcím stroji určeného 
souřadnicemi  X126.4  Y 13.  a  rychlosti  posuvu F=250mm za  minutu.  Souřadnice  cílového bodu 
pohybu jsou zadány v absolutních souřadnicích což definuje řídicímu systému příkaz G90.[2] 
V  NC  programu  jsou  využívány  i  M-kódy,  pomocné  funkce,  které  se  starají  o  ovládání 
mechanismů  obráběcího stroje.  Byla  ustanovena pravidla  pro používání  G-kódů a  M-kódů,  která 
vnesla  řád  do  používání  základní  příkazů  tak,  aby  výše  uvedené  platilo  pro  CNC  stroje  řízené  
standardními řídicími systémy.  Přesto každý výrobce CNC řídicích systémů má řadu doplňkových 
kódů  a  funkcí.  Tyto  informace  lze  najít  v  manuálu  pro  obsluhu  a  programátora  daného  CNC 
obráběcího stroje.[2]
N je označení řádku kódu, určuje v jakém pořadí se bude kód číst. T označuje změnu nástroje a 
číslo nástroje. Příkaz S nastaví počet otáček. Znaky X,Z,Y určují pohyb nástroje v jednotlivých osách. 
Význam dalších příkazů bude rozebrán v dalších kapitolách.
2.2 Soustruh
Soustruh  je  2-osý  systém (viz  obr.  2.2).  Rotační  pohyb  zde  vykonává  materiál  válcového tvaru, 
odborně nazývaný obrobek. Pohyb v osách vykonává převážně nástroj. Nástroj z obrobku odebírá 
vrstvy (třísky) a postupně obrobek opracovává. Tato pracovní činnost se nazývá soustružení. Nástrojů 
je mnoho typů, mezi nejběžnější patří různé druhy soustružnických nožů a vrtáků. Existují i speciální  
druhy soustruhů např. dvouvřetenový, s přídavnými osami atd. Tato práce se bude zabývat pouze 
základním 2-osým typem soustruhu. 
Obr. 2.2. Osový systém soustruhu[1]
Soustruh  je  v  současném  strojním  průmyslu  nejrozšířenější  obráběcí  stroj.  V  obráběcích 
provozech strojírenských podniků se vyskytují ve velkém počtu, v různém stupni automatizace. Podle 
stupně automatizace se soustruhy rozdělují  na ručně ovládané,  poloautomatické a automatické.  Z 
konstrukčně technologického hlediska se rozlišují soustruhy hrotové, svislé, čelní a speciální.[12]
Historie  soustruhu sahá  až  do  mladší  doby kamenné.  Jedná  se  tedy o  velmi  starý  způsob 
opracování materiálu. Během staletí se konstrukce a vybavení soustruhu značně změnily. Základní 
princip  však  zůstal  stejný.  Nějakým  typem  pohonu  vyvolaný  rotační  pohyb  obrobku  a  jeho 
opracovávání  nožem,  jež  odebírá  z  obrobku třísky.  Největší  rozvoj  zažily  soustruhy v  19.století 
během průmyslové revoluce. Kdy se poprvé objevil soustruh takové konstrukce, která je běžná i dnes.  
Železný  soustruh  s  pevně  vedeným  suportem  umožňujícím  pohyb  nože  podél  soustruženého 
předmětu i kolmo k němu. [9]
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2.2.1 Teorie numerického řízení soustruhu
Tato podkapitola se věnuje teorii numerického řízení procesu soustružení, popisu jednotlivých funkcí 
a jejich technologické provedení. Upozorňuji, že označení funkcí se může lišit podle NC systému.  
V této práci vycházíme z označení, jež používá systém Emcotronic TM02[10]. Cykly zmíněné v této 
teorii jsou používáni na většině univerzálních soustruhů. [2]
Existují dva základní způsoby programování. Prvním způsobem je absolutní programování.  
Při tomto způsobu programování jsou všechny souřadnice v celém programu vztaženy k nulovému 
bodu obrobku, tento bod se nachází na čelní straně obrobku, přesně v jeho středu. Osy při tomto 
způsobu programování jsou označeny standardními znaky X, Z. Ukázka absolutního programování je 
uvedena na obrázku 2.3.
Obr. 2.3. Ukázka absolutního programování[1]
Dalším  způsobem  programování  je  inkrementální.  Při  tomto  způsobu  programování  jsou 
všechny souřadnice vztaženy k současné pozici nástroje. Souřadnice pohybu jsou při tomto způsobu 
programování označeny znaky U, W. Tyto znaky odpovídají osám X a Z (viz obrázek 2.4). Ukázka 
inkrementálního programování je uvedena na obrázku 2.4.
Obr. 2.4. Ukázka inkrementálního programování[1]
Tyto dva základní způsoby programování mohou být použity i společně v jednom programu. 
Takovéto použití obou způsobů je nazýváno smíšeným programováním.
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Existují  dvě  základní  funkce  pro pohyb  nástroje  G0 a  G1.  Tyto  funkce přesunují   nástroj
na určené souřadnice po nejbližší možné dráze. Funkce G0 je nazývána rychloposuv, při vyvolání této 
funkce v programu se nastaví posuv F na hodnotu 3000mm/min. Jinak tato funkce  vykonává stejné 
pohyby jako funkce G1. Při použití funkce G0 se nesmí nástroj dotknout obrobku, došlo by k nárazu 
a možnému poškození nástroje nebo stroje. Funkce G1 je nazývána lineární interpolace. Tato funkce 
je základní funkcí vykonávající obrábění.  Při vyvolání funkce  G1 se posuv  F nastaví na hodnotu 
pracovního posuvu. Tento posuv je zadán programátorem, buď ve stejném bloku programu, nebo  
v některém z předcházejících bloků. Nástroj se poté pohybuje směrem k zadaným souřadnicím, tyto 
souřadnice mohou být zadány v absolutních i inkrementálních souřadnicích. Při tomto pohybu může 
nástroj obrábět materiál. 
G0 X10 Z-10
G1 X5 Z-2 F50
Ukázka zápisu funkce G0, G1
Funkce  G2 a  G3 značí kruhovou interpolaci. Těmito funkcemi se vytváří rádiusy, které jsou 
zadané souřadnicemi středu kruhu. Rozdíl mezi funkcemi G2 a G3 je ve směru obrábění rádiusu. G2 
obrábí rádius ve směru hodinových ručiček a  G3 v protisměru hodinových ručiček. Ukázka zápisu 
funkce G2, G3 je uvedena na následujících řádcích.
G2 X10 Z-12 I8 K9
G3 X10 Z-5 I5 K6
Ukázka zápisu funkcí G2,G3
Střed kruhu, podle kterého budeme obrábět rádius je daný souřadnicemi I, K, tzv. interpolační 
parametry.  Tyto  souřadnice  určují  střed  kruhu  od  pozice  nástroje.  Interpolační  parametr  I je 
rovnoběžný s osou X a K je rovnoběžný s osou Y. Interpolační parametry se vždy vztahují k současné 
poloze nástroje. Pro lepší představu viz obrázek 2.5.
Obr. 2.5. Použití interpolačních parametrů.[1]
Funkce G33 slouží k řezání závitů. Funkcí G33 mohou být zhotoveny závity v jednotlivých 
krocích a řezech. Najížděcí a odjížděcí pohyby musí být naprogramovány v jednotlivých blocích a  
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mohou být provedeny pomocí funkce  G0. Závity, které je možno pomocí cyklu G33 jsou shodné  
se závity zhotovenými pomocí cyklu G85.
G33 X10 Z-10 F400
Ukázka zápisu funkce G33
Příkaz F má v tomto případě jiný význam. Určuje zde stoupání závitu v μm. Souřadnice cílové 
pozice je možné zapsat v absolutních i inkrementálních souřadnicích.
Následující funkce G84 značí dva různé cykly, čelní a podélné soustružení. Tyto dva cykly jsou 
od sebe rozlišeny pouze pozicí souřadnic. Když je na prvním místě X (U u inkrementálního způsobu 
programování) jedná se o podélné soustružení, když Z (W u inkrementálního způsobu programování) 
jedná se o čelní soustružení. 
G84 X20 Z-15 P0=2 P2=6 D0=1000 D2=200 D3=1000
Ukázka zápisu funkce G84 
Zápis funkce G84 je o poznání složitější než u předchozích funkcí. P0 značí kuželovou míru 
v ose X, P2 značí kuželovou míru v ose Z. D0 a D2 jsou přídavky v osách X a Z. D3 je hloubka řezu. 
Parametry označené písmenem D jsou v μm. Pro lepší představu viz obrázek 2.7 a 2.8.
Obr. 2.7. Cyklus G84 - podélné soustružení[1]
Cyklus  podélného soustružení provádí postupný odběr materiálu z obvodové části  obrobku, 
jehož velikost je zadána parametrem  D3.  V cyklu provádí pracovní pohyb nástroj pouze v ose  Z,  
přičemž v ose X dochází pouze k jeho přesunům. 
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Obr. 2.8. Cyklus G84 – čelní soustružení[1]
Cyklus čelního soustružení provádí postupný odběr materiálu z čelní strany obrobku. Pracovní 
pohyb vykonává nástroj v ose X, přičemž v ose Z dochází pouze k jeho přesunům.
Cyklus  G85 slouží  k  řezání  závitů.  Na  rozdíl  od  cyklu  G33 nepotřebuje  naprogramovat 
najížděcí a odjížděcí pohyby, ale vykonává celý cyklus samostatně. Cyklus G85 dokáže dělat závity 
téměř na jakékoliv ploše.
G85 X5 Z-9 P2=2 D3=8 D4=2 D3=60 D6=614 D7=4 F1000
Ukázka zápisu cyklu G85
Parametry u cyklu  G85 mají  pro všechny druhy závitů stejný význam.  Parametr  P2 určuje 
příčný výběh závitu v mm. D3 definuje dělení řezu v μm. D4 určuje počet prázdných řezů. D5 je úhel 
profilu závitu udaný ve stupních. Parametr D6 určuje hloubku závitu v μm.  D7 je parametr určující 
průřez třísky.  F značí  stoupání  závitu v  μm.  Parametr  P0 určuje kuželovou míru  v ose  X.  Tento 
parametr je potřeba jen při soustružení kuželových závitů. 
Cyklus  G85 určený  pro  řezání  podélných  válcových  závitů  je  od  ostatních  cyklů  odlišen 
zápisem bloku. Při cyklu řezání podélných válcových závitů je jako první uvedena souřadnice v ose X 
(U  u  inkrementálního  způsobu  programování).  Dále  zde  není  uveden  parametr  P0,  který  určuje 
kuželovou míru v ose X. Při tomto cyklu nástroj vykonává pracovní pohyb v ose Z, přičemž v ose X 
dochází pouze k jeho přesunům. Tento cyklus je znázorněn na obrázku 2.9.
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Obr. 2.9. Cyklus G85 – podélný válcový závit[1]
Další závit, který může být zhotovrn pomocí cyklu  G85, je závit podélný kuželový. Nástroj
u tohoto cyklu vykonává pracovní pohyb v osách X a  Z.  Blok cyklu řezání podélných kuželových 
závitů se od cyklu řezání podélných válcových závitů liší přidaným parametrem P0, jež určuje právě 
sklon  kuželové  plochy.  Podélný  kuželový  závit  se  od  čelního  kuželového  závitu  liší  sklonem 
kuželové plochy. Úhel je menší než 45°. Tento cyklus je znázorněn na obrázku 2.10.
Obr. 2.10. Cyklus G85 -  podélný kuželový závit[1]
Dalším závitem, který je možno zhotovit cyklem  G85, je čelní závit. Blok tohoto cyklu je,  
od ostatních závitových cyklů,  odlišen absencí  parametru  P0 a  první  zapsanou souřadnicí  Z (W 
u  inkrementálního  způsobu  programování).  Při  řezání  čelního  závitu  nástroj  vykonává  pracovní  
pohyb  v ose  X.  V ose  Z jsou vykonávány pouze najížděcí  a odjížděcí  pohyby nástroje.  Cyklus  
pro řezání čelních závitů je znázorněn na obrázku 2.11.
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Obr. 2.11. Cyklus G85 -  čelní závit[1]
Posledním typem závitu, který můžeme pomocí cyklu  G85 zhotovit je čelní kuželový závit. 
Blok tohoto cyklu se od čelního cyklu liší jen přidaným parametrem P0, který určuje sklon kuželové 
plochy.  Úhel sklonu je u čelního kuželového závitu větší než 45°. Pracovní pohyb zde vykonává  
nástroj v obou osách (X a Z). Cyklus pro řezání čelních kuželových závitů je znázorněn na obrázku 
2.12.
Obr. 2.12. Cyklus G85 -  čelní kuželový závit[1]
Cyklus  G86 slouží  k  práci  s  upichovacím  nožem.  Funkce  G86   obsahuje  dva  cykly, 
zapichovací cyklus a čelní zapichovací cyklus. Stejně jako u cyklu  G84 se i zde od sebe jednotlivé 
cykly  liší  jen  pořadím  souřadnic.  Zapichovací  cyklus  má  jako  první  souřadnici  X (U 
u  inkrementálního  způsobu  programování)  a  čelní  zapichovací  cyklus  Z (W u  inkrementálního 
způsobu programování).
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G86 X10 Z-5 D3=1000 D4=5 D5=1000 F100
Ukázka zápisu cyklu G86
D3 značí  hloubku jednoho úběru  v  μm.  D4 je  časová  prodleva  v  0.1s,  nutná  k  ochlazení 
nástroje. D5 je šířka nástroje v μm, udává posuv v ose Z mezi jednotlivými úběry.
Zapichovací  cyklus  G86  provádí  postupné  odebírání  materiálu  obrobku  pomocí  posuvu 
nástroje  od  obvodu k  ose  obrobku,  šířka  třísky odpovídá  šířce  nástroje.  Pracovní  pohyb  je  tedy 
vykonáván v ose X a po každém dosažení požadované souřadnice X je nástroj posunut o svoji šířku 
ve směru zadaném osou Z. Tento cyklus je znázorněn na obrázku 2.13.
Obr. 2.13. Cyklus G86 – zapichovací cyklus[1]
Čelní zapichovací cyklus G86 odebírá materiál z čela obrobku ve směru osy Z. Šířka odebírané 
třísky odpovídá šířce nástroje. Vždy po dosažení požadované souřadnice v ose Z se nástroj posune 
ve směru osy X o šířku nástroje. Čelní zapichovací cyklus je znázorněn na obrázku 2.14.
Obr. 2.14. Cyklus G86 –  čelní zapichovací cyklus[1]
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G87 a G88 jsou cykly určené pro vrtání. Cyklus G87 označuje cyklus pro vrtání hlubokých děr 
s lámáním třísek. Po dosažení hloubky úběru se nástroj vždy vykoná krátký pohyb zpátky.  Tento 
pohyb slouží k lámání třísek. Při každém úběru se další úběr procentuálně zmenší. Zmenšování úběru 
je důležité, protože jinak by se nástroj přehříval. 
Obr. 2.15. Cyklus G87[1]
Cyklus  G88 označuje  cyklus  vrtání  hlubokých  děr  s  vyjížděním.  I  zde  se  procentuálně 
zmenšuje hloubka úběru, ale nástroj po každém úběru vyjíždí do výchozí pozice. Cykly G87 a G88 
jsou znázorněny na obrázcích 2.15 a 2.16. 
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Obr. 2.16. Cyklus G88[1]
G87 Z-30 D3=5000 D4=5 D5=10 D6=3000 F200 
Ukázka zápisu cyklu G87
Cykly se zapisují totožně a proto je v ukázce uvedena jen jedna funkce. D3 je hloubka jednoho 
úběru v  μm,  D4 je časová prodleva udávaná v 0.1s, která stejně jako v případě zapichovací cyklu 
slouží k ochlazení nástroje. D5 určuje procentuální úbytek pro následnou hloubku úběru a D6 určuje 
minimální hloubku úběru v μm. 
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3 Návrh aplikace
Tato kapitola popisuje návrh jednotlivých částí aplikace. Způsob jakým byly dané součásti aplikace 
vyvíjeny. Prvotní myšlenku, díky které aplikace vznikla. Samotná kapitola je rozdělena do několika 
podkapitol, abychom lépe zachytili všechny problémy spojené s návrhem. 
3.1 Prvotní myšlenka
Hlavním důvodem, který vedl ke vzniku této aplikace, byla potřeba analyzovat a graficky zpracovat 
NC kódy, jejichž kód nelze zpracovat pomocí moderních CAD systémů. Těchto kódů je po celém 
světě velké množství a mnoho z nich se nepoužívá jen z důvodu uvedených výše. Mnoho práce  je  
kvůli  tomu  zbytečně  ztraceno  a  mnoho  NC  kódů,  které  byly  funkční  se  musí  psát  znovu.  
Při možnostech moderních CAD systémů se to nezdá býti zase až takový problém. Vytvořit však NC 
kód pro obrobení některé velmi složité součásti může zabrat i několik dní. Takový kód však již může  
být napsán, jen chybí způsob jak zjistit, jestli je daný kód opravdu ten, který hledáme. A v tomhle by 
měla pomoci právě tato aplikace, která by ukázala, jak asi bude probíhat obráběcí proces.
3.2 Výběr NC systému
Prvním důležitým krokem návrhu, bylo vybrat NC systém, který by vyhovoval našim požadavkům. 
Ideálním NC systémem pro naše účely byl takový systém, pro nějž se stále píšou NC kódy ručně a jež 
nemá dostatečné prostředky pro simulaci. Prvním NC systémem pro který jsem se chtěl rozhodnout 
byl systém od firmy Siemens (sinumerik 840D). Bohužel neodpovídá specifikacím zmíněným výše.  
Tento  NC  systém  je  příliš  moderní  a  jeho  NC  kód  se  dá  jednoduše  odzkoušet  na  moderních 
simulačních nástrojích. 
Nakonec jsem se rozhodl pro systém od firmy Emco Maier, přesněji pro systém Emcotronic 
TM02, s nímž jsem měl možnost pracovat na střední škole ISŠT-COP Zlín (nyní SPŠP-COP Zlín 
http://www.spspzlin.cz). Tento systém odpovídal našim požadavkům. Pro tento systém je potřeba NC 
kódy stále tvořit manuálně. Je zde sice i podpora moderních CAD systémů. Já sám jsem měl možnost 
seznámit  se  s  programem EdgeCam.  Licence na  tento program je  však  příliš  drahá,  a  proto  se  
při výuce žáků používá jen pro seznámení s CAD systémy.  
Dalším  důvodem  pro  výběr  tohoto  systému  jsou  jeho  nedostatečné  simulační  nástroje, 
poskytované  k  samotnému  systému  Emcotronic  TM02.  V  grafické  simulaci  je  potřeba  nejprve 
nakreslit hotový obrobek. Simulátor sám pak pouze ukazuje trasu nástroje, čili nejde odhadnout, zda 
by nástroj nemohl narazit do tělesa obrobku nebo zda se opravdu v praxi bude nástroj pohybovat tak,  
jak bychom chtěli. Dále z této simulace není možné odhadnout velikost odebíraných třísek, protože 
nevíme, jak bude vypadat výchozí materiál.
Tyto důvody nakonec určily systém Emcotronic TM02 jako ideální systém pro podmínky této 
práce.
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3.3 Grafické prostředí
Důležitým  nárokem  na  tvorbu  grafického  prostředí  je  jeho  přehlednost  a  jednoduchost  použití  
ovládacích prvků. Tento nárok není vždy jednoduché splnit, protože každý uživatel má jiné nároky 
na estetiku. Také se často liší i vnímání toho, co je pro daného člověka jednoduché a co složité.
V prvotním návrhu aplikace (viz obr.3.1) obsahovalo grafické prostředí jedno okno, v němž 
bylo umístěno několik komponent.  Jednou z komponent  bylo textové pole, které mělo zobrazovat 
text. V případě této práce šlo o NC kód. Tato komponenta zabírala téměř třetinu celého okna.  Zbylou 
část  okna  měly  v  původním návrhu zabírat  další  tři  komponenty,  v  kterých  se  měla  objevit  2D 
vizualizace z pohledů různých os. Jako ovládací prvek byla v původním návrhu použita klasická lišta 
systému  windows,  na  níž  bylo  umístěno  několik  funkčních  tlačítek.  Každému  tlačítku  byla  poté 
přiřazena jeho vlastní klávesová zkratka. To by mělo přispět k lepší ovladatelnosti. Uživatel nebude  
muset  např.  používat  myš  pro  každé  stisknutí  tlačítka,  které  zobrazuje  obráběcí  proces  řádek  
po řádku, a práce se tím urychlí.
Obr. 3.1. Původní návrh grafického prostředí
Obr. 3.2. Konečná podoba grafického prostředí
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Tento  prvotní  návrh  se  později  ukázal  těžko  implementovatelný,  z  důvodů  uvedených  
v kapitole 4.4, a proto jsme v pozdější  fázi zvolili  místo tří  komponent  pro grafiku raději  jediné 
OpenGL okno,  ve kterém byl  vykreslován 3D obrobek a jeho zpracování.  Toto řešení  jsme poté  
použili  i  v  konečném  návrhu.  Textová  komponenta  zůstala  od  původního  návrhu  beze  změn.  
U ovládacích prvků došlo k menším změnám, přibylo pár dalších ovládacích tlačítek na liště a také 
jsme přidali ovládání OpenGL scény pomocí kláves a myši.  Tyto ovládací prvky značně přispěly  
k jednoduchosti ovládání.
Celkový vzhled a ovladatelnost aplikace by měly uspokojit většinu uživatelů. Současná podoba 
aplikace (viz obr.3.2) je použita ve finální verzi.
3.4 Analýza NC kódu
Hlavní podmínkou při  návrhu způsobu, jakým se bude analyzovat  NC kód,  byla  volba vhodného 
datového typu,  který by dokázal  rozčlenit  celý NC kód podle  našich potřeb (hlavně pro potřeby 
obráběcích  funkcí)  a  dokázal  by  zpřístupnit  kteroukoli  část  kódu,  která  by  byla  zrovna  žádána. 
Finální návrh používá strukturu, která dokáže pojmout celý řádek NC kódu. Aby byl zahrnut celý NC 
kód je vytvořen vector  těchto struktur. K takto uloženým datům je možno přistupovat kdykoli je to 
potřeba a vyhledat obsah kterékoli části kódu. Výhodou takto uložených dat je, že jsou u sebe funkce 
a jejich hodnota. Tato výhoda je využita především v druhé etapě analýzy.
 V  původním  návrhu  měla  analýza  NC  kódu  dvě  etapy.  První  etapou  je  hrubá  analýza 
vstupního souboru. Při této analýze je nutno rozeznat, zda je daný vstupní soubor NC kód a zda je 
určen pro soustruh. Druhou etapou je podrobná analýza NC kódu při samotném obrábění, kdy je z něj  
potřeba číst informace o příkazu, který se má vykonat, souřadnice, kterých musí dosáhnout a ostatní  
další  důležité informace  např.  otáčky,  rychlost  posuvu a číslo  nástroje.  Tento návrh byl  nakonec  
použit i ve finální verzi aplikace.
Způsob,  jakým probíhá  analýza  NC kódu je  zobrazen  na  obr.  3.3.  Na  tomto  schématu  je 
zachycen návrh analýzy NC kódu. Schéma vychází z původního návrhu, který je popsán výše. Tento 
návrh je vytvořen podle potřeb aplikace.
Obr. 3.3. Blokové schéma analýzy NC kódu
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3.5 Grafické zpracování obrábění
Během  vývoje  prošla  aplikace  mnoha  změnami.  Největší  změny  byly  provedeny  na  způsobu 
grafického ztvárnění obrábění. 
V prvotním návrhu měl být obrobek podle druhu obrábění vykreslen z pohledu několika os,  
z pohledu ze tří os pro frézování a z pohledu dvou os pro soustružení. Nástroj se měl pohybovat  
současně ve všech pohledech. Celá scéna pak byla vykreslována pouze 2D. Osový systém tohoto 
zpracování byl poměrně složitý, protože se všechny pohledy zobrazovaly v jednom OpenGL okně. 
Každý z pohledů měl proto vlastní osový systém,  který odpovídal dané pozici obrobku. Z tohoto 
důvodu se v tomhle návrhu počítalo s několika strukturami, které by obsahovaly souřadné systémy a 
natočení každého pohledu. Tato struktura vypadala následovně:
typedef struct{
double PosX; //ulozena pozice X v OpenGL okne
double PosY; //ulozena pozice Y v OpenGL okne
double toolX; //pozice X nastroje v danem pohledu
double toolY; //pozice Y nastroje v danem pohledu
}AXIS;
Jak si můžete všimnout, daná struktura neobsahuje pozici v ose Z nástroje, ani v OpenGL okně.  
Vzhledem  k  tomu,  že  jsme  využívali  2D  zobrazení,  nebylo  potřeba  tuto  osu  sledovat.  Dalším 
problémem v tomto návrhu byla  nutnost používat tolik podobných struktur, kolik bylo pohledů a 
jednu další, kde byla uložena absolutní pozice nástroje. 
Při  přechodu na  3D zobrazení  bylo  potřeba vypracovat  naprosto nový návrh.  Tento  návrh 
počítal s ukládáním modelu obrobku do paměti, kde by jsme s ním mohli lépe pracovat. Pro to bylo 
potřeba navrhnout datový typ, který by odpovídal daným požadavkům. Navrhli jsme strukturu, která 
ukládá informace o jednom objektu modelu. Celý model byl pak navržen jako vektor těchto objektů. 
Tohle značně zjednodušilo způsob vykreslování modelu obrobku. Oproti původnímu 2D návrhu navíc 
nový  návrh  vynikal  lepší  přehledností,  poněvadž  k  celému  vykreslování  byly  potřeba  jen  dvě 
struktury.  Jedna  obsahovala  informace  o  objektu  z  kterých  byl  tvořen  model  obrobku  a  druhá 
obsahovala informace o nástroji, jeho souřadnice, rychlost a velikost nástroje, tento údaj je důležitý 
hlavně u obráběcích operací, kde samotná velikost nástroje měnila tvar obrobku (např. vrták). 
Další nedílnou součástí návrhu grafického zpracování obrábění je způsob odebírání materiálu  
podle  pohybu  nástroje.  Už  v  prvotním  2D  návrhu  měl  nástroj  za  sebou  nechávat  stopu,  která 
odpovídala  tvaru nástroje.  Nebylo  zde však ještě plně dořešené,  jakým způsobem bude v paměti  
uložen model obrobku. V 3D zpracování se tento návrh pouze poupravil tím, že model obrobku je 
složen z objektů a odebírání materiálu pouze mění existující objekty nebo vytváří nové, které ukládá 
do vectoru objektů. 
Změna původního 2D návrhu na 3D přispěla k celkovému zpřehlednění grafického zpracování 
a je použita ve finální verzi aplikace.
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4 Implementace aplikace
Následující  kapitola  popisuje  samotnou  implementaci  aplikace.  Bude  obsahovat  všechna 
implementační  řešení  a  popisovat  problémy,  které  se  během implementace  objevily.  Aplikace  je 
vyvíjena pro systém windows, protože mám zkušenosti právě s  CAD systémy vytvořenými pro tento 
systém  např.  EdgeCam  a  Inventor.  K  implementaci  bylo  použito  grafické  prostředí  WinForms 
(Windows Forms). Ke zpracování vizualizace byla vybrána grafická knihovnu OpenGL, protože její  
možnosti  byly pro zobrazení  procesu obrábění  dostačující.  Programovací  jazyk použitý pro psaní  
aplikace je C++ a jeho upravená verze pro Visual Studio Visual C++. K programování bylo využito  
IDE Visual Studio 2008.
4.1 Grafické prostředí
Pro  implementaci  grafického  prostředí  v  systému  windows  existuje  mnoho  různých  grafických 
prostředí.  WinForms  jsem zvolil,  protože  práce  v  něm je  poměrně  jednoduchá  a  rychlá.  Jediný 
problém, který byl  během práce s WinForms objeven, byla nutnost použití  managed classes (tzv. 
řízená  třída).  Vyskytuje  se  zde  i  možnost  použítí  nativních  tříd,  ale  poté  nastávají  komplikace.  
Objevila  se komplikace s použitím vláken.  Při  použití  native class nebylo  možno použit  metodu 
BeginInvoke, z důvodu použití native class jako ukazatele. Aplikace poté byla nestabilní. 
K vytvoření základního designu bylo použito designéru obsaženého ve Visual Studiu 2008. 
Samotná práce v designéru byla jednoduchá a po několika minutách již byla vygenerována základní 
kostra  designu  aplikace.  Pomocí  designéru  byl  vygenerován  soubor  Form1.h ve  kterém  jsou 
deklarace a inicializace všech přidaných komponent a zpracování jednotlivých eventů. V původním 
návrhu aplikace (viz obr. 3.1)  byli použity následující komponenty:
1) textBox – komponenta pro zpracování textu, v našem případě je použita pro zobrazení 
vstupního NC kódu
2) toolStrip – lišta, na níž jsme umístili tlačítko Menu, které obsahuje možnosti Exit a Open
3) pictureBox – v původním návrhu aplikace měla tato komponenta sloužit pro vykreslování 
procesu obrábění v pohledech jednotlivých os
Tento návrh jak už bylo  řečeno v kapitole  3.3.  se  později  změnil.  Na lištu  bylo  umístěno  
několik dalších tlačítek (jejíchž činnost bude dále vysvětlena v této kapitole)  a komponenty typu 
pictureBox byly nahrazeny OpenGL oknem. 
Komponenta typu textBox je, jak již bylo psáno výše, použita k zobrazení načteného NC kódu,  
tento zobrazený NC kód je naprosto totožný s původním zdrojovým NC kódem a jeho rozmístěný 
na textové ploše je stejné jako v původním kódu. Pro zobrazení většího množství textu jsme tuto  
komponentu vybavili rolovací lištou. Která by také měla přispět k lepšímu komfortu uživatelského 
ovládání.  Tato  komponenta  nemá  dále  možnost  editace.  Pro  tento  účel  existuje  mnoho  jiných 
specializovaných  aplikací,  které  dokáží  hlídat  i  různé  důležité  aspekty  editovaného  NC  kódu,  
např. NC editor firmy CIMCO (http://www.cimco-software.com/product_edit_description.php3).
Důvod  k  nahrazení  komponenty  typu  pictureBox  byla  její  omezená  možnost  vykreslování 
grafiky. Celkově jsou grafické možnosti prostředí WinForms nedostatečné k zobrazení složitějších 
tvarů. Z tohoto důvodu byla nakonec použita knihovna OpenGL.
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4.2 Zpracování vstupního souboru
Pro zpracování vstupního souboru byla vytvořena knihovna Pars.h. Tato knihovna obsahuje definici 
struktury  tLine,  která  je  použita  pro  uložení  vstupního  souboru  v  podobě  vhodné  pro  další 
zpracování. Samotná struktura vypadá následovně:
typedef struct{
  int type;         //soustruh ci freza?
bool skip; //radek se ma preskocit
double N; //cislo radku
double X; //souradnice X
double Y; //souradnice Y
double Z; //souradnice Z
double M; //strojni funkce
vector <double> G; //pripravne funkce
double F; //posuv
double T; //nastroj
double S; //otacky
//hrubovaci funkce
double P0; //kuzelova mira v ose X
double P2; //kuzelova mira v ose Z
int D0; //pridavek v ose X
int D2; //pridavek v ose Y
int D3; //prirustek
}tLine;
Tato struktura v podstatě obsahuje příkazy, které se mohou objevit v celém NC kódu. Celý NC 
kód je nakonec zpracován jako vector výše uvedených struktur. 
Ze vstupního souboru jsou odstraněny všechny komentáře. Poté je vstupní soubor uložen do 
výše uvedeného vectoru. Při načítání jednotlivých hodnot jsou nejprve odstraněny bílé znaky a poté 
převeden vstupní text na hodnotu příslušného datového typu.
4.3 Implementace OpenGL do prostředí 
WinForms
Při samotné implementaci OpenGL v prostředí WinForms se objevila řada komplikací, tak jsem se  
rozhodl věnovat této problematice celou podkapitolu.
První  věcí,  kterou  musím zmínit,  je  nedostatečná podpora  OpenGL v  prostředí  Winforms.  
Samotné WinForms neobsahují žádnou podporu,  existuje jen pár uživateli  vytvořených knihoven.  
Rozhodl  jsem  se  naimplementovat  vlastní  OpenGL  rozhraní,  aby  odpovídalo  přesně  naším 
požadavkům. K jeho vytvoření bylo použili knihovny gl.h a glu.h.
Při prvním pokusu o implementaci OpenGL bylo cílem vytvořit knihovnu, která by OpenGL 
okna vykreslovala přímo do komponent  typu pictureBox. Bohužel  tento pokus skončil  nezdarem, 
protože komponenta pictureBox neobsahuje metodu, která by vrátila handle okna, který je potřeba 
k  vytvoření  OpenGL okna.  Existuje  možnost  nechat  si  vrátit  hodnotu  typu  IntPtr,  tato  hodnota 
bohužel ne vždy vrací ukazatel na handle okna. Za určitých okolností vrací neinicializovanou hodnotu 
a  OpenGL  okno  se  tedy  nevykreslí.  Podle  mého  názoru  jsou  okolnosti,  které  vedou  k  vrácení  
neinicializované hodnoty,  způsobeny příliš brzkým vyžádáním hodnoty  IntPtr,  i když inicializace 
OpenGL okna je uvedena až za inicializací komponenty pictureBox.
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Základem druhého pokusu bylo vytvořit tři OpenGL okna, pomocí vlastní vytvořené knihovny, 
přímo na komponentu typu Panel. Při této implementaci se sice OpenGL okna vykreslila, ale při práci 
s  nimi  jsme  měli  k  dispozici  handle  pouze  na  poslední  vykreslené  okno.  Komponenty  typu 
pictureBox byly v této fázi vymazány. 
Při  další  implementaci  byla  původní  knihovna  předělána  na  managed  třídu,  která  podle 
předpokladů měla každé instanci přiřadit vlastní handle. Tato třída dědila vlastnosti WinForm třídy 
NativeWindow, která obsahuje metodu a z ní je možné získat handle okna. Pokus ale opět skončil 
nezdarem, byl získán jen handle na poslední vykreslené OpenGL okno. Pravděpodobný důvod tohoto 
nezdaru je způsoben vykreslováním těchto tří OpenGL oken do jedné instance komponenty Panel.  
Tato tři okna měla nejspíše stejný handle, a proto bylo možné pracovat jen s posledním vykresleným 
oknem. 
Nakonec byl změnen návrh a vykreslili pouze jedno OpenGL okno. Toto okno již fungovalo 
bez problémů.
4.4 Grafické zpracování obrobku
Pro  grafické  zpracování  obrobku  je  použito  základních  3D objektů.  Tyto  objekty  jsou  popsány 
vlastnostmi, které ukládáme do struktury typu GLOBJECT. Struktura vypadá následovně:
typedef struct{
//typ objektu
int object;
//delka
double lenght;
//pozice pocatku v ose X
double posX;
//pozice pocatku v ose Y
double posY;
//pozice pocatku v ose Z
double posZ;
//vnejsi polomer prvni podstavy
double R1_out;
//vnitrni polomer prvni podstavy
double R1_inner;
//vnejsi polomer druhe podstavy
double R2_out;
//barva daneho objectu
int color;
}GLOBJECT;
Takto definované objekty jsou potom uloženy v datovém typu  vector, kde dohromady tvoří 
model obrobku. Úpravou jednotlivých vlastností každého objektu pak měníme vzhled celého modelu. 
Protože  se  tato  práce  zabývá  pouze  problematikou  soustružení,  potřebujeme  jen  výše  uvedené 
vlastnosti. Význam jednotlivých částí struktury je následující:
1) object  –  proměnná  typu  int,  která  určuje  typ  objektu,  jež  se  bude 
vykreslovat, v našem případě se jedná o objekty typu disk a válec, pro lepší  
přehlednost zdrojových kódů jsou definovány konstantami DISK a CYLINDER
2) lenght - v této proměnné je uložena délka objektu(pouze u válce)
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3) posX,  posY,  posZ –  proměnné  v  níž  jsou  uloženy  pozice  objektu  na 
jednotlivých osách. U soustružení jsou ve většině případů posX a posY nulové. 
Tyto  proměnné  jsou tu  připraveny pro  implementaci  frézování  a  pro tvorbu 
výstředných děr při soustružení, tedy děr jejíchž střed není shodný se středem 
obrobku.
4) R1_out, R1_inner, R2_out –  tyto  proměnné  obsahují  informace  o 
průměrech  objektu.  U  disku  využíváme  vnitřního  průměru  R1_inner a 
vnějšího průměru R1_out. U válce jsou využity průměry R1_out a R2_out. 
5) color – obsahuje barvu daného obrobku, tato vlastnost je pro naši aplikaci 
velmi důležitá, protože barvy ukazují, která plocha je již obrobená a která se má 
teprve  obrábět.  Barvy  jsou  pro  lepší  čitelnost  zdrojového  kódu  definovány 
následujícími konstantami SEDA, TM_SEDA, CERVENA, MODRA. Význam 
jednotlivých barev popíši v následujícím odstavci.
Velmi  důležitou vlastností  každého objektu je jeho barva.  Barva udává,  zda je  objekt  obrobený, 
jakým způsobem je obrobený nebo zda-li je nástrojem. Konstanta SEDA označuje části, které jsou 
zatím neobrobené. U výchozího materiálu mají všechny objekty tuto barvu. Konstantou TM_SEDA 
jsou vykresleny objekty, které již jsou obrobené, to znamená, došlo ke kontaktu s nástrojem. Název  
této  konstanty neodpovídá  barvě,  ke  které  je  přiřazen,  toto  bylo  zapříčiněno špatnou viditelností 
původní  barvy.  Další  konstanta  CERVENA  je  využita  k  znázornění  nástroje  a  souřadných  os.  
Poslední konstanta je MODRA, tato konstanta je využita ke znázornění závitu. 
4.4.1  Zobrazení výchozího materiálu
Po načtení NC kódu je třeba vykreslit  materiál.  K tomu slouží tlačítko materiál na ovládací liště. 
Stisknutím tohoto tlačítka se nejprve nastaví podmínky pro začátek obrábění a také zkontroluje, zda-li 
je načten NC kód a o jaký typ NC kódu se jedná. Poté najde v NC kódu maxima v jednotlivých osách. 
Z maximálních hodnot vytvoří (při soustružení) 3 objekty, které dohromady vytvoří materiál tvaru 
válce  s  podstavami  (viz  obr.4.1.).  Nakonec  je  zavolána  metoda,  která  materiál  vykreslí.  Pomocí 
tlačítka materiál je také možno dosavadní obráběcí proces vymazat a  začít znovu s neobrobeným 
materiálem.
Obr. 4.1 . Výchozí materiál
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4.4.2 Úprava modelu během obrábění
Během  obrábění  dochází  k  častým  změnám  na  modelu  obrobku.  Všechny  tyto  změny  jsou 
zpracovávány metodou ChangeModel. Tato metoda upravuje mění nebo přidává objekty do vectoru 
<GLOBJECT>.  Tyto  úpravy  se  liší  podle  typu  nástroje  a  požadované  operaci  obrobku.  
Tato podkapitola se  zabývá pouze změnou modelu založenou na typu nástroje a jeho pohybem.  
V aplikaci jsou implementovány nástroje soustružnický nůž vnější, soustružnický nůž vnitřní, vrták, 
upichovací nůž a závitový nůž. 
Při použití vnějšího obráběcího nože je možno provádět několik různých způsobů obrábění.  
Při podélném obrábění vykonává nástroj pohyb pouze v ose Z a objekt, který obrábí, zmenšuje svůj 
průměr. Model je při tomto obrábění doplněn o dva další objekty.  Při pohybu nástroje se nejprve 
zmenší  velikost  čelní  podstavy,  její  vnější  průměr  se  nastaví  na  pozici  nástroje  v  ose  X.  Když  
obrábíme samotný válec, tak nejprve zkrátíme jeho délku pomocí vzorce 4.1 a poté vytvoříme dva  
další objekty. Jeden z objektů je disk, jenž má vnější průměr původního válce a vnitřní průměr je 
vnějším průměrem nového válce.  Druhým objektem je válec jehož vnější průměry mají  velikost  
podle  pozice  nástroje  v  ose  X,  samotná  délka  obrobku  se  pak  vypočítá  ze  vzorce  4.2.  Průběh 
podélného obrábění je znázorněn na obrázku 4.2.
Vzorec 4.1. Slouží pro vypočítání délky původního válce
Jednotlivé prvky vzorce 4.1 mají následující význam, posZ je pozice, z které se původní objekt 
vykresluje, a toolZ je současná pozice nástroje v ose Z. Protože tento výsledek je záporný je nutno jej 
ještě vynásobit -1. 
Vzorec 4.2 Slouží pro vypočítání délky nového válce
Prvek Impact vzorce 4.2 je pozice v ose Z, na které se setká nástroj s povrchem obrobku. Tato 
hodnota je zjišťena pomocí metody GetImpact, která projde model obrobku a vyhodnotí, podle dráhy 
nástroje, s kterým objektem se setká jako první. Jako návratovou hodnotu posílá pozici Z objektu a 
k ní přičte jeho délku. Prvek toolZ je stejně jako ve vzorci 4.1 současná pozice nástroje v ose Z.  
Obr. 4.2. Změna modelu během podélného obrábění
Dalším  způsobem  obrábění  při  použití  vnějšího  soustružnického  nože  je  čelní  obrábění.  
Při tomto způsobu obrábění vykonává nástroj pohyb pouze v ose X a osa Z zůstává nehybná. Existuje 
několik  možných  způsobů  změny  modelu  při  čelním  obrábění.  Při  prvním způsobu  obrábění  je 
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výchozí pozice nástroje v ose X větší než průměr materiálu, v tomto případě je zmenšován průměr  
původního disku a zároveň s ním je vykreslován druhý, jež má vnější průměr stejný jako průměr  
původního disku a vnitřní průměr je vnější průměr upraveného původního disku. Tento způsob je  
na obrázku 4.3.
Obr. 4.3. Změna modelu při čelním obrábění
Další způsobem čelního obrábění je, že pozice nástroje je menší než průměr obrobku. Při tomto  
způsobu  je  změněn  vnitřní  průměr  původního  materiálu  na  výchozí  pozici  nástroje.  Poté  jsou 
vytvořeny dva další objekty. První je disk jehož vnější průměr je vnitřním průměrem původního disku 
a vnitřní průměr je pozice nástroje v ose  X.  Tento objekt má barvu obrobeného povrchu. Dalším 
objektem je disk, jehož vnitřní průměr je 0 a vnější průměr je pozice nástroje v ose X, jeho barva je 
SEDA, tedy neobrobená.
Dva další způsoby čelního obrábění provádějí stejné změny jako předchozí dva způsoby, ale 
pohyb nástroje je opačný tj. od středu k obvodu obrobku.
Soustružnický vnější  nůž může  vykonávat  také pohyb  šikmý.  Při  tomto  pojezdu se  nástroj 
pohybuje v obou osách. Postup změny obrobku je podobný jako při podélném soustružení, ale nově 
vytvořený válec má dva různé průměry. Jeden průměr odpovídá hodnotě v ose  X, v které se setkal 
nástroj s obrobkem. Druhý průměr odpovídá současné pozici v ose X. Změna modelu je znázorněna 
na obrázku 4.4.
Obr. 4.4. Změna modelu při šikmém pohybu nástroje
Posledním způsobem úpravy modelu pomocí vnějšího nože je obrábění rádiusů. Při obrábění 
rádiusů je zkracována délka původního válce, na kterém se rádius vytváří. Pomocí vzorců 4.5 a 4.6  
pak vypočítáváme pozici a průměry nově vytvořených válců. Samotný rádius je pak tvořen velkým 
množstvím těchto válců. Tato změna je zobrazena na obrázku 4.5.
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Obr. 4.5. Změna modelu při obrábění rádiusu
Při použití vrtáku je změna modelu následovná. Při styku vrtáku s povrchem je upravena čelní 
podstava tvořená diskem tak, že je zvětšen její vnitřní průměr na průměr vrtáku. Poté je vytvořen  
objekt typu válec, jež má průměr stejný jako vrták a jeho délka se odvyjí  od pozice  Z nástroje.  
Na zadní straně tohoto válce je vykreslena druhá podstava. Disk o vnějším průměru vrtáku a vnitřním 
průměru 0. Ukázka změny modelu při vrtání je uvedena na obrázku 4.6.
Obr. 4.6. Změna modelu při vrtání
Změny modelu při použití vnitřního nože jsou podobné jako při soustružení vnějším nožem. 
Neexistuje zde čelní  soustružení  z důvodu tvaru nástroje.  Jinak dokáže nástroj  provádět  podélný, 
šikmý pojezd a rádiusy. Rozdíl oproti použití vnějšího nože se skrývá ve změnách modelu. U disků se 
místo vnějšího průměru mění vnitřní a místo povrchu obrobku se zde obrábí vnitřní plochy čili válce  
znázorňující díry.
Grafické znázornění práce upichovacího nože je složitější. Upichovací nůž má určitou velikost 
jež určuje velikost odebíraného materiálu. Nástroj dokáže vykonávat upichování a šikmé obrábění.  
Při upichování provádí nástroj pohyb v ose X a v ose Z zůstává nehybný. Při tomto způsobu pohybu 
je nutné vytvořit dva nové válce, jeden odpovídá velikosti upichovacího ostří a jeho průměr odpovídá 
pozici nástroje v ose X. Původní objekt se zkrátí a vytvoří se další, který bude mít stejný průměr jako 
původní, ale bude dokreslovat délku o kterou byl zkrácen původní válec. Mezi válcem jež je vytvořen 
nástrojem a dalšími dvěma válci se vykreslí podstavy, které budou odpovídat rozdílu mezi průměry 
těchto válců. Ukázka upichováni je znázorněna na obrázku 4.7.
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Obr. 4.7. Změna modelu při upichování
Upichovací nůž může také provádět  čelní  upichování,  v tomto případě je vytvářena drážku 
velikosti nože na čele modelu. Nejprve je upravena původní velikost čelního disku a poté vytvoříme 
dva nové válce, které představují drážku. Poté je vytvořen disk, který představuje zadní stěnu drážky.  
Znázornění čelního upichovaní je na obrázku 4.8.
Obr. 4.8. Změna modelu při čelním upichování
Pohyb šikmý upichovacího nože se na modelu znázorňuje stejně jako pohyb šikmý u vnějšího 
nože.  Vyskytuje  se  zde  pouze  jeden  rozdíl,  šikmý  pohyb  vnějšího  nože  je  od  středu  k  obvodu 
obrobku, ale u upichovacího nože se jedná o pohyb opačný.
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4.5 Zpracování NC kódu
Z hlediska zpracování NC kódu bude tato podkapitola věnována pouze ostatním funkcím a obráběcí 
funkce budou rozebrány v podkapitole 4.7.1.
Přehled a stručný popis funkcí je uložen v dodatku A. Zde je proto vynechán popis M funkcí,  
jež  jsou  z  pohledu  naší  aplikace  nepotřebné,  jejich  použití  se  na  našem  grafickém  zpracování  
obrábění  neprojeví.  V  rámci  naší  aplikace  je  potřeba  využít  jen  některé  příkazy.  Důležité  jsou 
především  otáčky  S.  Pro  uživatele  je  důležité  vědět,  jakou  rychlostí  se  bude  obrobek  otáčet.  
Pro lepší orientaci v kódu je vypsána i informace o čísle řádku N. Další důležitou informací je číslo 
nástroje T. Výběr nástroje je prováděn ze základních typů a uživatel si sám nastaví pozici nástroje 
v nástrojové hlavě. 
Rychlost pohybu nástroje určuje příkaz  F.  Tento příkaz je do aplikace implementován jako 
prodleva vypočítaná ze vzorce 4.3.
Vzorec 4.3. Výpočet prodlevy pro pohyb nástroje
Rychlost  u  NC systémů  je  zadaná  v  mm/min.  K odměřování  času  je  použita  komponenta 
Stopwatch prostředí WinForms. Díky této komponentě je možno počítat čas v ms. Proto aby byla  
získána prodleva v ms je nutno čitatel vynásobit 60000 a poté jej vydělit hodnotou v, což je rychlost 
nástroje  v  mm/min.  Hodnota  v je  násobena  10,  protože  při  vykreslování  je  použit  přírůstek  
v  desetinách  mm.  Tímto  je  získán  výsledný  interval  pro  jeden  přírůstek.  Tento  interval  je  poté  
vydělen hodnotou k, což je hodnota určující zrychlení animace. Tato hodnota má rozmezí 1-10. Této 
rovnice  je  dosaženo  experimentálně,  z  pokusů  nejlépe  odpovídala  opravdové  rychlosti  pohybu 
nástroje.
V naší  aplikaci  je  použit  absolutní  souřadnicový systém.  Všechny souřadnice  proto  budou 
uvedeny v absolutních souřadnicích čili X,Z.
4.5.1 Grafické znázornění obráběcích funkcí
V  této  podkapitole  se  budeme  zabývat  funkcemi  G,  které  nějakým  způsobem  ovlivňují  pohyb 
nástroje. Funkce G jež nebudou v této podkapitole zmíněny jsou uvedeny v dodatku A. 
Existují  dvě základní  funkce pro pohyb nástroje  G0 a  G1.  Tyto  funkce přesunují   nástroj  
na určené souřadnice po nejbližší možné dráze. Jejich implementace je stejná s rozdílem, že G0 je 
rychloposuv a proto tato funkce nemění  model  obrobku.  Z tohoto důvodu zde bude popsána jen  
implementace funkce G1. Ukázka jak vypadá zápis funkce G1, G0 je uvedena v kapitole 2.2.1.
Funkce G1 je lineární interpolace. Při zavolání této funkce je nejprve zjištěno zda je v daném 
řádku kódu zadaná aspoň jedna ze souřadnic. Dále je kontrolováno, zda už jsme vykreslili pozici  
nástroje. V případě, že nástroj ještě nemá zadanou pozici, jsou nastaveny nástroji souřadnice a je  
vykreslen.  V  opačném případě  se  zjistí,  která  souřadnice  je  zadaná,  pokud  je  zadána  jen  jedna 
souřadnice, je proveden posuv v dané ose s přírustkem 0.1 mm. Poměrně složitější je případ, kdy jsou 
zadány  obě  dvě  osy.  V  tomto  případě  je  vybrána  za  vedoucí  osu  osa  Z.  Souřadnice  na  ose  X 
dopočítávám právě z pohybu na ose Z pomocí vzorce 4.4. Pohyb ve funkcích G0 a G1 je zpracován 
ve všech směrech.
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Vzorec 4.4. Výpočet přírůstku v ose X
Ve vzorci 4.4 je pX celkový pojezd nástroje v ose X, pZ je celkový pojezd nástroje v ose Z a př 
je přírůstek v případě této práce 0.1 mm.
Funkce  G2 a  G3 značí kruhovou interpolaci. Těmito funkcemi se vytváří rádiusy, které jsou 
zadané souřadnicemi středu kruhu. Ukázka zápisu funkce G2, G3 je popsána v kapitole 2.2.1.
Když známe střed rádiusu je možno vypočítat dráhu nástroje pomocí vzorců 4.5 a 4.6. Pomocí 
těchto vzorců jsou vypočteny souřadnice pro každý přírůstek pohybu nástroje. 
Vzorec 4.5. Výpočet přírůstku v ose X
R∗sini K
Vzorec 4.6. Výpočet přírůstku v ose Z
Při výpočtu přírůstku v osách X a Z je použit interpolační parametry I,K. Poloměr R je zjištěn 
ze souřadnic středu a výchozí pozice nástroje. Hodnota  i je přírůstek na obvodu kružnice zadaný  
v radiánech. 
Funkce  G33 slouží k řezání závitů. V aplikaci je řezání závitů řešeno jako funkce  G1, která 
nemění tvar modelu obrobku, pouze změní barvu objektu na kterém je vytvořen závit.  Zápis této 
funkce je uveden v kapitole 2.2.1. 
Následující funkce G84 značí dva různé cykly, čelní a podélné soustružení.  Zápis této funkce 
je uveden v kapitole 2.2.1.
Při  zpracování  funkce  G84 je  využívána jako vodící  osu  X při  podélném soustružení  a  Z 
při čelním soustružení. Samotný cyklus je implementován ve dvou fázích, v první fázi je proveden 
obráběcí cyklus až k bodu  K (viz obr. 2.7). V druhé fázi doděláme již jen kuželovou míru, podle 
zadaného cyklu. Samotný pohyb nástroje zde obstarávají metody G1 a G0, které jsou postupně volány
s jinými parametry.
Cyklus  G85 slouží k řezání závitů. V této práci cyklus jenom přejíždí po povrchu obrobku a  
nakonec změní  barvu tohoto povrchu.  Cyklus  G85 dokáže dělat  závity téměř  na jakékoliv ploše. 
Zápis této funkce je poměrně složitý, avšak v implementaci nejsou tyto parametry použity a proto se 
zde o nich nebudu zmiňovat. Pro nás je důležitý pouze parametr D6, který určuje hloubku řezu v μm. 
Další parametry se týkají problematiky samotného obrábění.
Zapichovací cyklus a čelní zapichovací cyklus  G86 je implementován podobně jako cyklus 
G84. Také zde obstarávají pohyb nástroje metody G0 a G1, ale odstup mezi jednotlivými úběry je dán 
šířkou nástroje. Ukázka zápisu cyklu G86 je v kapitole 2.2.1. 
G87 a G88 jsou cykly určené pro vrtání. Vrtací cykly jsou implementované jako střídání funkcí 
G0 a G1. Mění se pouze souřadnice v ose Z, z které se musí nástroj vracet do výchozí polohy (u cyklu 
G88) nebo o krátký úsek v ose Z zpět (G87). Ukázka zápisu funkce je uvedena v kapitole 2.2.1. 
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4.6 Ovládání procesu obrábění
K  ovládání  procesu  obrábění  nám  slouží  několik  ovládacích  prvků.  Tyto  prvky  nám  umožňují 
obráběcí proces krokovat (řádek po řádku), spustit od současné pozice (kontinuální režim) a vrátit se  
o krok zpátky.  
Dalším ovládacím prvkem je klávesnice. Klávesy + a – ovládají  rychlost animace OpenGL 
scény.  Inkrementují  nebo  dekrementují  proměnnou,  kterou  násobíme  prodlevu  při  vykreslování, 
rozptyl této proměnné je 1-10. Při hodnotě 10 se nevykresluje pohyb nástroje, ale nástroj se vykreslí  
na  cílových souřadnicích v daném řádku a  vykreslí  se  už obrobený obrobek.  Dalšími  funkčními  
klávesami jsou šipky, určující natočení obrobku. Tato rotace probíhá po 10°.
Dalším  ovládacím prvkem je myš, zde používáme kolečko pro zoom obráběné součásti. Pohyb 
kolečka dopředu součást přibližuje a pohyb dozadu ji oddaluje. Implementace je provedena pomocí 
proměnné jejíž hodnota se upravuje právě pohybem kolečka myši. Touto proměnou pak vynásobíme 
parametry  všech  objektů,  které  se  budou  vykreslovat.  Její  rozsah  je  od  0.1  do  2.0.  Resetování  
velikosti provedeme klávesou R.
4.7 Generování výstupu pro CAD/CAM systémy
Jedním z cílů při tvorbě této práce bylo, aby finální aplikace dokázala vygenerovat výstupní soubor 
vhodný  pro  systémy  CAD/CAM.  Pro  tyto  účely  jsem  vyzkoušel  aplikace   Autodesk  Inventor 
(http://usa.autodesk.com/adsk/servlet/pc/index?siteID=123112&id=13717655)  a  EdgeCam 
(http://www.edgecam.com).  Při zkoumání formátů v těchto aplikacích se bohužel objevil problém. 
Formáty,  které  aplikace  používají  pro  ukládání  dat  o  obráběcím  procesu  jsou  zakódované  a 
specifikace formátu jsou vlastnictvím společnosti, které danou aplikaci navrhly. Takže předat těmto 
aplikacím data obsahující NC kód a informace o obrábění se nepodařilo. 
Další možností bylo předat aplikaci EdgeCam informace o grafickém vzhledu modelu, který 
vytvoříme pomocí naší aplikace. Pro tyto účely byl  zvolen formát .stl (StereoLithography format,  
http://www.ennex.com/~fabbers/StL.asp),  ke  kterému  je  volně  šiřitelná  specifikace.  Tento  formát 
ukládá informace  o grafickém vzhledu v 3D prostoru pomocí  převodu jakéhokoli  objektu na síť 
trojúhelníků. Při použití formátu .stl  je možné ukládat data v binární podobě nebo v textové. Byl  
vybrán  formát  textový,  který  nám  umožňoval  kontrolu  vygenerovaných  dat  pomocí  textového 
editoru.
Proces převodu na formát .stl je prováděn v několika fázích. Nejdříve je nutné každý objekt 
vytvořený  v  naší  aplikaci  převést  na  síť  trojúhelníků.  Poté  potřebujeme  určit  normály  těchto 
trojúhelníku. Tato data nakonec uložíme v textovém formátu stl. Bohužel celý obráběcí proces  je 
nutné  vytvořit  znovu  pomocí  některého  CAD/CAM  systému,  který  dokáže  načítat  informace  ve 
formátu .stl.
  Facet normal  0 0 1
    outer loop
      vertex    13  0  0
      vertex    0  0  0
      vertex    12.7502  -2.53617  0
    end loop
  end facet
Ukázka stl dat vygenerovaných naší aplikací
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5 Testování
V této kapitole se budeme zabývat metodami testování,  kterých bylo použito při vývoji aplikace.
K  testování  byly  použity  možnosti  nabízené  vývojovým  prostředím  Visual  Studio  2008.  Jako 
testovací vstupy nám posloužily NC kódy vytvořené pro systém Emcotronic TM02, které věnovali 
mistři odborného výcviku SPŠP-COP Zlín. Některé z těchto NC kódů použitých pro testování jsou 
uvedeny v dodatku B. Aplikace byla testována v prostředí systému Windows, konkrétně Windows 7.
5.1 Zpracování vstupního souboru
Při  testování  zpracování  vstupního  souboru  bylo  hlavním hlediskem správné  ukládání  souboru  
do  paměti.  Tato  vlastnost  byla  testována  pomocí  kontrolních  výpisů,  přitom  bylo  přihlíženo  
k některým krajním situacím, které by mohly nastat. Ukázka některých testovacích dat je uvedena 
na následujících řádcích. 
(*(**) *)
Vstup pro testování vnořených komentářů
N0035 G1 Z-39
Standardní vstup pro testování
N0045 G84 X22.2 Z-14.9 D3=1000 P2=-2.8
Vstup pro testování načítání datového typu double 
N0040 G0 X 38 Z 1
Vstup pro testování filtrace bílých znaků
Při  testu  komentářů  bylo  hlavním  kritériem  jejich  celkové  odstranění  i  při  použití 
nestandardních  vstupních  dat.  Při  tomto  testování  byly  v  počáteční  fázi  vývoje  výsledky 
neuspokojivé.  Ve  finální  verzi  bylo  na  všech  testovacích  datech  dosaženo  úplného  odstranění 
komentářů.
U ostatních vstupů bylo hlavním kritériem správné přiřazení jednotlivých dat do připravené 
struktury typu  tLine. Dalšími kritérii bylo správné načtení záporných hodnot, korektní čtení vstupu 
double a také filtrace bílých znaků. K tomuto účelu posloužily testovací data uvedená v dodatku B. 
Ve všech testovaných datech bylo dosaženo úspěšného zpracování.
5.2 Pohyb nástroje
Pohyb  nástroje  je  důležitou  součástí  aplikace,  na  kterou  mají  návaznost  další  části  aplikace.  
Hlavním aspektem, který musí pohyb nástroje splňovat, je dosažení cílových souřadnic po trajektorii  
podobné reálnému nástroji. Reálný nástroj se snaží cílových souřadnic dosáhnout po nejkratší možné 
trase (toto se netýká kruhové interpolace). Proto bylo důležité se v testování pohybu nástroje zaměřit  
především na pohyb ve dvou osách současně. Toto testování bylo prováděno pomocí ladících nástrojů 
vývojového prostředí Visual Studio 2008. 
Při testování bylo použito široké spektrum vstupních dat. Efektivní dosažená přesnost byla 0.01 
mm. Ale při zpracování přesnějších hodnot již nebylo dosahováno dobrých výsledků. Tuto nepřesnost 
měl za následek použitý datový typ double, který při menším přírůstku než 0.01 vykazoval při delší 
dráze nástroje, testováno na dráze 40 mm, rozdíly mezi předpokládanou pozicí a reálnou pozicí. Námi  
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zvolená  přesnost  0.1  mm  sice  tyto  rozdíly  také  vykazovala,  ale  mnohem menší  než  při  větších  
přesnostech.  Tyto  rozdíly  však  na  vykreslování  modelů  měly  jen  nepatrný  vliv  a  při  největším 
možném přiblížení nebyly pouhým okem rozpoznatelné.
Při pohybu v jedné ose bylo dosahováno uspokojivých výsledků. Při testování ve dvou osách 
byl kontrolován hlavně přírůstek v ose X. Pohyb v ose Z je vypočítáván stejně jako pohyb v jedné  
ose, ale pohyb v ose X je dopočítáván ze vzorce 4.4. Proto byl testován hlavně rozdíl mezi pozicí 
nástroje na cílových souřadnicích v porovnání s cílovými souřadnicemi zadanými NC kódem. V ose 
Z bylo dosahováno stejně uspokojivých výsledků jako u pohybu pouze v jedné ose. Ale u osy X jsme 
bylo  dosahováno  menších  nepřesností.  Tyto  nepřesnosti  byly  nakonec  odstraněny  nastavením 
přesných hodnot z NC kódu. Poté už bylo dosahováno uspokojivých výsledků.
5.3 Grafické znázornění obrábění
Testování grafického znázornění obrábění bylo zaměřeno především na správné vytváření a úpravu 
objektů. Testování bylo prováděno na NC kódech napsaných pro systém Emcotronic TM02. Tato část  
testování byla rozdělena podle jednotlivých obráběcích operací, kterými je možno model obrobku 
upravovat. 
Při podélném obrábění byl kontrolován hlavně průběh změny modelu během pohybu nástroje 
po obráběné ploše.  Změna  modelu  obrobku ve 100% testovaných případů odpovídala   reálnému 
obrábění  součásti.  Při  čelním  obrábění  bylo  kontrolováno,  zda  se  všechny  objekty,  umístěné  
před pozicí nástroje, při dojezdu nástroje na střed obrobku korektně vymažou. Dalším kritériem byla, 
stejně jako  v  případě  podélného obrábění,  správná  změna  modelu  během pojezdu nástroje.  Tyto 
změny odpovídaly reálnému obráběcímu procesu. 
Další  testovanou  změnou  modelu  byla  změna  modelu  během vytváření  rádiusů.  Zde  bylo 
hlavně kontrolováno, jestli  jsou korektně vykreslené jednotlivé objekty typu válec tvořící rádius.  
Při pohledu ve větším zvětšení je vidět, že rádius není úplně vyhlazený. Toto je způsobeno příliš  
velkým přírůstkem při  vykreslování  jednotlivých  válců,  avšak  tento  nedostatek  je  kompenzován 
malými nároky na výkon při vykreslování. 
Při testování zápichů a čelních zápichů bylo testováno hlavně správné použití šířky nástroje a 
změnu modelu. Šířka drážky odpovídala ve 100% testovaných případů šířce nástroje. Změna modelu 
odpovídala reálné změně obrobku při obrábění.
Další  testovanou změnou modelu  byla  tvorba děr.  Hlavním kritériem tohoto testování  byla 
shoda velikosti díry a průměru vrtáku. Toto kritérium odpovídalo ve 100% testovaných případů.
Ukázka hotové součásti je uvedena na obrázku 5.1.
Obr. 5.1. Hotová součást obrobená NC kódem v dodatku B
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6 Závěr
Účelem této práce bylo vytvořit  aplikaci, která dokáže analyzovat  vstupní NC kód a provést jeho 
vizualizaci.  Typů  NC systémů  je  však  takové  množství,  že  udělat  univerzální  program je  téměř  
nemožné. Proto jsme se zaměřili hlavně na zpracování standardních funkcí, jež jsme uvedli v kapitole 
2.2.1.  Tyto  funkce by měly být  podporovány většinou NC systémů bez ohledu na výrobce nebo 
použitý typ soustruhu.
První  částí,  na  kterou  jsme  se  v  této  práci  zaměřili,  byla  analýza  NC  kódu.  Cílem bylo  
zpracovat vstupní NC kód a dokázat z něj přečíst všechny důležité informace potřebné pro samotnou 
vizualizaci obrábění.  Podle mého byl tento cíl částečně naplněn. Není téměř možné vytvořit  nástroj,  
který by dokázal analyzovat všechny druhy NC kódů. Těchto kódů je velmi velké množství, a proto je 
možné, že při načítání některých NC kódů bude kód analyzován chybně. I přes tyto nedostatky se  
však jedná o značný úspěch. Aplikace dokázala přečíst jakýkoliv úsek kódu (testováno na kódech 
napsaných pro systém Emcotronic TM02) napsaný v absolutním programování a zpracovat důležité 
informace, potřebné pro samotnou vizualizaci procesu obrábění.  Podmínkou pro dosažení tohoto cíle 
bylo nastudování problematiky NC. V mém případě jsem využil znalostí dosažených na střední škole. 
Druhou  částí  byla  samotná  vizualizace  procesu  obrábění.  Cílem  této  části  bylo  graficky 
znázornit  proces  obrábění.  V  této  části  jsem se  seznámil  s  grafickým prostředím WinForms  a  
s grafickou knihovnou OpenGL. Grafické možnosti OpenGL jsem použil pro vymodelování modelu 
obrobku a jeho grafickou úpravu během procesu obrábění. V aplikaci jsme dokázali naimplementovat 
většinu  základních  obráběcích  nástrojů  používaných  na  soustruzích.  Je  možné  si  vybrat  pozici 
nástroje v nástrojové hlavě i jeho rozměr. Je také možnost zvolit si vlastní rozměry materiálu, který 
budeme obrábět.
Poslední  cílem,  kterého jsme  měli  během vývoje  aplikace  dosáhnout,  byla  možnost  uložit 
soubor  ve  formátu  vhodném  pro  načtení  CAD/CAM  systémy.  Tento  cíl  byl  částečně  splněn.  
Nedokázali jsme data z naší aplikace uložit ve formě, která by obsahovala i informace o obrábění, ale 
dokázali  jsme převést  grafická data  o modelu  do formátu  stl,  který je  možné  načíst  v  programu 
EdgeCam a dalších CAD systémech. Do tohoto formátu je možné převést jakýkoliv model, který je  
zrovna vidět na OpenGL scéně.
Nevýhodou aplikace je špatná práce s vlákny způsobena použitím native class. Tento problém 
byl popsán v kapitole 4.1. Aplikace dokáže zpracovávat pouze jeden požadavek najednou. Ostatní  
požadavky jsou dávány do fronty a vykonány až po současném požadavku.
Během zpracovávání této práce jsem získal mnoho nových znalostí, týkajících se především 
grafické  knihovny  OpenGL,  formátu  stl  a  prostředí  WinForms.  Práce  s  grafickým  prostředím 
WinForms a knihovnou OpenGL pro mě byla nová zkušenost. Překvapily mě především možnosti  
grafické knihovny OpenGL, jednoduchá práce s touto knihovnou a vzhled objektů vytvořených touto 
knihovnou. Naučil jsem se vytvářet jednoduchá uživatelská rozhraní za pomocí prostředí WinForms a 
pracovat s 3D prostředím s pomocí knihovny OpenGL. 
Tato aplikace by v praxi našla využití hlavně při simulaci již napsaných NC kódů a při kontrole 
správného průběhu obráběcího procesu.  Tyto vlastnosti využijí především v malých strojírenských 
výrobách a v odborných středních školách, pro které jsou simulační prostředky CAD příliš drahé. 
Jako  další  rozšíření  této  aplikace  by  mohla  být  podpora  frézování  nebo  možnost  přímo  
v aplikaci upravovat načtený NC kód. Nad možností implementace frézování jsem během tvorby této 
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aplikace  přemýšlel.  Aplikace  je  připravena  načíst  rozměry  materiálu  pro  frézování.  Grafické 
znázornění  modelu  obrobku však  zpracováno  nebylo.  Pro  další  implementaci  frézování,  by bylo 
potřeba naimplementovat pohyby nástroje a cykly používané při frézování. Možnost upravovat NC 
kód načtený touto aplikací by pomohl při přepisování kódu a jeho testování. Jako editor by mohla 
aplikace nabízet i možnost vyhledávat chyby v napsaném NC kódu nebo upravovat zápisy souřadnic 
na stejný počet desetinných míst. 
Mohla by zde být implementována podpora více druhů NC kódu a možnost ukládání do více 
formátů. Tím by se rozšířila hlavně přenositelnost mezi jednotlivými CAD/CAM systémy a možnost 
zpracovávat kód z více NC systémů. Dále by také bylo možné zvětšit databázi nástrojů, přidat další 
nástroje  a  jejich  úpravy  modelu  obrobku,  nebo  přidat  modely  nástrojů  k  existujícím  nástrojům. 
Dalším rozšířením by mohla být detekce kolizí, která by při použití rychloposuvu detekovala kolizi 
nástroje s obrobkem. 
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Dodatek A
Stručný přehled programovacího jazyka systému 
Emcotronic TM02 – soustružení
Adresa Kód Význam
O 00-69997000-9999
Čísla programů
(Rezervováno pro grafiku)
N 0000-9999 Čísla bloků
G
(skupina 0)
00-99
00
01
02
03
04
33
84
85
86
87
88
Přípravné funkce
Rychloposuv
Lineární interpolace
Kruhová interpolace ve směru otáčení hodinových ručiček
Kruhová interpolace proti směru otáčení hodinových ručiček
Časová prodleva
Řezání závitů
Cyklus čelního a podélného soustružení
Závitový cyklus
Zapichovací cyklus
Cyklus vrtání hlubokých děr s lámáním třísek
Cyklus vrtání hlubokých děr s vyjížděním
G
(skupina 1)
96
97
Konstantní řezná rychlost
Konstantní velikost otáček
G
(skupina 2)
94
95
Minutový posuv
Posuv na otáčku
G
(skupina 3)
53
54
55
Zrušeno posunutí provedené funkcemi G54 a G55
Vyvolání posunutí nulového bodu pod registrem 1
Vyvolání posunutí nulového bodu pod registrem 2
G
(skupina 4)
92 1. Uložení  posunutí  nulového  bodu  uloženého  pod  registrem  5  do 
paměti
2. Omezení počtu otáček
G
(skupina 5)
56
57
58
59
Zrušeno posunutí provedené funkcemi G57, G88 a G59
Vyvolání posunutí nulového bodu pod registrem 3
Vyvolání posunutí nulového bodu pod registrem 4
Vyvolání posunutí nulového bodu pod registrem 5
G
(skupina 6)
25
26
27
Vyvolání podprogramu
Vyvolání polygonního programu
Nepodmíněný skok
G
(skupina 7)
70
71
Rozměry v palcích
Rozměry v mm
G
(skupina 8)
40
41
42
Zrušení korekce dráhy nástroje
Korekce dráhy nástroje vlevo
Korekce dráhy nástroje vpravo
M
(skupina 0)
00-99
03
04
05
19
Pomocné funkce
Roztočení vřetena ve směru otáčení hodinových ručiček
Roztočení vřetena proti směru otáčení hodinových ručiček
Zastavení vřetena
Přesné zastavení vřetena
M
(skupina 1)
38
39
Přesné zastavení zapnuto
Přesné zastavení vypnuto
M
(skupina 2)
00
17
Programové zastavení
Konec podprogramu
36
30 Konec programu s návratem na jeho začátek
M
(skupina 3)
08
09
Chlazení zapnuto
Chlazení vypnuto
M
(skupina 4)
25
26
Sklíčidlo otevřít
Sklíčidlo zavřít
M
(skupina 5)
20
21
Pinola koníku zpět
Pinola koníku vpřed
M
(skupina 6)
23
24
Zachycovací čelist zpět
Zachycovací čelist vpřed
M
(skupina 7)
50
51
Otáčení revolverové hlavy jedním směrem
Otáčení revolverové hlavy nejkratší cestou
M
(skupina 8)
52
53
Zrušení dveřní automatiky
Navolení dveřní automatiky
P
0-7
0
2
Pomocné parametry
Kuželová míra v ose X
G84: Kuželová míra v ose Z
G85: Příčný výběh závitu
D
0-7
0
2
3
4
5
6
7
Pomocné parametry
Přídavek na opracování v ose X
Přídavek na opracování v ose Z
G84: Hloubka řezu
G85: Definice dělení řezu
G86, G87, G88: Hloubka jednoho úběru
G85: Počet prázdných řezů
G04, G86, G87, G88: Časová prodleva
G85: Úhel profilu závitu
G86: Šířka výrobního nástroje
G87, G88: Procentuální úbytek pro následnou hloubku úběru
G85: Hloubka závitu
G87, G88: Nejmenší hloubka úběru
Parametr průřezu třísky
X 0 až ±9999.999 Absolutní souřadnice dráhy v ose X
Z 0 až ±9999.999 Absolutní souřadnice dráhy v ose Z
U 0 až ±9999.999 Přírůstky souřadnic dráhy ve směru osy X
W 0 až ±9999.999 Přírůstky souřadnic dráhy ve směru osy Z
I 0 až ±9999.999 Interpolační parametr rovnoběžný s osou X
K 0 až ±9999.999 Interpolační parametr rovnoběžný s osou Z
F
1 až 2000
1 až 2000
10 až 10000
Posuvová funkce v mm/min
Posuvová funkce v μm/ot
Stoupání závitu v  μm
S 150 – 40000° - 360°
Funkce otáček vřetena v ot/min
Poloha vřetena při funkci M19
T 0 - 9999 Funkce pro výměnu nástroje
L 0 – 99991 - 10
Číslo podprogramu a počet opakování
Číslo polohy řezu
R Poloměr rádiusu ostří nože 
Tab. A.1 Stručný přehled instrukci systému Emcotronic TM02 - soustružení
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Dodatek B
Ukázka NC kódu
(* WinCAM by EMCO [c] 1995-2001,  (**)NC-program EMCOTRONIC TM02 T *)
 
N0005 G54 T0101 S1000 M03
N0010 G92 X0 Z0
N0015 G59
N0020 G0 X43 Z1
N0025 G1 X-1 F100 
N0030 G0 X37 Z2
N0035 G1 Z-39
N0040 G0 X38 Z1
N0045 G84 X22.2 Z-14.9 D3=1000 P2=-2.8
N0050 G0 X24 Z1
N0055 G84 X15.2 Z-7.9 D3=1000
N0060 G0 X50 Z40
N0065 G54 T0202 S600 M03
N0070 G0 X24 Z0
N0075 G1 X10 F60
N0080 X13
N0085 X15 Z-1
N0090 Z-8
N0095 X21
N0100 X22 Z-8.5
N0105 Z-15 
N0110 X36 Z-18
N0115 Z-28
N0120 G0 X40 Z40
N0125 G54 T0303 S250 M03
N0130 G0 X37 Z-21
N0135 G1 X30 
N0140 G0 X37
N0145 Z-20.5
N0150 G1 X36
N0155 X35 Z-21
N0160 G0 X37
N0165 Z-21.5
N0170 G1 X36
N0175 X35 Z-21
N0180 G0 X40 
N0185 Z40
N1000 M30
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Dodatek C
Ukázka aplikační části
Obr. C.1. Ukázka aplikace po inicializaci
Obr. C.2. Ukázka aplikace během procesu obrábění 1
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Obr. C.3. Ukázka aplikace během procesu obrábění 2
Obr. C.4. Ukázka aplikace během procesu obrábění 3
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Dodatek D
Ukázka zdrojových kódů
//inicializace nastroje
void cutting::ToolInit(tLine code)
{
if(type == SOUSTRUH)
{
//inicializace v jednotlivych osach
if(cutting_prog[line].tool.X == 'NaN')
{
if(code.X != 'NaN')
{
cutting_prog[line].tool.X = code.X;
}
}
if(cutting_prog[line].tool.Z == 'NaN')
{
if(code.Z != 'NaN')
cutting_prog[line].tool.Z = code.Z;
}
}
else
{
//inicializace v jednotlivych osach
if(cutting_prog[line].tool.X == 'NaN')
{
if(code.X != 'NaN')
{
cutting_prog[line].tool.X = code.X;
}
}
if(cutting_prog[line].tool.Y == 'NaN')
{
if(code.Y != 'NaN')
{
cutting_prog[line].tool.Y = code.Y;
}
}
if(cutting_prog[line].tool.Z == 'NaN')
{
if(code.Z != 'NaN')
{
cutting_prog[line].tool.Z = code.Z;
}
}
}
}
Ukázka metody, která provádí inicializaci nástroje pokud nástroj ještě nemá souřadnice
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//vytvorime kruznici v podobe vhodne pro prevod do stl formatu
vector <NODE> stlConvert::SolidCircle(double radius, int slices, double Z)
{
vector<NODE>nodes;
int j;
NODE node;
 
double *sint,*cost;
/* predvypocitana kruznice */
  circleTable(&sint,&cost,-slices);
/* Vytvorime povrch  v trojúhelnících*/
for(j=0; j<slices; j++)
{
node.x = cost[j]*radius;
node.y = sint[j]*radius;
node.z = Z;
nodes.push_back(node);
node.x = 0.0;
node.y = 0.0;
node.z = Z;
nodes.push_back(node);
/*if(j+1 > slices)
{
node.x = cost[0]*radius;
node.y = sint[0]*radius;
node.z = Z;
}
else
{*/
node.x = cost[j+1]*radius;
node.y = sint[j+1]*radius;
node.z = Z;
//}
nodes.push_back(node);
}
/* Release sin and cos tables */
free(sint);
 free(cost);
return nodes;
}
Ukázka metody, která vytváří objekt typu disk trojúhelníkovou sítí
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