An innovative and visually appealing tool is presented for efficient all vs all conjunction analysis on a large catalogue of objects. The conjunction detection uses a nearest neighbour search algorithm, based on spatial binning and identification of pairs of objects in adjacent bins. This results in the fastest all vs all filtering the authors are aware of. The tool is constructed on a server-client architecture, where the server broadcasts to the client the conjunction data and ephemerides, while the client supports the user interface through a modern browser, without plug-in. In order to make the tool flexible and maintainable, Java software technologies were used on the server side, including Spring, Camel, ActiveMQ and CometD. The user interface and visualisation are based on the latest web technologies: HTML5, WebGL, THREE.js. Importance has been given on the ergonomics and visual appeal of the software. In fact certain design concepts have been borrowed from the gaming industry.
I. Introduction
The growing number of debris orbiting the Earth is starting to affect satellite operations due to the increasing risks to missions' safety 1. Tools and services already exist for advanced warning and conjunction analysis 234, but they have limitations like late warning times, difficult maintenance due to out-dated software technologies, poor graphical interfaces or restrictive IPRs.
Moreover, the performance of current codes performing all-on-all analysis on large catalogues is limited by bottlenecks at the initial filtering for potentially colliding object pairs 5.
A tool to perform efficient conjunction analysis between large numbers of objects is presented here. A multitude of innovations has been implemented, starting from the filtering algorithm to identify pairs of potentially colliding objects, to a client-server architecture using latest software technologies and a powerful graphical interface inspired from computer games for usability.
The filtering algorithm implemented in our tool is based on a nearest neighbour search technique used in various fields like data compression and computational genomics. An improvement in computing time of up to two orders of magnitude is achieved compared to CRASS, the tool currently used by ESA's Space Debris Office.
Innovative filtering techniques were applied by Logica for a conjunction tool as part of a prototype. Originally created in 2009, using SGP-4 and written in Fortran, this prototype has recently been ported to C, and to Java, with further filtering optimisations. Building on our experience in the implementations of real-time operational scientific algorithms, we have performed detailed performance analyses of a range of alternative filtering strategies, to identify potential processing bottlenecks. This has led to the development of extremely efficient filtering techniques (including the use of spatial binning as a means of providing an effective first-level filter).
The underlying mathematical computations related to orbital mechanics are performed using the open source toolkit called Orekit 6. It is already used by ESA and CNES, and it allows integrating physical models of high accuracy. Based on Java, the toolkit is extremely modular and easy to expand.
The propagations, the filtering and the probability computations run on the server side. Predictions are updated based on fresh catalogue data. Users can then access the tool through their browser, with no plug-in, and visualise and analyse data, using the latest web technologies that enable graphical acceleration based on HTML5, WebGL and data streaming.
The filtering algorithm is presented first, explaining how the conjunctions are detected and why the method is fast. Then the architecture and technology stack of the tool is presented. Finally the user interface and the underlying technologies are covered.
II. Filtering algorithms
This section describes the algorithm to identify pairs of objects that come close to each other in a certain time window. The term close can potentially be defined by the user in different forms: miss distance below a threshold, presence of another object inside a pizza box or an ellipsoid around the target object.
A. Initial filtering in existing conjunction prediction tools
The role of the conjunction detection functionality is to identify close approaches between pairs of objects in the catalogue. The challenge is to limit the work load due to comparisons based on large amounts of data.
An assessment has been made of information available in the public domain relating to various approaches adopted for filtering in the "all vs. all" case for conjunction prediction. This included identification of the filtering approach used and the overall performance, and a comparison with alternative schemes considered and prototyped by Logica. The previous approaches that were looked at include SOCRATES from CSSI 2, Closeap from GMV 3 and CRASS from ESA.
It should be noted that CRASS was not intended originally to be used for all vs all conjunction detection, so its performance illustrates that CRASS's method is not well adapted to the problem. 
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Building on our experience in the implementations of real-time operational scientific algorithms, we have performed detailed performance analyses of a range of alternative filtering strategies, to identify potential processing bottlenecks. Our analysis of the bottlenecks in the conjunction analysis processing (using gprof on the software running under Linux) highlighted that the majority of the processing time was originally taken up performing the initial comparison of pairs of objects (looking for close conjunctions). Clearly, this is of the order of N-squared, where N is the number of objects (but can be halved by eliminating comparing object A and B and then comparing B and A), however, with 13,000 objects, this gives ~170 million 3D position pair comparisons, which requires substantial processing power. The aim of the initial filtering is to reduce the number of necessary comparisons as quickly as possible, so that minimal processing power is expended on impossible pairs of objects. We also addressed alternative techniques used in other areas of computing relating to "nearest neighbour searches". A novel technique is proposed here to filter out objects efficiently such that conjunctions are identified very fast.
The identification of close approaches is actually an example of a well-established technique. In fact nearest neighbor search, also known as proximity search, similarity search or closest point search, is an optimization problem for finding closest points in metric spaces. Examples are:
 Naïve approach, i.e search all points with successive spatial filtering  Space partitioning, e.g. kdtree  Locality Sensitive Hashing, i.e. putting data in "buckets"/bins Logica has explored all three approaches -whilst the spatial partitioning approach, using kdtrees, looked promising, in Logica's prototype it did not perform as fast as the spatial binning approach, due to the overhead in constructing the spatial index for each object. Logica retained the local sensitive hashing.
Logica's filtering method
Our conclusions from the performed studies, incorporated into our conjunction prediction tool, are for the following sequence of filtering steps:
1) Perform initial orbit propagation of all objects using a relatively coarse timestep. This can be of the order of few minutes.
2) Use simple interpolation for a small number of intermediate points. This reduces the maximum size needed for binning. Indeed, in one minute, an object in LEO can cover up to 1000 km. A time step of one minute was adopted, so the position of all objects are known at each minute.
3) For each time step, apply 3D spatial binning. Here bins are cubes of 1000km side. The binning is as follows:
3.a) Divide space into cubic bins and assign each object to a bin. The propagation and spatial binning concept is illustrated in Figure 1 .
3.b)
Loop over all objects and find the objects in the same bin and the 8 adjacent bins. Searching in the adjacent bins is necessary to cover the cases where the initial object is close to the wall of its bin. 4) Determine closest-approach approximations based on positions at two subsequent timesteps, by closest separation of pairs of vectors [r 1 (t i ),r 1 (t i+1 )] and [r 2 (t i ),r 2 (t i+1 )]. This is necessary because the point of closest approach is most probably between two time steps. 6) One more filtering can be applied on the set of neighboring objects to find those that satisfy a stricter criterion, e.g. relative distance below 250 meters. Other criteria may also be applied, for example finding objects inside a pizza box or an ellipse around the initial object. 
Results
The filtering technique described above has been implemented and tested on an all versus all scenario. Here the conjunction criterion was a relative miss distance below 250 meters.
Orekit is used as the astrodynamics toolbox in the software. Orekit is written in Java and provides various classes related to orbits, reference frames, time scales, propagation, Earth Orbit Parameters and leap seconds. It is based on the Apache Commons Math mathematical library.
A modular design allows using different kinds of catalogues. The tool was tested on NORAD TLE catalogues distributed by Celestrak 7 which has 13,000 entries. Orekit provides an SGP4 propagator.
Using the above technique, our prototype was able to process 13,000 objects in an "all-vs-all" scenario in 3 minutes using a single core of a 1.2 GHz Core 2 Duo CPU (or in just 8 seconds using all threads of a 4CPUdual-core machine running at 2.66 GHz) for 1 day (24 hours) prediction. The criterion for retaining a conjunction is a miss distance below 250 meters. Table 2 shows the relative performance of alternative first-pass filtering methods, based on 13,000x13,000 objects and 1 day predictions. Table 3 shows how the number of pairs to be assessed is reduced with each filtering method. 
II. The client-server architecture and the tech stack
The software is split in a client-server architecture. The server side updates the catalogue, computes future conjunctions and broadcasts them to whoever is listening to the messages. The client side displays the data related to the broadcasted conjunction and supports a rich visualisation through a browser, without plug-in and tapping into the graphical processing capabilities of the client's machine.
The technology stack used is the foundation of the scalability and flexibility of the tool. Only technologies with commercial friendly licenses were considered, in particular the Apache license.
Reusing established industry technology and best practices is the key to keep the software simple and focus only on the actual problem, i.e. algorithms, without delving with time-consuming and hard-to-maintain bespoke software solutions. It is also a statement that space applications have indeed different requirements than other domains, but they can nevertheless be met by already existing proven software and approaches.
Below are the powerful technologies that have been used for easy integration and messaging inside the software.
A. Spring
Spring is the most popular application development framework for enterprise Java™.
Millions of developers use Spring to create high performing, easily testable, reusable code without any lock-in to particular vendors or solutions. Spring enables us to focus on the business problem rather than the plumbing that connects components and systems.
The Spring framework features an incredibly powerful and flexible collection of technologies ranging from Data Access to Security to modern web applications (AJAX, REST). It is also Cloud Ready, entailing that Spring applications are supported on all popular cloud platforms like Cloud Foundry, Google App Engine and Amazon EC2.
B. Camel
Apache Camel is a versatile open-source integration framework based on known Enterprise Integration Patterns (EIP) that focuses on making integration easier and more accessible to developers. It does this by providing:
 concrete implementations of all the widely used EIPs  connectivity to a great variety of transports and APIs  easy to use Domain Specific Languages (DSLs) to wire EIPs and transports together
C. ActiveMQ
Apache ActiveMQ is an open source message broker providing Enterprise Features like clustering, multiple message stores, and ability to use any database as a JMS persSistence provider besides VM, cache, and journal persistency.
ActiveMQ is used as enterprise service bus with Camel, to distribute messages in a distributed environment.
D. CometD
CometD is a scalable HTTP-based event routing bus that uses an Ajax Push technology pattern known as Comet. CometD is a Dojo Foundation project to provide implementations of the Bayeux protocol in javascript, java, perl, python and other languages.
E. Putting it all together Figure 2. Technologies involved in the conjunction tool
Using Spring assemblies routes are adjusted, adding new class through configuration. Camel integration patterns and components allow decoupling the code and massively reduce the code base. With ActiveMQ messages can be easily distributed in a secure, persistent and complete way. Finally with Using CometD we can stream data to web interfaces.
III. Visualisation
Embracing bleeding edge web technologies gives the freedom to experiment with new and innovative ways of user interface and data visualisation.
For the visualization side of the tool Logica decided to target modern browsers using JavaScript, HTML5, WebGL, and THREE.js. These technologies offer a number of advantages for our purposes, including easy distribution of the product, lack of additional software licenses, and a decrease in development time in comparison with building a traditional desktop application. Additionally there is no installation for end users which is beneficial for operators, but also could allow subsections of the application to be served to the public for PR purposes, including education.
A. Technology Dependency Overview:
As mentioned, HTML5, WebGL and THREE.js are used. HTML5 is the newest HTML standard and allows a number of new features to run directly in the browser with no additional plug-ins. It introduces many innovations, in particular canvas and audio tags as well as offline storage.The most important feature, for our purposes, is the support that HTML5 provides for accessing WebGL.
WebGL (Web Graphics Library) is a JavaScript API for rendering interactive 3D graphics within any compatible web browser without the use of plug-ins. The graphics are rendered in real time on traditional video hardware as is used in modern video games. WebGL programs consist of control code written in JavaScript and shader code that is executed on a computer's Graphics Processing Unit (GPU). WebGL is based on OpenGL ES 2.0 and it uses the HTML5 canvas element.
On top of this, the THREE.js library provides additional higher level functionality to ease the creation, management, and rendering of 3D scenes via WebGL.
B. The visuals
The Earth is textured with image data (provided to the public by NASA) which has been tiled and in some cases reprocessed by our own tool. At the time of writing, the targeted visual features include the following -although not all are fully implemented yet:
1) Time scrubbing the animations of all assets to any valid period of time.
2) Highlighting potential collision paths and locations, as well as the objects expected to be involved.
3) Streaming in higher resolution image data after initial load, and caching said data between sessions. This will give immediate real time responsiveness right away even for first time access, but still provide gradually increasing visual quality over time which can be automatically maintained and immediately reclaimed on subsequent use sessions. 4) A number of hardware shaders (GPU programs) to increase visual quality and realism including Atmospheric shaders, night side glow post processing for the city lights, and more. 5) Realistic 3D models for all owned space born assets, including the ability to see not only where they are located, but also the correct angles, equipment status and orientation, and more. 6) Visualization of allowed arc ranges, as well as current visibility cones for radar and ground stations.
IV. Conclusion
A modern conjunction analysis tool has been implemented by Logica. It is state of the art at many levels: a novel filtering algorithm accelerates dramatically the detection of conjunctions, while modern software technologies allow easy integration and modular structure of the tool. Emphasis has been put on appealing and ergonomic visuals and user interfaces.
Logica has experience in parallelisation of complex scientific algorithms, and has recently undertaken work using General Purpose Graphics Processing Units (GPGPUs ) to assess the feasibility of using these for massive parallelisation, to further improving performance. The SSA conjunction prediction task is something which would be highly amenable to parallelisation, if further speed-ups are required.
Our aim with the visualization is to eventually be able to see everything in our sky, and our solar system, as well as earth based ground and radar station coverage, in real time or at any point in the recorded past or projected future. This will allow for a number of possible applications including visualizing potential collision avoidance warnings, mission simulations, potential burns or visibility coverage, and more.
In theory there is no reason why the usera interface could not be expanded over time to function as a browser for observing the state of, and for commanding, all controlled/known space assets. Imagine clicking on a satellite or ground station, or choosing it from a menu, and having a 3D model of that craft come up from which all parameters and equipment states can be viewed, or any commands can be issued as easily as playing a real time strategy video game.
Such a tool has big potential, due to its performance, its ease to expand with richer features and more accurate physical models, its ease to operate and maintain and its potential accessibility to the end user through any device with a browser.
