Scratch as a computational modelling tool for teaching physics by López Simó, Víctor & Hernández Rodríguez, María Isabel
 
 




The Scratch online authoring tool, which features a simple programming language that has been 
adapted to primary and secondary students, is being used more and more in schools, as it offers 
students and teachers the opportunity to use a tool to build scientific models and evaluate their 
behaviour, just as can be done with computational modelling programs. In this article, we briefly discuss 
why Scratch could be a useful tool for computational modelling in the primary or secondary physics 
classroom, and we present practical examples of how it can be used to build a model. 
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MODELLING AS A SCIENCE LEARNING PROCESS 
 
Although the word ‘model’ is polysemic, its most common meaning is that of a representation of an 
idea, object, event, process or system that is created for a specific objective (Gilbert & Boulter, 1998). 
The basic characteristics of a model are: 
 
• It does not represent the complete reality of the system being modelled, but only the aspects that 
are of interest to its user, and therefore, as they are human creations, they do not exist in the 
physical world. 
• The same reality can be represented by multiple models, depending on the interests of whoever is 
using the model. 
 
Gutiérrez (2005) defines the term ‘scientific model’ as a representation of a system, made up of a set of 
objects with certain properties or variables, and a set of laws that declare the behaviour or functions of 
these objects or the relationship between their variables. The essential functions of a scientific model 
are to explain and predict. At the same time, scientific models are considered to be representations that 
enable scientists to reason, and which are used to simplify or idealise complex phenomena, to help 
visualise abstract ideas, to support interpretations of experimental results and to help produce 
explanations and predictions (Justi & Gilbert, 2002).  
  
Despite the importance of building models in the development of scientific knowledge, many authors 
agree that there are no general rules for doing so. This non-linear process of constructing, evaluating 
and using models is what is known as ‘scientific modelling’. As Hodson (1992) said: “the ways in which 
scientists work are not fixed and not entirely predictable, and involve a component that is experience-
dependent in a very personal sense. These ways of working are not teachable. So, the only effective way 
to learn to do science is by doing science”. In accordance with this viewpoint, there is a need to promote 
among students a more realistic image of science, trying not to portray the existence of a single 
scientific method but instead encouraging creativity as one of the essential skills used in the 
construction of scientific conceptual models at school. 
 
Many authors have highlighted not only that conceptual models are powerful for helping students to 
learn science, but also how doing activities of construction and use of conceptual models in the science 
classroom can help students to learn about science (i.e. about the nature of models and their role in the 
development and communication of the results of scientific inquiry) and to do science (i.e. to create, 
express and evaluate their own models).  
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The educational approaches or proposals that foster the teaching of science through the construction, 
evaluation and use of models do not imply that students should think like scientists but rather that this 
way of working in the science classroom could be closer to, and more realistic in comparison with, the 
way in which science is constructed in the scientific practice of modelling.  
 
The fostering of modelling processes in the science classroom seems to be a good way of promoting an 
understanding among students of certain scientific phenomena and systems, by promoting the 
construction, testing, review and application of conceptual models. In short, the aim of modelling in the 
classroom is to create an environment in which students become better thinkers (Feurzeig & Roberts, 
1999). 
 
COMPUTATIONAL MODELLING IN THE SCIENCE CLASSROOM 
 
In the same way that professional science uses computer systems that can build computational models 
to simulate behaviours from the physical world, in education different applications have also been 
developed that can enable students to express their own mental models. In most cases, these 
applications use much simpler languages than those of professional science in order to encourage their 
use by younger students, but maintaining the basic character of modelling activity: to create, express 
and evaluate one’s own models. We are referring, for example, to VnR software (acronym for “Variables 
and Relationships”), which presents an iconic language based on the direct or inverse proportional 
relationship between variables and between each variable’s rate of change (Lawrence, 2004). A similar 
system using relationships between lineal and exponential variables is that used by Model-it (Jackson, 
Krajcik & Soloway, 2000). In parallel, Modellus (Teodoro & Neves, 2011) is designed for more advanced 
physics students (high school and university), as it requires a certain command of algebraic language. 
Finally, Stella language based on flow diagrams, despite not being exclusively designed for didactic 
purposes (Hilger & Lusiana, 2014), has also achieved interesting results in education. The common 
denominator of all these programs is that they enable students to create models and then run them, to 
thus visualise their behaviour and compare them with the real system that they seek to represent. It is 
this feature what distinguishes computational modelling tools from educational animations and 
simulations, where students can visualise virtual phenomena and modify the values of the variables 
involved, but cannot define or modify the relationship between these variables.  
 
Studies that have analysed the impact of modelling programs on students’ learning have found positive 
results (Mellar et al., 1994; Lawrence, 2002). Unlike simulations, they do not correspond to any specific 
content and are therefore appropriate for modelling a wider range of phenomena. Moreover, and also 
unlike simulations, modelling programs require users to specify their model of a certain phenomenon. 
Therefore, these programs are suitable for encouraging individual exploration and generation of 
explanations, as the students can express their own ideas, specifying which variables intervene in a 
phenomenon and investigating how these variables could be related. Modelling programs help students 
express their mental models and can therefore help develop these mental models into scientific 
conceptual models when discussed in class with classmates and/or teachers. In addition, these 
modelling programs require their users to take a qualitative approach to any phenomenon during the 
development of the model, just as experts tend to do when problem-solving as opposed to novices (Hsu 
et al., 2006). The adoption of a qualitative approach might help students to focus on the nature of the 
relationships between the components of the model.  
 
Despite the educational potential of these tools, their use in education is not extensive or widespread, 
and in some cases they have not caught on at all. This is in contrast to the use in education of scientific 
animations and simulations, which have been widely accepted in many schools (Hennessy, Deanes & 
Ruthven, 2006; Rutten, van Joolingen & van der Veen, 2012). Many factors have influenced the 
unsuccessful application of computational modelling tools in schools, including how difficult it is for 
teachers to include them in their teaching practice, the fact that before students can start using them 
they need to spend a substantial amount of time learning their language, the high cognitive demands 
required in order to use them to build models and the technical difficulty of installing them in computers 
(Hernández, Pintó & Couso, 2007).    
  
To conclude, it is generally considered that computational modelling
activity to teach and learn physics i
not caught on substantively. It is
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SCRATCH: CAN IT BE USED AS A 
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Figure 1. Scratch interface  
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AN EXAMPLE OF A COMPUTATIONAL MODEL: FREE FALL  
 
  
Figure 2. Backdrop and sprite (apple)  
 
To illustrate how a scientific computational model is built using Scratch we describe the design of a small 
project called “Free Fall”
 1
. Figure 2 shows the display that appears in the project’s visualization window, 
which consists of a single sprite (in this case, an apple). When the spacebar is pressed, this apple 
reproduces free fall motion, which is described by Rectilinear Uniformly Accelerated Motion equations, 
with an acceleration of -9.8m/s2. It is therefore a model that describes the motion of an apple and can 
be used to predict where it will be at any given time and at what speed it will be travelling.  
 
How can students build a model to describe the motion of a free-falling apple?  
 
Building a model with Scratch requires, first of all, the expression of mental models and explanation of 
the variables, relationships and conditions implied. Thus, students must identify which variables are 
involved in the model (in this case, position, velocity and acceleration), and must also assign initial 
values to these variables (the initial conditions). After that, they must establish the set of relationships 
between variables. In this case, they must be expressed on the basis of the idea that:  
 
• velocity determines the rate of variation in position per unit of time,  
• acceleration determines the rate of variation in velocity per unit of time,  
• acceleration has a constant value.  
  
To translate these variables and relationships into Scratch language and build a computational model, it 
is enough to build two programming blocks like those in Figure 3, which a secondary school student 
might be able to do with the right support and after being familiar with the program’s language. First of 
all, they should define the initial conditions for the sprite (apple) each time that the program is 
restarted, which in the Scratch language is usually done by pressing on the small green flag in the top 
right hand corner of Figure 2. So, in the first programming blocks in Figure 3, when we press the flag:  
 
• We define the initial velocity v0=0.  
• We define the initial position of the apple using the x and y coordinates defined in the 
visualization window.   
 
Next, in the second block in figure 3 we define the program’s behaviour, which will be activated when 
the spacebar is pressed. To do so, we need to define a ‘repeat until’-type iterative process with two 
instructions:  
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Figure 3. Program determining the motion of the apple sprite
 
Figure 4. Program to represent the trajectory of the apple sprite
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Figure 5. Set of representations of the apple shown using the ‘stamp’ code
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AN EXAMPLE OF A COMPUTATIONAL 
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Figure 6. Representation of a buoy floating on the sea
 
In this case, to define the behaviour of the buoy, we need to define the following
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MODEL WITH FEEDBACK LOOP: SIMPLE HARMONIC MOTION
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Figure 7. Program determining the movement of the buoy sprite.  
 
Once again, after helping the students to build this system of relationships, it is also possible to add 




Although Scratch was not solely designed as a program to be used for computational modelling, primary 
and secondary school students can use its programming language to express their own models, 
specifying which variables are involved in a phenomenon and, within the possible limitations of the 
program, research how these variables could be related. So the use of Scratch as a modelling tool not 
only enables students to express their own models using a specific language, but also to use it to make 
predictions, to evaluate the results of running the expressed models and to discuss their different 
models with classmates and/or teachers in a similar way that scientists do. Moreover, unlike other 
modelling programs, the ‘See inside’ option allows any Scratch user to examine the ‘heart’ of any 
Scratch project that is available online, and thereby access the code that was used to program it.  
  
Given all the opportunities offered by Scratch, the challenge is how physics teachers can take advantage 
of a digital innovation like this to improve their classes and create environments in which the students’ 
building and evaluation of models is truly encouraged.  
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