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SAŽETAK 
U ovom završnom radu opisan je razvoj Android mobilne aplikacije za potrebe 
obiteljskih poljoprivrednih gospodarstava (OPG-a) te razvoj povezanih web rješenja koja 
sadrže bazu podataka o OPG-ima. Cilj završnog rada jest razvoj aplikacije za prikaz 
podataka o pojedinim OPG-ima radi njihovog lakšeg pronalaženja na internetu od strane 
dobavljača, ali i krajnjeg kupca. Samim time, OPG-ovi dobivaju na besplatnoj ekspoziciji 
na nacionalnoj razini.  
 U razvoju mobilne Android aplikacije korišten je Android Studio. Kreiranje Android 
aplikacija podrazumijeva i znanje Java programskog jezika i XML-a. Mobilna aplikacija 
u svom radu koristi WordPress CMS-a1 kao web rješenje i njegovu bazu podataka. 
Komunikacija između web rješenja i mobilne aplikacije odvija se pomoću REST API 
servisa. Jezik komunikacije jest JSON2. 
U prvom dijelu završnog rada objašnjen je princip rada web rješenja tj. WordPress 
CMS-a1: kako upravljati prikazanim sadržajem, na koji se način odvija pohrana u 
MySQL bazu podataka te način na koji mobilna aplikacija dolazi do tih podataka. 
Osnovni standard u komunikaciji je JSON. U drugom dijelu rada objašnjen je princip 
rada mobilne aplikacije: kako aplikacija prima i šalje podatke prema web rješenju, na 
koji je način riješena autentifikacija korisnika, na koji način aplikacija obrađuje dobivene 
podatke te ih prikazuje na mobilnom uređaju. Uz navedeno, ukratko su objašnjene i 
dodatne mogućnosti, što aplikaciji daje dodatnu vrijednost. Uz opis su priloženi isječci 
koda mobilne aplikacije, dijagrami kao i prikaz zaslona pojedinih modula aplikacije. 
 
Ključne riječi: Android, WordPress, Java, JSON, OPG 
 
 
 
  
                                                 
1 CMS – Content Management System – Online sustav za izradu i upravljanje sadržaja web stranice 
2 JavaScript Object Notation – tekstualni format podataka dizajniran za lako čitljiv i razumljiv prijenos   
  podataka kako za računala tako i za ljude 
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1. Uvod 
Tema ovog završnog rada jest izrada Android aplikacije OPG burza. Danas većina 
OPG-ova bazira svoju prodaju s već ugovorenim otkupljivačima, na tržnici ili prodajom 
na vratima. Budući da u Republici Hrvatskoj postoji više od 134 000 registriranih OPG-
ova [8] koji imaju vrlo slab ili gotovo nikakav marketing, ova je tema odabrana 
prvenstveno u svrhu promoviranja malih proizvođača.  
Za realizaciju ove teme razvijene su dvije programske komponente. Prva je 
komponenta Android aplikacija što je i tema ovog rada. Druga je komponenta web 
rješenje koje sadrži podatke o OPG-ima u svojoj WordPress MySQL bazi podataka. Web 
rješenje postavljeno je na web poslužitelj čija je poveznica  
www.MaliPoljoprivrednik.com. Mobilna aplikacija komunicira s web rješenjem koristeći 
JSON standard zapisa podataka. Mobilna aplikacija omogućuje objavljivanje akcija od 
strane vlasnika OPG-a. 
Potrebni resursi za izradu ove Android aplikacije podrazumijevaju prostor i domenu 
na internetu. Za potrebe ovog rada instaliran je razvojni alat Android Studio. Aplikacija 
rađena za ovaj završni rad optimizirana je za mobilne uređaje koji imaju instaliranu 
Android inačicu 4.3 ili noviju. 
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2. Cilj 
Cilj ovog završnog rada jest izrada Android aplikacije kojom će se pospješiti 
proizvodnja malih gospodarskih jedinica, povećati dostupnost podataka o njihovoj 
djelatnosti te omogućiti lakši pristup podatcima pojedinog OPG-a. Također, cilj je 
uklopiti male poljoprivrednike u moderne trendove kod kojih je neizbježno korištenje 
najnovijih tehnologija na način da sami mogu objavljivati materijale koji su aktualni u 
njihovom poslovanju. 
Potrebno je izraditi aplikaciju koja će se moći pokretati na većini Android pametnih 
telefona, bez obzira na veličinu ekrana, instaliranu inačicu operativnog sustava i bez 
obzira na to koji hardver ima ugrađen, tj. potrebno je izraditi aplikaciju koja neće biti 
zahtjevna gledajući na stranu resursa potrebnih za izvršavanje. Uz navedeno aplikacija 
mora biti grafički uređena prema suvremenim standardima te intuitivna za korisnike. 
Iako se kod izrade ove aplikacije može primijeniti bilo koji tip web rješenja s kojega 
aplikacija preuzima podatke, cilj je povezati WordPress rješenje s Android aplikacijom 
na način da međusobno komuniciraju resursno laganim jezikom, tj. da prijenos podataka 
bude čim brži.  
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3. Arhitektura Android sustava 
Android je danas sveprisutan operativni sustav. Iako se primarno veže uz pametne telefone, 
prisutan je i kod tableta, televizora, igraćih konzola, digitalnih kamera, kućanskih aparata, 
terminala i osobnih računala, a lista se povećava iz dana u dan. Gledajući s tehnološke strane, 
Android platforma na mobilnim uređajima unatrag nekoliko godina preuzela je tron među 
operativnim sustavima pametnih telefona te je danas instalirana na više od 85% svih 
pametnih telefona [9].  
Jezgra sustava, odnosno kernel, baziran je na Linux operativnom sustavu. Kernel sadrži 
specifični virtualni stroj dizajniran kako bi optimalno koristio dostupne resurse. Budući da je 
većina uređaja na kojima je pokrenut Android mobilna te koristi baterijski izvor energije, 
potrošnja procesorskog vremena mora biti svedena na minimum – osobito kad se neka aplikacija 
ne koristi. 
Otkad je prva verzija ugledala svjetlo dana, 2011. godine, Android je imao eksponencijalni 
rast i popularnost te danas uvjerljivo drži prvo mjesto na listi najpopularnijih mobilnih operativnih 
sustava [9]. Jedna od glavnih svojstva popularnosti Androida jest njegov otvoren kod koji 
omogućuje velikoj zajednici programera i entuzijasta razvoj novih aplikacija i samog sustava. 
Proizvođačima uređaja ostavljena je fleksibilnost proizvodnje. 
Osnovna znanja koja su potrebna za razvoj Android aplikacija jesu: 
- Java – objektno orijentiran programski jezik koji je ujedno i baza svih Android 
aplikacija. Budući da se može izvršavati na svim operacijskim sustavima za koje 
postoji Java virtualna mašina (engl. Java Virtual Machine JVM), Java je danas 
najrašireniji programski jezik. Odnedavno možemo za razvoj Android aplikacija 
koristiti i programski jezik Kotlin koji je potpuno kompatibilan s Javom i može 
koristiti njene frameworke. 
- XML – jezik za označavanje podataka. Prvotno je bio napravljen za razmjenu 
podataka između internet aplikacija, a da bude lako čitljiv i ljudima. Kod razvoja 
Android aplikacija on se koristi primarno za dizajn sučelja mobilne aplikacije koji 
su bazne jedinice za interakciju. 
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Arhitektura Android OS-a podijeljena je na pet odjela i četiri glavna sloja kao što je 
prikazano na slici 1. 
 
 
Slika 1. Arhitektura Android operativnog sustava 
Izvor: http://www.simpledeveloper.com 
Linux kernel 
 Linux kernel najniži je sloj Android OS-a, a daje mogućnost višim slojevima da 
koriste hardverske komponente uređaja.  
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Sistemske knjižnice (engl. System Libraries) 
 Knjižnice su razvijene u C/C++ programskom jeziku i imaju razne namjene: na 
slici 1. prikazana je Surface manager knjižnica koja, primjerice, ažurira ekran, Media 
Framework izvodi audio i video, OpenGL izvršava naprednije grafike kao što su 3D igre, 
SQLite služi razmjeni podataka putem relacijske baze podataka itd. 
Android RunTime 
 Android Run Time predstavlja podršku za pisanje i pokretanje Android aplikacija. 
Njegove dvije glavne komponente su Core Java Libraries i Dalvik Virtual Machine. Core 
Java Libraries ili bazne/osnovne Java knjižnice koriste se iz razloga što su sve Android 
aplikacije pisane u Java programskom jeziku. Dalvik Virtual Machine (DVM) koristi se 
za izvršavanje Android aplikacija te se brine za raspodjelu memorije i dretvi. 
Application Framework  
 Application Framework omogućuje mobilnim aplikacijama koristiti mnoge 
servise koji se nalaze na višoj razini Android sustava u obliku Java klasa koje razvojni 
programeri mogu koristiti prilikom izrade aplikacija. 
Application Layer 
 Na najvišem sloju nalaze se korisničke aplikacije.  
  
Goran David  Android aplikacija OPG burza 
 
 
Međimursko veleučilište u Čakovcu  10 
4. Android Studio 
Android Studio korišten je za izradu aplikacije završnog rada. Službeno je okruženje 
za razvoj aplikacija (engl. Integrated Development environment ili IDE) sagrađeno na 
JetBrainsovom IntelliJ IDEA softveru, a prethodio mu je Eclipse. Program je moguće 
besplatno preuzeti te podržava rad na svim operativnim sustavima. 
Android Studio također ima integrirani emulator naziva Virtual Device pomoću kojeg 
je moguća simulacija Android uređaja i pokretanje aplikacije koje razvijamo. Samim time 
nismo ograničeni samo na pametne telefone, već možemo emulirati i tablete, satove i dr. 
Android Studio u praksi je prilično hardverski zahtjevan pa je poželjno koristiti stvarni 
uređaj i pokretati aplikacije na njemu. U tom se slučaju uređaj spaja putem USB-a na 
računalo, a sam uređaj mora imati omogućene opcije za razvoj aplikacija. 
 
Slika 2. Android Studio 3.0 s pokrenutim emulatorom 
Izvor: autor 
 
Program omogućuje razvoj aplikacije u dva programska jezika: Java i Kotlin. XML se 
koristi za dizajn Activityja (pojedinih scena aplikacije). U XML-u također je napisana 
Manifest datoteka pomoću koje određujemo dopuštenja aplikacije – primjerice, može li 
koristiti internet, vanjsku memoriju i sl. Android projekt (engl. build) koristi Gradle 
sistem koji nam omogućava projektiranje više projekata iz jednog koda pa pomoću njega 
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u Android Studio možemo dodavati dodatne knjižnice (engl. libraries), odrediti za koju 
je verziju Androida aplikacija namijenjena itd. 
Uz Android Studio potrebno je imati instaliran Java Development Kit (JDK), a za 
emuliranje pripadajući Software Development Kit (SDK) u verziji sukladnoj onoj za koji 
Android OS razvijamo aplikaciju. 
Android Studio ima implementirani emulator, no za potrebe testiranja može se koristiti 
i fizički mobilni uređaj. 
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5. WordPress 
Wordpress (WP) je besplatan Content Management System (CMS) otvorenog koda 
kojeg koristi velik broj renomiranih stranica kao što su, primjerice, New York Times, 
TechCrunch, MTV News, Sony Music, Bloomberg Professional i mnogi drugi.  
WordPress je danas najzastupljeniji CMS na internetu. Trenutno ga koristi 30% od 
ukupno 10 milijuna najčitanijih internetskih stranica svih mogućih namjena [10], a 
implementacijom REST API-a kao dijela WordPressa podatci koji se koriste unutar baze 
podataka WordPressa otvoreni su prema ostalim aplikacijama.  
Koriste ga i korisnici koji žele imati skoro pa gotovo rješenje za objavljivanje svojih 
sadržaja. Baziran je na HTML3, CSS4, JavaScript5 i PHP6 jeziku. Za pohranu podataka 
koristi MySQL7 bazu podataka. WordPress je prilagodljiv zahtjevima klijenta, pogotovo 
zbog velike podrške svojih korisnika koji izrađuju brojne teme, pluginove, widgete i sl. 
Budući da WP ima svoje grafičko sučelje, za objavljivanje sadržaja ili dodavanje 
funkcija, dovoljan je web browser. Također, WordPress daje podršku za rad više različitih 
korisnika: administratora, kontrolora i autora. 
 
 
 
 
 
  
                                                 
3 HTML – HyperText Markup Language, jezik za izradu web stranica 
4 CSS – Cascading Style Sheet, jezik za uređivanje stilova, tj. boja, fontova i sl. 
5 JavaScript – programski jezik za izradu dinamičke strane web-a, uz HTML i CSS jedna od tri bazne 
tehnologije za izradu web stranica 
6 PHP - Hypertext Preprocessor, skriptni jezik koji se izvršava na serveru 
7 MySQL – open source sistem za upravljanje relacijskim bazama podataka 
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Slika 3. Izgled GUI-a WordPressa - dio za objavljivanje članaka. 
Izvor: http://wordpress.org 
 
Pristup stranici za upravljanje sadržajem WordPressa vrši se prijavom na linku 
http://domenastranice.com/wp‐login.php kako za administratore tako i za ostale 
korisnike. Glavni dijelovi WordPressa koji su nam potrebni za izradu i manipulaciju 
sadržaja koji će Android aplikacija iz ovog rada koristiti su: 
- Posts: za izradu, objavu i izmjenu članaka, kategorija i oznaka (engl. tags) 
- Media: za upravljanje medijskim datotekama koje se mogu dodavati na članke ili 
stranice 
- Plugins: dodatci koji omogućuju povećanje funkcionalnosti samog WordPressa. 
Postoji zaista velik broj već gotovih javnih pluginova, no oni se mogu 
prilagođavati prema potrebama (pisani su u PHP-u) ili se mogu napisati vlastiti 
prema individualnim potrebama. 
- Users: popis registriranih korisnika i njihovih uloga, moguće je dodavati nove i 
raditi izmjene na postojećima 
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6. JSON 
JavaScript Object Notation (JSON) standard je za format podataka dizajniran za lako 
čitljiv i razumljiv prijenos podataka kako za računala tako i za ljude. Sama datoteka ima 
ekstenziju .json. 
JSON standard omogućuje definiranje dvije strukture zapisa podataka:: 
- zbirka parova (ime/vrijednost – engl. name/value): na raznim jezicima ovo je 
realizirano kao objekt i obilježava se vitičastim zagradama {}, a podatci su 
odvojeni zarezom 
- niz (uređena lista vrijednosti, engl. array): obilježava se uglatim zagradama [], 
a članovi niza odvojeni su zarezom 
 
Slika 4. Izgled strukture podataka kod JSON-a 
Izvor: http://androidcodec.com 
Na slici 4. prikazan je JSON niz, „employees“ koji sadrži dva objekta s dvama 
vrijednostima ime/vrijednost „firstName“ i „lastName“. 
U okviru JSON-ove strukture podataka mogu se koristiti sljedeći tipovi podataka: 
- broj: JavaScript format s decimalnom točkom koji može koristiti eksponencijalnu 
E notaciju, ali ne može koristiti nenumeričke brojeve 
- string: sekvenca od nula ili više Unicode znakova, delimiter su dvostruki  
navodnici, izlazna sekvenca je backslash ( ”\” ) 
- boolean: s vrijednostima true ili false 
- array: razvrstana lista od nula ili više vrijednosti koje mogu biti bilo kojeg tipa 
- objekt: nerazvrstana zbirka parova podataka tipa ime/vrijednost (engl. 
name/key:value) 
- null:  prazna vrijednost 
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7. Struktura Android aplikacije 
 
Slika 5. Struktura aplikacije 
Izvor: autor 
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Mobilna aplikacija sastavljena je od više aktivnosti. Polazna je točka MainActivity na 
kojoj se nalazi pristup četirima najvažnijim dijelovima.  Raspored elemenata za početni 
zaslon definiran je u DrawerLayoutu. DrawerLayout prisutan je i kod svih ostalih 
aktivnosti kao izbornik pomoću kojega pristupamo svim ostalim dijelovima aplikacije. 
Na dijagramu su prikazani tokovi podataka, tj. strelica prikazuje mogućnost kretanja 
iz jedne aktivnosti u drugu.  
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8. Baza podataka 
Za spremanje podataka, mobilna aplikacija koristi MySQL bazu instaliranu na 
WordPressu. MySQL je open source relacijski sustav za upravljanje bazama. Za 
dohvaćanje podataka u bazu podataka koriste se PHP skripte putem SQL upita 
(Structured Query Language). Kod pristupa bazi podataka korišten je phpMyAdmin alat. 
Struktura baze podataka, relacije među tablicama, postavljene su od tvoraca 
WordPressa, a struktura varira ovisno o inačici. Za potrebe ovog rada, korištena je 
standardna struktura koja je podržana od strane Wordpressa. Jedino je dobro biti upoznat 
s njom ukoliko se radi razvoj nekog plugina za WordPress koji pristupa bazi podataka. 
Na slici 6. prikazana je shema baze podataka WordPressa kao i relacije između njenih 
tablica. 
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Slika 6. Vizualni pregled WordPress baze podataka i relacije između tablica.  
Izvor: http://wordpress.org 
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8.1. ACF Plugin 
 
Zbog karaktera podataka mobilne aplikacije neće nam biti dovoljna polja tablice iz 
originalne strukture WordPress baze podataka, već ih moramo proširiti, što se ne radi 
mijenjanjem strukture same baze. Budući da ćemo imati pojedini OPG, odnosno 
informacije o njemu kao jedan članak WordPressa, koristit ćemo podatke iz wp_posts 
tablice koja nema sva potrebna polja (npr. adresa, telefonski broj i dr.). Ukoliko se dodaju 
polja u tablicu, poremetili bismo strukturu pa ostali elementi CMS-a ne bi funkcionirali 
kako treba. Kod takvog slučaja korišten je Advanced Custom Fields plugin (ACF) 
pomoću kojega su dodavani  meta tagovi koji su povezani na unikatni ID članka. ACF je 
dodatak koji korisniku omogućava pridruživanje bilo kojeg podatka na članak, a da on ne 
mora biti vidljiv izravno na front endu. 
 
 
Slika 7. Polja koja su pridodana za potrebe stranice i aplikacije MaliPoljoprivrednik 
Izvor: autor 
 
Na slici 7. prikazana je tablica s pridodanim poljima članka. Polja koja se dodaju 
članku zapisuju se u obliku meta tagova u formatu ključ/vrijednost. Isti se tako i prikazuju 
kasnije u JSON formatu kojeg nam prilikom zahtjeva vraća WP REST API. ACF 
podržava dodavanje različitih tipova podataka kao što su to npr. tekst, boolean, integer i 
dr. 
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9. WP REST API  
WordPress REST API (Application Programming Interface) sučelje je, tj. softver koji 
ima funkciju omogućavanja podatkovnog spajanja dviju različitih aplikacija. Organiziran 
je da podržava REST arhitekturu. REST ili Representational state transfer arhitektonski 
je stil koji definira ograničenja i svojstva bazirana na HTTP-u koja pak omogućuju 
međusobna djelovanja između računalnih sustava na internetu. Slanje nekog od zahtjeva 
na specifični URI rezultirat će odgovorom koji može biti u HTML, XML8, JSON ili 
nekom drugom formatu. Najčešći zahtjevi, tj. operacije, koje se šalju su GET (dohvaćanje 
podataka), POST (slanje podataka), PUT (izmjena podataka) i DELETE (brisanje 
podataka). 
WP REST API dizajniran je tako da ima predvidljive ciljane URL-ove9 i koristi HTTP 
kodove kao odgovor za identifikaciju API grešaka. API koristi ugrađeni HTTP10 protokol 
kao što je npr. HTTP autentifikacija. Ti se predvidljivi ciljani URL-ovi WP REST API-a 
zovu endpoints ili krajnje točke. Slanjem zahtjeva na endpoint WP REST API odgovara 
isključivo JSON-om uključujući odgovore o greškama. On dozvoljava da javni podatci 
dostupni preko GET metoda budu dostupni bilo kojem klijentu anonimno, dok ostale 
metode zahtijevaju neki od oblika autentifikacije. 
WP REST API ima specifične krajnje točke konstruirane prema organizaciji sadržaja 
samog WordPressa, tj. web stranice bazirane na WordPressu. Neke, ali i najkorištenije 
krajnje točke WP REST API-a su: 
- /wp/v2/posts  
- /wp/v2/pages 
- /wp/v2/categories 
- /wp/v2/statuses 
 
Svaka krajnja točka ima više opcija koje proširuju mogućnosti WP REST API-a. Tako, 
primjerice, slanjem GET zahtjeva na Posts krajnju točku (/wp/v2/posts) dobivamo listu 
                                                 
8 XML – Extensible Markup Language, jezik za spremanje i prijenos podataka, lako čitljiv strojevima i 
ljudima 
9 URL – Uniform Resource Locator, referenca na neki web resurs koji označava lokaciju resursa na 
nekom udaljenom računalu kao i metodu dohvaćanja 
10 HTTP – HyperText Transfer Protocol, bazni protokol za razmjenu podataka na webu 
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prvih deset članaka koji se nalaze u bazi. Svojstvo te krajnje točke moguće je proširiti 
dodatnim opcijama kao što su npr. search, page, author, exclude i dr. 
 
 
Kod 1. Dio odgovora na GET zahtjev članka s id-om 1 
(curl -X GET -i https://demo.wp-api.org/wp-json/wp/v2/posts/1) 
Izvor : autor 
 
Kod 1. prikazuje odgovor u JSON formatu s testnog servera, iz ovog zapisa lako 
možemo shvatiti strukturu podataka koji su zapisani u formatu nizova i objekata. 
Dokumentaciju o opcijama i krajnjim točkama, dobivamo u JSON obliku slanjem GET 
metode na bilo koji index krajnju točku s OPTIONS zahtjevom (npr. https://demo.wp-
api.org/wp-json/wp/v2/?options).  
{ 
    "id": 1, 
    "date": "2017-05-23T06:25:50", 
    "date_gmt": "2017-05-23T06:25:50", 
    "guid": { 
    "rendered": "http://demo.wp-api.org/?p=1" 
    }, 
    "modified": "2017-05-23T06:25:50", 
    "modified_gmt": "2017-05-23T06:25:50", 
    "slug": "hello-world", 
    "status": "publish", 
    "type": "post", 
    "link": "https://demo.wp-api.org/2017/05/23/hello-
world/", 
    "title": { 
    "rendered": "Hello world!" 
    }, 
    "content": { 
    "rendered": "<p>Welcome to <a href=\"http://wp-
api.org/\">WP API Demo Sites</a>. This is your first post. 
Edit or delete it, then start blogging!</p>\n", 
    "protected": false 
    }, 
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Ovako dobiveni podatci mogu se koristiti u raznolikim okruženjima. Za potrebe ovog 
rada dobiveni podatci koriste se u Android aplikaciji. Budući da je Android rasprostranjen 
ne samo na pametnim telefonima, već i tabletima, satovima, televizorima itd., time su 
podatci iz WordPressa na raznim platformama. Osim korištenja u mobilnim operativnim 
sustavima, podatci uz pomoć WP REST API-a mogu se upotrijebiti u drugim web 
stranicama, primjerice, možemo kreirati potpuno odvojeni front end s nekim od front end 
razvojnih alata npr. React.js. Također, postoji mogućnost da podatke dobivene iz WP 
REST API-a druge stranice koristimo na svojoj stranici. Tako možemo, primjerice, 
automatski objavljivati vremensku prognozu, novosti, TV raspored, sportske rezultate i 
sl. Za tu potrebu može se koristiti bilo koji programski jezik ili program koji podržava 
HTTP metode, WP REST API na taj način otklanja eventualna ograničenja u razvoju 
internetskih aplikacija. 
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10. Implementacija Android aplikacije 
Na web stranicu baziranu na WordPress CMS-u moguće se povezati na više načina. 
Za potrebe ovog rada, zbog fleksibilnosti odabran je JSON podatkovni format. Budući da 
su svi podatci web stranice bazirane na WordPressu spremljeni u MySQL bazi, potreban 
je način da na zahtjev mobilna aplikacija dobije tražene podatke u JSON formatu. Za 
rješavanje ovog zahtjeva koristi se WP REST API. Njegova je zadaća odgovarati na 
zaprimljene zahtjeve te pretvarati podatke iz jednog formata u drugi. 
Za komunikaciju između mobilne aplikacije i WordPressa korištena je Volley 
knjižnica. Volley knjižnica omogućuje asinkrono slanje zahtjeva i prikupljanje povratnog 
odgovora od WP REST API-a. 
 
Slika 7. Tijek podataka od web stranice do Android aplikacije 
Izvor: autor 
Na slici 7. prikazan je tijek podataka između mobilne aplikacije i servera: 
- svi se podatci nalaze na WordPress web stranici u MySQL bazi podataka, uneseni 
su od strane administratora ili nekog od autora stranice (ovisno o određenim 
dopuštenjima) 
- nakon zahtjeva poslanog s mobilne aplikacije na specifični URL, REST API vadi 
tražene podatke iz baze podataka te ih vraća u JSON jeziku 
- Volley knjižnica Android aplikacije prikuplja podatke te ih pretvara u podatkovni 
model koji koristi mobilna aplikacija 
- tako pretvorene podatke koristi Android aplikacija i upravlja njima prema potrebi, 
npr. prikazivanje teksta varijable na ekranu uređaja 
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10.1. Skripta za povezivanje i komunikaciju 
 
Knjižnica Volley javna je Android HTTP knjižnica koja omogućuje asinkronu 
komunikaciju kod Android aplikacije. Knjižnica, u razmjeni podatka s udaljenim 
računalom podržava četiri tipa podataka: JSON, HTML, image ili čistim tekstualnim 
odgovorom. Volley library može primiti različite tipove podataka, ovisno o tipu requesta. 
Tako možemo slati StringRequest, JsonObjectRequest, JsonArrayRequest ili 
ImageRequest. Metoda prima URL na koji se šalje zahtjev te tip zahtjeva: GET - 
dohvaćanje podataka, POST - slanje podataka, DELETE - brisanje podataka itd. 
Svojstva Volley knjižnice su: 
- automatsko stvaranje rasporeda za mrežne zahtjeve 
- mogućnost ostvarivanja više veza u isto vrijeme 
- mogućnost stvaranja prioriteta za zahtjeve 
- otkazivanje zahtjeva u bilo kojoj fazi 
 
 
Slika 8. Princip rada Volley knjižnice 
Izvor: autor 
Kao što je prikazano na slici 8., jedna od glavnih svojstava Volley knjižnice jest da 
podatke koje dobiva u odgovoru automatski sprema u cache11. U ponovnom zahtjevu na 
isti URI12 provjerava jesu li već bili učitani pa ih učitava iz cachea, čime se uvelike štedi 
                                                 
11 Cache – hardverska ili softverska privremena memorija za buduće zahtjeve  
12 URI – Uniform Resource Identifier – linija znakova dizajnirana za identifikaciju nekog resursa na mreži, 
pod URI spadaju URL i URN 
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na mrežnim zahtjevima. Volley se prema testovima brzine pokazao i do deset puta bržim 
u usporedbi s alternativnim rješenjima [11]. Nedostatak Volley knjižnice jest taj što nije 
pogodna za velike prijenose podataka (reda više od nekoliko MB), tipa download ili 
stream. 
  
10.2. Kontrola protoka podataka 
 
Kod komunikacije putem mreže odgovori sa servera ne dolaze isti trenutak. Zbog toga 
potrebno je koristiti asinkronu komunikaciju sa serverom. Asinkrona komunikacija 
omogućuje aplikaciji da se određeni poslovi obavljaju u pozadini dok čeka na odgovor 
servera. Na primjer, aplikacija šalje više zahtjeva prema serveru te očekuje jedan 
tekstualni i više slikovnih povratnih odgovora. Aplikacija nakon što primi jedan odgovor 
može početi koristiti resurse hardvera za njegovo prikazivanje, dok ostatak podataka još 
dolazi prema njoj. 
Volley biblioteka omogućuje upravo asinkronu komunikaciju i nasljednik je 
AsyncTaska. 
 
 
 
Slika 9. Grafički prikaz sinkrone i asinkrone komunikacije 
Izvor: autor 
Goran David  Android aplikacija OPG burza 
 
 
Međimursko veleučilište u Čakovcu  26 
Slika 9. prikazuje razlike između sinkrone i asinkrone komunikacije, aplikacija kod 
slanja nekog zahtjeva prema udaljenom serveru čeka njegov odgovor te za to vrijeme ne 
obavlja neku funkciju, već obavlja zadatke kad dobije odgovor od servera. S druge strane, 
kod asinkrone komunikacije prilikom čekanja odgovora od servera aplikacija može raditi 
na pozadinskim zadatcima te time korisno iskoristiti vrijeme za koje čeka odgovor od 
servera. 
U Volley knjižnici implementiran je ErrorListener koji nam u slučaju neke greške 
javlja dodatne podatke. 
10.3. Lista svih OPG-ova 
 
 
 
 
Slika 10. Izgled pregleda liste svih OPG-ova 
Izvor: autor 
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Polazna točka razvoja mobilne aplikacije aktivnost je koja prikuplja i prikazuje 
podatke za prikaz liste svih OPG-ova. Podatci se prikupljaju na poveznici 
https://malipoljoprivrednik.com/wp-json/wp/v2/posts. Na zahtjev mobilne aplikacije, 
WP REST API vraća samo prvih deset OPG-ova koji postoje. Kod slanja zahtjeva za 
podatcima, šalje se i oznaka stranice što određuje sufiks URL-a za page „&page=x“, gdje 
„x“ označava broj stranice liste OPG-a. Tako se, primjerice, x=1 odnosi na prvih deset 
članaka, a x=2 od jedanaestog do dvadesetog članka. Ukoliko je vrijednost stranice, WP 
REST API vraća JSON obavijest o greški da je broj stranice veći od dostupnih.  
 
Kod 2. Definiranje URL-a endpointa i otvaranje zahtjeva 
Izvor: autor 
Kod 2. prikazuje definiranje varijable za URL na koju aplikacija šalje zahtjev te 
početak metode pomoću koje aplikacija otvara zahtjev – u ovom slučaju to je String 
zahtjev, iako postoji više tipova zahtjeva. U zahtjevu je definiran GET način pristupa 
podatcima. Budući da dohvaćamo podatke, prosljeđujemo prije definirani URL.  
 
Kod 3. Definiranje onResponse metode 
Izvor: autor 
Kako aplikacija radi s asinkronim načinom komunikacije, podatke možemo obrađivati 
tek kada dobijemo odgovor od servera, tj. od WP REST API-a pa sukladno tome nakon 
zahtjeva, poziva se metoda onResponse koja se izvršava nakon odgovora, što je prikazano 
u kodu 3. 
String url = "https://malipoljoprivrednik.com/wp-
json/wp/v2/posts&_embed=true&page=" + pageID_ucitani; 
StringRequest request = new 
StringRequest(Request.Method.GET, url, new 
Response.Listener<String>() { 
 
@Override 
public void onResponse(String s) { 
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Kod 4. Inicijalizacija liste 
Izvor: autor 
Aplikacija, kao što je i prikazano u kodu 4., koristi Gson koji joj koristi za serijalizaciju 
i deserijalizaciju podataka iz Jsona i obrnuto te pomaže u rješavanju null problema kod 
polja objekta. Iz njega kreira listu koja će sadržavati učitanu listu članaka pa tada može 
iz nje vaditi potrebne podatke. 
 
Kod 5. Definiranje varijabli naslova i slike 
Izvor: autor 
gson = new Gson(); 
list = (List) gson.fromJson(s, List.class);  
 
postTitle = new String[list.size()]; 
thumbLocation = new String[list.size()]; 
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Kod 5. prikazuje inicijalizaciju varijabli u obliku niza za naslov i lokaciju fotografije 
OPG-a. Te dvije varijable dovoljne su za potrebe prikazivanja liste članaka OPG-a.  
 
Kod 6. Punjenje liste s podatcima 
Izvor: autor 
Kod 6. prikazuje petlju koja prolazi listom, određuje podatke te ih upisuje u inicijalne 
nizove. Za fotografiju OPG-a aplikacija koristi URL fotografije srednje veličine koja je 
dovoljno velika za potrebe mobilnih uređaja. Isto tako aplikacija vrši provjeru postoji li 
fotografija uopće. Nakon toga dodaje podatke u listu listaOPG-a kao objekt klase koja je 
prije kreirana (klasa JedanSListe), kao što je i prikazano u kodu 7. 
for (int i = 0; i < list.size(); ++i) { 
    mapPost = (Map<String, Object>) list.get(i); 
    mapTitle = (Map<String, Object>) mapPost.get("title"); 
    postTitle[i] = (String) mapTitle.get("rendered"); 
    try { 
        thumbLocation[i] = gson.fromJson(s, 
JsonElement.class).getAsJsonArray() 
                .get(i).getAsJsonObject() 
                .get("_embedded").getAsJsonObject() 
                .get("wp:featuredmedia").getAsJsonArray() 
                .get(0).getAsJsonObject() 
                .get("media_details").getAsJsonObject() 
                .get("sizes").getAsJsonObject() 
                .get("medium").getAsJsonObject() 
                .get("source_url").getAsJsonPrimitive() 
                .getAsString(); 
    }catch (Exception e){ 
        thumbLocation[i]= "no image"; 
    } 
    listaOPGa.add(new JedanSListe(thumbLocation[i], 
postTitle[i])); } 
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Kod 7. Klasa JedanSListe.java 
Izvor: autor 
 
Kod 8. Prosljeđivanje liste na adapter 
Izvor: autor 
Kod 8. prikazuje prosljeđivanje liste u adapter koji je razvijen za potrebe definiranja 
prikaza podataka. 
public class JedanSListe { 
    String urlFeatureda,titleItema; 
    public String getUrlFeatureda() { 
        return urlFeatureda; 
    } 
    public void setUrlFeatureda(String urlFeatureda) { 
        this.urlFeatureda = urlFeatureda; 
    } 
    public String getTitleItema() { 
        return titleItema; 
    } 
    public void setTitleItema(String titleItema) { 
        this.titleItema = titleItema; 
    } 
    public JedanSListe(String urlFeatureda, String titleItema) 
{ 
        this.urlFeatureda = urlFeatureda; 
        this.titleItema = titleItema; 
    } 
    public JedanSListe(){} 
} 
 
adapter = new ItemListeAdapter(ListaSviOPG.this, listaOPGa); 
opgi_lista.setAdapter(adapter); 
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Kod 9. Adapter liste svih OPG-ova 
Izvor: autor 
U adapteru koji je u zasebnoj java datoteci određuje se na koji se View element 
prosljeđuju podatci. Budući da želi prikazati fotografiju koja se nalazi na udaljenom 
serveru, a trenutačno imamo samo URL dotične, moramo je učitati i tek tada prikazati. 
Za potrebe asinkronog prikaza slikovnih datoteka aplikacija koristi NetworkImageView. 
 
 
Kod 10. Stavljanje zahtjeva na listu čekanja 
Izvor: autor 
Kod 10. prikazuje dodavanje zahtjeva na listu čekanja Volley te se izvršava kad dođe 
na red. 
 
View v = View.inflate(mContext, R.layout.jedan_item, null); 
TextView naslovItema = (TextView) 
v.findViewById(R.id.Naslov_jednog); 
 
mNetworkImageView  = (NetworkImageView) 
v.findViewById(R.id.imageThumbOPGa); 
mImageLoader = 
CustomVolleyRequestQueue.getInstance(mContext.getApplicationCo
ntext()).getImageLoader(); 
 
mImageLoader.get(listaItema.get(i).getUrlFeatureda(), 
ImageLoader.getImageListener(mNetworkImageView, 
R.mipmap.ic_launcher, android.R.drawable.ic_dialog_alert)); 
 
mNetworkImageView.setImageUrl(listaItema.get(i).getUrlFeatured
a(), mImageLoader); 
RequestQueue rQueue = 
Volley.newRequestQueue(ListaSviOPG.this); 
rQueue.add(request); 
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Kod 11. Metoda koja otvara pojedinosti o OPG-u 
Izvor: autor 
Za svaki OPG, odnosno za njegovu prikazanu fotografiju i naslov koji su u jednoj 
stavci prikazane liste mora se postaviti link koji će pokrenuti novu aktivnost i prikazati 
podatke o njemu. Prilikom klika na jedan od OPG-ova aplikacija prikaže detalje 
odabranog OPG-a. Pokreće se nova aktivnost koja je dohvatila njegov ID te URL 
fotografije, kao što je prikazano u kodu 11. 
 
Kod 12. Metoda otvaranje prethodne stranice liste OPG-ova 
Izvor: autor 
opgi_lista.setOnItemClickListener(new 
AdapterView.OnItemClickListener() { 
    @Override 
    public void onItemClick(AdapterView<?> parent, View view, 
int position, long id) { 
        mapPost = (Map<String, Object>) list.get(position); 
        postID = ((Double) mapPost.get("id")).intValue(); 
        String urlFeatureda = thumbLocation[position]; 
        Intent intent = new Intent(getApplicationContext(), 
jedanOPG.class); 
        intent.putExtra("id", "" + postID); 
        intent.putExtra("urlFeatureda", ""+urlFeatureda); 
        startActivity(intent); 
    } 
}); 
 
public void prethodnaStranica(View view) { 
    Intent naPrethodnu = new Intent(getApplicationContext(), 
ListaSviOPG.class); 
    final String st_pageID = 
getIntent().getExtras().getString("pageID"); 
    int pageID_ucitani = Integer.parseInt(st_pageID) - 1; 
    naPrethodnu.putExtra("pageID", "" + pageID_ucitani); 
    startActivity(naPrethodnu); 
} 
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Na zaslonu nalaze se dva gumba kojima je omogućen prelazak na prethodnu ili 
sljedeću stranicu, tj. na listu deset prethodnih ili deset sljedećih OPG-ova. Pritiskom na 
jedan od gumba pokreće se ponovno tekuća aktivnost s promjenom String-a url na kojem 
je promijenjena vrijednost stranice za -1 ili +1. Ukoliko ne postoji više stranica s OPG-
ima, program javlja da smo došli do kraja liste svih OPG-ova. Kod 12. prikazuje metodu 
gumba koji otvara prethodnu stranicu. 
10.4. Podatci o jednom OPG-u 
 
 
 
Slika 11. Pregled podataka o jednom OPG-u 
Izvor: autor 
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Slika 11. prikazuje aktivnost s detaljima o pojedinom OPG-u, ova aktivnost pokreće 
se nakon klika na podatak iz liste prikazanih OPG-ova. 
 
 
Kod 13. Definiranje end pointa za jedan OPG 
Izvor: autor 
Kao i kod prikaza svih OPG-ova, kod 13. prikazuje definiranje String varijable url koja 
definira na koji ćemo URL slati zahtjev. URL se definira s krajnjom točkom i ID oznakom 
članka. Na definirani URL dodaje se filter koji određuje koja će nam sve polja WP REST 
API vratiti. U ovom slučaju dovoljni su nam ID, naslov, link, broj slikovnog medija te 
ACF (Advanced Custom Fields) polja koja sadrže dodatne podatke koji su u obliku meta 
tagova o OPG-u kao što su broj telefona, koordinate na karti i dr.   
 
String url = "https://malipoljoprivrednik.com/wp-
json/wp/v2/posts/" + id + 
"?fields=id,title,link,acf,featured_media"; 
 
StringRequest request = new StringRequest(Request.Method.GET, 
url, new Response.Listener<String>() { 
    @Override 
    public void onResponse(String s) { 
        gson = new Gson(); 
        mapPost = (Map<String, Object>) gson.fromJson(s, 
Map.class); 
        mapTitle = (Map<String, Object>) mapPost.get("title"); 
        mapACF = (Map<String, Object>) mapPost.get("acf"); 
        String naslov = mapTitle.get("rendered").toString(); 
        // zamjena znakova zbog utf8mb4 
        naslov = naslov.replaceAll("&#8211;", "-"); 
        title.setText(naslov); 
        naslovOPGa = naslov; 
        String opis = mapACF.get("opis").toString(); 
        if (opis == "") opis = "nedostaje podatak"; 
        opisOPGa = opis; 
        OPG_opis.setText(opis); 
        String adresa = mapACF.get("adresa").toString(); 
        if (adresa == "") adresa = "nedostaje podatak"; 
        OPG_adresa.setText(adresa); 
        Str ng email = mapACF.get("e_mail").toString(); 
        if (email == "") email = "nedostaje podatak"; 
        OPG_email.setText(email); 
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Kod 14. Dohvaćanje podataka o pojedinom OPG-u 
Izvor: autor 
Kod 14. prikazuje dio metode za pristup podatcima pojedinog OPG-a. Za pristup 
podatcima, aplikacija koristi StringRequest tip podataka koji vraća jednolinijsku String 
varijablu. Dodatni podatci o OPG-u koje želimo prikazati nalaze se nakon 'acf' polja koje 
nam je vratio WP REST API. Podatci se pretvaraju po principu ključ/vrijednost 
(key/value), također aplikacija vrši provjeru nalazi li se podatak u vraćenim podatcima. 
Ukoliko podatka nema, u pojedinu varijablu stavlja vrijednost „nedostaje podatak“. 
Stavljanje vrijednosti u View komponentu implementirano je unutar asinkrone Volley 
metode.  
        String adresa = mapACF.get("adresa").toString(); 
        if (adresa == "") adresa = "nedostaje podatak"; 
        OPG_adresa.setText(adresa); 
        String email = mapACF.get("e_mail").toString(); 
        if (email == "") email = "nedostaje podatak"; 
        OPG_email.setText(email); 
        String kontakt_telefon = 
mapACF.get("kontakt_telefon").toString(); 
        if (kontakt_telefon == "") kontakt_telefon =  
"nedostaje podatak"; 
        telefonOPGa = kontakt_telefon; 
        OPG_telefon.setText(kontakt_telefon); 
        String web_stranica = 
mapACF.get("web_stranica").toString(); 
        if (web_stranica == "") web_stranica = "nedostaje 
podatak"; 
        OPG_webstranica.setText(web_stranica); 
        String koordinata_lat = 
mapACF.get("google_koordinate_1").toString(); 
        OPG_lat = koordinata_lat; 
        String koordinata_lon = 
mapACF.get("google_koordinata_2").toString(); 
        OPG_lon = koordinata_lon; 
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Kod 15. Stavljanje zahtjeva na listu čekanja 
Izvor: autor 
Kao i kod prethodnog slučaja, kod 15. prikazuje zahtjev koji se stavlja na listu čekanja 
te se izvršava. 
 
 
Kod 16. Učitavanje slike s određenog URL-a 
Izvor: autor 
Budući da se fotografija ne učitava na listu, za njezin prikaz u ovom slučaju ne koristi 
se adapter, već se izvršava NetworkImageView metoda. U kodu 16. prikazana je 
NetworkImageView metoda koja se izvršava s URL-om koji smo primili kod prijenosa 
podataka između aktivnosti. 
 
  
RequestQueue rQueue = Volley.newRequestQueue(jedanOPG.this); 
rQueue.add(request); 
 
mNetworkImageView = (NetworkImageView) 
findViewById(R.id.featuredImageOPGa); 
mImageLoader = 
CustomVolleyRequestQueue.getInstance(getApplicationContext()).
getImageLoader(); 
mImageLoader.get(urlFeatureda, 
ImageLoader.getImageListener(mNetworkImageView, 
R.mipmap.ic_launcher, android.R.drawable.ic_dialog_alert)); 
mNetworkImageView.setImageUrl(urlFeatureda, mImageLoader); 
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10.5. Prikaz lokacije OPG-a 
 
Aplikacija osim prikaza podataka o OPG-u omogućuje i prikaz njegove geolokacije. 
Prikaz aktivnosti prikazan je na slici 12. 
 
Slika 12. Prikaz lokacije pojedinog OPG-a 
Izvor: autor 
 
Kod 17. Aktiviranje Google Maps opcija za potrebe aplikacije 
Izvor: autor 
<string name="google_maps_key" 
templateMergeStrategy="preserve" translatable="false"> 
-- naš primljeni API ključ -- 
</string> 
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Aplikacija koristi Google Map. Za tu potrebu moramo registrirati projekt na Googleu 
te povratno od Googlea dobivamo API ključ koji upisujemo u google_maps_api.xml 
datoteku koju je Android Studio generirao prilikom kreiranja Google Map aktivnosti kao 
što je prikazano u kodu 17. 
 
Kod 18. Dohvaćanje koordinata iz prethodne aktivnosti 
Izvor: autor 
Iz prethodne aktivnosti u tekuću prenosimo koordinate potrebne za određivanje 
lokacije. Koordinate smo dobili iz prethodnog čitanja ACF polja. 
public void lokacijaGMap(View view) { 
    Intent idiNaMapu = new Intent(getApplicationContext(), 
MapaOPGa.class); 
    idiNaMapu.putExtra("lat", "" + OPG_lat.toString()); 
    idiNaMapu.putExtra("lon", "" + OPG_lon.toString()); 
    startActivity(idiNaMapu); 
} 
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Kod 19. Otvaranje lokacije prema dobivenim koordinatama 
Izvor: autor 
Kod 19. prikazuje onMapReady metodu u koju se unose koordinate lokacije i 
opcionalne postavke. Pritom se koriste one koordinate koje smo preuzeli iz prethodne 
aktivnosti. 
  
@Override 
public void onMapReady(GoogleMap googleMap) { 
    mMap = googleMap; 
    googleMap.getUiSettings().setZoomControlsEnabled(true); 
    googleMap.getUiSettings().setCompassEnabled(true); 
    googleMap.getUiSettings().setScrollGesturesEnabled(true); 
    googleMap.getUiSettings().setMapToolbarEnabled(true); 
    final String latitude = 
getIntent().getExtras().getString("lat"); 
    Double latitudeDouble = Double.parseDouble(latitude); 
    final String longitude = 
getIntent().getExtras().getString("lon"); 
    Double longitudeDouble = Double.parseDouble(longitude); 
    final String opis = 
getIntent().getExtras().getString("opis"); 
    LatLng lokacija = new LatLng(latitudeDouble, 
longitudeDouble); 
    mMap.addMarker(new 
MarkerOptions().position(lokacija).title(opis)); 
    float zoomLevel = 16.0f; 
mMap.moveCamera(CameraUpdateFactory.newLatLngZoom(lokacija,zoo
mLevel)); 
} 
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10.6. Pregled liste OPG-a prema županiji 
 
U aplikaciji ugrađena je mogućnost pretraživanja OPG-a prema županiji. Pri tome 
koristimo sličnu aktivnost kao i kod pregleda svih OPG-ova, samo što je ovdje krajnja 
točka drugačije definirana. Prikaz varijable url koja označava krajnju točku prikazana je 
u kodu 20. 
 
Kod 20. Definiranje end pointa za pregled po županiji 
Izvor: autor 
Na String url dodajemo filter po kategorijama. Brojčana vrijednost članka određuje iz 
koje je županije pojedini OPG. Za biranje broja kategorije u prijašnjoj se aktivnosti 
definira padajući izbornik s listom županija kod koje svaka županija ima određenu 
brojčanu vrijednost te se ta brojčana vrijednost prenosi u tekuću. Kategorije članka, tj. 
OPG-a određujemo unutar WordPressa kod unošenja podataka o pojedinom OPG-u.  
Za pregled podataka jednog OPG-a koristi se i dalje aktivnost kao i kod pregleda svih 
OPG-a. Na tu se aktivnost klikom prosljeđuje ID članka te URL fotografije na jedan OPG 
iz prikazane liste.  
String url = "https://malipoljoprivrednik.com/wp-
json/wp/v2/posts?categories="+zupanijaPre+"&_embed=true&page=" 
+ pageID_ucitani; 
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10.7. Pregled liste OPG-a prema traženom pojmu 
 
 
 
Kod 21. Definiranje end pointa za pregled po pojmu 
Izvor: autor 
Aplikacija omogućuje pretraživanje podataka na temelju upisanog pojma te kao i kod 
pregleda OPG-a po kategoriji, odnosno županiji i kod pregleda liste po traženom pojmu 
koristimo sličnu aktivnost. Kod 21. prikazuje način izmjene String varijable URL-a na 
koju šaljemo zahtjev. 
Za pregled podataka jednog OPG-a koristi se i dalje aktivnost kao i kod pregleda svih 
OPG-ova. Na tu se aktivnost klikom prosljeđuje ID članka te URL fotografije na jedan 
OPG iz prikazane liste.  
String url = "https://malipoljoprivrednik.com/wp-
json/wp/v2/posts?search=" + pojamPretrage + &page=" + 
pageID_ucitani; 
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10.8. Prijavljivanje vlasnika OPG-a na stranicu za objavljivanje akcija  
 
 
 
Slika 13. Prijava korisnika 
Izvor: autor 
 
Aplikacija omogućuje registriranim korisnicima slanje, tj. objavljivanje trenutnih akcija 
koje imaju u ponudi. Svaki vlasnik OPG-a na zahtjev dobiva od strane administratora 
račun na WordPress CMS-u te preko aplikacije može poslati informacije o akciji. 
Objavljena akcija postaje valjana tek nakon što administrator odobri objavu. Time se 
vlasnik stranice osigurava od spam poruka. 
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Kod 22. Definiranje AsyncTast za prijavu korisnika 
Izvor: autor 
Kod prijave korisnika provodi se autentifikacija korisnika. Ona je realizirana na razini 
unosa korisničkog imena i lozinke. Kod 22. prikazuje dio koda metode iz klase 
AsyncTask koja se pokreće prilikom pritiska na tipku 'Prijava'. 
 
Kod 23. Definiranje certifikata za starije verzije Androida 
Izvor: autor 
Ukoliko se aplikacija pokreće na starijim verzijama Androida (starije od 6.0), potrebno 
je postaviti dozvolu za provjeru starijih certifikata. Kod 23. prikazuje postavljanje nivoa 
String[] podaci = {usernamePoljoprivrednika, 
passwordPoljoprivrednika}; 
LoginTask task = new LoginTask(); 
task.execute(podaci); 
class LoginTask extends AsyncTask<String, Void, Void> { 
    @Override 
    protected Void doInBackground(final String... podaci) { 
 
HostnameVerifier hostnameVerifier = 
org.apache.http.conn.ssl.SSLSocketFactory.ALLOW_ALL_HOSTNAME_V
ERIFIER; 
HttpClient client = new DefaultHttpClient(); 
SchemeRegistry registry = new SchemeRegistry(); 
SSLSocketFactory socketFactory = 
SSLSocketFactory.getSocketFactory(); 
socketFactory.setHostnameVerifier((X509HostnameVerifier) 
hostnameVerifier); 
registry.register(new Scheme("https", socketFactory, 443)); 
SingleClientConnManager mgr = new 
SingleClientConnManager(client.getParams(), registry); 
DefaultHttpClient httpclient = new DefaultHttpClient(mgr, 
client.getParams()); 
HttpsURLConnection.setDefaultHostnameVerifier(hostnameVerifier
); 
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provjere certifikata koji dozvoljava pristup svim URL-ima zahtjevom tipa HttpClient te 
se ta dozvola pristupa URL-ima zapisuje tekuću memoriju programa za sve daljnje HTTP 
zahtjeve. 
 
Kod 24. Provjera podataka za login 
Izvor: autor 
Kod 25. prikazuje zahtjev za autorizaciju koji se šalje na krajnju točku s člancima, a 
tip zahtjeva je POST. Podatci za autorizaciju šalju se na server enkodirani u Base64 
formatu. Na taj način server prepoznaje naš zahtjev te sukladno tome vraća odgovor u 
JSON formatu. 
HttpPost httppost = new 
HttpPost("https://malipoljoprivrednik.com/wp-
json/wp/v2/posts/"); 
String responseBody = ""; 
HttpResponse response = null; 
String base64EncodedCredentials = "Basic " + 
Base64.encodeToString( 
        (podaci[0] + ":" + podaci[1]).getBytes(), 
        Base64.NO_WRAP); 
httppost.setHeader("Authorization", base64EncodedCredentials); 
httppost.setHeader(HTTP.CONTENT_TYPE, "application/json"); 
response = httpclient.execute(httppost); 
String odgovorServera = 
EntityUtils.toString(response.getEntity()); 
 
Goran David  Android aplikacija OPG burza 
 
 
Međimursko veleučilište u Čakovcu  45 
 
Kod 25. Provjera odgovora servera kod prijave 
Izvor: autor 
Aplikacija nakon zaprimanja odgovora od strane servera započinje provjerom 
odgovora. Budući da server vraća vrijednosti u JSON formatu u obliku ključ/vrijednost, 
dovoljno nam je da provjeravamo samo vrijednost pod ključem code koji ima već 
predefinirane vrijednosti za greške. 
Kod 25. prikazuje izvršavanje aplikacije ukoliko server vrati vrijednost pod ključem 
code kao tekst, empty_content. Takvom povratnom informacijom aplikacija zna da je 
autorizacija prošla i pokreće novu aktivnost na kojoj se unose podatci, tj. akcija 
poljoprivrednika. U tu se aktivnost prenosi korisničko ime i lozinka jer kod svakog POST 
zahtjeva aplikacija mora izvršiti autorizaciju. 
if(response != null) { 
    try { 
        JSONObject mainObject = new 
JSONObject(odgovorServera); 
        String uniName = mainObject.getString("code"); 
        if (uniName.equals("empty_content")) { 
            Intent DodavanjeClanka = new 
Intent(getApplicationContext(), DodajClanak.class); 
           DodavanjeClanka.putExtra("username", "" + 
podaci[0]); 
           DodavanjeClanka.putExtra("password", "" + 
podaci[1]); 
            startActivity(DodavanjeClanka); 
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Kod 26. Obavijesti kod neispravne prijave 
Izvor: autor 
Kod 26. prikazuje izvršavanje aplikacije ukoliko server vrati drugačiji odgovor od 
empty_content. Aplikacija u tom slučaju ne pokreće novu aktivnost, već o nastaloj 
pogrešci informira korisnika Toast metodom koja nas obavještava o vrsti greške koja je 
nastala; ako su uneseni krivi podatci za autorizaciju i/ili ako smo iskoristili previše 
pokušaja autorizacije. 
  
} else if (uniName.equals("invalid_username")) { 
    runOnUiThread(new Runnable() { 
        public void run() { 
            Toast.makeText(LoginPoljoprivrednika.this, "Krivo 
korisničko ime", Toast.LENGTH_LONG).show(); 
        } 
    }); 
} else if (uniName.equals("incorrect_password")) { 
    runOnUiThread(new Runnable() { 
        public void run() { 
            Toast.makeText(LoginPoljoprivrednika.this, "Kriva 
lozinka", Toast.LENGTH_LONG).show(); 
        } 
    }); 
 
} else if (uniName.equals("ip_blocked")) { 
    runOnUiThread(new Runnable() { 
        public void run() { 
            Toast.makeText(LoginPoljoprivrednika.this, 
"Previše pokušaja! Vratite se za 15min", 
Toast.LENGTH_LONG).show(); 
        } 
    }); 
} 
 
Goran David  Android aplikacija OPG burza 
 
 
Međimursko veleučilište u Čakovcu  47 
10.9. Slanje podataka potrebnih za objavu akcije OPG-a  
 
 
 
Slika 14. Unos podataka o akciji 
Izvor: autor 
Na slici 14. prikazana je forma za unos podataka o akciji koja se pojavljuje nakon 
prijave registriranog korisnika. Tekst članka nema ograničenu količinu unosa teksta te se 
polje unosa prilagođava količini otipkanog teksta.  
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Kod 27. Unos podataka u EditText polja 
Izvor: autor 
Nakon uspješne autorizacije s prijašnje aktivnosti, korisnik ispunjava podatke u formi 
za slanje akcije. Kod 27. prikazuje preuzimanje podataka za autorizaciju iz prethodne 
aktivnosti jer nam je kod svake POST metode ona neizbježna te način na koji je 
realizirano preuzimanje i spremanje unesenih podataka u varijable. 
 
Kod 28. Zapisivanje String varijabli u jednu zajedničku 
Izvor: autor 
Kod 28. prikazuje način na koji se svi podatci spajaju u jedan zajednički koji će kasnije 
biti predan kao sadržaj (engl. content) članka pa ga zapisujemo u HTML obliku. Pritiskom 
na tipku Pošalji vrši se asinkroni prijenos podataka prema serveru. 
final String usernamePoljoprivrednika = 
getIntent().getExtras().getString("username"); 
final String passwordPoljoprivrednika = 
getIntent().getExtras().getString("password"); 
 
EditText naslov = (EditText) findViewById(R.id.naslovAkcije); 
String naslovAkcije = naslov.getText().toString(); 
EditText tekst = (EditText) findViewById(R.id.tekstAkcije); 
String tekstAkcije = tekst.getText().toString(); 
EditText email = (EditText) findViewById(R.id.tekstEmail); 
String emailAkcije = email.getText().toString(); 
EditText telefon = (EditText) findViewById(R.id.tekstTelefon); 
String telefonAkcije = telefon.getText().toString(); 
 
tekstAkcije = tekstAkcije +"<br><br><b>Kontakt e-mail: </b>"+ 
emailAkcije +"<br><b>Kontakt telefon: </b>"+ telefonAkcije; 
 
String[] podaci = {usernamePoljoprivrednika, 
passwordPoljoprivrednika, naslovAkcije, tekstAkcije}; 
AsyncT2 task = new AsyncT2(); 
task.execute(podaci); 
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Prilikom slanja, ponovno se vrši autorizacija po istom principu pa tek onda radimo 
postavljanje (engl. upload) podataka.  
 
Kod 29. Slanje podataka o akciji na server 
Izvor: autor 
Kod 29. prikazuje način na koji aplikacija šalje podatke na server, tj. prema WP REST 
API-u u obliku JSON objekta. Šalju se podatci s oznakom kategorije koja označava 
članke s akcijama, naslov te sadržaj članka.  
 
Kod 30. Provjera uspješnosti slanja podataka na server 
Izvor: autor 
JSONObject obj = new JSONObject(); 
     obj.put("categories", 205); 
     obj.put("title", podaci[2]); 
     obj.put("content", podaci[3]); 
 
httppost.setEntity(new StringEntity(obj.toString(), "UTF-8")); 
     response = httpclient.execute(httppost); 
int statusCode = response.getStatusLine().getStatusCode(); 
if(statusCode==200 || statusCode==201 || statusCode==202) 
{ 
    runOnUiThread(new Runnable() { 
        public void run() { 
            Toast.makeText(DodajClanak.this, "Članak unesen", 
                    Toast.LENGTH_LONG).show(); 
        } 
    }); 
    Intent naPocetni = new 
Intent(getApplicationContext(),MainActivity.class); 
    startActivity(naPocetni); 
} 
else {runOnUiThread(new Runnable() { 
    public void run() { 
        Toast.makeText(DodajClanak.this, "Došlo je do greške", 
                Toast.LENGTH_LONG).show(); 
    } });} 
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Nakon slanja podataka, mobilna aplikacija dobiva povratnu informaciju od servera s 
već poznatim HTTP kodovima pa tako i aplikacija vrši provjeru uspješnosti slanja 
podataka. Kod 30. prikazuje postupanje aplikacije ovisno o povratnoj informaciji od 
strane servera. Ukoliko je riječ o statusnim kodovima 200, 201 ili 202, aplikacija 
prepoznaje da je članak postavljen, dok svi ostali kodovi ili nedostatak istog označavaju 
grešku pa sukladno tome aplikacija daje Toast13 obavijest korisniku. 
  
                                                 
13 Toast – obavijest Android aplikacije u obliku pop-up oblačića, sadržaj Toast obavijesti je prilagodljiv 
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11. Testiranje aplikacije 
Samo testiranje aplikacije provodi se na više načina. Za potrebe ovog rada, provedeno 
je testiranje performansi tijekom izvođenja, brzine izvođenja pojedinih metoda te sama 
ispravnost napisanog koda. 
 
11.1. Mjerenje performansi aplikacije 
 
Android Studio ima integriran alat za mjerenje performansi. Alat naziva Android 
Profiler uživo mjeri zauzetost procesora, potrošnju memorije kao i korištenje mrežnih 
resursa. Performanse se mogu mjeriti kako na virtualnome emuliranome uređaju, tako i 
na spojenom fizičkom pametnom telefonu. Android Profiler pokazuje stvarnu potrošnju 
resursa aktivnosti koja se izvodi i koje je njeno stanje pa u vremenskoj crti možemo 
promatrati koliko resursa ona treba. 
 
 
Slika 15. Android profiler mjerenje 
Izvor: autor 
Na slici 15. prikazana je snimka zaslona mjerenja potrošnje resursa aplikacije iz 
završnog rada, aplikacija je instalirana na fizičkom Android uređaju te je on povezan s 
Android Studiom. Za detaljnije mjerenje pojedine stavke (cpu, memorije ili mrežnog 
prometa) potrebno je uključiti mogućnost Enable advanced profiling u postavkama 
Android Studija. Tada alat prikazuje dodatne informacije po vremenskoj liniji. Time se 
dobiva detaljni uvid o mrežnom prometu, kako je prikazano na slici 16. Time je prikazano 
točno koji se materijal downloada, koliko je to vremena programu oduzelo, koja je 
aktivnost obavljala download i dr. 
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Slika 16. Android Profiler pregled mrežnih mjerenja 
Izvor: autor 
 
11.2. Mjerenje izvođenja pojedine metode 
 
Vrijeme izvršavanja pojedine metode možemo mjeriti očitanjem vremena sustava  
prije početka i poslije izvršavanja metode čije vrijeme mjerimo. Razlika između tih dviju 
vrijednosti prikazuje vrijeme izvršavanja u milisekundama. 
 
 
Kod 31. Mjerenje vremena izvršavanja koda 
Izvor: autor 
private long lStartTime = System.currentTimeMillis(); 
// kod koji se izvršava, tj. onog kojemu mjerimo vrijeme 
long lEndTime = System.currentTimeMillis(); 
long output = lEndTime - lStartTime; 
// ispisivanje u konzoli (Logcatu) 
System.out.println("Vrijeme izvodenja: " + output); 
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Za potrebe ovog rada, testirano je vrijeme izvođenja metode aplikacije kod koje se 
koristi Volley knjižnica te se zamjećuje velika vremenska razlika kada se neki podatak 
učitava sa servera, za razliku od njegovog učitavanja iz cache memorije. Prilikom 
učitavanja sa servera vrijeme izvođenja doseže i više od 1500 ms, dok je učitavanje iz 
cache memorije u rangu ispod 200 ms. Vrijeme učitavanja s mreže ovisi o brzini servera, 
dok učitavanje iz cache memorije prvenstveno ovisi o brzini uređaja na kojem se 
aplikacija izvršava. 
 
11.3. Korištenje programa za pronalaženje grešaka (engl. debugger) 
 
Android Studio omogućava nam da postavljamo prijelomne točke na pojedine linije 
koda te da izvršavamo kod liniju po liniju. Prilikom izvršavanja imamo uvid u vrijednost 
svake aktivne varijable. Na slici 17. prikazana je situacija gdje debugger prikazuje 
informaciju koju smo dobili povratno od servera te razdjeljuje li program dobro podatke 
i stavlja ih u listu. 
 
Slika 17. Korištenje debuggera za otkrivanje greški 
Izvor: autor 
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12. Zaključak  
Izrada aplikacije za potrebe ovog završnog rada doprinijela je stjecanju novih vještina 
u izradi mobilnih aplikacija, specifično na komuniciranje Android sustava s drugim 
tehnologijama. Sama aplikacija krajnjem korisniku daje lak način pretrage OPG-a prema 
županiji ili traženom pojmu, a vlasniku brz i lako dostupan način za objavu trenutne 
ponude. Te stavke, uz unikatnost tematike na nacionalnoj razini, aplikaciji daje dobru 
šansu za korištenje, tj. za njenu opću popularizaciju. 
Aplikacija je otvorena za proširivanje dodatnim mogućnostima, tj. nadogradnjama 
koda, kao što je primjerice spremanje podataka u zasebnu datoteku, ispis na Wi-Fi printer 
ili geolokacijskim mogućnostima kao što je objašnjeno u ovome radu. U današnje doba, 
nadograđivanje je aplikacija neizbježno ako želimo pratiti trendove u svijetu, gledano i s 
programske strane, ali i dizajnerske. S obzirom na to da od strane razvojnih timova 
Android sustava konstantno dolaze nove inačice sustava koje nose nove mogućnosti, 
programer ih mora iskoristiti na najbolji mogući način, ali i prilagoditi aplikaciju 
aktualnoj inačici. 
Rezultati testiranja pokazali su da aplikacija korištenjem JSON-a i Volley knjižnice 
osigurava brz transfer podataka između servera i aplikacije. Samo cachiranje koje provodi 
Volley knjižnica dodatno doprinosi kod brzine učitavanja podataka koji su već bili 
prethodno učitani. S hardverske strane aplikacija je pokazala da nije resursno zahtjevna, 
tako da se može pokretati i na starijim pametnim telefonima bez primjetne razlike u brzini 
izvršavanja. 
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