Recently, computational results demonstrated remarkable superiority of a so-called "largest-distance" rule and "nested pricing" rule to other major rules commonly used in practice, such as Dantzig's original rule, the steepest-edge rule and Devex rule. Our computational experiments show that the simplex algorithm using a combination of these rules turned out to be even more efficient.
Introduction
Consider the linear programming (LP) problem in the standard form where A ∈ R m×n (m < n) and rank(A) = m. It will be a simple matter to extend results of this paper to more general LP problems with bounds and ranges.
The pivot rule that is employed to select an index to enter the basis is crucial to computational efficiency of the simplex algorithm, since it essentially determines the number of iterations required for solving LP problems. As a result, a variety of pivot rules have been proposed and tested from time to time (for a survey, see [8] or [13] ). Among them, the steepest-edge rule [4, 5] and its approximation, Devex rule [6] , are now accepted to be as the best, and are therefore commonly used in commercial packages, such as CPLEX [1, 7] .
Recently, Pan reported very encouraging computational results on the largest-distance rule [10] and the nested pricing rule [11, 12] against major commonly used rules, such as Dantzig's original rule as well as the steepest-edge rule and Devex rule. Over 80 test problems, a largestdistance rule yields run times that are reduced by an average factor of 3.24, while a nested pricing rule yields run times reduced by an average factor of 5.73, compared to the Devex rule.
It has been unknown what will happen if the nested pricing rule and the largest-distance rule are put together. For this purpose, we have conducted computational tests on a combination of the two rules with the same test sets, i.e., the 48 largest Netlib problems in terms of the number of rows and columns, all of the 16 Kennington problems, and the 17 largest BPMPD problems in terms of more than 500KB in compressed form. Computational results turned out P.Q. PAN to be even more favorable than a single of them used: it outperformed the Devex rule by an average run time factor as high as 7.27.
In the remaining part of this section, we review briefly the largest-distance rule and the nested pricing rule. In Section 2, we describe the new rule. In Section 3, we report computational results and make final remarks.
Let B be the current basis and N the associated nonbasis. Without confusion, denote basic and nonbasic index sets again by B and N , respectively. The reduced costs associated with nonbasic indices may be computed bȳ
is nonempty, Dantzig's original rule [2, 3] selects an entering index q such that
(1.4)
Largest-distance rule
The determination of q is not invariant for scaling. In fact, it is seen from (1.2) and (1.4) that quantities π andc N , and hence index q are all dependent of norms of columns of the coefficient matrix A. To eliminates such dependence, the largest-distance rule [10] uses reduced costs normalized by norms of corresponding columns.
Nested pricing rule
At each iteration, the nested pricing rule [11, 12] gives indices in a subset of N priority to become basic. Pricing is first conducted on it to determine a reduced cost by some criterion. If one is found significantly negative, then the associated index is selected to enter B. If not, the same is done with the remaining set; if no such one is found, optimality is declared.
Nested Largest-Distance Rule
To make further progress, we combine the largest-distance rule and the nest pricing rule as follows.
Rule 2.1. Let an optimality tolerance > 0 be given. Set J = N initially.
is nonempty, go to step 4; else, 2. If
is nonempty, go to step 4; else It is noted that full pricing is performed only at the initial iteration and at iterations where Step 2 is carried out (when set N \J is touched). Following a full pricing, in general, many iterations perform pricing only on J, each of which is a proper subset of its predecessor. Therefore, Rule 2.1 falls to the partial pricing category.
It is favorable to implement the normalization of columns of A in a scaling preprocess. If this is so, Rule 2.1 becomes one with aj = 1, being just the nested pricing rule.
Computational Experiments
Our computational experiments with Rule 2.1 turned out to be very favorable. In this section, we report obtained results, giving an insight into the interesting behavior of the new rule, and make final remarks.
Test codes
The following three codes were tested and compared against one another:
• Devex: uses the Devex rule.
• NLD1: uses Rule 2.1 with the 2-norm.
• NLD2: uses Rule 2.1 with the ∞-norm.
To have the competitions fair and easy, all the three codes were implemented within Minos 5.51 [9] by only changing its rule. Code Devex resulted from Minos 5.51 by replacing its rule by the Devex rule. Codes NLD1 and NLD2 yielded by inserting a few lines for relevant column normalization in Subroutine m2scla of module M20amat, and using the nested pricing rule.
Compiled using Visual Fortran 5.0, the three codes were run under a Windows XP system Home Edition Version 2002 on an IBM PC with an Intel(R) Pentium(R) processor 1.86GHz, 1.00GB of 1.86GHz memory, and about 16 digits of precision. All reported CPU times were measured in seconds with utility routine CPU TIME, excluding the time spent on preprocessing and scaling.
The codes used the default options, except for the following: Rows 200000; Columns 300000; Elements 5000000; Iterations 4000000; Scale yes; Solution no; Log frequency 0; Print level 0.
We order test problems by their sizes in terms of m + n, where m and n are the numbers of rows and columns of the constraint matrix, excluding slack variables. 
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Results for 48 Netlib problems
The first set of test problems included the 48 largest Netlib problems. Numerical results obtained are listed in Table 3 .1, where total iterations and time required for solving each problem are listed in columns labeled Iters and Time under Devex, NLD2 and NLD1. As the data are heavily dominated by QAP15, results associated with it are listed at the bottom line, separately. So, the sums listed in the second bottom line are for the other 47 problems. Table 3 .2 serves as an overall comparison between the three codes. It is seen that Devex outperformed both NLD2 and NLD1 with QAP15 alone. But the situation is contrary for the 47 problems as a whole. It is seen that ratios of Devex to NLD2 and NLD1 total iterations are 1.20 and 1.15 while ratios of Devex to NLD2 and NLD1 average run time are 1.17 and 1.16, respectively. The differences of performance between ND1 and ND2 are small.
Results for 16 Kennington problems
The second test set includes all of the 16 Kennington problems [14] . Associated numerical results are listed in Table 3 .3 and compared in Table 3 .4. From the bottom row of the latter, it is seen that ratios of Devex to NLD2 and NDL1 total iterations are 5.63 and 7.83, and those of Devex to NLD2 and NLD1 average time are 5.42 and 5.77, respectively. So, the two new codes outperformed Devex unambiguously. NLD2 is actually faster than Devex with all the 16 problems except for CRE-A. As for the new codes, NLD1 is superior to NLD2 with this set with iterations and time ratio 1.39 and 1.06, repectively.
Results for 17 BPMPD problems
The third test set consists of the 17 largest BPMPD problems, in terms of more than 500KB in compressed form [15] . Associated numerical results are listed in Table 3 .5 and compared in Table 3 .6. From the bottom row of the latter it is seen that the two new codes performed even more successfully than with the first two test sets. While ratios of Devex to NLD2 and NDL1 total iterations are 4.32 and 5.43, the ratios of Devex to NLD2 and NLD1 average time are as high as 7.43 and 10.17. In fact, either NLD2 or NLD1 is faster than Devex with 12 out of the 17 problems. Table 3 .7 offers a summary of statistics over all the 80 test problems (excluding QAP15) and Table 3 .8 lists the associated ratios. From the bottom row of the latter, it is seen that iterations ratios of Devex to NLD2 and NLD1 are 3.69 and 4.34, while time ratios are as high as 6.08 and 7.27. It is noted, on the other hand, that NLD1 is superior to NLD2 with iterations and time ratios 1.18 and 1.20, respectively.
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Summary of results
Following Forrest and Goldfarb [4] , we list in Table 3 .9 the ratio of the number of iterations required by each of the three codes to the sum of the number of rows and columns for each of the Kennington and BPMPD problems. It would be reasonable to regard a code amenable to a problem when such a normalized number of iterations is less than one. From Table 3 .9, it is seen that both NLD1 and NLD2 are superior to Devex, but NLD1 is the best. For an overview of codes' performance against one another, see plots of the normalized iteration counts in Figure 3 .1.
Based on our computational experiences, including those reported in [10] [11] [12] , we feel safe to conclude that the simplex algorithm using the nested largest-distance rule is very fast for solving large-scale sparse LP problems, relative to major commonly used simplex algorithms.
