The blockchain technology has potential applications in various areas such as smartcontracts, Internet of Things (IoT), land registry, supply chain management, storing medical data, and identity management. Although GitHub currently hosts more than six thousand active Blockchain software (BCS) projects, few software engineering researchers have investigated these projects and their contributors. Although the number of BCS projects is growing rapidly, the motivations, challenges, and needs of BCS developers remain a puzzle. Therefore, the primary objective of this study is to understand the motivations, challenges, and needs of BCS developers and analyze the differences between BCS and non-BCS development. On this goal, we sent an online survey to 1,604 active BCS developers identified by mining the GitHub repositories of 145 popular BCS projects. The survey received 156 responses that met our criteria for analysis. The results suggest that the majority of the BCS developers are experienced in non-BCS development and are primarily motivated by the ideology of creating a decentralized financial system. Although most of the BCS projects are Open Source Software (OSS) projects by nature, more than 93% of our respondents found BCS development somewhat different from a non-BCS development as BCS projects have higher emphasis on security and reliability than most of the non-BCS projects. Other differences include: higher costs of defects, decentralized and hostile environment, technological complexity, and difficulty in upgrading the software after release. These differences were also the primary sources of challenges to them. Software development tools that are tuned for non-BCS development are inadequate for BCS and the ecosystem needs an array of new or improved tools, such as: customized IDE for BCS development tasks, debuggers for smart-contracts, testing support, easily deployable simulators, and BCS domain specific design notations.
Introduction
In 2008, a person or entity under the pseudonym Satoshi Nakamoto, published a whitepaper to introduce 'Bitcoin,' a digital currency (aka cryptocurrency) based on an immutable and decentralized public ledger known as blockchain (Nakamoto 2008) . Currently, 'Bitcoin' is the leading cryptocurrency with a market cap of over 100 billion USD. On the other hand, the blockchain technology that runs Bitcoin could prove to be much more significant (Swan 2015) , as a blockchain can record transactions between two parties efficiently and in a verifiable and permanent way; thus eliminating the need for the third party in the middle. Moreover, the availability of all the transactions ever completed to all nodes makes a blockchain-based system more transparent than centralized solutions. Therefore, apart from its application in cryptocurrency, the blockchain technology has potential applications in various other domains such as smart-contracts (Delmolino et al. 2016) , Internet of Things (IoT) (Huh et al. 2017) , land registry (Underwood 2016) , supply chain management (Korpela et al. 2017) , storing medical data (Azaria et al. 2016) , and identity management (Jacobovitz 2016).
The technological innovation and fundamental changes required in the design, development, and deployment of blockchain have also attracted tremendous interests from the software development community. For example, a recent study (Chakraborty et al. 2018) from March 2018 reported 3,000 Blockchain software (BCS) projects hosted on Github. 1 In October 2018, within seven months, that number stands at 6,800 (i.e., more than doubled). Unlike traditional development, blockchain developers need to be cautious about malicious actors, secure an immutable and distributed database, and design efficient and reliable protocols withstanding the scarcity of tools and resources which is unavoidable for a new technology. The unalterable nature of a blockchain makes the recovery of an error prohibitively difficult or practically next to impossible if the vulnerability is detected after the deployment. Although some other large-scale software such as financial applications requires similar robustness, the rapidly changing blockchain ecosystem adds significant new challenges (Porru et al. 2017) . The significant differences between traditional software development (i.e., non-BCS) and blockchain oriented development motivated (Destefanis et al. 2018 ) even to propose a new development paradigm named Blockchain-Oriented Software Engineering (BOSE).
Although several characteristics of the BCS technology suggest BCS development to be different from a non-BCS development, very few software engineering (SE) research has focused on the former. Therefore, several questions regarding BCS development still remain a puzzle. For example, i) Who are the BCS developers and what are their motivations behind joining BCS development? ii) Is BCS development indeed different from a non-BCS development? iii) If different, what are the areas that mark those differences? iv) Do current development tools and practices that are tuned for non-BCS development satisfy the needs of BCS developers? v) If not, what are the tools and techniques that BCS developers are in need?
Answering these questions would enable the research community and the providers of technical tools to build necessary support to design, develop, test, and deploy BCS applications. Moreover, developers interested to join BCS projects are likely to have valuable guidance for their preparation. Therefore, this study aims to understand the motivations, challenges, and needs of BCS developers and analyze the differences between BCS and non-BCS development. We also aim to conduct a comparative analysis of BCS with non-BCS development to pinpoint specialized tasks that may benefit the former.
On these goals, we designed and sent an online survey to 1,604 BCS developers gathered by mining the GitHub repositories of 145 BCS projects. A survey is an ideal instrument for this study as current BCS developers have first-hand experiences of their challenges and needs. The survey received 156 responses from BCS developers that met our criteria for analysis. We adopted a systematic qualitative analysis approach to build a coding scheme for the open-ended responses. Using a qualitative analysis software, multiple coders independently assigned codes to each response and achieved a 'substantial' inter-rater reliability ( Cohen's κ = 0.62) (Cohen 1960) . We reported partial results of the survey in a recent publication (Chakraborty et al. 2018) , which explored only the software development practices (i.e., verification and validation, task assignment, requirement analysis, and communication and collaboration) of BCS projects. On the other hand, this publication focuses on a different set of questions none of which was included in our prior article.
The primary contributions of this study include:
-A better understanding of BCS developers' motivations, challenges, and needs; -A comparative analysis of BCS with non-BCS development; -A comparative analysis of the results of our survey with two prior SE surveys to set our results into the perspective of the software development realm. -Potential directions for SE researchers to build supports for BCS development; and -A characterization of the contemporary BCS development community.
The remainder of the paper is organized as follows. Section 2 provides a background on blockchain and a overview of a prior motivating study. Section 3 introduces the research questions of this study. Section 4 describes our research methodology. Section 5 describes the demographics of our respondents. Section 6 presents the results of this study. Section 7 discusses the implications of our findings. Section 8 describes the threats to the validity of our results. Finally, Section 9 concludes the paper.
Background
This section provides a brief overview of the key concepts on blockchain and a prior SE study that assisted in designing our survey questions to compare BCS development against non-BCS.
Blockchain
Blockchain is a decentralized, peer-to-peer, transparent, immutable, and append-only data storage. It keeps a permanent record of writes called transactions. Multiple transactions are grouped in blocks. Each block in a blockchain contains its hash computed using a well-known hashing or proof-of-work (Jakobsson and Juels 1999) algorithm (e.g., SHA256, ethash, and equihash) and the hash of the previous block called parent block (Fig. 1 ). The first block in a chain is called the genesis block, which does not have any parent. Each block's hash is calculated based on its data, current timestamp and the hash of its parent block. Any change in a block's data causes alteration of its hash and invalidates all the subsequent blocks, and the tampering becomes immediately evident to every member node of the chain. Hence, to compromise a blockchain, collusion of the majority of the network is required which is impractical in case of a large blockchain (Narayanan et al. 2016) . Therefore, blockchain is a chain of blocks where the blocks are irreversible and immutable.
All the nodes in a blockchain network participate simultaneously in finding the next block to write. This process is called mining, where the nodes calculate a hash value by adding a nonce (i.e., a random value) to a list of transactions waiting to be added to the blockchain. To be eligible as the next block, the hash must be smaller than an agreedupon value (known as difficulty), and the nodes continue calculations using different nonces until they find a nonce that generates a hash satisfying the 'difficulty.' The node finding a new block will broadcast it to all other nodes in the network to confirm the correctness of this new block. Once confirmed, the new block is added to the blockchain, and each of the transactions contained in the block is considered verified (Chuen 2015) . The finder is usually rewarded with a pre-defined number of tokens, known as block reward. The difficulty of the next block is determined by the network with a pre-defined algorithm.
There is no central control over the operation of a blockchain. The underlying philosophy is that no single participant or group of participants can control the infrastructure and all the participants in the network have an equal role to play. In the absence of a central controller, the transactions are mediated by the member nodes using a consensus protocol, which ensures that all the nodes have an identical copy of the blockchain. A new block is considered verified only after the majority of the member nodes vote it as true and trustworthy using the consensus protocol. A blockchain's security is based on the assumption that tampering would have to happen across the majority of the nodes (aka 51% attack) of a network in the same way simultaneously. So once a blockchain network achieves critical mass, altering a blockchain posthoc becomes infeasible.
In the context of the blockchain, public key cryptography (Garfinkel 1996) ensures the integrity and authenticity of any message/transaction. Each node owns a pair of asymmetric encryption keys (Simmons 1979) , where the public key is broadcast to all relevant nodes but the private key is kept secret. A sender signs messages with its own private key and a receiver verifies the integrity of the message by decrypting it with the sender's public key. In cryptocurrency applications, the public key of a user also acts as his/her account address. Therefore, a user must sign outgoing transactions using his/her private key. A miner node would verify an outgoing transaction from an account only when it can authenticate the transaction using the owner's public key.
One of the recent innovative applications of blockchain is Smart-contracts, which are self-executing contracts with the terms of the agreement between buyer(s) and seller(s) of transactions written using lines of code instead of a legal language. Smart-contracts permit trusted transactions and agreements to be carried out among different anonymous parties without the need for a central authority, legal system, or external enforcement mechanism. Since a smart-contract, once deployed, lives on a distributed and decentralized blockchain network, it remains traceable, transparent, and irreversible.
Game Development vs. Traditional Development at Microsoft
One of the objective of this study is to identify the differences between BCS and non-BCS development. The design of our survey questions to investigate this objective is motivated by a prior study at Microsoft (referred as 'MS study' hereinafter) by Murphy-Hill et al. (2014) . The primary objective of the MS study was to compare game development against traditional software development. On this goal, the MS study interviewed 14 developers who had both game and non-game development experiences. Those interviews focused on topics from the 10 areas in the Software Engineering Body of Knowledge SWEBOK (Abran et al. 2004) as well as general work features from applied psychology (Humphrey et al. 2007 ). After analyzing the interview transcripts, the authors selected 28 statements to assess the differences between game and non-game development at Microsoft.
In a survey of Microsoft developers from three different domains (i.e., Game, Office, and Other), each of the respondents were asked to rate each of the selected 28 statements on a 5-point Likert scale from 'Strongly Disagree' to 'Strongly Agree'. The results of the survey identified differences between game and non-game development in terms of i) having clear requirements, ii) using agile development methods, iii) valuing creativity, iv) communicating with non-engineers, v) team compositions, and vi) taking pride for developed software. The empirically developed 28 statements spanning various software engineering as well as general work feature is another key contribution from this study, since these statements can be reused to compare the opinions of software developers from two different domains.
Research Questions
The primary objective of this study is to understand the motivations, challenges, and needs of BCS developers and analyze the differences between BCS and non-BCS development. We aim to achieve this goal based on four specific research questions. We also explore one additional research question to characterize the contemporary BCS development community. Following subsections introduce the five research questions with a brief motivation behind each question.
Personal Characteristics of the BCS Developers
Characterizing the Open Source Software (OSS) developers has drawn interests from the researchers (David and Shapiro 2008; Dahlander and Mckelvey 2005; Hars and Ou 2001; Lakhani and Wolf 2003; Mockus et al. 2002) to understand the distribution of expertise, the strength (and durations) of their attachments to particular projects, and the recruitment and retention of newcomers. However, such a characterization for BCS developers is currently missing. There is a common concept that blockchain development community is dominated by libertarian and anarchist groups who consider it as a means of removing control from an imposing authority (Galati 2019) . The contributors like to create a system that regulates itself and provide advantages to those willing to take part in it (Reijers and Coeckelbergh 2018) . Hence, it is worth formal study the demographics of the BCS developers regarding their age, gender, education, and general software development experience and see if it differs from non-BCS. Also, the future participants of BCS development are likely to have idea about the characteristics of existing community who are involved in the industry with large stake, wide variety of motivation and ethical consideration. Since this understanding has importance, our first research question is: RQ1: Who is contributing to BCS projects?
Motivations of BCS Developers
Much research has focused on understanding the motivations of OSS developers (Hars and Ou 2001; Hertel et al. 2003; Lee et al. 2017; Roberts et al. 2006; Lakhani and Wolf 2003) and have identified five primary categories motives as following:
-Intrinsic motivations refer to a person's desire to feel competent and self-determined.
Intrinsic motives are directly linked to the emotions of interest and enjoyment (Deci and Ryan 1985) . Examples of such motives include fun, hobby, self-interest, and feeling competent. -External rewards refer to direct or indirect incentives, which include monetary compensation, benefits through software usage, or prospects for career growth (Lakhani and Wolf 2003) . -Ideology includes the norms, beliefs, and values shared among the developers of an OSS project (Stewart and Gosain 2006) . For example, the Free Software Foundation was established on the ideology of providing users with freedom to use, modify, and redistribute software (Stallman 2003). -Community recognition corresponds to a person's needs for belonging and love. A developer desiring to identify him/herself as a member of an OSS community seeks that recognition from other community members (Hars and Ou 2001) . -Learning opportunities offered by OSS projects help increasing one's 'human capital' (i.e., personal skills, capabilities, and knowledge) by means of education, training, learning, and practicing. Since these human capital gains eventually leads to better job opportunities, higher salaries, and more fulfilling jobs, learning is one of the motives among many OSS developers, especially newcomers (Hars and Ou 2001) .
The results of those studies found "intrinsic motivations" ranking top among OSS developers. Although most of the BCS projects are also OSS projects, large inflows of cash through ICO (Initial Coin Offerings) or token sales (Adhami et al. 2018), which are very common for BCS projects are rare for non-BCS OSS projects. Many of the early BCS developers / investors have garnered significant financial rewards from the recent boom of the cryptocurrency market. Therefore, it won't be surprising if external rewards are the primary motives for many of the BCS developers. Our next research question tries to find out whether BCS developers' motivations are similar to non-BCS OSS developers or they are attracted by potential financial gains. Understanding the motivations of BCS developers is important since it will help to identify prospective joiners, which may form synergies with a BCS community. Hence, our next research question is:
RQ2:
What are the primary motivations of BCS developers?
Differences Between BCS and Non-BCS Development
Although BCS projects possess many traits of traditional OSS projects, we expect some differences between BCS and non-BCS development due to several characteristics (e.g., the immutability of data, hostile environment, and difficulty of upgrading the software after deployment) that distinguish the BCS domain from the non-BCS one. Since identifications of the differences between BCS and non-BCS development will allow assessing the applicability of various traditional SE tools and techniques for BCS projects, we seek to find out:
RQ3: What are the differences between BCS and non-BCS development?
Challenges of BCS Development
Most of the innovative applications of the blockchain technology such as smart-contracts and distributed applications (aka dapps) are at nascent stages. The BCS development landscape is also changing at a rapid pace with projects fiercely competing with each other to emerge as the market leader (Krafft et al. 2018) . Although the high costs of bugs mandate high reliability from a BCS, developers face tremendous pressures from the investors to release the product. These scenarios coupled with the unique characteristics of the BCS domain pose several challenges to the BCS developers. We believe identifications of the primary challenges of BCS development will provide prospective joiners with guidance for their preparation and encourage research to mitigate those challenges. Hence our next research question is:
RQ4: What are the primary challenges of BCS development?
Tools that BCS Developers Need
The difficulty of testing BCS ranks among the top of challenges encountered by BCS developers (Porru et al. 2017; Brooke 2018) . Current testing tools cannot simulate testbeds to simulate the distributed and hostile execution environment of a BCS. Moreover, smartcontract development, which is gaining popularity lacks supporting tools (Clack et al. 2016 ). The requirement of tools, once clearly understood, will lead to the development of supporting tools to design, develop, test, and deploy BCS applications. Since contemporary BCS developers have the first-hand knowledge of their needs for supporting tools, we inquire:
RQ5:
What are the tools that BCS developers currently need?
Research Methodology
Since the five research questions of this study are geared towards gathering the opinions of BCS developers, we chose a survey as our research instrument. The remainder of this section describes the survey design, our participant selection criteria, pilot testing, data collection, and qualitative data analysis.
Survey
Our goal in designing the survey was to keep it as short as possible, while still gathering all of the relevant information. For the current paper, we only consider a subset of the survey questions, while questions focusing on software development practices of BCS projects were reported in a recent publication (Chakraborty et al. 2018) . Table 1 lists each survey question included in this paper, the research question that motivated its inclusion, and the answer choices provided. Questions indicated with a 'D,' rather than a 'RQ#' were included to gather demographics about the respondents. For the questions that were open-ended, there are no specified answer choices.
Several of the open-ended and demographics questions were inspired by previous surveys (Murphy-Hill et al. 2014; Hertel et al. 2003; Von Krogh et al. 2012; Hars and Ou 2001; Lakhani and Wolf 2003; West and Gallagher 2006) . To compare BCS with non-BCS development, the survey asked the respondents (Q13 in Table 1 ) to rate their agreements for 16 statements on a 5-point Likert scale from 'Strongly disagree' to 'Strongly agree.' These statements ('Statement' column in Table 3 ) were adopted from a prior SE survey at Microsoft (Section 2.2) to assess the differences between the game and non-game development (Murphy-Hill et al. 2014 ). While the MS study had 28 statements, our survey did not include the statements regarding the company or manager as BCS projects are mostly community driven.
Participant Selection
To ensure valid results, we only surveyed BCS developers with sufficient experience. We identified 145 BCS projects based on following four criteria:
-Tagged under at least one of the following six 'topics': 2 blockchain, cryptocurrency, altcoin, ethereum, bitcoin, and smart-contracts. -'Starred' by at least ten users.
-Have at least five distinct contributors.
-A manual verification of the repository confirmed it as a BCS project.
We used Github API 3 to identify 1,604 contributors, each of whom had submitted at least five changes to one of those 145 projects.
We mine the Git commit logs of the identified 145 projects to gather the email addresses of those 1,604 active contributors. We also got the survey questions, consent form, participant selection strategy, solicitation email, and data management reviewed and approved by our university's Institutional Review Board (IRB).
Pilot Survey
To help ensure the understandability of the survey, we asked Computer Science professors and graduate students with experience in SE and experience in survey design to review the survey to ensure the questions were clear and complete. The feedback only suggested minor edits. The changes we made include: adding more answer choices to several questions and adding clarifying examples to three questions.
Data Collection
On December 13, 2017, we sent each of the 1,604 BCS developers in our list a personalized email mentioning the BCS repository that we mined to obtain his/her email address with a link to the survey hosted on Qualtrics (Snow and Mann 2013) . We also asked the respondents through both the solicitation emails and a reminder in the survey to answer our questions based on his/her personal experiences with the BCS project where we obtained his/her email address. Since 62 of our solicitation emails bounced, we were left with at most 1,542 potential participants, assuming all other emails actually reached their intended recipient. On December 21, 2017, we sent a reminder email. We closed the survey on January 5, 2018; after the response rate slowed to almost no response each day. Data from the survey link created with Google's URL shortener showed a total 358 clicks on the survey URL (≈23% of the invitations). Out of those clicks, 200 people took the survey with a response rate of ≈13% (200/1542). As most of the questions were optional, many respondents skipped some of the questions. Only 115 respondents answered all the questions. After the exclusion of the 44 responses that did not answer either at least 75% of the questions or at least one open-ended question, we were left with 156 responses for analysis.
We also collect the developer demographics data from the 2018 Stack Overflow Annual Developer Survey (referred as the 'SO Survey' hereinafter) (Overflow 2017) . StackOverflow has been running the annual developer survey since 2011. The primary objective of the SO Surveys are to learn who contemporary developers are and what they need. These surveys cover a wide range of developer demographics such as age, education, location, gender, role, experience, ethnicity, and favorite technologies. Since the '2018 SO survey' was responded by total 98,855 developers from 183 countries worldwide, it is an accurate overview of the active software developers worldwide. Therefore, a comparison against the demographics of the SO Survey will enable us to identify if the BCS community is underrepresented or overrepresented by certain groups.
After contacting the authors of the MS survey, we were able to obtain their dataset, which allows us to compare and contrast BCS development with three non-BCS domains (i.e., Games, Office, and Other) from Microsoft (MS).
Qualitative Analysis Process
For the open-ended questions, we followed a systematic qualitative data analysis process. First, two of the authors independently extracted the general themes from the first 75 responses to each question. Using those themes, the authors had discussion sessions to develop an agreed-upon coding scheme for each question. Using this coding scheme, another author went through the remaining answers to determine any additional codes that need to be added.
With this scheme, two of the authors independently coded each response using the Coding Analysis Toolkit (CAT) (Lu and Shulman 2008) software. The coders could also add new codes, if necessary. We computed the level of inter-rater reliability of the manual coding process using Cohen's kappa (Cohen 1960) , which was measured as 0.62. While there is no universally accepted 'good' kappa, values between 0.61 to 0.80 are generally recognized as 'substantial agreements' (Landis and Koch 1977) . We used CAT to identify the discrepancies in coding and had discussion sessions to resolve all conflicts. Once we completed the coding process, we transferred the data into IBM Corp. Released (2017) for further analysis along with the quantitative data.
As a result of the coding process, a large number of codes emerged from each of the open-ended questions. To help with our analysis, we had discussion sessions to identify the codes that express similar themes. We grouped those codes into a smaller number of highlevel categories with each category including one or more codes expressing a similar theme. 
Demographics
To provide a proper context for the results, this section describes the demographics of the projects represented by the respondents and of the respondents themselves. Table 2 provides the results to Q6 (Table 1 ) about respondents' primary projects. The number in parenthesis represents the number of respondents who listed that project. Our respondents represent 61 different BCS projects. The Coin Development Index (Gilbertson and Vroegindewey 2017) , which tracks the top BCS projects, indicates our respondents representing 18 out of the top 25 projects. Also, 37% of our respondents coming from the top ten projects indicates the participation of the top BCS developers in our survey.
Projects Represented

Respondents' Demographics
In response to Q5, 81.4% of our respondents indicated having less than 2 years of BCS development experiences, while 37.8% had less than a year ( Fig. 2a ). In terms of compensation ( Fig. 2b) , 43.1% of our respondents do not receive any direct financial benefits. The ratio of volunteers among our respondents is similar to the ratios reported in prior studies Bosu et al. 2014a ). Among the respondents receiving direct financial compensations, 37.3% reported receiving shares, tokens or cryptocurrencies that may further motivate them to spend efforts to make their projects successful. (14) The numbers in parentheses under the columns 'Multiple occurrences' represent the number of respondents who listed that project. Only one respondent from each of the projects listed under 'Single occurrences'
Fig. 2 Demographics of the respondents
In terms of the number of contributions to a BCS project ( Fig. 2c ) 57.6% of our respondents have made more than 10, while 42.9% had submitted more than 30. On the other hand, 42.7% of our respondents spend at least 20 hours a week on a BCS project, and 32.7% were working full time (Fig. 2d ). Combining our respondents' number of commits and number of hours per week spent in BCS projects, we conclude that our respondents include a sample of active BCS developers from the top BCS projects who are qualified to provide valuable insights for the goals of this study.
Results
The following subsections describe the results of our survey by answering the five research questions introduced in Section 3. To help clarify the results, we also include excerpts from the qualitative responses to the open-ended questions. Each of the excerpts is followed by a number representing a unique identifier for the respondent who expressed that opinion. For example, [#5] indicates a response from respondent number 5. In a qualitative analysis, each open-ended response could match multiple codes. Therefore, the sum of the percentages can be greater than 100%. We conclude each of the subsections with a brief discussion of the key takeaways from the results of each research question. Figure 3 shows the personal characteristics of the BCS developers in terms of their age (Q1), gender (Q2), education (Q3), and software development experience (Q5). We also compare these characteristics with the results from the that includes the demographics of 98,855 developers around the globe.
RQ1: Who is Contributing to BCS?
Around 95% of our respondents are males compared to only 3% females (Fig. 3a) . These numbers suggest that the ratio of females in BCS development may be lower compared to the the software development community as reported in the SO survey (6.7%).
In terms age ( Fig. 3b ), our respondents are younger compared to the general software developer population. The distributions are noticeably different for two age groups. First, developers, who are aged between 26 to 30 years represent 31% of the BCS developers, compared to 25.4% general software developer population coming from the same age group. On the other hand, although 15.9% general software developer population are aged 40 years and higher, only 11.7% of the BCS developers belong to that age group. Therefore, BCS development may be attracting more young developers than the veterans.
In terms of the highest level of education ( Fig. 3c ), our respondents are more qualified with 15.4% high school graduate, 46.8% with a bachelors degree, 32.7% with a masters degree, and 5.1% with a Ph.D. The corresponding numbers in the SO survey are 23.4%, 47.7%, 23.2%, and 2.2% respectively. The higher educational qualifications of our respondents may not be surprising as BCS development requires more in-depth knowledge of computing than non-BCS development (Zheng et al. 2016 ).
Fig. 3 Personal characteristics of the BCS developers
In terms of software development experiences (Fig. 3d) , 70.5% of our respondents have more than five years of development experiences and 42.3% have more than 10 years. The corresponding numbers in the SO survey are 62.3% and 34.1% respectively. It indicates that the BCS developers are likely to be more experienced in software development than their non-BCS counterparts.
Key takeaway 1: In general, BCS developer population is more qualitifed than the general software developer population. Although, we noticed that more than 81% of our respondents have less than 2 years of BCS development experience, more than 70% developers from the same group were found to have more than five years of development experiences. These numbers indicate that a large number of software developers, who are experienced in non-BCS development, have recently joined BCS projects potentially due to the recent hypes generated by the blockchain technology. Figure 4 shows the primary motivations of BCS developers, which emerged from the answers to Q10 (Table 1 ) of our survey. Besides technical attraction, the other five categories of motivations that BCS developers have, are similar to the motivations of Open Source Software (OSS) developers (Hars and Ou 2001; Lakhani and Wolf 2003; Ye and Kishida 2003) . Since blockchain is a new technology, many BCS developers indicate their fascinations to this innovative technology as one of their primary motives. While ideology did not top the list of OSS developers' motives (Hars and Ou 2001; Lakhani and Wolf 2003; Ye and Kishida 2003) , it ranks top for the BCS developers.
RQ2: Motivations of BCS Developers
Since results from the psychology domain suggest that a person's motivation may vary based on his/her age, education level (Hitka and Balážová 2015) , compensation (Hennessey and Amabile 1998) , or gender (Meece et al. 2006) , we investigated whether those factors had any impact on a BCS developer's motives. Our results suggest significant differences (Chi Square, after applying False Discover Rate (FDR) corrections (Benjamini and Hochberg 1995) for multiple comparisons) in motivations based on the age (χ 2 = 33.34, p = 0.03) or compensation (χ 2 = 40.58, p = 0.01) of a respondent but no significant difference was found based on the level of education (χ 2 = 22.40, p = 0.29) or gender (χ 2 = 9.83, p = 1.0). While most of the BCS developers between 31 to 40 years of age have ideological motives, developers aged between 26 to 30 years are more likely to be motivated by external rewards and developers aged 25 years and younger are more likely to be motivated by the prospects of learning (Fig. 5 ). On the other hand, developers receiving some types of direct compensations are more likely motivated by external rewards. The following subsections examine these motivations in more detail.
Ideology
The primary motivation behind Bitcoin, the first blockchain based cryptocurrency was to create a decentralized currency that cannot be manipulated by a central authority. More than one-third of our respondents (36.9%) are motivated by a similar ideology.
I truly believe in the right to have a private way to send and store money. Also removing power from banks and governments. [#195]
External Rewards
Some developers (36.2%) contribute to BCS projects to earn money either by working parttime or by accepting bounty offers. Developers, who hold cryptocurrency, are naturally motivated to increase its value.
.. earn money; I get salary, and also I bought coins so their growth will give me money.
[#147]
Many developers are full-time employees of the organization that manages his/her project.
I am paid to work full-time contributing to blockchain projects. [#75]
Intrinsic
Due to the various programming challenges that BCS development offers, many developers (29.2%), who enjoy writing code to solve problems, contribute to BCS projects.
I love coding. I love to solve problems and support people. [#127]
Some contribute to BCS projects due to their passions for a particular area.
It's an opportunity to work on a programming language, which I've always wanted to do. [#142] Fig. 5 Age vs. Motivation (percentage computed based on motivations within the same age group)
Technical Attraction
Attraction to the blockchain technology is one of the motivations for many BCS developers (28.5%).
Curiosity mainly. I was studying cryptography by myself before that and saw a chance to see it applied in unbelievable ways. [#31]
Learning
Developers (26.9%) considering blockchain as a promising technology for the future want to learn and add it to their portfolio.
... to develop a better understanding of making and working of a blockchain. [#103]
Community Recognition
Some respondents (8.5%) want to improve their portfolio through their involvement and recognition in the BCS community.
.. become more famous in the community (get good reputation). [#63]
Key takeaway 2: Due to the significant financial gains by the early cryptocurrency investors as well as a large influx of cash through ICOs, we hypothesized that the majority of the BCS developers might be motivated by external rewards. However, the ratio of our respondents reporting external motives (36%) were similar to the number from prior OSS studies (Hars and Ou 2001; Lakhani and Wolf 2003) . Moreover, the ratio of volunteers (43%) is also similar to what was reported in prior studies (Lakhani and Wolf 2003; Bosu et al. 2014a ). On the other hand, ideological motives were more frequent among BCS developers (37%) than among the OSS developers (Hars and Ou 2001; Lakhani and Wolf 2003) . Therefore, getting aligned with the ideology of a BCS community is important to become a member of that community.
RQ3: Differences Between BCS and Non-BCS Development
Our survey included two questions to find the differences between BCS and non-BCS development. Figure 6 shows the primary differences between BCS and non-BCS development as indicated by the respondents of our survey in response to Q11. Although BCS development has many similarities to traditional OSS development, due to some unique characteristics of the BCS domain, 93% of our respondents reported BCS development as somewhat different from non-BCS development.
Majority of our respondents did not encounter such strict security or reliability requirements while developing a non-BCS. The unique characteristics of the BCS domain (e.g., immutability, difficulty in upgrading the software) was also a differentiating factor for more than one-third respondents.
The following six subsections detail those differences. We conclude this section with a comparison of BCS development with three software development domains from Microsoft (Section 6.3.6).
Fig. 6 Differences between BCS and non-BCS development
Security/Reliability
A higher emphasis on security and reliability is the primary factor that differentiates BCS from most of the non-BCS. Since the primary applications of the blockchain technology are maintaining ledgers of financial transactions, ensuring the security and reliability of a BCS application is the highest priority for majority of the BCS developers (50.7%).
Security and backward compatibility are held with utmost importance here unlike some other FOSS projects. [#3]
A single defect in a BCS application can cost millions of dollars. For example, recently a bug in the parity wallet code enabled hackers to steal $30M worth Ethereum tokens (Palladino 2017).
..you should be more careful because there is too much at stake (nowadays a lot of money are invested in cryptocurrencies). In most of the projects (non-blockchain) when a bug appears, it will be fixed and soon forgotten. But in blockchain projects some bugs can be very costly and never forgotten. [#147] 
Domain Characteristics
One-third of our respondents (33.3%) consider several characteristics of the BCS domain as factors differentiating BCS development from non-BCS.
First, data stored in a blockchain is immutable. In other domains, there are several mechanisms to fix errors later by altering data. However, altering a blockchain ledger is almost impossible.
... also a disadvantage that you can not fix problems due to human errors or bugs in that transactions can not be changed. [#97]
Second, compared to the most non-BCS applications that operate on centralized and/or hosted environments, BCS applications operate on a complex, secured, distributed and decentralized network.
The distributed nature of blockchain software development makes it difficult to build robust software. Unreliable connections, unexpected latency, and malicious nodes create a hostile production environment. [#135]
Third, blockchains use public key cryptography and cryptographic hash functions to store and verify transactions. Cryptography is difficult to master and very few other domains require similar in-depth knowledge of cryptography as the BCS domain. Moreover, the knowledge of networking and networking security is a must for BCS development. The daunting requirement of having knowledge about diverse technological areas is another differentiating factor.
All kinds of knowledge are involved. It's hard to comprehend the whole project, including cryptography, network programming, economy policy etc. [#166] Finally, the blockchain technology is changing rapidly with new protocols, innovations, and possibilities emerging everyday. BCS projects that are not able to evolve rapidly are at the risk of loosing their market capitalization.
Technology moves fast and blockchain software development (in general, not just Ethereum) is moving at an extremely fast pace. Need to keep up and adjust to meet whatever new requirements arise. [#98] 
Immature Ecosystem
Many of the innovative aspects of the blockchain technology (e.g., smart-contract, privacy) are relatively new. Although the number of BCS projects have grown exponentially during the last couple of years, many tools and libraries that may support BCS development are still missing. Even the tools that currently exist are not stable. Therefore, many respondents (14.7%) consider the BCS development ecosystem as immatured compared to most of the non-BCS counterparts.
We are in 1986 on a web development timeline, to my mind. Like everything is in C can hit memory leaks, crashes, etc. Everything very raw and dangerous. We still have most of the stack to build. [#137]
Since Blockchain is a new technology, there is scarcity of enough domain-experienced developers compared to most non-BCS domains. The demographics of our survey also shows more than 83% respondents with less than two years of experience in BCS development.
People have more experience in other areas. [#48] 
Maintainability
According to 6.7% of our respondents, maintaining a BCS application is difficult compared to a non-BCS application. Blockchains usually incorporate new functionality through hard forks (Wiki 2018a) , which is usually scheduled way ahead of time to ensure that all the nodes are running the same version of the software. Due to the difficulty in upgrade, a BCS application needs to be well tested before a release.
.. non-blockchain software can easily upgrade features but blockchain software needs to wait for the preparation of nodes all over the world to upgrade functionality. [#22]
BCS applications run on public blockchains that have thousands of blocks created over the years. Therefore, a BCS application must be backward compatible and capable of validating earlier transactions or executing smart-contracts deployed through earlier versions.
Ethereum is a public chain. So we have to consider backward compatibility all the time. [#28]
No Difference
Some BCS developers (8%) do not find much difference between BCS and non-BCS development.
Not that different from other performance-sensitive, high reliability software. [#9] 
How Does BCS Development Differ from Software Development at Microsoft?
The 'Rating distribution' column in Table 3 shows the distributions of the ratings by our respondents for 16 statements ( The 'Statement' column in Table 3 ). The leftmost bar indicates 'Strongly disagree,' the middle bar indicates 'Neutral,' and the rightmost bar indicates 'Strongly agree.' We do not plot the ratings from the Microsoft developers since a prior publication reports those (Murphy-Hill et al. 2014 ).
Since the Shapiro-Wilk (Shapiro and Wilk 1965) test indicates that those ratings significantly differ from a normal distribution, we use non-parametric statistics. For each of the statements, we compare the responses from BCS developers with the responses of Microsoft developers from three domains (i.e., Games, Office, and Others). The three 'p' columns show statistical significance of the differences based on the Mann-Whitney U test after applying corrections for multiple comparisons using the FDR method (Benjamini and Hochberg 1995) . The three 'r' columns show the effect sizes estimated using Rosenthal's formula (Rosenthal 1994) . Rosenthal (1996) also recommends interpreting those effect sizes as: r ≥ 0.5 ⇒ large, r ≥ 0.3 ⇒ medium, and r ≥ 0.1 ⇒ small.
Posthoc, we grouped the 16 statements into following four categories based on the theme of each statement.
A. Quality Assurance: BCS developers agree more than both Games and Office developers that their software is well tested using unit tests (QA3). They also consider BCS more thoroughly automated tested (QA2) than both Games and Other. However, for manual testing (QA1), we did not find any significant difference. From the remaining two statements, BCS developers agree more than the Games developers on bug diagnosis difficulty (QA4) but disagree with them on the difficulty of writing unit tests (QA5).
These results indicate BCS developers' higher emphasis on automated testing to ensure the quality of their software. B. Development process: Among the four groups, BCS developers have the most flexible deadlines (DP1). Since the costs of defects are very high and patching a defect after release is very difficult, BCS developers are more flexible in postponing a release. On the other hand, among the four groups they are the least strict in following a process (DP4). C. Software maintenance: Among the four groups, BCS developers are the most focused on paying technical debts (SM2), which further emphasizes the importance of long term maintainability of a BCS application. For the remaining two statements the differences were not significant. D. Ideology/morale: In terms of ideology/morale, BCS has no significant difference with Office. The results of comparisons with the remaining two groups are mixed. On taking pride outside, for their work (DM4), BCS developers agree less than Games but are not (Benjamini and Hochberg 1995) significantly different than Other; while on creating value for the society (DM1), BCS developers top both. BCS developers also agree less than the Games developer on the valuation of creativity (DM2) within their team.
In summary, BCS has the most differences with Games (i.e., 12), followed by Other (i.e., 5) and the least with Office (i.e., 4). BCS development has higher emphasis on security, reliability, and maintainability but lower emphasis on following a process or deadline than the other three domains. Apart from those differences, BCS may not be much different from traditional development domains, especially widely used software, such as Office.
Key takeaway 3: So, is BCS development really different? The answer to this question will depend on whom we ask. It's true that BCS development has a very high emphasis on security and reliability, but many of the existing software development domains (e.g., financial transaction, air traffic controller, and nuclear power plant management) have a similar emphasis on security and reliability. If a developer's non-BCS experience is in high assurance software (Section 6.3.5), then he/she might find little differences. However, over 93% of our respondents' non-BCS experiences significantly differed from their experiences in BCS (Fig. 6 ). Our survey received responses from ≈ 10% of the most active developers from the top BCS projects, and 70% of our respondents have more than 5 years of development experiences (Section 6.1). Yet, they found BCS development different from non-BCS. Some of the differences, such as the immaturity of the ecosystem, will resolve with time, but others, such as immutability of data as well as difficulty in upgrading the software after deployment, which is rare among the non-BCS domains, will linger as a differentiating factor. Figure 7 shows the primary types of challenges of BCS development according to the respondents of our survey (Q13: Table 1 ). Since prior results from the Psychology domain suggest that a person's ability to acquire knowledge of a new domain depends on his/her age and education level (Beier and Ackerman 2005) , we investigated whether those factors have any impact on the challenges reported by the BCS developers from our survey. Although we did not find any differences based on the education level (χ 2 = 14.46, p = 0.27), we found that the developers aged 40 years and older, who are likely to have significant Fig. 7 Primary challenges of BCS development experiences in non-BCS domains, were more likely (χ 2 = 35.07, p = 0.02) to be challenged by the characteristics of the BCS domain (Section 6.4.1) than the other age groups.
RQ4: Challenges of BCS Development
Uncommon Characteristics of BCS
Some of the characteristics of the BCS domain that are rare among non-BCS, are sources of challenges for more than 61% BCS developers. Around 70% respondents of our survey have more than five years of software development experience. Therefore, the aspects of BCS development that differ from a non-BCS are primary sources of challenges for them. While discussing BCS development challenges, our respondents reiterated following differences already mentioned earlier (Section 6.3):
-high costs of defects (Section 6.3.1); -technological complexity (Section 6.3.2); -distributed, decentralized, and hostile environment (Section 6.3.2); -rapidly changing ecosystem (Section 6.3.2); and -difficulty in maintenance (Section 6.3.4).
Steep learning curves to get familiar with a BCS project is another challenge for many BCS developers. The codebase of a BCS project is not only complex but also requires a sound understanding of cryptography, networking, distributed systems as well as project specific protocols.
The bitcoin core codebase is an incredibly complicated system, so the hardest part is building up a good enough understanding of it such that it's safe to make changes.
[#156]
Development
Development challenges are related to testing, ensuring security, and reviewing code as mentioned by 35% of our respondents.
Testing blockchain software is challenging as the software executes on a distributed and potentially hostile environment that currently cannot be adequately simulated on a development machine.
.. to test that bugs are not included in important parts such as consensus. [#22]
The security of a BCS software is the highest priority as it handles financial data that can be exploited for financial gains. Therefore, BCS developers must consider security aspects when writing code.
... thinking with a security mindset. the software is literally money, so when writing it you have to be wary of any way in which things could go wrong. [#143] Due to the lack of quality reviewers, open source software (OSS) developers often have to wait for a long time to get their code reviewed (Bosu and Carver 2014b) . BCS developers also report similar challenges.
... it is often difficult to get code reviews on open source projects even with a history of contributions. [#75] 
Non-technical
The non-technical challenges of BCS development, which were reported by 12% of our respndents, are due to collaboration issues, difficulties in reaching agreement among the community members, and the ethical aspects of BCS.
Most of the BCS projects are run by communities. However, many of the projects have raised over hundreds of millions of dollars through initial coin offerrings (Howell et al. 2018 ) and have very high valuations (Cryptocurrency market capitalization 2019). Since a large sum of money is at stake, community members often engage in arguments to decide a project roadmap (De Filippi and Loveluck 2016) .
Governance, deciding on changes, and set a future roadmap. [#35]
The development team comprising volunteers with diverse personalities, background, experience, and motivation often encounter issues to collaborate.
nothing particular to the blockchain, prickly personalities! [#51]
Some BCS developers are primarily motivated by the prospects of financial gains and will not hesitate to adopt an unethical approach if presented with an opportunity. Without a central monitoring authority, preventing developers with malicious intents is a challenge.
human greed, and cleaning up the mess after bounties and scams on forum. [#44] 
Lack of Supporting Materials
The lack of supporting tools and documentation is a source of challenges for many BCS developers (6%).
Many of the supporting tools that can help their development tasks are yet to be developed. Moreover, the tools that are currently available are immature and unreliable.
Reliability of and the lack of good development tools. Like testing frameworks, and the difficulty of debugging.[#16]
To understand a complicated domain such as BCS, developers are looking for good learning materials and tutorials, but such materials are currently rarities. Even the documentation that they currently have are not user friendly.
Blockchain is totally a new technology so there is few information we can find. [#28]
Key takeaway 4: Since most of the non-BCS domains do not have similar high reliability and security requirements as the BCS domain, developers coming from other domains (except high assurance software) will encounter challenges due to those differences. Moreover, BCS Developers must be careful in writing code due to high costs of defects as well as difficulty in upgrading the software. Yet, they are under constant pressure due to a rapidly changing ecosystem as well as high expectations from the stakeholders to release new versions. Moreover, as the blockchains become more popular the scalability of BCS software has become an area of concern (Porru et al. 2017). As a result BCS development is challenging even for developers with considerable non-BCS experiences (Section 6.4.1).
RQ5: Tools that BCS Developers Need
We asked the respondent of our survey to describe the type of tools that they currently do not have but if implemented can significantly improve their development productivity (Q14 : Table 1 ). In response, our respondents indicated their needs for four categories of tools (Fig. 8) . We also hypothesized the the requirement for supporting tool may vary based on the software development experience or BCS development experience of a respondent. However, the results of our analysis did not find any statistically significant difference.
Testing Support
Majority of our respondents (53.1%) suggest that testing is the area of BCS development that currently needs supporting tools the most. BCS developers use 'testnets' (Wiki 2018b) to experiment their code before deploying it to the 'mainnet' (Documentation 2018). Many developers experience difficulties in setting up a testnet. An easy to setup, 'one-click testnet' may be a solution.
Easy way of forking mainnets for testing purposes, a way to deploy a test net in one click would be nice.[#150]
The simulators that BCS developers currently have are limited and are unable to simulate a complex and hostile real world environment. While they have testnets, but the scales and complexities of testnets are no where closer to a mainnet. Few recent works (Stoykov et al. 2017; Chen et al. 2017 ) have attempted to build such simulators, but no satisfactory solution exists yet.
Easier ways to simulate complex network topologies on one single machine to simulate the network. [#195]
Formal verification (Clarke and Wing 1996) techniques have been useful to secure BCS projects. However, developers find current formal specification languages (e.g., TLA+, VDM, and Z-notation) very complex to learn and use. They wish for user friendly alternatives.
End-to-end formal specification and verification tools with notations that mere programmers can understand. I sometimes think our formalists actually like to make their work obscure. [#1] Static analysis and penetration testing tools have been useful in non-BCS domains for security testing (Chess and McGraw 2004; Arkin et al. 2005) . Since, those tools do not work well on BCS codebase, developers wish for automated security testing tools designed specifically for the BCS domain. 
Development Support
The IDEs, designed for the non-BCS domains, lack adequate supports for testing and debugging a BCS codebase. Therefore, BCS developers use an array of tools for various development activities. Some developers (28.6%) maintain that an IDE designed specifically for BCS development would help them.
... they are all mostly disconnected, I have to switch from one tool/platform to another for my regular development activities many times every day. It would help if there were better integration between them all. [#66] Even the tools that exist are not reliable, and BCS developers wish them to be more stable.
Tools exist that are in their infancy and just need to get better. [#13] 
Smart-contract Development
Smart-contracts are written using contract-oriented programming language such as Solidity or Vyper and then compiled into bytecode for a platform (e.g., Ethereum Virual Machine aka EVM). Remix, an IDE for solidity, currently lacks many features such as: error highlighting and line by line debugging, that many BCS developers (24.5%) wish for.
Better tool support for smart-contract development. IDE integration with interactive debugging. [#137]
Before interacting with a smart-contract, a developer might want to verify its security properties by decompiling its bytecode. While few solutions exist (Suiche 2017) , smartcontract developers wish for a reliable and user-friendly decompiler.
... high-level Solidity decompiler that works (the current EVM-to-Solidity decompilers are horrible). [#113] 
Others
The other tools wished by the respondents include UML/design notations for the BCS domain, containers for deployment, and automated performance analysis tools.
Key takeaway 5:
Based on the personal experiences of our respondents, they found some widely used tools tuned for non-BCS development, lacking required support for BCS development. While some of the needs expressed by our respondents (e.g., easy to write formal specification) may be a wishful thinking and difficult to achieve, most of those tools are feasible. Potentially implementable tools for BCS development include: testing environment, automatic security testing, static analysis for smart-contrats, and easy to deploy testnets. Since an array of research predict tremendous impacts of the blockchain technology and smartcontracts in future (Iansiti and Lakhani 2017; Peters and Panayi 2016; Fanning and Centers 2016) , the number of BCS projects and developers contributing to those projects will grow significantly over the next decade. Therefore, research and development efforts should focus on implementing those tools to build a mature BCS development ecosystem.
Implications
In the following subsections, we discuss key implications of our results.
Notes for Prospective Joiners
Ideology drives more than one-third of the BCS developers (Section 6.2.1). Prior research suggest that OSS developers who do not share a common ideology with the community are not only less productive (Stewart and Gosain 2006) but also fail to form synergies with the existing members. There are several instances where ideological conflicts have split a BCS community into two rival projects (e.g., Ethereum → Ethereum and Ethereum Classic). Therefore, a prospective joiner should select a project that has ideologies aligned with his/her beliefs.
Second, an experienced non-BCS developer, regardless of his/her prior non-BCS domain, will encounter differences due to several unique characteristics of the BCS domain (Section 6.3.2). A prospective joiner must be prepared to conduct rigorous testing to ensure the correctness of code before deployment, since-i) data cannot be altered once written on the blockchain and ii) updating BCS is very difficult compared to non-BCS. Despite such extensive correctness requirements, tools and frameworks to conduct such rigorous tests are either limited or non-existent (Section 6.5.1). Therefore, a prospective joiner must be ready to spend significant manual efforts to test BCS for correctness, as our respondent#29 stated, "Testing is 80% of development."
Finally, BCS has steep learning curve with knowledge requirements in Cryptography, networking, security and distributed computing (Section 6.4.1). Yet, documentations and tutorials to assist the learning process of a newcomer are limited (Section 6.4.4). Therefore, a BCS joiner needs to be prepared to spend considerable efforts researching blockchain concepts and to utilize community Q&A sites (e.g., https://bitcoin.stackexchange.com).
Education and Preparation
Our results suggest that special skills, beyond those required for most non-BCS development would be beneficial for persons considering to join BCS. Chief among them is the knowledge of secured programming (Section 6.3.1). Unlike the majority of non-BCS, every module of a BCS is subject to attacks by malicious actors, since the stakes are substantially higher (Section 6.3.2). Second, due to its distributed and untrusted environment, a BCS developer needs in-depth networking knowledge to design and secure communication between distributed nodes (Section 6.3.2). Third, a sound understanding of cryptography is required, since BCS is secured using encryption (Section 6.3.2). Finally, a lot of concepts of Blockchain are verified using principles of mathematics, therefore a sound math skill is essential to design new BCS algorithms or protocols (Section 6.3.2).
Suggestions for tool Developers
The study outcome also presents a requirement for developing an array of tools specialized for BCS development. As discussed in Section 6.5, potentially implementable tools for BCS development include: testing environment, debugging tools, automatic security testing, static analysis for smart-contracts, and easy to deploy testnets.
Since several characteristics of the BCS domain are different from a non-BCS domain, quite a few categories of tools (e.g., IDE, simulator, and static analysis tools), that are stable and mature for non-BCS development, either do not exist or lacks important support for BCS (Section 6.5.1). Due to the lack of appropriate testing supports, BCS developers primarily depend on manual code reviews to ensure the security of their software (Chakraborty et al. 2018) . As a result, expensive bugs and hacks are very frequent in the BCS ecosystem (Technologies 2017; Wan et al. 2017; Porru et al. 2017) .
Smart-contracts, which open a new type of programming paradigm, are gaining popularities (Luu et al. 2016 ). Yet, the smart-contract programming domain lacks basic development supports, such as an IDE with error highlighting, line by line debugging, and decompilers (Section 6.5.3). As a result, many of the smart-contracts deployed on public blockchains are vulnerable (Nikolic et al. 2018) .
Finally, due to a higher emphasis on security and reliability, BCS developers are highly interested in writing formal specifications for their software. However, current formal verification languages and tools are difficult to learn and use for BCS (Section 6.5.1). Therefore, another potential direction could be building customized formal specifications for the BCS domain.
Research Directions
The needs of BCS developers as identified in Section 6.5 will provide guidance to researchers to identify areas needing the most attentions. One of such areas is testing, where BCS development would benefit from research efforts. While prior research has focused on testing distributed programs (Campion and Messinger 2013) , BCS operates on a different type of distributed environment where nodes are both collaborating and competing with each other other at the same. Moreover, some of those nodes may potentially have malicious intents. To simulate such networks in a testing environment (Section 6.5.1), research efforts are required to model their behavior. Such models may be also useful to mathematically verify the reliability and security of a network.
Second, smart-contracts automatically execute on distributed virtual-machines (e.g., EVM) based on certain predefined conditions. Since smart-contract programming languages (e.g., Solidity and Vyper) have different syntax and execution models, existing formal specification languages do not work well for those (Section 6.5.3). Although recent studies have focused on building new customized specifications to secure smart-contracts (Hildenbrandt et al. 2018; Park et al. 2018) , more research effort is warranted as it is a high priority for the BCS developers.
Third, automated security testing is another key need for BCS developers. Fuzzing 4 technique has been successfully used for automated security testing in various domains. ContractFuzzer (Jiang et al. 2018 ), a recent tool, is the first fuzzer that aims to provide fuzzing support for Ethereum smart-contracts. However, such fuzzers are currently nonexistent for other types of BCS. Research efforts to build fuzzers for various BCS would tremendously help the BCS ecosystem (Section 6.5.1) as security is the top priority for BCS projects. Finally, academic researchers, often in collaboration with practitioners, may focus on automated documentation generation, the lack of which is a barrier for the newcomers (Section 6.4.4).
Threats to Validity
This section discusses the four common types threats to validity for this study.
Internal Validity
Participant selection is the primary threat to internal validity. We selected five commits as the threshold for an invitation to this survey. A higher or lower threshold may have altered the results. However, the results of our analysis did not find any significantly differences in opinions based on the number of pull requests of a respondent (Q8). Therefore, this threat may be minimal.
Although the response rate of our survey is similar to prior SE surveys Kononenko et al. 2016) , the response rate is only (≈13%). Therefore our results could suffer from a potential 'non-response bias' (i.e., the opinions of the respondents who chose to participate may be different from who did not) (Armstrong and Overton 1977) . Even so, the 156 responses that we analyzed provide a rich source of data to reveal the insights described in this paper.
Construct Validity
The primary threats to construct validity are related to the design of our survey. For example, respondents may misunderstand our questions or the questions may not be appropriate to investigate our research questions. Therefore, we took following measures during our survey design to reduce potential threats.
-We conducted expert reviews as well as a pilot test to check both understandability and appropriateness of the survey questions. The actual responses our open-ended questions do indicate that the respondents understood the intent of the survey questions. Therefore, we think this threat is minimal. Another potential threat to construct validity is our comparison of the BCS developers' ratings collected for this study with the ratings from the MS study. On the comparability of two different surveys, Herndon suggests that two surveys are comparable if both surveys have: i) the same target population, ii) the same objective, and iii) uses the same survey methodology (Herndon 2018) . The MS study, empirically identified 28 statements spanning various software engineering as well as general work feature, to identify differences between game and non-game development. These statements were rated by three separate groups of developers to identify differences in opinions among those groups. In this study, we have collected ratings from a fourth group (i.e. BCS developers) for 19 out of the 28 statements that are applicable to BSC projects and compared that group with the three groups from the MS study. We believe data collected for our study is comparable with the MS study since both studies have: i) software developers as the target population, ii) have the same objective of comparing the opinions of software developers from different domains, and iii) used a web-based survey to solicit ratings for a similar set of statements using the same Likert-scale. Moreover, comparing data from multiple surveys is not uncommon in many disciplines (Elliott and Davis 2005; Sadana et al. 2002; Schenker et al. 2016; Lohr and Rao 2000; Raghunathan et al. 2007 ). Therefore, we consider this threat to be minimal.
Finally, we have compared the demographics of our respondents against the demographics of the respondents reported in the SO survey. Comparisons of demographics across multiple surveys is common (Mcdonald 2007; Ross et al. 2010; Posel and Devey 2006) . Since our respondents come from the same population (i.e., software developers), a possible threat to validity for these comparisons is minimal.
External Validity
The respondents of our survey may not adequately represent all BCS developers. While our respondents come from 61 different BCS projects, they primarily represent the top ones. Therefore, some of the opinions, especially, the challenges encountered by BCS developers in smaller projects may be different from those included in this study. However, our results also indicate that BCS developers' challenges are primarily due to the differences between BCS and non-BCS development, which may be similar across all projects. Section 6.3.6 compares BCS development with three non-BCS development domains from the same organization (i.e., Microsoft). Therefore, differences identified in that section may not apply to a different domain or a different organization. A common misconception about industrial research at large companies such as Microsoft is that software projects at Microsoft are not representative of other software projects. While projects might be larger in size, most development practices at Microsoft are adapted from the general software engineering community and also used outside Microsoft. Since Microsoft is a well-recognized and mature software development organization, we believe that MS developers are eligible to provide us credible insights on non-BCS development,
Conclusion Validity
We sent out the survey to 1,604 BCS developers that were eligible at that time. Using Yamane's (1973) formula for a recommended sample size, we would need ≈320 responses to obtain results that are within 5% margin of error. Despite our best efforts, we obtained only 156 responses that are eligible for analyses. Therefore, many of our quantitative results are subject higher margin of errors. However, several prior SE surveys that have provided valuable insights to the community are also subject to similar errors as responses for SE surveys are generally low (Lee et al. 2017; Kononenko et al. 2016; Bosu et al. 2017 ).
Conclusion
Despite the existence of a large number of active BCS projects as well as tremendous developer interests in the blockchain technology, there have been few empirical SE research exploring this area. In an attempt to bridge this gap, we studied the motivations, challenges, and needs of BCS developers. Our results suggest that although most of the BCS projects are Open Source Software (OSS) projects by nature, more than 93% of our respondents found BCS development somewhat different from a non-BCS development as BCS projects have higher emphasis on security and reliability than most of the non-BCS projects. Other differences include: higher costs of defects, decentralized and hostile environment, technological complexity, and difficulty in upgrading the software after release. These differences were also the primary sources of challenges to the BCS developers. Software development tools that are tuned for non-BCS do not adequately support BCS development tasks and the ecosystem needs an array of new or improved tools, such as: a customized IDE for BCS development tasks, debuggers for smart-contracts, testing support, easily deployable simulators, and BCS domain specific design notations.
From the findings of our study, the prospective joiners of BCS development may gain some technical insight such as to learn secure programming practices, form mindset on test-centric development approach and also non-technical issues related to collaboration in the community of diverse motivation. Students wishing to join BCS should prepare themselves by gaining knowledge in networking, distributed programming, cryptography, and mathematics. This study also identifies pressing need of tools supporting various BCS development tasks. Many of these tools require active participation of SE researchers who are expected to grab high-impact research problems from this research. 
