This paper presents an approach to conducting formative assessment of student coursework within diagram-based domains using Computer Based Assessment (CBA) technology. Formative assessment is perceived as a resource-intensive assessment mode and its usage is in steep decline in higher education. CBA technology developed out of the desire to automate assessment due to the necessity of assessing students with decreasing unitresource; it can overcome the decline in formative assessment by automating those processes which are considered resourceintensive.
INTRODUCTION
The aim of this work is to demonstrate that the formative, Computer Based Assessment of diagram-based domains is both feasible and useful.
Formative assessment can be used to assess a wide variety of learning outcomes, it encourages openness among students, it can be a useful method of avoiding mark aggregation and it helps in combating plagiarism [7] . Pedagogic drawbacks associated with formative assessment [11] can be minimized through simple techniques such as the use of a two-part assessment process where a summative element is introduced as a second stage to act as a motivator. Despite this, recent times have seen a decline in formative assessment usage across higher education institutions. The perception of formative assessment as resource-intensive continues to be widely held; therefore, as institutions are expected to teach with a decreasing unit of resource the amount of formative assessment conducted is reduced.
Computer Based Assessment systems allow for the delivery of teaching materials, the input of solutions by students, an automated assessment process and the delivery of feedback via an integrated and online system. CBA developed out of the desire to automate an increasingly large workload of assessment within the context of providing higher education to a larger proportion of the population without proportionately higher resources. Thus a key practical benefit of CBA is to save time and costs; the reasons motivating the development of CBA would therefore seem to be analogous to those responsible for the decline of formative assessment.
FORMATIVE ASSESSMENT
Formative assessment is that form of assessment in which the primary aim is to assist the process of learning. Formative assessment stands opposed to summative assessment, in which the primary aim is to provide an indicator of progress at the end of a particular learning process. Formative assessment should occur throughout the learning process, with the most important deliverable in formative assessment being feedback. Indeed, it has been argued that it is only formative assessment that truly provides feedback, and that the results of summative assessment merely constitute "feedout" [7] .
It is, therefore, essential to define what constitutes good feedback within a formative context. Nicol and Macfarlane-Dick have proposed seven principles of formative feedback practice as a result of their conceptual model based upon student-centred learning methodologies [6] . To summarise, formative feedback should: facilitate self-assessment; encourage both teacher and peer dialogue; clarify what is meant by good performance; provide opportunities to improve; deliver high quality information to students; encourage positive beliefs; and provide information to teachers which can be used to improve teaching.
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COMPUTER BASED ASSESSMENT
Computer Based Assessment (CBA) constitutes a section of learning technologies distinguished from others by the number and types of processes that are automated. The relationships between CBA and Computer Assisted Assessment (CAA), Computer Assisted Learning (CAL) and Computer Based Learning (CBL) can be represented as shown in Figure 1 .
Computer Based Assessment refers to the delivery of materials for teaching and assessment, the input of solutions by the students, an automated assessment process and the delivery of feedback, all achieved through an integrated, coherent, online system. It can be seen as that specialisation of CAA in which the entire process (including the development of solutions by candidates) occurs online, at a computer terminal, and also as that specialisation of CBL in which assessment must occur as part of the system, as well as the delivery of teaching and learning materials.
The benefits of CBA can be classified into two groups: the pedagogic and the practical [10] . The practical reasons, the motivation for the development of CBA in the first place, are the central focus of much literature and centre on CBA's ability to speed up assessment. CBA develops out of the desire to automate an increasingly large workload of assessment within the context of providing higher education to a larger proportion of the population without proportionately higher resources and hence its time-saving potential is crucial.
Brown et al [1] suggest 10 pedagogic criteria for measuring the quality of assessment. Table 1 considers whether CBA meets each of these criteria in turn. It can be seen that in 7 of the 10 criteria CBA is likely to present a distinct pedagogic advantage over traditional assessment, while in the remaining 3 criteria CBA has no negative effect. Hence CBA can be said to have concrete pedagogic benefits. This work aims to target the practical benefits of CBA technology onto the problems associated with formative assessment, and augment the pedagogic benefits of CBA still further by demonstrating useful formative assessment properties. 
COURSEMARKER AND DATSYS 4.1 CourseMarker
The CourseMarker system, originally called Ceilidh CourseMaster, is the successor to the well-known and widely used Ceilidh system [5] . The vast majority of Ceilidh functionality and attendant concepts, such as a multi-layer architecture and marking tools, were reused within CourseMarker -for a comparison of Ceilidh and CourseMarker functionality, see [3] -but CourseMarker has better performance, scalability, extensibility, maintainability and portability. It was designed using Object Oriented techniques and Design Patterns and is platform neutral since it is implemented in Java, together with some UNIX-like tools, which can be run under Windows using Cygwin [2].
CourseMarker's architecture is expanded from that of Ceilidh. Commonalities and variations between the tools and data layer were identified, with the commonalities abstracted into class hierarchies and the variation represented by extension points and parameterisation [10] . The resultant architecture has seven servers: the login server, Ceilidh server (for course structure), course server, submission server, marking server and auditing server. RMI is used for convenient distribution.
Course structure in CourseMarker operates using a hierarchical directory structure for courses, units and exercises. There are five types of users: students, tutors, teachers, developers and system administrators.
The design of CourseMarker's Generic Marking Mechanism was based upon Ceilidh's system of marking tools. A Marking Scheme is used to describe the marking of an exercise, calling upon Marking Commands to mark aspects of the solution. These call Marking Tools, return marks and then generate a Marking Result which contains feedback to the user richer than that returned by Ceilidh. Marking Tool Configurations, which are exercise-specific, exist to specialise the marking tool to the requirements of the exercise. A full conceptual overview of each of these components is provided in [10] . The appearance of rich feedback, based upon the Marking Result, was completed by the use of a GUI representation within the student CourseMarker client [4] . The design of the marking system was deliberately engineered to be sufficiently flexible for the CBA of many types of exercise, including in diagram-based domains.
CourseMarker supports the presentation of course materials, course administration and assessment of submitted student coursework and has been successfully used at the University of Nottingham and at a number of other institutions. The amount of workload it carries has increased year-on-year at Nottingham, and reports on the system by students (both those who had previously used Ceilidh and those who had not) are generally of a positive nature. Teachers and administrators find the system easier to use than Ceilidh, and the system has considerable advantages in terms of marking time saved and quality of feedback given.
CourseMarker is thus a proven system for the reliable delivery of CBA coursework and provides a suitable set of foundations on which to build this work.
DATsys
Tsintsifas identified the need for diagram-based CBA and developed DATsys as a result [10] . CBA applications developed previously did not address the assessment of diagram-based domains, while existing diagramming packages had not been designed with CBA in mind. DATsys was developed concurrently with CourseMarker; the two are thus designed to be used together.
The main components of the system are the DATsys framework for diagram-based CBA, the Daidalos environment for authoring diagram notations, the Ariadne environment for exercise authoring, the Theseus customisable student diagram editor and the Generic Marking Mechanism. The generic marking mechanism is that part of CourseMarker that has already been described; such is the interlinking of the systems. DATsys is an object-oriented framework whose classes make up a reusable design for CBA-oriented diagram editors. Daidalos, Ariadne and Theseus are concrete subclasses for such diagram editors, each intended for use by different users.
Daidalos allows the authoring of specifications for diagram notations; it is used by developers to author diagram domains before they can be used in assessment. Daidalos defines tools for the creation of figures, diagram elements, tools and commands, as well as a selection editor which allows domain libraries of diagram notations to be managed. Developers using Daidalos to author diagram domain notations can define diagram elements (in terms of their graphical view, underlying data model and connectivity constraints), tools and their interaction with the diagram elements, and menu options and the commands they execute. Daidalos is effectively a standalone application with no integration with CourseMarker.
Ariadne allows the authoring of specifications for CBA exercises within a diagram domain previously specified using Daidalos. Teachers use Ariadne for the specification of exercises. The student diagram editor is specified in terms of its available tools and user options. The marking scheme and marking tool configuration can be edited and configuration for the exercise can be specified. It is possible to draw a model solution upon Ariadne's drawing canvas. Ariadne has access to the CourseMarker directories and knowledge of the files that describe the exercise configuration.
Theseus is the configurable student diagram editor within which students develop their solution before submission. All of Theseus' features, including the tools available and available options, are defined through configuration. Theseus takes three configuration files: the first provides the exercises specific tool library, the second provides the tools to be placed on the toolbar and the third provides configuration for Theseus' execution parameters, working paths, etc. Upon completion, the students save the solution as a diagram file (with a .draw extension). The students then submit their solution through CourseMarker, which is responsible for marking the solution using the relevant diagramming marking tools, defined in the exercise specification, and returning appropriate feedback. Diagramming exercise types have Theseus as their registered editor automatically within CourseMarker.
Before this work, diagram-based CBA exercises of a summative nature had been developed and deployed in three domains: logic design, flowchart design and object-oriented design. Live experience has shown that the process of developing exercises is relatively lengthy but straightforward, and that diagram-based CBA is both feasible and useful [10] . This work constitutes the first use of the DATsys and CourseMarker systems for purely formative assessment; however, it is clear that DATsys provides both generic functionality for the representation of diagram elements and an extensible marking system.
CURRENT WORK
For CBA to truly occur, delivery of materials for teaching and assessment, input of solutions by the students, automated assessment process and delivery of feedback must all be facilitated by the system. For the assessment to be formative it must be conducted throughout the learning process, as an integral part of that process, and have the central aim of providing feedback to enable the enhancement of learning. The approach aims to build on top of CourseMarker and DATsys since building a standalone system, under the circumstances, would constitute a reinvention of the wheel. A key point of progress in identifying the requirements for the formative assessment of diagrams so far has been the practical experience gained in implementing a live system, built on top of these CBA software foundations, which attempted to attain good formative assessment practice.
The assessment was conducted as part of a course in Database Systems, a compulsory course for second year Computer Science undergraduates at the University of Nottingham. The system attempted to formatively assess student Entity-Relationship diagrams as part of coursework in which students developed their diagrams at an early stage before moving on to successive stages involving the construction of SQL query statements which were further assessed by CourseMarker using methods unrelated to this work.
The coursework constituted a two-part assessment. An initial problem was presented under purely formative conditions, with the students allowed an unlimited number of submissions and unlimited help from lab assistants in weekly lab sessions. A second problem was then presented to the students with a summative element: although unlimited submissions to CourseMarker were still allowed, help from lab assistants was limited and students were expected to copy the final diagram into a pre-designated submission form for final, summative marking. This structure was agreed with, and heavily influenced by, the module lecturer. In a similar way the exercise specifications were developed mainly by the module lecturer. This ensured, firstly, that the exercises were useful since they had been set by a subject specialist and, secondly, that they did not unconsciously play to the strengths of the system whilst hiding weaknesses.
For the marking of student submissions a new Marking Command, the EntityRelationshipCMD, was created together with a new Marking Tool, the EntityRelationshipTool. The approach to marking was based upon an assessment of diagram features, in which the types of nodes and their connections were assessed against criteria provided by the exercise developer. Tsintsifas [10] had developed a similar system for the marking of his trial OO diagramming course; however the approach here was considerably extended to allow the student increased flexibility. In Tsintsifas' course all possible diagram elements were provided as complete, uneditable entities with incorrect entities also included as distracters. It was felt that in the context of the Entity Relationship diagrams such a method, even with distracters, would serve to provide the students with too much help, especially in light of the fact that an initial problem for the students was to correctly identify Entities, Attributes and Relationships from the problem description.
Instead, the students were provided with generic diagram elements for Entities, Relationships and Attributes, together with a tool to edit the text within each element on the canvas to the string of their choice. The tool library for these exercises is illustrated in figure 2. The EntityRelationshipTool worked from the assumption that each diagram element representing an Entity or an Attribute was a composite figure whose members included a text field called TextElement; indeed, this would always be true since the original elements were authored this way in Daidalos. Diagram elements could thus be checked in terms of not only the type of element they represented, but also the text they contained. Since multiple strings could constitute a valid element text the EntityRelationshipTool allowed the mark scheme to specify desired text in terms of a regular expression notation based upon Oracles [12] , which had already been used successfully in the assessment of programming coursework.
Figure 2. Student tool library for entity-relationship exercises
As usual in CourseMarker exercises the marking tool was invoked by the marking scheme, expressed in Java. Both the submitted student diagram and the features specification file were passed to the command by the marking scheme. Within the specification file each line represented an individual features test, specifying in turn the mark for the test, the feature being sought, text to describe the feature test and accompanying feedback for positive and negative results.
Features tools examined the structure of the diagram and could search for specific types of nodes, text and the links between them.
Acceptable tests for features sought were: exist, which searched for an element of a given type; exact, which searched for an element of given type and text; connection, which searched for a connection of given directionality and type between two specified element types; exactConnection, which searched for a connection of given directionality and type between two elements of specified types and texts; compositeRelationship, which searched for an entire valid E-R relationship, given its directionality, start and end entity types and texts, and relationship type and text.
With the exception of compositeRelationship, these features tools are generic; assessment of other diagram domains would involve simply authoring the notation in Daidalos and writing features specifications for the exercises that refer to the new diagram element names.
Results and Analysis
The two-part assessment strategy successfully ensured a high student motivation: of 141 active students registered on the Database Systems course, 130 (92%) attempted the formative diagramming exercises. Although the students themselves were presented with text feedback rather than their percentage scores, the following results give a good indication of the level of assistance provided by the system. For the smaller initial problem set students made an average of 5 submissions, with first submissions being awarded an average of 49.2% and final submissions an average of 75.1%. For the larger second problem linked to the summative assignment, students made an average of 9 submissions (with 8 students making more than 25 submissions and one student a total of 72!), with initial submissions being awarded an average of 50.7% and final submissions an average of 70.1%.
Completed questionnaires showed that students were pleased by the parameterised Theseus development environment in which they were asked to develop their solutions. Although it was effectively optional, most students chose to directly develop their solutions online -the main exceptions were those most conscientious students who had started to develop their solutions on paper at home as soon as the coursework was announced, and even many of those were persuaded to copy their solutions from paper into Theseus in order to gain feedback. The lab assistants largely corrected most common student misunderstandings quickly; these can be reduced in future by different question wording. Generally, however, students found the instructions clear and the exercises straightforward.
A major problem from a marking point of view occurred because of the way in which features tests are specified in CourseMarker. Each features test is assessed exactly once and a mark assigned for each submission. Although this had previously seemed adequate for features testing of both programming coursework and the summative CBA of diagrams by Tsintsifas [10] , in the coursework being assessed here there were several equally valid model solutions with slightly differing, mutually exclusive, features. As a result, features tests could only be constructed to search for that subset of features which were common to all model solutions. It is clear, therefore, that for true formative CBA of diagrams to occur, the method by which features tests occur in CourseMarker must be changed to be more expressive, incorporating possibilities for conditionals and multiple, mutually exclusive cases.
A second problem was in the lack of marking for diagram appearance. Since the features marking system utilised considered only the diagram elements and the connections between them, it was possible to attain good feedback with a diagram of very poor layout. Indeed, many students took full advantage of this fact, meaning that when unexpected feedback was received it was often difficult for a lab assistant to determine what was wrong with a student diagram. In fact, the importance of marking diagram appearance had been identified before deployment of the course and was not implemented simply because of time constraints. In the event, experience has confirmed that this is a major issue that will need to be addressed.
The third major problem was in the expressiveness of the feedback. Although considerable effort was undertaken to provide useful feedback for each features test -especially the feedback for the 'negative' case where the student had failed the feature test and assistance was required -it is clear that the feedback did not fully constitute effective formative feedback as defined in section 2. Specifically, the feedback tended to be too lengthy, since feedback was returned for every features test, and too focused on particular student weaknesses due to its link to a specific features test failure. It is clear that the method of returning feedback in CourseMarker must be changed to provide less feedback, but of a more motivational nature.
PROPOSED EXTENSIONS
Analysis of the current work in section 5.1 highlighted three major shortcomings of the work at its current stage: the inability to mark diagram appearance, the inexpressive method for defining features tests and the shortcomings in the presentation of feedback. Here proposals for improvements are very briefly summarised.
Assessing Diagram Appearance
The proposed approach attempts to define a generic yet extensible mechanism for the assessment of diagram layout based upon the identification of the commonality and variation between diagram layouts in disparate domains. Commonality across domains will be represented by a set of configurable aesthetic measures, implemented as marking tools, which will each examine one aspect of a diagrams appearance using criteria inspired by user interface design aesthetics and graph layout. Useful UID aesthetics include measures for balance, equilibrium, symmetry, sequence, cohesion etc [8] while graph layout principles include the minimisation of line segmentation and crossings [9] . Variation between domains will be accommodated by a set of domainspecific structural measures based upon established layout guidelines for the domain in question, together with parameterisation of the aesthetic measures according to domain importance.
Extended Feedback Mechanism
It is proposed to prioritise shortcomings in a submitted solution according to the assigned weight of the marking tool which highlighted the shortcoming. The student would then be presented with feedback regarding the two most serious shortcomings of the submitted solution, together with comments about the diagram appearance. Other comments can be made on subsequent student submissions, allowing the student's solution to improve incrementally. Guidelines for the phrasing of motivational rather than critical feedback are also required.
Features Test Representation
Efforts are underway to replace the current system of features testing, which uses a specifically-formatted text file to specify the individual tests, with a script for features testing written in Java. This will allow features tests to be executed only under specific conditions in order that multiple cases of the model solution can be accommodated.
