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Abstrakt 
Tato bakalářská práce se zabývá srovnáním mobilních platforem Samsung bada a Google Android, a 
to zejména z hlediska vývoje nativních aplikací. Srovnávány jsou možnosti nativních aplikací, 
vývojové nástroje a podpora grafiky a multimédií u obou platforem. V rámci práce byla pro obě 
platformy vytvořena aplikace – hra Had. Práce popisuje návrh této aplikace, rozdíly v implementacích 
a diskutuje možnosti přenositelnosti kódu mezi platformami. 
 
 
 
Abstract 
This thesis deals with comparison of two mobile device platforms Samsung bada and Google 
Android, primarily from a point of view of native application development. Native applications 
features, graphics and media support as well as developer tools are compared. As a part of this thesis, 
an application was created – a variety of a classic Snake game. This text describes design of this 
application, differences in the implementation, and discusses possibilities of application porting 
between the platforms. 
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1 Úvod 
V posledních letech zaznamenala mobilní zařízení velmi rychlý vývoj. Díky pokračující miniaturizaci 
mají dnešní mobilní telefony výkon, jaký byl ještě před pár lety možný jen u moderních stolních 
počítačů při řádově vyšší spotřebě elektrické energie. V roce 2007 nastolil iPhone s operačním 
systémem iOS od firmy Apple nový trend chytrých telefonů s dotykovými obrazovkami. Ostatní 
výrobci se pak museli tomuto trendu přizpůsobit jak v oblasti hardwaru, tak i v oblasti softwaru. 
Z tohoto důvodu vznikly nové mobilní platformy, zejména Google Android, Microsoft Windows 
Phone nebo Samsung bada. 
Pro všechny dnešní mobilní platformy je společným znakem možnost vývoje nativních aplikací 
a jejich centralizovaná distribuce v obchodech s aplikacemi, která je výhodná pro všechny zúčastněné 
strany. Dnes, kdy jsou chytré mobilní telefony čím dál dostupnější, se počty dostupných aplikací 
počítají v tisících a počty jejich stažení v milionech1. Vzhledem k podobným možnostem nativních 
aplikací na dnes nejrozšířenějších platformách by pro vývojáře bylo nejvýhodnější vytvořit jednu 
aplikaci a tu pak distribuovat ve všech obchodech s aplikacemi. To ale není možné kvůli rozdílným 
architekturám a vývojovým nástrojům jednotlivých platforem. Vývojové nástroje pro jednotlivé 
platformy se zpravidla liší i použitým programovacím jazykem. 
Cílem této bakalářské práce je z hlediska vývoje aplikací a multimediálních a grafických 
možností srovnat platformy a Google Android a Samsung bada. Dále vytvořit aplikaci, na které 
budou tyto možnosti v praxi odzkoušeny a porovnány. Pro tyto účely byla zvolena hra had, jedna 
z nejstarších her, která se objevila na mobilních telefonech.2 
 Kapitoly 2 a 3 obsahují základní informace o porovnávaných platformách Android a bada. U 
obou platforem je stručně popsán jejich vývoj, historie verzí a dostupné programátorské nástroje. 
Dále je u nich nastíněna architektura platformy, popsán framework pro tvorbu nativních aplikací a 
životní cyklus aplikace. 
 Kapitola 4 se zabývá návrhem vytvořené aplikace, kapitola 5 pak její implementací, přičemž 
rozebírá možnosti přenositelnosti kódu. 
                                                     
 
 
1 Na přelomu roků 2011 a 2012 dosáhl počet aplikací na Android Marketu (nyní Google Play Store) 400000. 
Google v prosinci roku 2011 na svém oficiálním blogu (http://googleblog.blogspot.com ) oznámil, že celkový 
počet stažení aplikací přesáhl 10 miliard. 
2 Hra Snake se objevila na mobilních telefonech Nokia poprvé v roce 1997, 
více: http://en.wikipedia.org/wiki/Snake_%28video_game%29#Snake_on_Nokia_phones 
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2  Platforma Android 
Android je softwarová platforma pro mobilní zařízení, postavená na modifikované verzi linuxu. 
Obsahuje operační systém, middleware3 a základní aplikace. Android byl původně vyvíjen americkou 
společností stejného jména, kterou v roce 2005 odkoupil Google. Většina kódu Androidu pak byla 
vypuštěna pod open-source licencí Apache4. Android se tak stal pro výrobce hardwaru, zejména 
mobilních telefonů a tabletů, velmi atraktivním. Chce-li výrobce do svého zařízení nainstalovat 
android, stačí mu stáhnout plný zdrojový kód a provést žádané úpravy. Zpravidla výrobci přidávají 
vlastní grafickou nástavbu. [1] 
První zařízení, běžící na operačním systému Android, se začalo prodávat v říjnu roku 20085. 
Android pak zaznamenal velmi rychlý vzestup. Z celosvětového podílu na trhu chytrých telefonů 
2,8% ve 2. čtvrtletí roku 2009 se do 4. čtvrtletí roku 2010 stal světově nejprodávanější mobilní 
platformou s 33%. Podle odhadu společnosti Gartner[2] z 4. kvartálu roku 2011 pak drží Android více 
než polovinu trhu s 50,9%. [3] 
2.1 Historie verzí 
Verze Kódové označení Úroveň API Podíl Datum vydání 
1.0 
  
0,0% 23. 9. 2008 
1.1 
 
  
0,0% 9. 3. 2008 
1.5 Cupcake 3 0,3% 30. 5. 2008 
1.6 Donut 4 0,7% 15. 9. 2009 
2.1 Eclair 7 6,0% 26. 10. 2009 
2.2 Froyo 8 23,1% 20. 5. 2010 
2.3 – 2.3.2 
 Gingerbread 
9 0,5% 6. 12. 2010 
2.3.3 – 2.3.7 10 63,2% 9. 3. 2011 
3.0 
Honeycomb 
11 0,1% 22. 3. 2011 
3 12 1,0% 10. 5. 2011 
3.1 13 2,2% 15. 7. 2011 
4.0 – 4.0.2 
Ice Cream Sandwich 
14 0,5% 19. 10. 2011 
4.0.3 15 2,4% 16. 12. 2011 
Tabulka 2.1 – Verze platformy Android [4] 
První komerční verze (verze 1.0) Androidu byla vydána v září roku 2008. Další verze opravovaly 
chyby a přidávaly nové vlastnosti. Až po verzi 2.3 byl Android vyvíjen a používán téměř výhradně 
pro mobilní telefony. Verze 3 byla naopak výhradně pro tablety. Obě vývojové větve pak byly 
spojeny v univerzální verzi 4. [5] 
Tabulka 2.1 znázorňuje vývoj verzí Androidu a jejich podíl k 1. 4. 2012. 
                                                     
 
 
3 Software, spojující operační systém a aplikace. http://en.wikipedia.org/wiki/Middleware 
4 Více: http://www.apache.org/licenses/  
5 Model Dream taiwanké společnosti HTC byl vypuštěn 22.10.2008 
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2.2 Architektura platformy 
 
Obrázek 2.1 –  Hlavní komponenty architektury operačního systému Android [6] 
Operační systém Android je možné zhruba rozdělit do pěti sekcí ve čtyřech hlavních vrstvách – viz 
obrázek 2.1: 
• Linuxové jádro (kernel) – Android je postaven na linuxovém jádře. To se stará se o správu 
procesů a paměti a obsahuje nízkoúrovňové ovladače. Do verze Androidu 4.0 bylo používáno 
linuxové jádro verze 2.6, ve verzi 4.0 je pak použito jádro verze 3.0.1.  [1] [6] 
• Knihovny (libraries) – Android obsahuje sadu knihoven v jazyce C/C++, poskytující hlavní 
funkčnost OS. Jedná se například o databázovou knihovnu, knihovny pro práci s multimédii 
apod. Tyto knihovny jsou přístupné programátorům přes aplikační framework. [6] 
• Android runtime – jedná se o knihovny umožňující běh aplikací. Android obsahuje 
knihovny poskytující většinu funkčnosti programovacího jazyka Java. Tato sekce také 
obsahuje Dalvik, speciální virtuální stroj navržený pro práci na přenosných zařízeních s 
omezenými zdroji. Každá aplikace v Androidu spouští svůj vlastní proces, který běží v 
samostatné instanci Dalviku. Vykonávání kódu aplikace je tak izolováno od ostatních 
běžících aplikací.[1][6] 
• Aplikační framework (Application Framework) – umožňuje programátorům aplikací využít 
možnosti OS Android přes aplikační rozhraní (API – Application programming interface). 
Jednotlivá API zapouzdřují knihovny v jazyce C/C++ z nižší vrstvy. Ve stejném frameworku 
jsou vyvíjeny i základní (předinstalované) aplikace v OS. Základní aplikace je tak možné 
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plně nahradit aplikacemi třetích stran, protože programátoři mají k dispozici totožné 
možnosti. [1] 
• Aplikace (Applications) – jedná se o nejvyšší vrstvu architektury. Obsahuje základní 
(předinstalované) aplikace nezbytné pro fungovaní zařízení (Kontakty, Webový prohlížeč, 
apod.), ale také další aplikace stažené a nainstalované z obchodu s aplikacemi. [1] 
2.3 Vývoj aplikací 
Pro programování nativních aplikací pro Android má programátor k dispozici téměř kompletní formu 
jazyka java. Vývoj pro Android je tak v mnoha ohledech stejný jako vývoj pro PC a programátor se 
například nemusí explicitně starat o práci s pamětí.  
Android nabízí mezi současnými platformami unikátní koncept tvorby aplikací. Aplikace jsou 
složeny z jednotlivých komponent, přičemž mohou využívat komponenty z aplikací jiných. Uživatel 
tak může při jedné úloze využívat komponenty více aplikací. Důsledkem tohoto konceptu je mimo 
jiné fakt, že aplikace v OS Android tak nemají jediný vstupní bod – nemají ekvivalent metody 
Main.[1] 
2.3.1 Komponenty aplikace 
Základní komponenty nativní aplikace na platformě Android jsou aktivity (Activity), služby (Service), 
přijímače vysílání (Broadcast reciever) a dodavatelé obsahu (Content provider). Tyto komponenty 
lze také chápat jako vstupní místa pro komunikaci se systémem. Každá aplikace nemusí obsahovat 
všechny tyto komponenty. Má-li ale například aplikace uživatelské rozhraní (UI6), musí obsahovat 
alespoň jednu aktivitu.[7][8] 
Tři z komponent aplikací, aktivity, služby a přijímače vysílání, jsou aktivovány pomocí 
asynchronních zpráv – záměrů (intent). Záměry také slouží ke komunikaci mezi komponentami (i 
různých) aplikací. Na jaké záměry komponenta reaguje, je specifikováno pomocí filtrů 
záměrů (intent filter), zpravidla v manifestovém souboru aplikace. [9] 
2.3.1.1 Aktivity 
Tato kapitola čerpá zejména z [7], [8] a [1]. 
Aktivity jsou základní stavební kameny pro tvorbu uživatelského rozhraní. Jedna aktivita představuje 
jednu obrazovku s UI. Lze je tedy chápat jako analogii oken nebo dialogů v aplikacích pro stolní 
počítače. Aplikace se typicky skládá z více vzájemně propojených aktivit, z nichž jedna je 
v manifestovém souboru aplikace označena jako hlavní. 
Jak již bylo uvedeno výše, aktivity mohou pomocí záměrů spouštět jiné aktivity,  a to i z jiných 
aplikací7. Vždy, když je spuštěna nová aktivita, je přidána na vrchol zásobníku aktivit (back stack8). 
Aktivita na vrcholu zásobníku je vždy na popředí. Je-li nově spuštěná aktivita ukončena (například 
stisknutím tlačítka zpět), je vyzvednuta z vrcholu zásobníku a zahozena. Na vrchol zásobníku, a tak i 
do popředí, se dostává předchozí aktivita. Kolekce takto postupně spouštěných aplikací, které slouží 
                                                     
 
 
6 User inteface 
7 Například aktivita aplikace Fotoaparát může spustit aktivitu z aplikace Zprávy zajišťující tvorbu nové MMS 
obsahující právě vyfocený obrázek. 
8 Podle tlačítka zpět (back) 
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k jednomu úkolu, jsou označovány jako úlohy (task). Přepínáním mezi těmito úlohami je v Androidu 
implementován multitasking. 
 
Obrázek 2.2 – Životní cyklus aktivity [7] 
 
Aktivita je implementována jako potomek třídy Activity. Vstupní bod do aktivity reprezentuje 
callback metoda (metoda zpětného volání) OnStart.  
Aktivace aktivit probíhá pomocí metody StartActivity, jejímž parametrem je objekt typu 
záměr. Pokud je nová aktivita spouštěna z jiné aktivity a z nové aktivity je očekávána návratová 
hodnota, lze použít metodu StartActivityForResult. Návratová hodnota je pak vrácena volající 
aktivitě pomocí callback metody OnActivityResult. Aktivita může ukončit samu sebe voláním 
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metody finish nebo může být ukončena metodou finishActivity z volající aktivity. Většinou je 
však ukončena automaticky – systémem. 
Obrázek 2.2 znázorňuje životní cyklus aktivity a callback metody, které jsou během něj volané. 
Pokud aplikace obsahuje pouze aktivity, je totožný s životním cyklem aplikace.  
Aktivita může existovat ve třech stavech: 
• Běží (Resumed) – aktivita je na popředí a může být ovládána. 
• Pozastavena (Paused) – aktivita není na popředí, ale je stále viditelná (Aktivita na popředí 
je částečně průhledná nebo nezabírá celou plochu obrazovky). V tomto stavu je aktivita 
stále uchována v paměti. 
• Zastavena (stopped) – aktivita je na pozadí a není viditelná. Stále je uložena v paměti, ale při 
nedostatku paměti může být ukončena systémem.  
2.3.1.2 Služby 
Služba je komponenta aplikace, určená pro vykonávání dlouhotrvajících operací na pozadí, ke kterým 
není vyžadováno uživatelské rozhraní. Je spouštěna jinou komponentou aplikace a pak běží, dokud 
není ukončena. Služba může nadále běžet i tehdy, když je komponenta, která ji volala, ukončena, 
nebo když uživatel přepne do jiné aplikace. Služby se hodí například pro implementaci přehrávání 
hudby, stahování souborů nebo pro provádění náročných výpočtů na pozadí. 
Služba je implementována jako potomek třídy service a může se vyskytovat ve dvou 
podobách podle callback metod, které implementuje: 
• Spuštěna (started) – je spuštěna z jiné komponenty pomocí volání funkce startService. 
Takto spuštěná služba může běžet na pozadí po neomezenou dobu i v tom případě, že je 
komponenta, která ji odstartovala, zastavena. Spuštěná služba zpravidla vykonává jednu 
operaci a po jejím dokončení sama sebe ukončí, aniž by vracela návratovou hodnotu. 
• Vázaná (bound) – vzniká, když komponenta aplikace zavolá metodu BindService. Ke 
komunikaci (zasílání požadavků, vracení výsledků) služby s vázajícími komponentami slouží 
rozhraní typu klient – server. Vázaná služba běží tak dlouho, dokud je vázána k jiné aplikační 
komponentě. Může přitom být vázána s více komponentami. Jakmile přestane být vázána 
alespoň s jednou komponentou, je ukončena.  
Služba si standardně nevytváří vlastní vlákno ani neběží ve svém vlastním procesu. Je na 
programátorovi, aby v konkrétních případech zvážil, zda je vhodné službě vlastní vlákno vytvářet.  
Obrázek 2.3 znázorňuje životní cykly jednotlivých typů služeb a callback metody, které jsou 
při něm volány. [10] 
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Obrázek 2.3 – Životní cyklus služby [10] 
2.3.1.3 Dodavatelé obsahu 
Dodavatelé obsahu abstrahují správu sdílených dat aplikací. Aplikace mohou ukládat data pomocí 
souborového systému, databáze, nebo na web. Pomocí dodavatelů obsahu pak mohou aplikace tyto 
data získávat nebo měnit, pokud to dodavatel obsahu povoluje. 
Dodavatel obsahu je implementován jako potomek bázové třídy ContentProvider. Pro 
získávání dat spravovaných dodavateli obsahu pak slouží třída ContentResolver. Komunikace 
mezi dodavatelem obsahu a objektem typu ContentResolver probíhá pomocí rozhraní klient-
server, kde dodavatel obsahu vystupuje jako server. 
Android sám o sobě poskytuje několik dodavatelů obsahu, například pro správu hudby, videí, 
obrázků a kontaktů. [11] 
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2.3.1.4 Přijímače vysílání 
Přijímače vysílání jsou komponenty aplikace, které reagují na vysílaná oznámení (broadcast). Tato 
vysílání mohou pocházet od systému9 nebo mohou být vytvářeny aplikacemi. Přijímače vysílání 
nemají vlastní uživatelské rozhraní. Mohou však vytvářet notifikace, které upozorňují uživatele na 
přijaté vysílání. 
Přijímač vysílání je implementován jako potomek třídy BroadcastReciever. Samotné 
vysílání je pak implementováno objektem typu záměr (Intent). [9] 
2.3.2 Procesy a vlákna 
Pokaždé když je spuštěna aplikační komponenta a aplikace, kde je komponenta definována, nemá 
vlastní proces, je vytvořen proces nový10, obsahující jedno vlákno, ve kterém implicitně běží všechny 
komponenty aplikace. 
Pokud je spuštěna nová komponenta, pro jejíž aplikaci již existuje proces, je spuštěna již 
v existujícím hlavním vlákně (a procesu) aplikace. Toto chování však může být explicitně změněno 
programátorem a každá komponenta tak může běžet ve vlastním procesu. Nastavení procesů pro 
aplikaci a její komponenty je prováděno v manifestovém souboru aplikace pomocí atributu 
android:process. [12] 
2.3.2.1 Priorita procesu 
Android se snaží udržet každý proces spuštěný co nejdéle. Většinou je ale postupem času nutné 
proces ukončit a uvolnit tak paměť procesům důležitějším. Výběr procesu pro ukončení při 
nedostatku paměti se řídí podle priority procesu. Procesy s nejnižší prioritou jsou ukončeny nejdříve a 
procesy s prioritou nejvyšší se snaží systém udržet co nejdéle. Existuje pět priorit procesu: 
1. Proces na popředí (Foreground process) – proces, potřebný pro aktuální činnost uživatele. 
Jedná se například o proces, ve kterém běží právě zobrazená aktivita nebo vázaná služba, ke 
které je právě zobrazená aktivita připojena. Tyto procesy jsou z důvodu uvolnění prostředků 
ukončovány jen zřídka. 
2. Viditelný proces (Visible process) – proces, ve kterém neběží žádná komponenta na popředí, 
ale přesto může ovlivňovat to, co uživatel vidí na displeji. Jedná se například o proces, ve 
kterém běží částečně viditelná aktivita. 
3. Proces služby (Service process) – proces, ve kterém běží spouštěná služba a který nespadá 
do žádné z vyšších kategorií. Proces přímo neovlivňuje to, co uživatel právě vidí na 
obrazovce. Může v něm například běžet služba pro přehrávání hudby, nebo služba, řídící 
stahování dat z internetu. 
4. Proces na pozadí (Background process) – proces, ve kterém běží pozastavené aktivity. Tyto 
procesy nemají přímý vliv na interakci mezi uživatelem a zařízením. Zpravidla jich v jednom 
čase existuje velké množství. Jako sekundární kritérium pro výběr procesu, který bude při 
nedostatku prostředků ukončen, slouží seznam naposled použitých aktivit (LRU – last 
                                                     
 
 
9 Systém takto může upozorňovat na různé události, například vypnutí obrazovky, kritický stav baterie, změna 
jazyka apod. 
10 Jedná se o proces na úrovni jádra OS – linuxový proces 
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recently used). Ukončení procesu uživatel zpravidla nevnímá, protože stav aktivit, které 
v něm běží, je před ukončením uložen a při novém startu aktivity obnoven. 
5. Prázdný proces (Empty process) – proces, ve kterém neběží žádna aplikační komponenta. 
Tyto procesy jsou udržovány pouze z důvodu rychlejšího startu komponent aplikací. [12] 
2.3.2.2 Vlákna 
Jak bylo zmíněno v kapitole 2.3.2, pro každou spuštěnou aplikaci je vytvořeno hlavní vlákno. Toto 
vlákno se často stará o vykreslování a reakce (spuštěné callback metody) na události uživatelského 
prostředí. Proto je někdy nazýváno vlákno uživatelského prostředí (UI thread). Všechny komponenty 
jednoho procesu jsou implicitně spouštěny v tomto vlákně. Jakékoliv náročnější operace v UI vlákně 
mohou zpomalit odezvy UI a znepříjemnit tak uživateli interakci s aplikací. Je proto vhodné všem 
náročnějším operacím vytvářet vlastní vlákna, a to explicitně nebo pomocí asynchronní úlohy11. 
Programátor by měl zabezpečit, aby UI vlákno nebylo blokováno a aby ke komponentám UI 
nebylo přistupováno z jiného, než hlavního (UI) vlákna. Pracovní vlákna vytvářená programátorem 
jsou implementována pomocí třídy Thread. [12] 
2.3.3 Manifestový soubor 
Každá aplikace v OS Android musí obsahovat manifestový XML12 soubor, 
AndroidManifest.xml, umístěný v kořenovém adresáři aplikace. Tento soubor poskytuje systému 
základní informace o aplikaci. Hlavní funkce manifestového souboru jsou: 
• Deklarace všech komponent aplikace 
• Specifikace oprávnění, která aplikace vyžaduje (například přístup ke kontaktům) 
• Deklarace minimální úrovně API (viz tabulka 2.1) 
• Deklarace softwarových a hardwarových prostředků, jejichž využívání je aplikací 
vyžadováno (například fotoaparát nebo GPS) 
• Specifikuje použité knihovny (API) 
Výpis 2.1 obsahuje příklad části manifestového souboru, ve kterém je definována aplikace a dvě její 
aktivity. [9] [13] 
 
                                                     
 
 
11 Třída AsyncTask – umožňuje vykonání blokové operace v pracovním vlákně, které sama vytvoří. Po 
dokončení operace vrátí výsledek do vlákna UI. 
12 Extensible Markup Language 
 11 
<?xml version="1.0" encoding="utf-8"?> 
<manifest ... > 
    <uses-sdk android:minSdkVersion="10" /> 
    <application 
        android:icon="@drawable/ic_launcher" 
        android:label="@string/app_name" > 
        <activity 
            android:name=".MenuActivity" 
            android:label="@string/app_name" > 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
                <category android:name="android.intent.category.LAUNCHER"/> 
            </intent-filter> 
        </activity> 
        ... 
        <activity android:name=".GameActivity" 
android:label="GameActivity"></activity> 
    </application> 
</manifest> 
 
Výpis 2.1 – Příklad části manifestového souboru 
2.3.4 Vývojové nástroje 
Google programátorům poskytuje sadu nástrojů Android SDK (Software development kit). Android 
SDK je modulární a uživatel si může nainstalovat pouze ty moduly, které potřebuje. Mezi dostupné 
moduly SDK patří jednotlivé verze API, emulátor (také AVD – Android virtual device), dokumentace 
nebo příklady aplikací. 
Programátor může aplikace vytvářet v textovém editoru a překládat je pomocí příkazové řádky, 
nebo může použít jedno z dostupných integrovaných vývojových prostředí (IDE – Integrated 
development enviroment). Oficiálně je podporováno prostředí Eclipse, a to pomocí doplňku Android 
Development Tools (ADT), který do Eclipse přidá všechny potřebné nástroje pro vývoj na platformě 
Android, jako například nové typy projektu, správce AVD nebo vizuální nástroj pro návrh UI. Pro 
vývoj aplikací pro Android lze ale také použít velké množství neoficiálních nástrojů13. 
Android také nabízí nástroj NDK (Native Development Kit), který umožňuje pomocí rozhraní 
JNI14 vkládat do aplikací komponenty programované v nativním jazyce OS (C/C++). NDK je možné 
využít pro zvýšení výkonu některých částí aplikace nebo přenos existujících komponent z jiné 
platformy, například PC, na Android. [14] 
2.3.5 Tvorba uživatelského rozhraní 
Základem pro tvorbu UI na platformě Android jsou aktivity, které představují jednotlivá okna 
aplikace. Samotné uživatelské rozhraní je pak tvořeno hierarchií potomků tříd View a ViewGroup15. 
Jednotlivé prvky uživatelského rozhraní, jako tlačítka nebo textová pole, jsou implementovány jako 
podtřídy bázové třídy View v balíku (package)  android.widget. Třída ViewGroup slouží jako 
                                                     
 
 
13 Například doplněk Kenai pro IDE NetBeans (více: kenai.com/projects/nbandroid) nebo IDE IntelliJ IDEA 
(více: http://www.jetbrains.com/idea/) 
14 Java native interface (více: http://cs.wikipedia.org/wiki/Java_Native_Interface) 
15 Třída ViewGroup je také potomek třídy View. 
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bázová třída pro třídy reprezentující kontejnery (layout). Kontejnery řídí způsob umísťování 
jednotlivých prvků UI (například lineárně, relativně nebo tabulkově). Pro zobrazení UI v aktivitě je 
volána metoda Activity.setContentVeiw, jejíž parametr je kořenový prvek hierarchie. 
Uživatelské rozhraní na platformě Android lze tvořit dynamicky (v kódu) nebo deklarativně, 
pomocí XML souborů. Tyto XML soubory popisují hierarchii jednotlivých náhledů (View). 
Jednotlivé prvky deklarativního návrhu mají definovaný identifikátor (atribut android:id), pomocí 
kterého je možné se na ně odkazovat ze zdrojového kódu aplikace. Soubory, deklarující UI, mohou 
být vytvořeny ručně, nebo vygenerovány použitím vizuálního nástroje. [8] 
2.3.6 Grafika a multimédia 
Pro zobrazování grafiky v aplikacích pro Android slouží třídy balíku android.graphics. Pro 
zobrazování jednodušší 2D grafiky slouží třída Canvas. Třídu Canvas lze použít spolu s třídou View 
nebo od ní odvozenou třídou SurfaceView, specializovanou pro vykreslování grafiky, která pro 
vykreslování spouští zvláštní vlákno. 
Od verze 3.0 Android podporuje hardwarovou akceleraci pro 2D vykreslování. Je tak možné 
výkon vykreslování zásadně zvýšit. Hardwarová akcelerace pro aplikaci, aktivitu, okno nebo objekt 
typu View se nastavuje v manifestovém souboru aplikace.[15] 
Potřebuje-li programátor implementovat náročnější grafiku, má k dispozici OpenGL ES 1.1 a 
od verze Androidu 2.2 také OpenGL ES 2.0. OpenGL je podporováno nativně i pomocí NDK. Při 
použití OpenGL pomocí NDK je možné dosáhnout vyššího výkonu než při jeho použití pomocí 
aplikačního frameworku. [16] 
Typ Formát Enkodér Dekodér 
Video 
H.263 X X 
H.264 AVC X(3.0+) X 
MPEG-4 SP   X 
VP8   
X 
(2.3.3+) 
Audio 
AAC LC/LTP X X 
HE-AACv1 (AAC+)   X 
HE-AACv2 (enhanced AAC+)   X 
AMR-NB X X 
AMR-WB X X 
FLAC   X(3.1+) 
MP3   X 
MIDI   X 
Vorbis   X 
PCM/WAVE   X 
Obrázky 
JPEG, PNG X X 
WEBP X(4.0+) X(4.0+) 
BMP, GIF   X 
Tabulka 2.2 – Podporované typy multimediálních souborů na platformě Android [17] 
Aplikační framework Androidu podporuje přehrávání a vytváření velkého množství druhů 
multimediálních souborů. Podpora jednotlivých formátů je zobrazena v tabulce 2.2. 
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Práce s multimédii je na platformě Android zajištěna třídami z balíku android.media. Pro 
přehrávání videí a zvuků v aplikacích je k dispozici třída MediaPlayer. Pro přehrávání zvuků lze 
také použít třídu SoundPool.[18] 
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3 Platforma bada 
Obsah této kapitoly vychází převážně z [19].  
Bada16 je platforma pro chytré mobilní telefony, vyvíjena jihokorejskou společností Samsung 
Electronics. Bada je postavena na základech platformy, kterou Samsung vyvinul a používal pro 
mobilní telefony bez standardního operačního systému. Plány pro nasazení platformy bada byly 
poprvé oznámeny v listopadu roku 2009. První telefon s tímto operačním systémem byl Samsung 
Wave, který byl představen v březnu roku 2010. S představením prvního telefonu byl spuštěn i 
obchod s aplikacemi Samsung Apps17. Podíl platformy bada na trhu s chytrými telefony byl ve 
čtvrtém kvartále roku 2011 odhadován na 2,1%. [2] 
Platforma bada je v současné době18 uzavřená a je instalována pouze na mobilní telefony 
značky Samsung.  Na konci roku 2011 se ale objevily zprávy [20], že se Samsung chystá platformu 
bada otevřít a vypustit její zdrojové kódy pod open-source licencí. 
3.1 Historie verzí 
Za dobu existence platformy bada byly vydány 3 hlavní verze. S každou verzí operačního systému 
byla vydána i nová verze SDK se stejným označením. 
Bada 1.0, první komerční verze platformy, byla vydána v březnu roku 2010 s telefonem Wave. Ve 
verzi 1.0 (stejně jako v následující verzi 1.2) byl možný běh pouze jedné aplikace třetí strany v čase – 
nebyl podporován plnohodnotný multitasking.  
V lednu roku 2011 byla zároveň s příchodem telefonu Wave II vydána bada verze 1.2. 
Obsahovala několik vylepšení, jako zrychlení reakcí systému nebo podporu spojitého zadávání textu 
na virtuální klávesnici. 
Bada 2.0, zatím nejnovější verze platformy, byla vydána v listopadu 2011 s uvedením telefonu 
Wave 3. Přinesla velké množství změn, zejména nové uživatelské rozhraní, podporu plnohodnotného 
multitaskingu nebo podporu technologií NFC a WiFi Direct19. Na začátku roku 2012 byly 
Samsungem postupně uvolňovány aktualizace pro starší telefony využívající platformu bada.[21] 
Pokud nebude uvedeno jinak, informace v následujících částech tohoto textu se budou týkat 
verze bada 2.0. 
3.2 Architektura platformy 
Z obrázku 3.1 vyplývá, že architekturu platformy bada tvoří čtyři vrstvy:  
• Vrstva jádra (kernel) – nejnižší vrstva architektury. Platforma bada je navržena tak, aby 
nebyla závislá na typu jádra OS, což ji teoreticky dělá velmi flexibilní a použitelnou na 
velkém množství typů přístrojů. Podle konkrétního přístroje tak tato vrstva může obsahovat 
linuxové jádro nebo operační systém reálného času (RTOS – real-time operating system). 
                                                     
 
 
16 Stylizováno jako bada s malým prvním písmenem. Slovo bada  se v korejštině znamená oceán nebo moře. 
17 http://www.samsungapps.com/ 
18 Duben 2012 
19 Standard, umožňující přímé propojení dvou zařízení bez použití přístupového bodu 
 15 
• Přístrojová vrstva (device) – poskytuje přístup ke klíčovým funkcím systému, grafickým a 
multimediálním funkcím a komponentám pro komunikaci. Jedná se například o funkce 
telefonování, bezpečnosti nebo správu oken. 
• Vrstva služeb (service) – vrstva obsahující funkce zaměřené na chod služeb. Tato vrstva 
mimo jiné zajišťuje posílání zpráv, webové služby nebo služby pro určování polohy. Funkce 
vrstvy služeb jsou zpřístupněny vývojářům pomocí API, poskytovaného následující vrstvou. 
• Framework – vrstva, umožňující tvorbu nativních aplikací. Poskytuje API pro využití funkcí 
nižších vrstev architektury. Tato funkcionalita je rozdělena do dvaceti hlavních jmenných 
prostorů (namespace). 
Nad výše popsanými vrstvami leží vrstva aplikací, která již není považována za součást architektury 
jako takové. 
 
Obrázek 3.1 – Architektura platformy bada [19] 
3.3 Vývoj aplikací 
Nativní aplikace pro platformu bada jsou programovány ve vlastní formě jazyka C++. To pro 
programátora přináší několik nevýhod oproti použití modernějších jazyků, zejména manuální zprávu 
paměti. Aplikace neběží ve virtuálním stroji. Ztráty paměti tak ovlivňují celý systém včetně dalších 
běžících aplikací. 
Programování v C++ pro platformu bada přináší několik dalších specifických přístupů, 
konvencí a omezení, zejména: 
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• Dvoufázová konstrukce objektů – tento přístup zabraňuje únikům paměti při chybě alokace 
objektu. Úniky paměti hrozí kvůli absenci standardního mechanismu pro zpracování výjimek 
v platformě. Konstrukce objektů probíhá ve dvou fázích. Nejdříve je zavolán konstruktor 
objektu, který vytvoří objekt a poté je volána metoda Construct, ve které se nachází logika 
pro dynamickou alokaci paměti. Tato metoda vrací návratový kód. K selhání alokace zdrojů 
tak může dojít téměř výhradně ve funkci Construct. Ta pak může o selhání informovat 
nadřazený blok pomocí návratové hodnoty. 
• Vlastnictví objektů – některé metody aplikačního frameworku bada vrací nově vytvořené 
objekty. Vlastnictví těchto objektů pak přechází na volající objekt. Vlastník objektu je vždy 
zodpovědný za uvolnění jeho zdrojů. Pro identifikaci metod vracejících nové objekty do 
volajících objektů se používá velké písmeno N na konci identifikátoru metody, například 
GetTouchInfoN. 
• Zpracování výjimek – pro zvýšení výkonu a zjednodušení kódu, bada nepoužívá standardní 
zpracování výjimek jazyka C++. Výjimky jsou zachycovány pomocí jednoduchého typu pro 
návratové hodnoty. Framework pak poskytuje metody pro jejich vyhodnocení, nastavení a 
získání chybových hlášení. 
3.3.1 Životní cyklus aplikace 
Nativní aplikace pro platformu bada jsou spouštěny téměř výhradně uživatelem z hlavního menu a 
mají jeden vstupní bod, stejně jako standardní aplikace na PC. Jsou implementovány jako objekty 
typu Application. Za dobu jejich životního cyklu s nimi systém komunikuje pomocí volání 
callback metod. Životní cyklus aplikace a callback metody, které jsou při něm volané, je popsán na 
obrázku 3.2. 
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Obrázek 3.2 – Životní cyklus aplikace na platformě bada [22] [23] 
3.3.2 Multitasking a ukončování aplikací systémem 
Od verze 2.0 platforma bada podporuje plnohodnotný multitasking. Multitasking musí být 
podporován aplikací. Podpora multitaskingu aplikací je nastavena v souboru application.xml. Pro 
správné využití možností multitaskingu musí aplikace implementovat základní potřebné callback 
metody. 
Počet běžících aplikací v jeden čas je omezen systémovými zdroji. Systém tedy musí v případě 
nedostatku zdrojů pro další operace některé aplikace ukončit. Aplikace jsou ukončovány podle jejich 
typu v následujícím pořadí: [24] 
1. Aplikace na pozadí, které nepodporují multitasking 
2. Aplikace na pozadí, které podporují multitasking 
3. Aplikace na pozadí, přehrávající multimediální obsah (například hudební přehrávač) 
4. Aplikace na popředí 
5. Aplikace na popředí, přehrávající multimediální obsah 
6. Aplikace hlasového nebo video telefonování nebo jiná systémová aplikace 
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3.3.3 Metadata aplikace 
Každá aplikace pro platformu bada musí povinně obsahovat dva soubory metadat ve formátu XML, 
application.xml a manifest.xml. Tyto soubory obsahují základní informace o aplikaci a jsou 
potřebné pro vytvoření instalačního balíčku aplikace. Oba soubory se nacházejí v kořenovém adresáři 
aplikace. 
Soubor manifest.xml deklaruje základní vlastnosti aplikace (ID aplikace20, verzi a typ 
aplikace), požadované vlastnosti cílového zařízení (například typ procesoru, minimální velikost 
paměti, rozlišení displeje, verzi použitého API nebo senzory, které aplikace využívá) a požadovaná 
oprávnění. 
Druhý soubor metadat, application.xml, slouží zejména pro vytvoření instalačního balíčku 
aplikace. Mimo jiné deklaruje název aplikace, její popis, informace o autorovi nebo informace o 
souborech s ikonami a úvodními obrázky. V tomto souboru je také deklarováno, zda aplikace 
podporuje multitasking. 
3.3.4 Vývojové nástroje 
Pro tvorbu nativních aplikací pro platformu bada Samsung poskytuje sadu nástrojů bada SDK. SDK 
představuje jediný oficiálně podporovaný způsob tvorby aplikací. Skládá se z binárních souborů a 
knihoven platformy, hlavičkových souborů, IDE, vývojových nástrojů a příkladů aplikací. 
IDE v bada SDK je postaveno na populárním IDE Eclipse. Bada IDE, kromě základních 
nástrojů21, obsahuje například nástroje pro tvorbu a testování UI (UI Builder, UI Sequencer22), 
testovací nástroje nebo nástroj pro monitorování spotřebované paměti.  
Další vývojové nástroje v bada SDK jsou například: 
• Emulátor – existují různé emulátory podle cílového zařízení aplikace (obrázek 3.3) 
• Spouštěč událostí (Event injector) – nástroj, který při testování na emulátoru simuluje 
události systému při běhu aplikace, například příchozí telefonát, nedostatek paměti nebo 
změnu stavu baterie. (obrázek 3.3) 
• Analyzátor výkonu (Performance analyzer) – nástroj monitorující využití aplikačních 
prostředků (souborů, databáze apod.)  
                                                     
 
 
20 Každá aplikace, nabízená na Samsung Apps musí mít unikátní ID. Pro zveřejnění aplikace pro ni musí 
programátor vygenerovat manifestový soubor na stránkách http://developer.bada.com. 
21 Editor, překladač, debugger 
22 Nástroj pro testování UI pomocí zaznamenávání a přehrávání událostí v UI. 
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Obrázek 3.3 – bada SDK: Emulátor s kontextovým menu a Event Injector 
3.3.5 Tvorba uživatelského rozhraní 
Všechny prvky UI na platformě bada jsou potomky bázové třídy Osp::Ui::Control. Hlavní 
obrazovka aplikace je reprezentována třídou Frame. Jednotlivá okna uživatelského rozhraní jsou 
tvořena formuláři (potomky třídy Form). Formulářům i jiným kontejnerům23 lze přiřazovat rozložení, 
která řídí způsob umísťování prvků UI. Do formulářů jsou přidávány jednotlivé prvky uživatelského 
rozhraní pro interakci s uživatelem, jako tlačítka nebo textová pole. Tyto prvky jsou reprezentovány 
třídami jmenného prostoru Osp::Ui::Controls. Pro zobrazení formuláře je nutné:  
• Přiřadit formulář do kontejneru, zpravidla objektu typu Frame, pomocí metody 
Frame.addControl. 
• Nastavit jej jako aktuální pomocí metody Frame.SetCurrentForm. 
• Zavolat metody pro jeho zobrazení – Form.Draw, Form.Show. 
Uživatelské rozhraní může být tvořeno přímo v kódu aplikace nebo deklarováno pomocí XML 
souborů, vytvořených ve vizuálním editoru UI Builder v bada SDK. UI Builder je jediný 
podporovaný způsob pro vytváření XML souborů, deklarujících UI – neexistuje dokumentace pro 
ruční vytváření těchto souborů. 
                                                     
 
 
23 Mezi podtřídy bázové třídy Container patří také Frame, Panel nebo Popup. 
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3.3.6 Grafika a multimédia 
Framework pro nativní aplikace na platformě bada umožňuje vykreslování jednoduché i složitější 
grafiky. Všechny třídy, starající se o vykreslování grafiky, jsou sdruženy ve jmenném prostoru 
Osp:Graphics. Pro vykreslování geometrických primitiv, bitmap a animací slouží třída Canvas a 
její metody. 
Pro programování složitějších grafických aplikací nebo her nabízí platforma bada plnou 
podporu OpenGL ES ve verzích 1.1 a 2.0. 
Bada podporuje ve svých aplikacích dekódování a kódování velkého množství typů mediálních 
souborů. Podporu konkrétních typů multimediálních souborů znázorňuje tabulka 3.1. 
Typ Formát Enkodér Dekodér 
Video 
H.263, MPEG-4 (.3gp, mp4) X X 
H.264 (.3gp, mp4)   X 
VC-1 (.wmv, .asf)   X 
Audio 
PCM (.wav) X X 
AMR-NB (.amr, .3ga,.m4a) X X 
AAC, AAC+, EAAC+ (.aac, .3ga, .m4a)   X 
MIDI (.mid,.spm, .imy, .mmf, .xmf)   X 
MP3 (.mp3), WMA ( .wma, .asf)   X 
Obrázky 
JPEG, PNG, BMP X X 
GIF,TIFF, WBMP   X 
Tabulka 3.1 – Podporované typy multimediálních souborů na platformě bada [25] 
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4 Návrh 
V rámci této práce byla navržena a implementována aplikace pro srovnávané platformy, Samsung 
bada a Google Android. Tato kapitola se zabývá jejím návrhem. Je zde zdůvodněn výběr aplikace, 
popsány její specifikace, uživatelské rozhraní a koncepce objektového návrhu.  
4.1 Volba a specifikace aplikace  
Zadání práce neurčovalo typ implementované aplikace. Bylo tedy potřeba zvolit aplikaci, která je na 
obou cílových platformách implementovatelná a která je vhodná pro ukázku rozdílů mezi nimi. Byla 
zvolena variace klasické hry had.  
Hra had je jedna z nejstarších her vůbec. Poprvé se objevila v druhé polovině 70. let. Zároveň 
se jedná o jednu z prvních her, které se objevily na mobilních telefonech – telefony značky Nokia, 
poprvé v roce 1997. 
Zvolená aplikace slouží výhradně pro porovnání možností a programovacích přístupů na 
zkoumaných platformách a nemá tak ambice na reálné využití nebo distribuci v obchodech 
s aplikacemi. Proto nebyl při její tvorbě kladen důraz na podporu všech dostupných typů rozlišení 
zařízení nebo verzí cílové platformy. 
Vlastní variace hry had, vytvořená pro tento projekt, byla pojmenována AbSnake (podle slov 
Android, bada, snake). Had se pohybuje ve čtyřech směrech a je ovládán dotykově. Hrací pole zabírá 
celou velikost displeje a je prostupné – po projití hranice displeje had pokračuje na opačné straně. Na 
hracím poli je v daný čas právě jedna potrava. Hráč si může vybrat z pěti různých úrovní. Ty jsou 
odlišeny překážkami na hracím poli. Dále si hráč může vybrat ze tří úrovní obtížnosti, danými 
cílovým skóre. Hra končí výhrou při dosažení cílového skóre, nebo prohrou při nárazu do překážky 
nebo do těla hada. Během hry jsou přehrávány zvukové efekty a hudba. Zvukové efekty i hudbu lze 
nezávisle na sobě deaktivovat. Hru lze kdykoliv přerušit gestem pinch-to-zoom-out24 pomocí dvou 
prstů. 
4.2 Návrh uživatelského rozhraní 
Při návrhu uživatelských prostředí pro moderní mobilní zařízení je především třeba klást důraz na 
snadnou ovladatelnost na dotykových displejích. Nabídky aplikace AbSnake jsou proto tvořeny 
pomocí tlačítek dostatečných rozměrů.  
Ovládání her na dotykových displejích může být problematické. Kvůli absenci fyzických 
tlačítek nemůže hráč pro orientaci v ovládacích prvcích použít hmat. To je problém zejména tehdy, 
když jsou po hráči vyžadovány rychlé reakce na změny ve hře. V klasické hře had se hlava hada může 
pohybovat ve čtyřech směrech. Hráč musí měnit směr pohybu tak, aby had sebral potravu a vyhnul se 
překážkám. Jedinou funkcí uživatelského rozhraní hry tak je umožnit hráči ovládat směr pohybu 
hada. Nový směr je vždy určen ze dvou možností podle aktuálního směru pohybu. Toho lze docílit 
několika způsoby, například:  
                                                     
 
 
24 Dotyk obrazovky dvěma prsty současně následně jejich přiblížení. 
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• Ovládání pomocí virtuálních směrových kláves – na části displeje jsou zobrazeny virtuální 
ovládací klávesy. Toto řešení je nevhodné kvůli absenci hmatové odezvy. 
• Ovládání pomocí směrových gest – had mění směr podle provedeného gesta na dotykové 
obrazovce, například při přejetí prstem po displeji zleva doprava zatočí had doprava. Toto 
řešení neumožňuje hráči měnit směr pohybu v dostatečně rychlém sledu. 
• Ovládání pomocí naklápění přístroje – drtivá většina dnešních mobilních telefonů má 
akcelerometr pro detekci změny naklopení přístroje. Je možné jej využít ve hrách. Ovládání 
tímto způsobem ale není pro hru had dostatečně rychlé ani přesné. 
• Ovládání pomocí dotyků – had mění směr podle místa doteku na displeji. Nový směr může 
být určen absolutně nebo relativně vůči aktuální pozici hlavy hada. Při použití prvního 
přístupu je displej rozdělen do neměnících se zón (displej je ve středu rozdělen vertikálně i 
horizontálně) a nový směr je určen pouze podle místa dotyku. Při určování nového směru 
relativně vůči pozici hada je displej rozdělen do dvou zón přímkou, vedenou středem hlavy 
hada. Přímka směřuje vertikálně nebo horizontálně podle aktuálního směru pohybu. Nový 
směr je pak určen příslušností místa dotyku do jedné ze zón. 
Po zvážení výše uvedených možností bylo pro aplikaci AbSnake zvoleno ovládání pomocí dotyků 
s relativním určením nového směru. 
 
Obrázek 4.1 – Graf přechodů mezi pohledy aplikace 
 
Uživatelské rozhraní aplikace AbSnake je stylizováno tak, aby připomínalo první implementace této 
hry (dvojbarevná nebo 8bitová grafika). Uživatelské nabídky i hra mají černé pozadí. Další 
nejvýznamnější barvou je bílá (barva textů tlačítek v nabídkách a překážek ve hře). Většina ostatních 
použitých barev je z 8bitové palety. 
UI aplikace se skládá ze tří obrazovek: 
• Hlavní menu – obsahuje položky pro nastavení hry (nastavení obtížnosti, zvuků a hudby), 
pro začátek nové hry, návrat do rozehrané hry a tlačítko pro zobrazení dialogu s nápovědou. 
Hlavní menu
Menu výběru
úrovně
Hra
Výběr
úrovně
Výběr možnosti
Nová hra
Stisk
tlačítka Zpět
Konec hry
nebo přerušení
hry uživatelem
nebo systémem
Výběr možnosti
Návrat do hry
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• Menu pro výběr úrovně – umožňuje výběr úrovně při startu nové hry. 
• Hra 
Graf přechodů mezi těmito obrazovkami je zobrazen na obrázku 4.1. 
4.3 Objektový návrh 
Při objektovém návrhu aplikace byl kladen důraz na striktní oddělení platformově závislých částí od 
částí na platformě nezávislých, což je výhodné téměř vždy. V tomto konkrétním případě je tento 
přístup výhodný i z pohledu možnosti přenosu kódu aplikace mezi platformami. 
 
Obrázek 4.2 – Diagram tříd bez členů, znázorňující rozdělení částí aplikace podle závislosti na platformě. Tento diagram 
pochází z verze aplikace pro Android. 
Aplikace je tedy logicky rozdělena do dvou částí. Platformově nezávislá část obsluhuje logiku hry. 
Obsahuje třídy reprezentující hada, hrací pole a třídy řídící hlavní logiku hry (pohyb hada, generování 
potravy, detekci kolizí apod.). Tato část je na obou platformách shodná, pouze implementována 
v jiném jazyce. 
Část závislá na platformě obsahuje třídy, které implementují uživatelské rozhraní, vykreslování 
grafiky, obsluhu životního cyklu aplikace nebo přehrávání zvuků.  
Na obrázku 4.2 je znázorněno rozdělení částí návrhu aplikace podle závislosti na platformě. 
Implementace jednotlivých částí je popsána v následující kapitole. 
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5 Implementace 
Jak již bylo v tomto textu zmíněno dříve, aplikace AbSnake byla naprogramována pro obě zkoumané 
platformy. Tato kapitola rozebírá implementaci aplikace. V první sekci kapitoly je rozebrána 
implementace společných částí aplikace. Druhá se pak zabývá částmi aplikace, jejichž implementace 
se liší v závislosti na cílové platformě. 
5.1 Implementace společné části 
Platformově nezávislá část aplikace obsahuje veškerou logiku hry. Skládá se ze čtyř tříd: 
• Coordinates – jedná se o pomocnou třídu pro reprezentaci bodu v dvojrozměrném 
prostoru.  
• Game – hlavní třída pro řízení logiky hry. Stará se o komunikaci mezi dalšími třídami pro 
řízení hry (Snake, Board), udržuje na ně reference, provádí jejich inicializaci a deleguje na 
ně volání metod z prezentační části aplikace. Dále například zajišťuje detekci kolizí, 
generování potravy, udržuje skóre hry apod. Instance třídy Game je vytvořena hned po 
spuštění aplikace a existuje po celou dobu běhu. Uchovává tak stav hry (za pomocí instancí 
tříd Snake a Board) v případě jejího přerušení – například když uživatel pozastaví hru nebo 
je hra přerušena systémem. Při spuštění nové hry je pomocí metody Game.initialize, ze 
které jsou volány metody Snake.initialize a Board.initialize, nastaven výchozí 
stav pro zvolenou úroveň. Třída Game tvoří rozhraní mezi prezentační a logickou částí 
aplikace (platformově závislou a platformě nezávislou částí). 
• Snake – třída, reprezentující hada. Obsahuje strukturu pro uložení článků hada, uchovává 
směr pohybu a obsahuje metody pro pohyb, detekci kolizí s tělem hada apod. 
• Board – třída, reprezentující hrací pole. Obsahuje statické členy, reprezentující nastavení 
jednotlivých úrovní hry (rozložení překážek, počáteční směr a počáteční poloha hada) a 
metody pro získávání těchto členů (například pro detekci kolizí hada s překážkou).  
Při běhu aplikace existuje vždy maximálně jedna instance tříd Game, Snake a Board. 
5.1.1 Pohyb hada 
Had je reprezentován pomocí třídy Snake. Tělo hada se skládá z jednotlivých článků. Ty jsou 
reprezentovány instancemi třídy Coordinates a ukládány do kolekce (collection)25 typu 
ArrayList26. Vkládání nových prvků do kolekce ArrayList probíhá pomocí indexu, například 
myArrayList.add(int i, Object o) v jazyce java. Pokud při vkládání na požadovaném 
indexu již existuje jiný prvek, je posunut, stejně jako všechny po něm následující prvky, o pozici výš. 
Pokud je vložen nový prvek na první pozici (index 0), jsou posunuty všechny stávající prvky v 
kolekci. 
                                                     
 
 
25 Třída, reprezentující datovou strukturu pro ukládání skupin objektů 
26 Kolekce, reprezentující seznam objektů, na které lze přistupovat pomocí indexů. Její kapacita je dynamicky 
měněna podle potřeby 
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Na výše popsané vlastnosti kolekce ArrayList je založen pohyb hada. Hlava hada je prvek 
v kolekci uložený na první pozici (index 0). Pohyb hada je pak implementován přidáním článku na 
první místo v kolekci (nová hlava) a odebráním článku posledního (konec těla). Pokud had při 
pohybu získá potravu – roste, pohyb spočívá pouze ve vytvoření nové hlavy. 
5.1.2 Krok hry 
Krokování hry řídí hlavní smyčka, která se nachází v platformově závislé části aplikace. V každém 
kroku hry je proveden pohyb hada a vykreslení hry.  
Pohyb hada je proveden pomocí metody Game.snakeMove. V té je vytvořena nová hlava 
hada, jejíž souřadnice jsou určeny podle souřadnice aktuální hlavy a směru pohybu hada. Poté je 
provedena detekce kolizí. Ta je zkoumána v metodě Game.checkCollision, která provádí detekci 
kolize s potravou a volá metody Snake.checkCollision pro detekci kolize s tělem hada a 
Board.checkCollision pro detekci kolize s překážkou. Tyto metody mají jeden parametr, objekt 
typu Coordinates. 
Pokud nastane kolize s překážkou nebo tělem hada, je výsledek kroku hry prohra. Při kolizi 
s potravou je inkrementováno skóre. Je-li dosaženo cílového počtu bodů, je výsledkem kroku výhra. 
Výsledek kroku je vrácen z metody Game.snakeMove pomocí návratového kódu. 
5.2 Platformově závislá část 
Tato kapitola se zabývá částmi aplikace, jejichž návrh a implementace se na použitých platformách 
liší. Jak již bylo uvedeno výše, jedná se zejména o prezentační části aplikace, jako implementace 
uživatelského rozhraní, vykreslování hry, implementace hlavní smyčky hry, obsluha systémových 
událostí, nebo přehrávání zvuků. I přesto, že frameworky obou platforem disponují rozdílnými 
možnostmi, byl při implementaci kladen důraz na hledání postupů, které jsou logicky shodné. 
5.2.1 Uživatelské rozhraní 
V kapitole 4.2 bylo uvedeno, že uživatelské rozhraní aplikace AbSnake je tvořeno třemi 
obrazovkami, hlavní nabídkou, nabídkou pro výběr úrovně a obrazovkou hry. Jednotlivé obrazovky 
jsou implementovány pomocí aktivit na platformě Android a formulářů na platformě bada. Nabídky 
aplikace byly vytvořeny pomocí vizuálních nástrojů, které jsou součástí ADT a bada SDK (viz 
kapitoly 2.3.5 a 3.3.5). Jednotlivé položky nabídek jsou tvořeny pomocí tlačítek (třídy 
android.widget.Button a Osp::Ui::Controls::Button). 
<Button 
    android:id="@+id/button_level1" 
    android:layout_width="200dp" 
    android:layout_height="33dp" 
    android:layout_alignParentTop="true" 
    android:layout_centerHorizontal="true" 
    android:layout_marginTop="214dp" 
    android:background="@drawable/button_bg" 
    android:text="Level 1" 
    android:textColor="#fff" />  
Výpis 5.1 – Příklad deklarace tlačítka pomocí XML na platformě Android 
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Přepínání obrazovek je v implementaci pro platformu Android řešeno pomocí aktivit a zásobníku 
aktivit (back-stack, viz kapitola 2.3.3.1). Při běhu aplikace tak může být v paměti udržováno více 
aktivit v jednom čase. Například při spuštění nové hry zásobník uchovává aktivitu hlavní nabídky. 
Framework platformy bada neposkytuje ekvivalent zásobníku aktivit platformy Android. 
Přepínání formulářů je tak plně v režii programátora. V aplikaci AbSnake je pro přepínání formulářů 
použit princip správce formulářů (Form manager), který byl převzat z příkladů v bada SDK. Správce 
formulářů je implementován jako formulář, který neobsahuje žádné viditelné prvky UI. Je spuštěn 
hned po startu aplikace a existuje po celou dobu jejího běhu. Jeho úlohou je přijímat požadavky na 
přepnutí formulářů, řízení jejich přepínání a předávání dat mezi nimi. Požadavky na přepnutí 
formuláře jsou asynchronní zprávy (události), zasílané mezi formuláři. Zaslání zprávy je 
implementováno pomocí metody Control.SendUserEvent, jejíž argumenty jsou identifikátor 
zprávy a kolekce, obsahující přenášené proměnné. Po přijetí zprávy správce formulářů vytvoří 
instanci požadovaného formuláře, předá mu potřebná data pomocí konstruktoru, zobrazí jej a zničí 
instanci předešlého formuláře. Při běhu aplikace abSnake pro platformu bada jsou v paměti 
uchovávány vždy dvě instance potomků třídy Form, z nichž jedna je správce formulářů27. 
5.2.2 Hlavní smyčka hry 
Většina softwarových aplikací s grafickým uživatelským rozhraním mění svůj stav pouze na základě 
uživatelského vstupu – jsou řízených událostmi (event-driven). Hry, zejména akční, jsou ale v tomto 
ohledu jiné28. U hry se mění stav v závislosti na čase, a to v případě, že uživatel neprovádí žádné 
akce.  Hlavní smyčka je nepostradatelná součást každé hry. Řídí její krokování a určuje její rychlost.  
while(hra_probiha) { 
  aktualizuj_hru(); 
  vykresli_hru(); 
}  
Výpis 5.2 – Pseudokód zjednodušené herní smyčky. 
Výpis 5.2 obsahuje pseudokód nejzákladnější herní smyčky. Tato implementace je v praxi 
nepoužitelná. Rychlost hry v ní není nijak ošetřena a je závislá pouze na výkonu hardwaru. První 
počítačové hry byly zpravidla vyvíjeny pouze pro jeden typ počítače. Hardwarové specifikace a 
výkon počítače tak byl dopředu dobře znám a vždy stejný. Pro získání požadované rychlosti hry tak 
stačilo do algoritmu 5.2 přidat čekání s konstantní délkou. 
Je-li hra určena pro více typů hardwaru a na všech je požadována stejná rychlost hry, je jasné, 
že implementace herní smyčky musí být složitější. Je pak nutné počítat s reálným časem, měřit čas 
provedení operací v iteraci smyčky a podle něj měnit délku čekání v kroku hry.  
V praxi používané algoritmy herních smyček se snaží dosáhnout co největšího počtu snímků za 
sekundu (FPS – frames per second) a vykreslovat tak změny stavu hry co nejplynuleji. U 
jednoduchých her, jako je aplikace AbSnake, by ale použití tohoto principu bylo zbytečné – hra nemá 
mezi jednotlivými kroky nic nového na vykreslení. 
                                                     
 
 
27 Při procesu přepínání formulářů krátce existují tři instance. 
28 Neplatí o všech hrách, například implementace stolních her. 
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Jak již bylo uvedeno výše, základními stavebními prvky UI, a tak i většiny aplikací, na 
platformách Android a bada jsou aktivity, respektive formuláře. Aktivity a formuláře jsou řízeny 
událostmi. Herní smyčku pak lze na těchto platformách implementovat několika způsoby, zejména:  
• Implementováním vhodného rozhraní v aktivitě/formuláři – tímto způsobem je možné 
získat v aktivitě/formuláři metodu Run, ve které je možné spojité provádění operací. Na 
platformě Android je tohoto docíleno implementací rozhraní Runnable, na platformě bada 
pak implementací potomka abstraktní třídy IRunnable29.    
• Vytvořením pracovního vlákna – je vytvořeno nové vlákno, které obsahuje metodu Run a 
komunikuje s aktivitou/formulářem. Vlákna jsou na obou platformách implementovány 
pomocí třídy Thread. 
• Použitím časovače – nejedná se o herní smyčku v pravém slova smyslu, protože není použit 
cyklus. V aktivitě/formuláři je vytvořen časovač. Po jeho vypršení je zavolána callback 
metoda. Vypršení časovače tak představuje další událostí v událostmi řízené aplikaci. Na 
začátku callback metody je časovač znovu nastaven a poté jsou provedeny potřebné operace 
v kroku hry. Na platformě Android lze časovač implementovat jako potomka třídy Handler. 
Na platformě bada je implementace realizována pomocí třídy Timer a rozhraní 
ItimerEventListener implementovaného formulářem. 
V aplikaci AbSnake je herní smyčka implementována pomocí časovače. Tento způsob zajišťuje 
aktualizace hry podle reálného času  při velmi jednoduché implementaci a zachování principu řízení 
aplikace pomocí událostí. Problém může nastat v případě, kdy se před vypršením časovače nestihnou 
provést operace kroku hry. Díky velmi malé náročnosti hry AbSnake je však tato situace téměř 
vyloučena. 
5.2.3 Vykreslování grafiky 
Grafika hry je v aplikaci AbSnake vykreslována pomocí geometrických primitiv. Hrací pole má 
rozměry 30 krát 50 bloků. Velikost bloku je určena rozlišením displeje, přičemž hra zabírá celou jeho 
velikost. Výška a šířka bloku jsou stejné. Překážky jsou vykreslovány pomocí čtverců, články hada a 
potrava pomocí kruhů. Grafika hry je tedy velmi jednoduchá. 
Jak již bylo uvedeno v kapitolách 2.3.6 a 3.3.6, jednoduchou 2D grafiku je možné vykreslovat 
pomocí tříd, které mají stejný název ve frameworcích obou platforem, Canvas30. Třída Canvas 
obsahuje na obou platformách metody pro kreslení obdélníků a elips. V implementaci pro platformu 
Android je povrch pro kreslení grafiky implementován jako potomek třídy View. Instance třídy 
Canvas pro vykreslování je získána z parametru vykreslovací callback metody View.OnDraw. 
V implementaci pro platformu bada je pro zobrazení hry použit formulář, ve kterém je jeho hlavní 
plátno získáno pomocí metody GetCanvasN. 
Pro vykreslování grafiky hry AbSnake je použita technika dvojitého bufferingu(double 
buffering), při které se jednotlivá primitiva hry vykreslují do sekundární vyrovnávací paměti a jsou 
najednou vykresleny do hlavní vyrovnávací paměti obrazovky (hlavního plátna) na základě žádosti o 
                                                     
 
 
29 V C++ je mechanizmus rozraní (interface), použitý v jiných objektově orientovaných jazycích realizován 
pomocí abstraktních tříd a vynucené implementace metod jejími potomky. 
30 V překladu do češtiny plátno. 
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překreslení. V Androidu je použití double bufferingu implicitní31. Žádost o překreslení obrazovky je 
v implementaci pro Android realizována voláním metody View.invalidate, na platformě bada pak 
voláním Form.RequestRedraw32. Pomocí žádosti o překreslení je vyvolána callback metoda 
View.OnDraw, respektive Form.Ondraw. 
V aplikaci AbSnake je vykreslování optimalizováno tak, aby bylo co nejefektivnější. Na 
začátku hry je vykresleno tělo hada, hrací pole a potrava. V každém dalším kroku hry je použit 
předchozí stav a vykresleny jsou pouze změny, provedené v novém kroku. Je vykreslena nová 
hlavička hada, poslední článek hada z předchozího kroku je smazán (vykreslen barvou pozadí, a to 
pouze pokud had nesebere potravu) a v případě potřeby je vykreslena nová potrava. Náročnost 
vykreslování hry tak při rostoucí délce hada zůstává stejná.  
Ukládání vykreslené obrazovky pro použití v následujícím kroku je na platformě bada řešeno 
pomocí instance třídy Canvas, která je v  metodě OnDraw vždy zkopírována do hlavního plátna 
formuláře. V implementaci pro platformu Android je použit objekt typu Bitmap a metoda 
Canvas.drawBitmap, protože ve třídě Canvas neexistuje metoda pro kopírování obsahu z jedné 
instance do jiné. 
5.2.4 Přehrávání zvuků 
Ve hře AbSnake jsou přehrávány tři typy zvukových efektů a hudba. Různé zvukové efekty jsou 
přehrány při kolizi s tělem hada nebo překážkou, při sebrání potravy a při dosažení cílového skóre.  
Zvukové soubory jsou v implementaci pro Android přehrávány pomocí třídy MediaPlayer. 
Na platformě bada je použita třída Player. Tyto třídy disponují podobnou funkčností i logikou. 
Poskytují metody pro otevření mediálního souboru a pro kontrolu jeho přehrávání. Samotné 
přehrávání pak běží ve speciálně vytvořeném vlákně. 
V aplikaci AbSnake jsou vytvořeny dvě instance přehrávače (MediaPlayer – Android, 
Player – bada). První slouží pro přehrávání zvukových efektů a další pro přehrávání hudby. 
Otevření souborů s efekty je prováděno až v případě potřeby (podobný princip jaký je použit u 
návrhového vzoru lazy initialization33). Po přehrání zvukového efektu zůstává soubor otevřený. Je-li 
následně nutné znovu přehrát stejný efekt, není potřeba soubor znovu otevírat. Soubor je tak zavřen 
až před otevíráním jiného souboru, nebo při ukončení hry. O tuto logiku se stará metoda 
playSoundFx, implementována pro obě platformy (ve třídě GameView na platformě Android a ve 
třídě GameForm na platformě bada). 
5.3 Přenositelnost kódu aplikace 
Vzhledem k velkým rozdílům mezi frameworky a použití rozdílných programovacích jazyků jsou 
možnosti přenositelnosti kódu nativních aplikací pro platformy Android a bada značně omezené. 
Usnadnění přenosu kódu aplikace lze dosáhnout již při návrhu aplikace. Jak již bylo uvedeno výše 
v tomto textu, při návrhu aplikace AbSnake byl kladen důraz na oddělení platformově závislých částí 
aplikace (prezentační část aplikace – uživatelské rozhraní, vykreslovaní grafiky, přístup k souborům) 
a částí platformově nezávislých (logická část). 
                                                     
 
 
31 Pro optimalizaci vykreslovaní je tak použit trojnásobný buffering. 
32 Jedná se o metodu třídy Control, jejímž potomkem je třída View. 
33 Jedná se o návrhový vzor využívaný v programování, více: http://cs.wikipedia.org/wiki/Lazy_initialization 
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Platformově nezávislá část aplikace AbSnake tvoří v implementaci pro platformu Android 
přibližně 27,5% kódu34 celé aplikace, v implementaci pro platformu bada pak přibližně 22,3%. Při 
implementaci aplikace AbSnake byla nejdříve vytvořena verze pro platformu bada a následně verze 
pro platformu Android. Přenos platformově nezávislé části aplikace spočíval téměř výhradně 
v prostém přepsání kódu z jazyka C++ do jazyka java. 
Další možnosti v oblasti přenositelnosti kódu nabízí multiplatformní vývoj pomocí dalších 
podporovaných technologií, jako HTML5 nebo Flash. Těmi se ale tento text nezabývá. 
 
5.4 Přenos kódu platformově nezávislých částí 
aplikace pomocí nástroje Android NDK 
V kapitole 2.3.4 bylo uvedeno, že pomocí nástroje Android NDK, využívajícího rozhraní JNI, lze 
části aplikací pro platformu Android implementovat v nativním jazyce platformy – C/C++. Android 
SDK tak lze využít i pro přenos kódu mezi platformami. V rámci zkoumání možností přenosu kódu 
mezi platformami Android a bada, byla vytvořena aplikace AbSnakeNDK, která vznikla spojením 
platformově závislé části aplikace AbSnake pro Android a platformově nezávislé části aplikace pro 
platformu bada. Schéma architektury aplikace AbSnakeNDK je na obrázku 5.1. 
 
Obrázek 5.1 – Schéma architektury aplikace AbSnakeNDK 
Platforma bada používá vlastní formu jazyka C++. Její omezení jsou v některých ohledech podobné 
jako omezení, která přináší programování v jazyce C/C++ pro Android NDK. Jedná se zejména o 
absenci nativního zpracování výjimek. Verze C++ ve frameworku platformy bada přináší další 
specifika, zejména vlastní implementaci složitých datových typů. Tyto složité typy jsou použity i 
                                                     
 
 
34 Získáno z velikostí zdrojových kódů. 
Třídy platformově závislé
části aplikace AbSnake
pro Android
Třídy platformově 
nezávislé části
aplikace AbSnake
pro platformu bada
Třída GameJNI Rozhraní JNI
Java C/C++
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v implementaci aplikace AbSnake35 a pro přenos jejího kódu musely být nahrazeny jinými. Pro tento 
účel byly použity datové typy z knihovny STL36, jejíž použití Android NDK podporuje. 
Při vytváření aplikace AbSnakeNDK bylo nutné vytvořit rozhraní pro komunikaci mezi částmi 
implementovanými v jazyce java a částmi implementovány v jazyce C/C++. Komunikace mezi nimi 
probíhá pomocí rozhraní JNI, voláním metod na straně jazyka java, které jsou svázány s funkcemi na 
straně jazyka C/++. Prototypy těchto metod/funkcí existují jak na straně java, tak i na straně C/C++. 
V jazyce java jsou uvozeny modifikátorem native. V implementaci aplikace AbSnakeNDK jsou 
tyto metody zapouzdřeny ve třídě GameJNI, která zbytku programu poskytuje stejné rozhraní, které 
v aplikaci AbSnake poskytuje třída Game – používá stejná jména metod. Při vytváření aplikace 
AbSnakeNDK tak bylo v převzatých třídách z aplikace AbSnake pro Android nutné provést jen velmi 
malé změny.  
Hlavičkový soubor, obsahující prototypy volaných nativních metod v jazyce C/C++, je možné 
vygenerovat pomocí nástroje javah37, což je vzhledem ke složitosti názvů funkcí velmi výhodné. 
Mezi částmi aplikace je pomocí JNI nutné předávat data. Jedná-li se o složitější datové struktury, je 
přenos poměrně komplikovaný. V aplikaci AbSnakeNDK je například nutné předat strukturu, 
reprezentující články hada, které jsou v jazyce java implementovány pomocí kolekce ArrayList a 
v jazyce C++ pomocí třídy std::list. Složitější datové typy jsou na straně C/C++ zjednodušeny a 
pomocí návratových hodnot funkcí předány do části, implementované jazykem java, kde z nich jsou 
vytvořeny typy cílové. V případě článků hada bylo pro přenos hodnot použito dvojrozměrné pole. 
AbSnakeNDK představuje další plnohodnotnou verzi aplikace AbSnake. Při jejím testování 
nebyly nalezeny žádné chyby nebo nevýhody ve srovnání s dalšími implementovanými verzemi 
aplikace. 
Přenos kódu u malých projektů, jako je AbSnake, se v praxi nevyplatí. Je u nich výhodnější 
jednoduše přepsat přenášené části aplikace z jazyka C/C++ do jazyka java. U větších projektů se však 
jedná o velmi zajímavou možnost, pro přenos kódu nejen mezi platformami Android a bada, ale i 
dalšími38. 
5.5 Vývoj a testování 
Aplikace AbSnake byla vyvíjena pomocí nástrojů popsaných v kapitolách 2.3.4 a 3.3.4 a v prvních 
fázích vývoje testována na emulátorech dostupných jako součást vývojových nástrojů obou 
platforem. Tato aplikace slouží výhradně pro demonstraci rozdílů v implementaci aplikací pro 
platformy Android a bada, a tak při jejím vývoji nebyl kladen důraz na podporu všech dostupných 
verzí platforem nebo typů displejů. 
Aplikace byla pro obě platformy vyvíjena primárně pro rozlišení WVGA39, funguje však i na 
jiných rozlišeních, nejlépe na těch, které mají stejný poměr jako WVGA. 
                                                     
 
 
35 V kapitole 5.1.1 bylo uvedeno, že pro ukládání článků hada v aplikaci AbSnake byla použita kolekce 
Osp::Base::Collection::ArrayList. 
36 Standard Template Library (více: http://en.wikipedia.org/wiki/Standard_Template_Library) 
37 Více zde: http://docs.oracle.com/javase/1.5.0/docs/tooldocs/windows/javah.html 
38 Ruzné verze jazyka C například používají frameworky pro tvorbu aplikací pro platformy iOS a Symbian. 
39 Jedná se o rozlišení 800 x 480 pixelů.  
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Aplikace AbSnake pro Android, stejně tak, jako aplikace AbSnakeNDK, podporuje Android 
verze 2.2 a vyšší. Aplikace AbSnake pro platformu bada byla vyvíjena a testována pouze na verzi 
platformy 2.0. 
Pro testování aplikace byly použity mobilní telefony ZTE Blade s verzí Androidu 2.2 a 
Samsnung Wave s verzí platformy bada 2.0. 
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6 Závěr 
Úkolem této práce bylo nastudovat a z pohledu vývoje nativních aplikací porovnat platformy Google 
Android a Samsung bada. Dále pak navrhnout a pro obě platformy implementovat aplikaci a 
diskutovat možnosti přenositelnosti kódu. 
Kapitoly 2 a 3 tohoto textu se zabývají zkoumanými platformami. U obou platforem je 
nastíněna jejich historie, architektura a jsou popsány frameworky pro tvorbu nativních aplikací a 
dostupné programátorské nástroje. Pro úspěšné vytvoření těchto kapitol bylo nutné shromáždit a 
nastudovat co nejvíce materiálů o zkoumaných platformách. To se v případě platformy bada ukázalo 
být poměrně těžkým úkolem. Na rozdíl od platformy Android, o které je k dispozici nepřeberné 
množství knižních titulů, byla pro platformu bada dosud vydána pouze jedna tištěná publikace, která 
už je dnes navíc poměrně zastaralá. Tento fakt je dán poměrně podílem na trhu a nejistou budoucností 
platformy. 
V rámci práce vznikla aplikace AbSnake. Jedná se o verzi klasické hry Had. Při její 
implementaci pro obě platformy si bylo možné v praxi ověřit znalosti z kapitol 2 a 3. Jako první 
vznikla verze aplikace pro platformu bada. Její tvorbu ztěžoval výše zmíněný nedostatek materiálů a 
jejich častá neaktuálnost. Vývoj aplikace se z pohledu programátora bez předchozí zkušenosti 
s vývojem mobilních aplikací ukázal být pro platformu Android snazší. To bylo způsobenou zejména 
velmi dobrou oficiální podporou a použitím modernějšího programovacího jazyka. Velikost 
zdrojových kódu aplikace v jazyce C++ pro platformu bada je přibližně o 40% vyšší než velikost 
zdrojových kódů aplikace pro Android v jazyce java. 
Uživatelské rozhraní aplikace bylo navrženo tak, aby připomínalo první verze hry Had. Při 
objektovém návrhu aplikace byl kladen důraz na oddělení částí, jejichž implementace závisí na 
platformě, od částí, jejíž implementace je na platformě nezávislá. Tento přístup se ukázal být velmi 
výhodný při zkoumání možností přenosu kódu mezi platformami. 
Implementace aplikace AbSnake je popsána v kapitole 5. Jsou zde porovnány implementace 
klíčových částí aplikace pro jednotlivé platformy. Kapitola 5 dále obsahuje část věnovanou 
možnostem přenosu kódu mezi platformami. Zejména zkoumá možnost použití nástroje Android 
NDK a popisuje implementaci třetí verze aplikace AbSnake, pojmenované AbSnakeNDK, která byla 
pomocí tohoto nástroje vytvořena. 
Možností pro vylepšení aplikace AbSnake je velké množství. Je to dáno tím, že aplikace byla 
primárně určena pro porovnání platforem a nikoliv pro distribuci mezi uživatele. Možná vylepšení se 
týkají zatraktivnění aplikace tak, aby měla šanci na úspěch v obchodech s aplikacemi. Jedná se o 
vylepšení grafiky, podpory více verzí cílových platforem, podpory více jazyků, přidáním tabulky 
nejlepších výkonů a podobně. Možné pokračování této práce by ale také mohlo spočívat v přidání 
dalších platforem k porovnání a zkoumání dalších možností multiplatformního vývoje. 
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