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1 Contingut del document 
La present memòria conté la documentació del Projecte de Final de Carrera de la Enginyeria 
Superior en Informàtica titulat “Disseny i creació d’un videojoc”. Es tracta d’un projecte de 37.5 
crèdits, proposat per l’alumne Ramon Oliva Martínez i dirigit per la doctora Nuria Pelechano 
Gómez.  
 
En aquesta memòria, es descriuen les principals motivacions del projecte, com i perquè sorgeix i 
quin és l’objectiu que es pretén aconseguir amb la seva realització. També es descriu de forma 
exhaustiva i detallada, l’especificació, disseny i implementació de l’aplicació resultant, així com 
les conclusions obtingudes, i l’anàlisi de cost temporal i econòmic. Finalment, es valorarà 
l’acompliment i adquisició dels objectius inicialment proposats.  
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Avui en dia, la majoria de jocs permeten jugar a través d’Internet amb altres jugadors. Aquest 
creixement ha estat produït principalment pel fet que la pràctica totalitat de les videoconsoles 
actuals, ofereixen connexió a Internet i una comunitat virtual per jugar amb i contra altres 
jugadors d’arreu del món.  
 
Els jocs multijugador online es poden classificar de diferents formes: tenint en compte el nombre 
de jugadors que comparteixen el mateix món virtual al mateix temps, segons el tipus d’acció (si 
és en temps real o per torns) o simplement per gènere de joc. Actualment, els jocs multijugador 
amb més èxit són els jocs multijugador online massius, la principal característica dels quals és 
que són jugats a través d’Internet per milers de jugadors que interactuen en el mateix món 
virtual.  
 
L’interès de la indústria dels videojocs en el camp de la Realitat Virtual també està en 
creixement. L’objectiu que es persegueix és aconseguir que la interacció entre els jugadors reals i 
el món virtual sigui de la forma més natural possible, creant la il·lusió de què el jugador realment 
és una part important d’aquest món virtual i no tan sols un simple espectador.  
 
L’objectiu del present projecte és la realització d’un videojoc anomenat “Ninja Flag”, un joc 
multijugador online d’acció a temps real inspirat en el clàssic joc de “Captura la bandera”, un 
esport que es practica a l’aire lliure en el que hi ha dos equips, cadascun dels quals posseeix una 
bandera i l’objectiu és infiltrar-se a la base enemiga per capturar la bandera de l’equip rival i 
portar-la a pròpia base per puntuar.  
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Aquest tipus de joc, amb múltiples variants, ha estat inclòs en multitud de videojocs, 
especialment en jocs d’acció, com a part de la modalitat multijugador. Una característica 
innovadora important del nostre joc és que al començar la partida, els personatges estan 
controlats per un motor d’Intel·ligència Artificial que desenvoluparem nosaltres mateixos. En 
qualsevol moment, els jugadors humans poden passar a controlar qualsevol personatge del seu 
equip que estigui controlat per la IA, i poden canviar el personatge que estan controlant en 
qualsevol moment, de manera que l’equip rival mai sap exactament quants jugadors reals hi ha a 
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2.1 Motivacions del projecte 
La principal motivació que em va portar a proposar i realitzar aquest projecte va ser la meva 
afició que des de petit he tingut pels videojocs. Des de sempre m’ha atret el fascinant art dels 
videojocs i, a part de jugar-los, també m’agrada realitzar les meves pròpies creacions: He utilitzat 
eines com el RPGMaker [1](versions 2000PRO i XP) per crear diversos videojocs d’estil de rol i 
acció en 2 dimensions. També he utilitzat el motor MUGEN [2], especialitzat en desenvolupar 
jocs de lluita en 2D i per l’Assignatura de Lliure Elecció de la facultat titulada Videojocs, vaig crear 
un senzill motor gràfic 2D en OpenGL [3](inspirat en el que utilitza el RPGMakerXP, i que 
utilitzava a aquest com a editor de mapes) amb el que vaig crear un petit joc de terror ambientat 
a la FIB.  
 
No obstant, tot el que havia fet fins ara relacionat amb videojocs, havia estat amb motors molt 
limitats per a un usuari avançat i que només permetien representació de gràfics en 2D. Així 
doncs, vaig pensar que era una gran idea aprofitar el PFC per realitzar un videojoc en 3D, amb els 
coneixements que he anat adquirint durant la carrera, i amb eines i motors que s’utilitzen 
actualment per desenvolupar jocs comercials de qualitat.  
 
Des de un bon començament, tenia clar el tema del meu projecte, però no sabia exactament 
com enfocar-lo per que fos un PFC d’Enginyeria en Informàtica. En aquest punt, va ser clau 
l’ajuda de la meva directora, amb la que durant les primeres reunions vam aconseguir definir el 
present projecte, on s’han aplicat i ampliat pràcticament tots els coneixements adquirits durant 
el transcurs de la carrera, no només d’assignatures orientades a gràfics si no també conceptes de 
xarxes i d’intel·ligència artificial, sense oblidar també la forta base matemàtica i física que hi ha al 
darrere de les aplicacions gràfiques interactives.  
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2.2 Descripció i objectius del projecte 
L’objectiu principal del projecte és el desenvolupament d’un videojoc utilitzant eines que es fan 
servir habitualment en la indústria dels videojocs, pel desenvolupament de jocs professionals de 
qualitat.  
 
El joc es desenvolupa des del punt de vista d’una petita empresa que comença en el món dels 
videojocs i que no disposa de grans quantitats de capital per invertir en el projecte. Per tant, 
s’han tingut en compte especialment aquelles eines que són gratuïtes o amb llicències el menys 
restrictives possible.  
 
Com a objectius específics del joc, volem aconseguir que els personatges controlats per la 
màquina, tinguin un comportament similar al que podríem esperar d’un jugador humà. Per tant, 
hauran de ser capaços de navegar per entorns virtuals de forma realista (evitant col·lisions entre 
altres personatges i obstacles estàtics de la geometria) i hauran de poder compartir informació 
sobre l’escena i les accions que s’estan duent a terme durant la partida, de manera que els 
personatges van aprenent i adquirint nou coneixement a mesura que avança la partida, d’una 
forma similar a la que ho faria un jugador real.  
 
A més, volem desenvolupar un mètode automàtic de partició en regions convexes d’un espai 
virtual, que els personatges utilitzaran per navegar per l’escena evitant els obstacles propis de la 
geometria, i a més, volem que aquest algorisme serveixi per a qualsevol tipus de geometria.  
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3 Descripció del joc 
El nostre videojoc anomenat “Ninja Flag”, està inspirat en el joc de “Captura la bandera”, un 
esport que es practica a l’aire lliure on hi ha dos equips que disposen cadascun d’una bandera (o 
qualsevol altre tipus d’insígnia). L’objectiu és capturar la bandera de l’altre equip que es troba a 
la base enemiga i portar-la a la nostra base per puntuar.  
 
Aquest tipus de joc, amb múltiples variants, ha estat inclòs molts cops en molts videojocs, com a 
part de la modalitat multijugador. Nosaltres pretenem anar un pas més enllà, donant més 
importància al component tàctic del joc.  
 
Una innovació important de “Ninja Flag” és que els jugadors poden canviar el personatge que 
estan controlant en qualsevol moment de la partida. A tal efecte, el joc ofereix dos tipus de 
vistes diferents. El mode de vista privilegiat ofereix una perspectiva del mapa a vista d’ocell. En 
aquest mode, el jugador pot explorar l’escena amb les funcionalitats de pan1, zoom2 i rotate3. És 
important notar que en aquest mode de vista, els jugadors només poden veure on estan els 
membres del seu equip, no poden veure la localització dels enemics. Mentre el jugador està en 
mode de vista privilegiat, pot seleccionar un personatge del seu equip per prendre el control, 
sempre i quan no estigui controlat ja per algun altre jugador humà.  
 
                                                     
1 Pan: Funcionalitat que permet desplaçar la càmera per l’escena 
2 Zoom:  Funcionalitat que permet allunyar o apropar l’escena 
3 Rotate: Funcionalitat que permet rotar la càmera sobre sí mateixa 
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Figura 1: Mode de vista privilegiat 
 
Quan es selecciona un personatge per ser controlat, el jugador obté accés al mode de vista de 
personatge, la clàssica vista en tercera persona on la càmera es troba a l’esquena del personatge 
i segueix el moviment i la rotació del personatge. En aquest mode de vista, el jugador pot 
interactuar amb l’escena, lluitant contra els jugadors enemics, recollint objectes i posant 
trampes. El jugador pot retornar al mode de vista privilegiat sempre que ho desitgi per 
seleccionar un altre personatge.  
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Figura 2: Mode de vista de personatge 
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3.1 Normes del joc 
Donat que hi ha múltiples variants del clàssic joc de capturar la bandera, en aquest apartat 
s’especifiquen les normes concretes del nostre joc: 
 
 Hi ha dos equips amb N jugadors cadascun 
 Un equip vesteix de blau i l’altre vesteix de vermell, els colors típicament utilitzats en el joc 
de captura la bandera.  
 Per puntuar, és necessari robar la bandera enemiga i que al arribar a la nostra base, la 
bandera del nostre equip es trobi allà, és a dir, que no hagi estat robada per un enemic.  
 Un personatge té inicialment 4 punts de vida. Cada cop que el personatge puntua, recupera 
tots els seus punts de vida perduts i guanya un punt extra de vida, fins un màxim de 8.  
 Hi ha un temps límit de joc configurable.  
 Si el personatge que ha robat la bandera mor, la bandera es considera recuperada i retorna 
automàticament a la base de l’equip corresponent.  
 Quan un personatge és derrotat, reapareix a la seva base després d’un cert temps.  
 L’equip vencedor és el que més vegades ha capturar la bandera enemiga un cop ha acabat el 
temps de joc.  
 
Addicionalment, durant la partida aniran apareixent caixes sorpresa que contenen objectes per 
ajudar als jugadors a fer-se amb la victòria. Els objectes que un personatge pot utilitzar de 
moment, inclouen: 
 
 Trampa de punxes: Redueix la velocitat de moviment durant uns segons de tots els 
enemics que estan a l’abast de la trampa.  
 Trampa explosiva: Fereix a tots els enemics que estan a l’abast de la trampa i els torna 
sords durant uns segons, de forma que quan un aliat proba de compartir informació amb 
aquests personatges, el procés falla.  
 Trampa de fum: Durant uns segons, tots els enemics dins l’abast de la trampa estan cecs 
i no saben cap a on anar, de manera que es mouen de forma erràtica pel mapa.  
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 Botes de velocitat: Augmenta la velocitat de desplaçament durant uns quants segons. 
Només es pot portar un tipus de botes a la vegada.  
 Botes sigil·loses: Permet passar a través de trampes enemigues sense activar-les. Només 
es pot portar un tipus de botes a la vegada.  
 
3.2 Modalitats de joc 
“Ninja Flag” té dos modes de joc: 
 
 Single-Player4: Aquest mode de joc és per una sola persona. El jugador escull un equip 
per unir-se i comença el joc com a observador, en el mode de vista privilegiat. En aquest 
mode, pot explorar l’escena amb les funcionalitats de zoom, pan i rotate. En qualsevol 
moment pot seleccionar un personatge del seu equip i passar a controlar-lo.  
 Multi-Player5: Un joc basat en el “captura la bandera” està naturalment pensat per jugar 
amb més gent i és típicament la modalitat de joc més divertida. En aquest mode, cada 
jugador escull un equip per unir-se i comencen la partida com a observadors, en el mode 
de vista privilegiat, on poden veure tots els jugadors del seu propi equip (tal i com passa 
en la modalitat Single-Player) i distingir quins estan controlats per un jugador real i quins 
estan controlats per la IA del joc. En aquest mode, els jugadors poden seleccionar 
qualsevol personatge del seu equip que està controlat per la IA i assumir el rol d’aquell 
personatge.  
 
3.3 Nombre de jugadors 
La modalitat Single-Player és exclusiva per un sol jugador, i tota la resta de jugadors estan 
controlats per la màquina. No obstant, com en qualsevol joc centrat en el Multi-Player, és més 
divertit com més jugadors hi ha. En el nostre joc, no estem limitats a “tants personatges com 
jugadors”.  
                                                     
4 Single-Player: Modalitat de joc per a un sol jugador.  
5 Multi-Player: Modalitat de joc per a més d’un jugador.  
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4 Arquitectura del motor de videojocs 
Un motor de videojocs és un sistema de software dissenyat per al desenvolupament i creació de 
videojocs. Aquest motor al mateix temps, està composat per motors més petits i específics que 
cobreixen unes funcionalitats concretes. Típicament, un motor de videojocs està composat per 
un motor de rendering6 que permet dibuixar gràfics en 2D o 3D; un motor de física i col·lisions, 
que permet simular la interacció entre cossos que entren en contacte; un motor d’Intel·ligència 
Artificial que permet dotar de certa intel·ligència als personatges controlats per la màquina; un 
motor per la reproducció de so; un motor per la comunicació a través d’Internet, etc.  
 
Les funcionalitats específiques que ofereix un motor de videojocs dependrà del tipus de joc pel 
qual han estat pensats. Hi ha motors que estan específicament dissenyats per desenvolupar un 
tipus de joc molt concret, com pot ser el MUGEN [2](dissenyat especialment per fer videojocs de 
lluita en 2D) o el RPGMaker [1](que està clarament orientat a la creació de videojocs de rol en 
2D). El principal avantatge d’aquest tipus de motors tan específics és que són molt senzills 
d’utilitzar, ja que han estat dissenyats tenint en ment un tipus de joc molt concret. El principal 
desavantatge és que aquests motors són molt rígids i és molt complicat crear un altre tipus de 
joc diferent pel qual han estat dissenyats.  
 
Per altra banda, existeixen motors de videojocs molt més generalistes, que permeten 
desenvolupar pràcticament qualsevol tipus de videojoc. Un exemple d’aquest tipus de motor és 
el Unreal Engine [5], un dels motors més àmpliament utilitzat en el desenvolupament de 
videojocs de l’última dècada, amb títols tan variats i de gèneres tant distints com la saga Mass 
Effect [6], Borderlands [7] o Mirror’s Edge [8]. El principal avantatge a l’hora d’utilitzar aquests 
tipus de motors és que es pot realitzar qualsevol tipus de videojoc i totes les parts (rendering, 
física, IA, Internet,...) ja estan integrades en el mateix paquet. Per contra, són més complexos 
d’utilitzar, la corba d’aprenentatge és més elevada i les llicències per realitzar videojocs 
                                                     
6 Rendering: Procés computacional de generació d’imatges a partir de models.  
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comercials solen ser bastant cares, la qual cosa pot ser un inconvenient per estudis petits o amb 
pocs recursos.  
 
El present videojoc està desenvolupat des del punt de vista d’un estudi petit, que no es pot 
permetre gastar grans quantitats de diners en la llicència d’un motor de videojocs punter. Tenint 
aquesta premissa en compte, s’ha decidit construir un motor de videojocs propi, format a partir 
de motors específics de codi obert que s’utilitzen habitualment per al desenvolupament de 
videojocs comercials i altres aplicacions gràfiques. A continuació, s’explica amb detall els 
diferents components que conformen el nostre motor de videojocs.  
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4.1 Motor de Render: OGRE 
 
 
Figura 3: Logo d’OGRE3D 
 
Com a motor de render, s’utilitzarà OGRE [12](Object-Oriented Graphics Rendering Engine), un 
motor de rendering 3D escrit en C++ que permet als desenvolupadors crear, manejar i mostrar 
escenes tridimensionals utilitzant acceleració per Hardware. La llibreria de classes d’OGRE 
abstrau els detalls a l’hora d’utilitzar les llibreries subjacents de gràfics (Direct3D [4] i OpenGL 
[3]). D’aquesta manera, s’ofereix una interfície basada en objectes i classes d’alt nivell que 
permeten als programadors realitzar el procés de rendering d’una forma molt més intuïtiva que 
utilitzant directament una llibreria gràfica de més baix nivell.  
 
Cal tenir en compte però, que OGRE no és un motor de videojocs, és exclusivament un motor de 
rendering. Això significa que per incloure altres funcionalitats pròpies dels jocs actuals com ara 
simulació física, reproducció de so, intel·ligència artificial o networking7, cal integrar llibreries 
externes destinades a tal efecte o bé programar per nosaltres mateixos alguna de les parts.  
 
  
                                                     
7 Networking: En un videojoc, s’entén com la possibilitat de poder-lo jugar amb més jugadors, a 
través d’una xarxa local o Internet.  
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 Abstracció: Una de les principals característiques d’OGRE és que el seu disseny orientat a 
objectes ens permet construir escenes 3D sense importar si per sota estem utilitzant 
OpenGL o Direct3D, ja que la interfície és comuna.  
 Codi obert: OGRE és una llibreria de codi obert, totalment lliure, sota llicència MIT [13] 
 Compatibilitat: OGRE suporta DirectX9, 10 i OpenGL. A més, és multiplataforma 
(Windows, GNU/Linux, Mac OSX i iPhone).  
 Depuració: Incorpora un sistema de logs que ens ajuda a depurar la nostra aplicació i a 
detectar errors.  
 Comunitat activa: La comunitat d’OGRE és molt activa. Els desenvolupadors d’aquest 
motor estan constantment revisant i afegint noves funcionalitats, creant una nova 
release del motor cada 6 mesos.  
 Fàcil aprenentatge: Hi ha molts tutorials i informació disponible a la pàgina oficial 
d’aquest motor, així que és fàcil aprendre’l a utilitzar en un temps relativament curt.  
 Utilitzat professionalment: Molts productes comercials han estat desenvolupats 
utilitzant aquest motor de rendering, demostrant que és un motor sòlid i ben construït. 
Alguns dels videojocs més destacables que utilitzen OGRE són Torchlight 1 i 2 [14], 
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Figura 4: Captura de pantalla de “Torchlight”, un dels jocs comercials  
més destacats que utilitza OGRE.   
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Abans de decidir-me per utilitzar OGRE, vaig investigar sobre diferents alternatives disponibles. 
Les més interessants són les següents:  
 
 Irrlicht [17]: Un motor que a més de la part de rendering, també incorpora detecció de 
col·lisions. Tot i que Irrlicht ofereix més funcionalitats que OGRE, el fet és que la qualitat 
gràfica que és pot aconseguir amb OGRE és bastant superior i a més, Irrlicht té detecció 
de col·lisions però no disposa de simulació física. Per tant, depenent del tipus de projecte 
que es vulgui realitzar, caldrà igualment integrar una bona llibreria de física, a part de 
tota la resta (so, xarxa, IA,...).  A més, no hi ha cap projecte comercial destacable realitzat 
amb aquest motor. També és multiplataforma i totalment lliure.  
 
 
Figura 5: Captura de pantalla de “H-Craft Championship”, un joc  
comercial desenvolupat en Irrlicht.  
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 Panda3D [18]: Un complet motor de videojocs 3D que incorpora tot el necessari per 
desenvolupar un videojoc (rendering, física i col·lisions, xarxa,...). És multiplataforma i 
permet treballar en Windows, GNU/Linux i MacOSX.  Pertany a Disney, però és obert i 
gratuït. El principal avantatge de Panda3D és la seva senzillesa d’ús, ja que estan totes les 
parts integrades en el mateix motor i és fàcil i ràpid començar a crear un videojoc. A més, 
és un motor que s’utilitza bastant en el desenvolupament de videojocs comercials i és 
una bona opció si no es disposa de temps per construir un motor de videojocs propi. No 
obstant això, la qualitat gràfica que ofereix OGRE és bastant superior i el seu rendiment 
també és una mica millor.  
 
 
Figura 6: Captura de pantalla de “Pirates of the caribbean online”,  
un projecte que utilitza Panda3D 
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4.2 Modelatge i animació 3D: Blender 
 
 
Figura 7: Logo de Blender 
 
Com a software de modelatge i animació 3D s’ha utilitzat Blender [9], amb el que s’han creat i 
animat tots els models 3D necessaris pel joc. Blender és un programa completament gratuït des 
de 2002, de codi obert, amb el que es pot aconseguir uns resultats similars als que es pot 
aconseguir amb programes de modelatge 3D comercials com Maya [10] o 3ds Max [11].  
 
Tot i els grans avantatges que ofereix Blender, el cert és que és un producte poc utilitzat en la 
indústria dels videojocs i de l’animació en general. Una de les causes principals és que programes 
com el ja citat Maya, s’utilitzen des de fa més temps que Blender i els experts en animació ja 
estan acostumats a utilitzar aquesta eina. Blender ofereix una interfície que trenca radicalment 
amb la interfície típica d’un modelador 3D com Maya, així que per una empresa, és molt més 
econòmic actualitzar la llicència de Maya que el cost en temps i diners que suposaria aconseguir 
que els seus animadors aprenguessin a utilitzar Blender al nivell del seu software de modelatge 
habitual. No obstant, cal dir que la interfície de Blender ha estat completament redissenyada en 
la seva versió actual (que en aquest moment, és la 2.5x), amb un aspecte molt més estàndard. 
D’aquesta forma es pretén aconseguir que Blender s’utilitzi cada vegada més a l’hora de 
desenvolupar grans projectes.  
 
El principal motiu que va fer decantar-me per Blender és que actualment és el millor modelador 
3D gratuït, i a més, ja l’havia utilitzat a l’assignatura optativa de SGI de la facultat i portava temps 
aprenent pel meu compte a modelar amb aquest programa, així que ja tenia bastanta 
experiència acumulada.  
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 Codi obert: Blender és completament gratuït i de codi obert, sota llicència GPL.  
  Multiplataforma: Blender està disponible per Windows, Linux, MacOSX, FreeBSD i 
OpenBSD.  
 Interfície: D’entrada, l’interfície d’usuari que ofereix Blender és completament 
antiintuïtiva i molt diferent a les interfícies de finestres que estem acostumats a trobar en 
qualsevol altre programa. No obstant, el gran avantatge és que és una interfície 
completament personalitzable.  
 Alta qualitat: Ofereix uns resultats d’alta qualitat, sense necessitat d’invertir grans 
quantitats de diners en adquirir una de les llicències dels modeladors comercials més 
utilitzats.  
 Corba d’aprenentatge: El principal problema de Blender és que a l’inici, la seva corba 
d’aprenentatge és bastant elevada, degut especialment a la seva interfície d’usuari tant 
peculiar. Si aprendre a modelar utilitzant un modelador convencional ja és de per sí 
complicat, amb Blender encara ho és una mica més pel fet d’haver-se d’adaptar a la seva 
interfície. No obstant, un cop aprenem els accessos directes més utilitzats, la tasca de 
modelar amb Blender es torna molt més senzilla i ràpida.  
 Editor d’scripts: Incorpora un editor d’Scripts en Python per tal de poder extendre les 
funcionalitats que ofereix el propi programa.  
 Física: Per la part de simulació física, incorpora Bullet [19], el motor de física i col·lisions 
de codi obert més utilitzat actualment.  
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Figura 8: Model del Seat Ibiza 2004 que vaig realitzar amb Blender.  
 
4.2.2 Alternatives 
 Maya [10]: Actualment, el programa de modelatge i animació 3D més àmpliament 
utilitzat en el món del cinema i dels videojocs, on s’ha utilitzat en pel·lícules especialment 
destacables pels seus efectes especials com Terminator 2: El juicio final, The Matrix i la 
saga Spiderman. La seva principal característica és la seva potència i les possibilitats 
d’expansió i personalització de la seva interfície. A més, incorpora un llenguatge d’scripts 
propi, anomenat MEL (Maya Embedded Language), que forma el nucli de Maya i gràcies 
al qual es poden crear scripts i personalitzar el paquet. A més, és l’únic software de 
modelatge 3D acreditat amb un Oscar [49] gràcies a l’enorme impacte que ha tingut en la 
indústria cinematogràfica com a eina de desenvolupament d’efectes visuals. El principal 
problema de Maya és que té llicència comercial i costa uns 3500$.      
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 3ds Max [11]: Un programa de modelatge i animació 3D utilitzat sobretot en el 
desenvolupament de videojocs, amb sagues tant destacables com Tomb Raider, Splinter 
Cell i una llarga llista de títols de l’empresa Ubisoft. També s’utilitza, però de forma menys 
habitual, en el desenvolupament d’efectes especials, projectes d’animació,  anuncis 
televisius i fins i tot en projectes d’arquitectura. El problema de 3ds Max és que, igual que 
Maya, també és un software amb llicència comercial i el seu preu també ronda els 3500$.  
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4.3 Motor de física i col·lisions: Bullet 
 
 
Figura 9: Logo de Bullet 
 
Per la detecció de col·lisions entre objectes i la part de simulació física, es fa servir Bullet [19], 
actualment el motor de física de codi obert més àmpliament utilitzat, i el tercer amb més quota 
de mercat, només per darrere dels motors de codi propietari PhysX [31] de Nvidia i Havok [32] 
d’Intel.  
 
Bullet ha estat utilitzat per desenvolupar videojocs comercials de qualitat, com per exemple 
Grand Theft Auto IV [20] o Red Dead Redemption [21] (ambdós títols de la companyia Rockstar), 
a més d’utilitzar-se en el desenvolupament d’efectes especials de pel·lícules com Sherlock 
Holmes [22], 2012 [23] i pel·lícules d’animació com ara Shrek4 i Megamind [24].   
 
Cal destacar també que Bullet és el motor de física pel que ha apostat AMD en la seva iniciativa 
OpenPhysics [25], que pretén desbancar als motors PhysX [31] i Havok [32] que actualment 
lideren el mercat.  
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 Codi obert: És un potent motor de física de codi obert, sota llicència ZLIB. A més, és un 
dels motors més utilitzats, només superat per PhysX i Havok.  
 Multiplataforma: Bullet és multiplataforma. Existeixen versions per PlayStation3, 
Xbox360, Wii, Windows, Linux, Mac OSX i iPhone. 
 Simulació: Ofereix simulació realista de cossos rígids i cossos deformables.  
 Documentació: El principal problema de Bullet és que la documentació és pràcticament 
inexistent.  La web oficial disposa de molt pocs articles i tot i que el propi motor incorpora 
el codi d’alguns exemples fets en Bullet, són bastant complicats de seguir degut a que no 
tenen pràcticament comentaris. En conseqüència, resulta complicat aprendre a utilitzar 
aquesta llibreria de forma eficient.  
 
 
Figura 10: “Grand Theft Auto IV” és un dels jocs més populars que utilitza Bullet.   
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A continuació es mostren les diferents alternatives que vaig valorar abans de decidir-me per 
utilitzar Bullet.  
 
 MOC [30](Minimal OGRE Collisions): En un primer moment, vaig considerar que la part 
de detecció de col·lisions del joc seria molt simple i vaig optar per integrar MOC, una 
llibreria de detecció de col·lisions (sense simulació de física), implementada per un usuari 
de la comunitat d’OGRE, molt fàcilment integrable en el projecte i que calcula col·lisions 
precises entre objectes. Tot i que en un principi semblava suficient, un cop integrada i al 
fer les primeres probes, em vaig adonar que era massa ineficient, doncs quan dos cossos 
entraven en contacte, feia un recorregut per totes les cares dels objectes per saber en 
quin punt exacte havien col·lisionat. No utilitzava cap tipus d’estructura simplificada per 
representar els objectes, com caixes englobants, esferes o cilindres. Arribats a aquest 
punt, tenia dues opcions, o bé millorava les funcionalitats que oferia MOC o buscava una 
llibreria alternativa que fos més professional. Vaig optar per aquesta segona opció ja que 
el fet d’haver de construir una llibreria de col·lisions és un procés que m’hagués pres 
massa temps i tampoc era l’objectiu del projecte.   
 
 PhysX [31]: És el motor de física propietat de Nvidia, i actualment és el més utilitzat en la 
creació de videojocs. El principal problema que té és que està especialment dissenyat per 
treballar en targetes Nvidia i no es pot explotar completament en màquines que disposen 
de targetes gràfiques d’altres marques, com ATI. A part d’això, és codi propietari, tot i 
que existeix una versió gratuïta per desenvolupar jocs per la plataforma Windows.  
 
 Havok [32]: És el motor de física propietat d’Intel, i és el segon motor amb més quota de 
mercat, just per darrere de PhysX. Ha estat utilitzat amb gran èxit en jocs com Red 
Faction: Guerrilla, on pràcticament podem destruir qualsevol part de l’escenari.  
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4.4 Llibreria de so: cAudio 
 
 
Figura 11: Logo de cAudio 
 
cAudio[37] és una completa llibreria de so, basada en OpenAL[36]. Està pensada per tal que la 
gestió i reproducció d’efectes sonors en una aplicació sigui el més fàcil i intuïtiva possible.  
 
4.4.1 Característiques 
 Abstracció: cAudio és en realitat, un envolcall d’OpenAL, escrit en C++ i pensat per  
facilitar la feina i no haver de tractar directament amb una llibreria de més baix nivell com 
OpenAL.  
 Codi obert:  És una llibreria de codi obert i de lliure distribució, sota llicència ZLIB. 
 Funcionalitats: Permet la reproducció de sons 2D, 3D i modificar paràmetres com ara la 
velocitat de reproducció o la freqüència. Permet també gravar sons i aconseguir efectes 
avançats, com l’efecte Doppler8  
  
                                                     
8 Efecte Doppler: És l’aparent canvi de freqüència d’ona que un receptor percep quan una font 
que emet un so, està en moviment relatiu respecte a aquest receptor.  
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 FMOD [35]: Aquesta llibreria de so va ser la primera opció que vaig tenir en compte, ja 
que l’havia utilitzat en un petit projecte que vaig fer per l’assignatura de lliure elecció de 
Videojocs de la facultat, i estava familiaritzat amb el seu ús. No obstant, em vaig adonar 
que la seva llicència era massa restrictiva, ja que només és gratuït per a projectes no 
comercials, així que vaig decidir buscar una llibreria amb una llicència comercial menys 
restrictiva.  
 OpenAL[36]: Llibreria de so, completament gratuïta fins a la versió 1.1. El problema 
d’OpenAL és que és una mica complicada de començar a utilitzar, ja que és una llibreria 
de baix nivell, similar al que és OpenGL en l’àmbit de gràfics. Quan estava considerant l’ús 
d’OpenAL, vaig descobrir cAudio, que treballa sobre OpenAL i que ofereix una capa 
d’abstracció en C++ per utilitzar aquesta llibreria de forma molt més senzilla.  
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4.5 Llibreria de xarxa: ENet 
Per donar suport a la part multijugador del joc i poder jugar a través d’Internet, s’ha decidit 
utilitzar la llibreria ENet. L’objectiu d’aquesta llibreria és proveir una interfície simple i robusta de 
comunicació per la xarxa. ENet en realitat treballa sobre el protocol de comunicació UDP (User 
Datagram Protocol) [50]. La característica principal d’aquesta llibreria és que permet assegurar 
que els paquets arriben al destinatari i que arriben en l’ordre correcte, cosa que el protocol UDP 
per sí sol no garanteix.  
 
El principal problema d’aquesta llibreria és que no ofereix funcionalitats d’alt nivell, com 
encriptació de dades i autentificació, funcionalitats que per altra banda són crítiques per una 
aplicació que funciona a través de la xarxa. Per tant, cal implementar aquestes funcionalitats per 
nosaltres mateixos.  
 
4.5.1 Característiques 
 Codi obert i multiplataforma: ENet és una llibreria completament de codi obert, 
gratuïta, sota llicència MIT [13]. També és multiplataforma, funciona sota sistemes 
operatius Windows i qualsevol sistema basat en Unix.  
 Simplesa i facilitat d’ús: ENet és una llibreria molt fàcil d’integrar en el nostre projecte i 
senzill d’utilitzar, ja que consta de molt poques classes.  
 Fiabilitat: Assegura que els paquets arriben al client destinatari i que aquests arriben en 
l’ordre correcte.  
 Fragmentació i reensamblatge: ENet permet transmetre fitxers de qualsevol mida. En 
cas que sigui necessari, la pròpia llibreria divideix els paquets grans en paquets més 
petits, que es reensamblen per construir el paquet original quan arriben al client. Aquest 
procés es du a terme de forma totalment transparent al programador.  
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 Raknet [51]: La opció principal que vaig valorar abans de decidir-me per ENet, va ser la 
llibreria Raknet, que a diferència d’ENet, sí que ofereix funcionalitats d’alt nivell com 
encriptació i autentificació. No obstant, té una llicència més restrictiva que ENet.  
 
4.5.3 Arquitectura Multijugador 
La llibreria ENet s’ha utilitzat per construir l’arquitectura multijugador del joc, que consisteix en 
una arquitectura client-servidor típica, en la que es disposa d’un únic servidor central que 
s’encarrega d’actualitzar l’estat del joc (realitza tot el càlcul de col·lisions, simulació física, IA,...) i 
els clients només han de mostrar el nou estat del joc.  
 
 
Figura 12: Arquitectura centralitzada client-servidor.  
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El principal avantatge d’aquesta arquitectura és que és senzilla d’implementar i no tenim 
problemes de sincronisme entre el servidor i els diferents clients. Com que l’actualització de 
l’estat del joc es du íntegrament a terme en el servidor, tots els clients connectats al servidor 
mostraran el mateix estat del joc. Per altra banda, el principal problema d’aquesta arquitectura 
és que l’escalabilitat de l’aplicació depèn exclusivament de les capacitats de l’ordinador que fa de 
servidor. Existeixen arquitectures de multijugador, com les descrites a [52] i a [53], que 
permeten una escalabilitat molt més alta que la que hem decidit implementar nosaltres, però 
vam valorar que en el nostre cas no valia la pena utilitzar una arquitectura més complexa, ja que 
el joc tampoc està pensat per jugar de forma massiva, amb centenars o milers de jugadors 
compartint el mateix món virtual.  
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4.6 Motor d’Intel·ligència Artificial 
En molts jocs, el comportament de la Intel·ligència Artificial acostuma a ser relativament 
predictible i simple. Existeix una gran diferència entre el comportament d’un jugador humà i el 
d’un jugador controlat per la màquina (conegut popularment com a NPC9, de Non-Player 
Character en anglès), i aquesta diferència es fa molt més notòria en jocs online, on NPCs i 
jugadors reals coexisteixen en el mateix món virtual. En aquests casos, l’únic repte real és jugar 
contra altres jugadors humans, ja que els NPCs tendeixen a tenir un comportament poc realista 
que fa que el joc sigui poc atractiu per a un jugador experimentat.  
 
Per contra, en aquest joc la Intel·ligència Artificial dels personatges anirà evolucionant a mesura 
que es desenvolupa la partida. Els NPCs seran capaços de compartir informació entre 
personatges del seu mateix equip, per incrementar el coneixement grupal sobre com s’està 




                                                     
9 NPC (Non-Player Character): Personatge controlat pel motor d’intel·ligència artificial d’un 
videojoc.  
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La part d’intel·ligència artificial ha estat dissenyada i implementada per satisfer les necessitats 
específiques del joc. El motor d’IA desenvolupat per aquest joc té les següents parts: 
 
 Moviment local: S’encarrega de determinar com s’ha de moure un personatge entre un 
punt origen i un punt destí dins d’una cel·la convexa, evitant obstacles de forma natural i 
realista.  
 Cerca de camins en grafs de cel·les i portals que representen pel qual els NPC poden 
navegar. Per al desenvolupament d’aquesta part, ha estat necessari el disseny i 
implementació d’un algorisme automàtic de generació de grafs de cel·les i portals, així 
com la divisió de l’espai navegable en un conjunt mínim de polígons convexos.  
 Comportament d’alt nivell dels NPC, que inclou la compartició d’informació entre 
membres del mateix equip, definició i elecció d’estratègies segons com s’està 
desenvolupant la partida, etc.  
 
A continuació es descriu i s’explica en detall les diferents parts del motor d’IA desenvolupat.  
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Motor d’Intel·ligència Artificial 
 
- Moviment Local -   
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4.6.1 Moviment local 
Per la part de simulació de moviment local, s’han implementat alguns dels patrons de 
comportament que proposa Craig Reynolds en el seu article Steering Behaviors For Autonomous 
Characters [26]. Aquests patrons de comportament pretenen aconseguir que els personatges 
siguin capaços de navegar pel seu món virtual d’una forma realista, com ho podria fer una 
persona real, evadint els obstacles i evitant les col·lisions entre altres persones. Cadascun 
d’aquests patrons indiquen com s’ha de modificar la direcció en que actualment s’està movent el 
personatge per aconseguir un objectiu concret, com ara anar cap a un punt determinat del mapa 
o fugir d’un perseguidor. El vector resultant de cada comportament l’anomenem steer. A 
continuació es descriuen els patrons de comportament que s’han implementat per a aquest joc.  
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4.6.1.1 Seek & Pursuit: Anar cap a un punt objectiu 
El patró Seek actua com a una força d’atracció que dirigeix al personatge cap a una posició fixa 
de l’espai. Indica com s’ha de modificar la direcció de moviment del personatge per dirigir-lo cap 
al punt de destí.  
 
Figura 13: Velocitat actual que porta un personatge 
i velocitat ideal per anar cap al punt objectiu. 
 
El vector Velocitat desitjada és un vector en la direcció del personatge al punt Objectiu. Indica la 
ruta més eficient que ha de seguir el personatge per anar de la seva posició actual al punt aquest 
punt. El vector Velocitat actual indica la direcció en que s’està movent actualment el personatge. 
El vector Steer en aquest cas es calcula com la diferència entre la velocitat desitjada i la velocitat 
actual.  
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Figura 14: Càlcul del vector “Steer” en el 
patró de moviment “Seek”. 
 
El vector Steer es suma a la velocitat actual del personatge, de forma que el personatge 
s’aproxima progressivament al punt objectiu d’una forma natural.  
 
 
Figura 15: Aplicació del vector “Steer” a la velocitat actual 
i trajectòria resultant del personatge en el patró “Seek”. 
 
El patró Pursuit indica com s’ha de modificar la velocitat actual del personatge per perseguir a un 
objectiu que està en moviment. La idea principal és exactament la mateixa que s’utilitza pel 
patró Seek, simplement que en aquest cas el punt de destí és diferent a cada iteració.  
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4.6.1.2 Flee and Evade: Fugir d’un punt objectiu 
El patró Flee actua com a una força de repulsió que fa que el personatge fugi d’un punt 
determinat. Indica com s’ha de modificar la velocitat actual del personatge per fer que fugi 
d’aquest punt.  
 
Figura 16: Velocitat actual que porta un personatge 
i velocitat ideal per evitar al punt objectiu. 
 
El vector Velocitat desitjada és un vector en la punt Objectiu al personatge. Indica la ruta més 
eficient que ha de seguir el personatge per fugir d’aquest punt. El vector Velocitat actual indica 
la direcció en què s’està movent actualment el personatge. El vector Steer en aquest cas es 
calcula com la diferència entre la velocitat actual i la velocitat desitjada.  
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Figura 17: Càlcul del vector “Steer” en el 
patró de moviment “Flee”. 
 
El vector Steer es suma a la velocitat actual del personatge, de forma que fuig progressivament 
del punt objectiu d’una forma natural. Per evitar que el personatge segueixi fugint 
indefinidament, aquest comportament es desactiva quan es considera que el personatge està a 
una distància que considerem segura del punt objectiu.  
 
 
Figura 18: Aplicació del vector “Steer” a la velocitat actual 
i trajectòria resultant del personatge en el patró “Flee”. 
 
El patró Evade indica com s’ha de modificar la velocitat actual del personatge per fugir d’un 
perseguidor que està en moviment. La idea principal és exactament la mateixa que s’utilitza pel 
patró Flee, simplement que en aquest cas el punt del que s’ha de fugir és diferent a cada iteració. 
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4.6.1.3 Obstacle Avoidance: Evasió d’obstacles estàtics 
Aquest comportament dóna al personatge l’habilitat de rodejar obstacles estàtics del món virtual 
en el que es troba. Hi ha una diferència important entre obstacle avoidance i el patró flee descrit 
anteriorment. En el cas del patró flee, provocarà sempre que el personatge s’allunyi d’una 
posició determinada, mentre que obstacle avoidance actua tan sols quan un obstacle proper està 
just davant del personatge, i intercedeix en la seva direcció de moviment. Per exemple, si un 
cotxe està anant de forma paral·lela a una paret, el patró obstacle avoidance no actuarà, de 
forma que no es produirà cap modificació en la seva trajectòria i el cotxe seguirà paral·lel a la 
paret. Per altra banda, el patró flee intentaria allunyar el cotxe de la paret, de forma que aquest 
s’acabaria movent de forma perpendicular en relació a la paret.  
 
Per detectar quins obstacles intercedeixen en la trajectòria del personatge, s’utilitza un cilindre, 
col·locat davant d’aquest, en la direcció en la que el personatge s’està movent. Aquest cilindre 
ha de tenir com a mínim la mateixa amplada que el personatge i la seva longitud pot estar 
prefixada o fer que depengui de paràmetres com la velocitat que porta en aquest moment o la 
seva agilitat. En el nostre cas, donat que tots els personatges són iguals, hem optat per utilitzar 
un cilindre de longitud prefixada, la qual s’ha determinat de forma empírica.  
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Figura 19: Captura de pantalla del joc on es pot observar el cilindre que 
s’utilitza per detectar els obstacles estàtics que estan davant del personatge.  
 
 
El patró obstacle avoidance considera tots els obstacles que interseccionen amb el cilindre i es 
queda amb el més proper, que és la pròxima col·lisió a evitar. Per determinar quins objectes 
interseccionen amb el cilindre, s’ha decidit implementar-lo utilitzant un GhostObject de Bullet 
(veure “Annex III: Bullet GhostObject”). D’aquesta forma, podem accedir ràpidament als 
obstacles amb els que col·lisiona, aprofitant l’eficiència d’aquest motor de física.  
 
Un cop s’ha determinat quin és l’obstacle a evadir, es projecta el centre de l’obstacle sobre el pla 
side-up del personatge. El vector Steer en aquest cas es calcula com la negació de la component 
lateral d’aquesta projecció.  
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Figura 20: Càlcul del vector “Steer” en el 
patró de moviment “Obstacle Avoidance”. 
 
A continuació és mostra un senzill exemple de l’aplicació d’aquest patró. A, B i C són 3 obstacles 
de l’escena, dels quals només B i C són col·lisions potencials i es determina que B és l’obstacle a 
evadir ja que és el més proper. Com que el centre de l’obstacle B cau a la dreta del nostre 
personatge, es corregeix la seva trajectòria aplicant una força lateral cap a l’esquerra.  
 
 
Figura 21: Exemple d’aplicació del patró “Obstacle Avoidance”.   
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4.6.1.4 Unalligned Collision Avoidance: Evasió d’obstacles mòbils 
Aquest patró de comportament tracta d’evitar col·lisions entre personatges que s’estan movent 
en direccions i velocitats arbitràries. Si ens fixem en el nostre propi comportament quan estem 
en un lloc molt concorregut, com per exemple una plaça plena de gent movent-se en totes 
direccions, veurem que evadim les col·lisions entre les demés persones predint quina serà la seva 
posició passat un determinat interval de temps i automàticament, ajustem la nostra trajectòria i 
velocitat per evitar aquesta potencial col·lisió. Aquest és el comportament que tracta de simular 
el Unalligned Collision Avoidance.  
 
Per implementar aquest patró, un determinat personatge considera a tots els demés 
personatges i, per cadascun d’ells, determina (basant-se en les respectives velocitats actuals i 
direccions de moviment) quan i on ambdós personatges tindran la seva aproximació més 
propera, és a dir, en quin instant de temps estaran més a prop l’un de l’altre. Una potencial 
col·lisió es dóna si aquesta aproximació més propera té lloc en el futur i si la distància entre els 
dos personatges és prou propera (indicada amb cercles a la figura 22).  
 
 
Figura 22: Exemple d’aplicació del patró “Unalligned Collision Avoidance”.   
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D’aquestes col·lisions potencials, ens quedem amb aquella que tindrà lloc més aviat en el temps. 
El personatge aleshores modifica la seva trajectòria per evitar la posició on s’ha predit que es 
tindrà lloc la col·lisió, per tant, realitzarà un moviment lateral. També accelerarà o frenarà per tal 
de passar pel punt de col·lisió abans o després de l’instant predit. En l’exemple anterior, el 
personatge que s’aproxima per la dreta decideix reduir la seva velocitat i girar a l’esquerra, 
mentre que l’altre personatge, augmenta la seva velocitat i gira cap a l’esquerra.  
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Motor d’Intel·ligència Artificial 
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4.6.2 Cerca de camins 
Un dels problemes més habituals d’un videojoc consisteix en aconseguir que un personatge 
controlat per la IA sigui capaç d’anar d’un punt a un altre de l’escenari de forma intel·ligent, és a 
dir pel camí més curt i evadint obstacles. Les tècniques de moviment local que hem vist 
anteriorment, serveixen per polígons convexos, però un escenari d’un videojoc és quelcom més 
complex. Hi ha dues tècniques principals per guiar el moviment d’un NPC en un entorn virtual: 
Punts de visibilitat i Malles navegacionals [39]. Ambdós mètodes tenen el mateix objectiu: 
acabar generant un graf d’adjacència que posteriorment és utilitzat per un algorisme de cerca de 
camins (típicament en videojocs s’utilitza el A*) per trobar el camí a seguir donat un node origen 
i un node destí. La tècnica de punts de visibilitat, consisteix en escampar un cert nombre de 
punts per l’escenari del joc i per cada punt, comprovar si hi ha visibilitat directe o no amb els 
demés. La tècnica de malles navegacionals, proposa dividir l’escenari en regions convexes i 
aprofitar les tècniques de moviment local que hem descrit a l’apartat anterior.  
 
 
Figura 23: Aplicació de la tècnica de Punts de visibilitat (Esquerra)  
i Malles Navegacionals (Dreta) en un mapa senzill 
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4.6.2.1 Punts de visibilitat 
En la tècnica de Punts de visibilitat, es comença escampant un cert nombre de punts per 
l’escena, als que s’anomena path nodes. Normalment, aquests punts els col·loca a mà la persona 
encarregada del disseny dels mapes. Posteriorment, el programa comprova les línies existents 
entre tots els nodes per determinar entre quines parelles de punts es pot anar en línia recte 
sense col·lisionar amb cap  obstacle estàtic de la geometria. El resultat d’aquest procés és un 
graf, on els nodes són els path nodes que ha definit el dissenyador de mapes i l’existència d’una 
aresta entre dos nodes indica que és possible viatjar entre aquests nodes en línia recte sense 
topar amb cap obstacle. El graf resultant és utilitzat per un algorisme de cerca de camins, que 




Figura 24: Exemple de l’aplicació de la tècnica de punts de visibilitat 
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El mètode de punts de visibilitat pot ser suficient per a jocs senzills, però té moltes limitacions. El 
primer problema és la col·locació dels nodes. La majoria d’editors de nivells esperen que sigui el 
dissenyador l’encarregat de col·locar els nodes a les escenes que estan creant. En mapes 
relativament grans, pot suposar una enorme càrrega extra de treball per al dissenyador, fent que 
el temps que es dedica al procés de creació d’un nivell sigui molt més elevat. A més, com més 
gran sigui el nivell, més possibilitats hi ha de que el dissenyador cometi algun error, per exemple, 
deixant algun node del mapa sense connectar degut a què totes les arestes que arriben al node 
estan bloquejades per algun obstacle de la geometria del mapa. També existeixen editors de 
mapes que s’encarreguen de col·locar els nodes automàticament, però els resultats obtinguts 
solen ser pitjors que els obtinguts col·locant manualment els nodes.  
 
Un altre problema afegit és el límit de la representació. La tècnica de punts de visibilitat només 
conté informació sobre quines localitzacions de l’escena estan directament connectades, però no 
té cap tipus d’informació de com és la geometria de l’escena, ni d’on estan situats els obstacles. 
Això és un greu problema a l’hora d’esquivar un obstacle dinàmic (com per exemple, un altre 
NPC) o un obstacle que intercedeix entre dos nodes que en un principi eren visibles, ja que si 
modifiquem la trajectòria del moviment per evitar l’obstacle, podem col·lisionar amb algun 
obstacle estàtic propi de la geometria de l’escena (com una paret, un forat, un pilar,...). 
 
 
Figura 25: En el cas de punts de visibilitat, no sabem com esquivar l’obstacle 
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A més, els camins generats amb aquest sistema solen ser de baixa qualitat. Dos personatges 
controlats per la IA que s’han de moure del punt A al punt B, seguiran exactament el mateix 
camí, passant per exactament els mateixos punts del mapa, donant la sensació de què els 
personatges van sobre rails. A més, degut a la limitació de la representació, solen seguir una 
trajectòria en forma de zig-zag, que queda poc natural.  
 
 
Figura 26: Mostra de la mala qualitat dels camins  
generats amb punts de visibilitat.  
 
Per suavitzar el moviment dels personatges, es pot incrementar el nombre de nodes, però com 
més nodes tinguem, més es trigarà en calcular el graf de visibilitat (donat que cal comprovar si hi 
ha visió directa entre cada parell de nodes, el problema té una complexitat n^2) i el procés de 
cerca de camins amb molts nodes pot ser intractable per realitzar-se en temps real.  
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4.6.2.2 Malles Navegacionals 
Aquesta tècnica consisteix en dividir l’escena virtual en cel·les convexes i aprofitar les tècniques 
de moviment local, solventant així els problemes que té el mètode de Punts de visibilitat. Com 
que les cel·les són polígons convexos, es garanteix que ens podem moure des d’un punt a un 
altre de la mateixa cel·la en línia recta sense topar amb cap obstacle de la geometria. Les cel·les 
estan connectades amb altres cel·les mitjançant portals, que són arestes compartides per dues 
cel·les. El graf de visibilitat resultant s’anomena Cell and Portal Graph, on els nodes del graf són 
les cel·les convexes en que hem dividit el mapa, i les arestes entre nodes són els portals que ens 
permeten passar d’una cel·la a una altra.  
 
 
Figura 27: Exemple de l’aplicació de la tècnica de malles navegacionals 
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Com a resultat, obtenim una representació del món virtual que té en compte la seva geometria, 
ja que se sap on estan col·locats els obstacles estàtics, de forma que aplicant les tècniques de 
moviment local descrites anteriorment, és senzill evitar un obstacle que intercedeix en la nostra 
trajectòria i el resultat obtingut és molt més natural.  
 
 
Figura 28: En malles navegacionals, podem esquivar l’obstacle 
fàcilment aplicant algun mètode de moviment local.  
 
A més, els camins obtinguts per anar d’un punt a un altre del mapa, al tenir en compte la 
geometria i a l’ús de les tècniques de moviment local, són molt més suaus i naturals i dos NPCs 
que es mouen cap al mateix punt no seguiran exactament el mateix camí, de forma que no hi ha 
la sensació de què els personatges van sobre rails. A més, el graf sobre el que s’ha de fer la cerca 
de camins que s’obté amb aquesta tècnica, conté molts menys nodes que el graf obtingut amb la 
tècnica de punts de visibilitat. Per tant, el procés de generació del graf i cerca de camins és molt 
més ràpid.  
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Figura 29: Les malles navegacionals generen uns  
camins molt més naturals.  
 
Així doncs, la tècnica de malles navegacionals va ser la escollida per guiar el moviment dels 
nostres personatges en l’entorn virtual.  
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4.6.2.3 Generador automàtic de Malles Navegacionals 
Com hem pogut comprovar a l’apartat anterior, la tècnica de malles navegacionals ofereix un 
resultat molt millor a la tècnica de punts de visibilitat. Per tant, per guiar el moviment d’un 
personatge en un entorn virtual, ens vam decantar pel mètode de malles navegacionals. El 
nostre objectiu doncs, va ser crear un generador de malles navegacionals que pogués ser utilitzat 
en qualsevol entorn virtual, i per tant, necessitàvem desenvolupar un algorisme que, donada una 
geometria qualsevol, dividís el mapa en regions convexes i generés automàticament el cell & 
portal graph. A més, l’algorisme havia de generar una partició de l’espai òptima (mínim nombre 
de regions convexes) o propera a l’òptima, per garantir que el posterior procés de cerca de 
camins es podrà realitzar en temps real.  
 
La solució més senzilla per resoldre aquest problema era realitzar un algorisme de flooding com 
el proposat a [42]. Si bé aquest algorisme és molt senzill d’implementar i eficient, el principal 
problema que té és que requereix que tots els portals siguin petits i més o menys del mateix 
tamany, per poder identificar-los i poder diferenciar quines arestes limiten l’escenari i quines 
arestes són portals. Això fa que funcioni bé per interiors d’edificis amb habitacions i portes, on 
les cel·les són les habitacions i els portals són les portes que comuniquen les diferents 
habitacions, però no funciona per a exteriors ni interiors que no segueixen una arquitectura tant 
clara d’habitacions i portes. Donat que els mapes del joc tenen una arquitectura més arbitrària i 
que un dels nostres objectius era que es pogués utilitzar en qualsevol tipus de geometria, aquest 
tipus d’algorisme no ens servia per resoldre el problema i el vam descartar immediatament.  
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El primer pas per a aquesta part del projecte va ser buscar algorismes que dividissin l’espai en 
regions convexes. A [40] es desenvolupa un algorisme interessant per dividir polígons amb forats 
en regions convexes. El problema que vam detectar en aquest algorisme és que no afegeix 
vèrtexs nous a l’hora de crear portals, de forma que s’obté un gran nombre de polígons 
degenerats, cosa que podria complicar el procés d’aplicar les tècniques de moviment local 
descrites anteriorment. A més, no es garanteix que la divisió resultant tingui un nombre de 
cel·les òptim o proper a l’òptim, així que també el vam acabar descartant. La següent figura 
mostra el resultat d’aplicar aquest algorisme en un mapa amb geometria arbitrària.  
 
 
Figura 30: Aplicació de l’algorisme descrit a [40]  
en un mapa de geometria arbitrària.  
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Vam sospesar també la idea de fer una triangulació de Delaunay [43] sobre la geometria que 
representa el mapa del joc, i posteriorment aplicar un procés de merging10 per eliminar cel·les 
innecessàries. A [44] es pot trobar la implementació d’un algorisme que permet fer la 
triangulació de Delaunay d’un polígon que pot contenir forats. En principi, sembla que la idea 
hauria de donar bons resultats: Al utilitzar el mètode de triangulació de Delaunay, es garanteix 
que els triangles resultants són el mínim degenerats possibles i, si apliquem posteriorment un 
algorisme de merging, podríem obtenir una partició en polígons convexos òptima o molt propera 
a l’òptima. A continuació s’explica amb detall els dos algorismes que finalment es van 
implementar.  
  
                                                     
10 Merging: Procés que consisteix en combinar varis polígons convexos adjacents en un sol 
polígon més gran de forma que el resultat segueix sent un polígon convex. 
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4.6.2.4 Algorisme de generació de malles navegacionals: Primera versió 
Un mètode de generació de malles navegacionals que semblava molt bo i que ens va convèncer 
en un primer moment, és el proposat a [41] i es va optar per implementar l’algorisme descrit.  
 
La idea bàsica de l’algorisme consisteix en subdividir recursivament el polígon que representa el 
terra en polígons més petits i eliminar aquells polígons que queden completament continguts 
dins d’un obstacle estàtic de la geometria, ja que aquests no seran accessibles per un 
personatge. Per a subdividir un polígon, es calcula el centroide d’aquest i es tracen arestes que 
connecten el centroide amb el punt mitjà de cada aresta original. El resultat és que obtenim 
tants polígons com vèrtexs té el polígon original i aquests nous polígons són sempre quadrilàters, 
com es pot observar a la següent figura.   
 
 
Figura 31: Procés de subdivisió de polígons 
 
Quan arribem a un tamany de polígon mínim, ja no el seguim subdividint. D’aquesta manera, 
evitem que l’algorisme subdivideixi el polígon infinitament i a més, aquest paràmetre ens serveix 
per determinar com de bona volem que sigui l’aproximació de la malla navegacional a un 
determinat obstacle. Com més petit sigui el tamany mínim del polígon considerat, millor 
s’ajustarà al contorn dels obstacles, però major serà el nombre final de cel·les generades. 
  
A continuació es mostra el pseudocodi de l’algorisme:   
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No obstant, al començar a realitzar les primeres proves, ens vam adonar que al introduir una 
geometria mínimament complexa, es generaven moltíssims nodes innecessaris que no eren 
senzills d’eliminar tot i aplicar un procés posterior de merging. La següent imatge mostra un dels 
resultats obtinguts.  
 
 
Figura 32: Un dels resultats obtinguts amb aquest algorisme 
 
Com es pot observar, si ens fixem al voltant dels obstacles (polígons interiors) no s’aprofita les 
arestes de la pròpia geometria, i això fa que es creïn angles i arestes inexistents que dificulten el 
posterior procés de merging i obtenir per tant una divisió propera a l’òptima. Per ajustar encara 
més la malla a la geometria, es pot reduir l’àrea mínima que tenim en consideració a l’hora de 
seguir subdividint, com proposa el propi autor. No obstant, això incrementa el cost de 
l’algorisme en sí, així com també el del posterior procés de merging (ja que es generen molt més 
nodes) i encara seria més complicat obtenir una divisió òptima en nombre de cel·les.  
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No obstant, aquest algorisme té encara un problema més greu afegit, que l’autor no ha tingut en 
compte i és que només es pot garantir que funciona per a escenaris on el polígon que representa 
el terra és convex, ja que si és còncau, podria ser que el centroide caigués fora del polígon i el 
resultat de la subdivisió no seria correcte, tal i com es pot observar a la següent figura.  
 
 
Figura 33: El centroide d’un polígon còncau pot caure fora 
d’aquest, fent que el resultat de la subdivisió sigui incorrecte 
 
Degut a tots els problemes associats a aquest algorisme i que no complia amb els nostres 
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4.6.2.5 Algorisme de generació de malles navegacionals: Segona versió 
L’algorisme que finalment vam acabar implementant per la generació de malles navegacionals i 
el posterior Cell & Portal Graph, va ser un algorisme que em va proposar la meva directora, que 
és molt fàcil d’entendre i dóna uns resultats molt bons, tant en la forma com en el nombre de 
cel·les resultants. A continuació es descriu l’algorisme en detall.  
 
4.6.2.5.1 Conceptes previs 
Abans d’entrar en detalls sobre el funcionament de l’algorisme, cal tenir en compte certs 
conceptes previs que són la base de l’algorisme.  
 
 Vèrtex convex i vèrtex còncau: Donat un polígon P, anomenem vèrtex convex a aquells 
vèrtexs les arestes incidents del qual formen un angle interior menor o igual a 180º. Si 
l’angle interior és superior a 180º, el vèrtex s’anomena còncau. La següent figura mostra 
un polígon qualsevol, amb els vèrtexs classificats en convexos i còncaus.  
 
 
Figura 34: Vèrtex còncaus i vèrtexs convexos d’un polígon 
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 Test d’orientació: Tot segment orientat S amb extrems (p, q), divideix el pla en dues 
zones, una zona a l’esquerra i una zona a la dreta del segment. Donat un punt r qualsevol 
del pla, es pot determinar en quina zona cau el punt r respecte el segment S, aplicant el 
test d’orientació descrit a [48]. 
 
 
Figura 35: Dreta i esquerra d’un segment orientat 
 
La idea principal és calcular l’àrea amb signe del triangle format pels punts (p, q, r).  
 
 
Figura 36: Paral·lelogram definit pels punts (p, q, r)  
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L’àrea del triangle (p, q, r) és la meitat de l’àrea del paral·lelogram definit pels vectors 
(p,q) i w. En dues dimensions, l’àrea d’un paral·lelogram definit per dos vectors es calcula 
com el determinant d’una matriu 2x2 les columnes de les quals corresponen al vector 
(p,q) i w.  
 
 
Figura 37: Càlcul de l’àrea del triangle format pels punts (p, q, r) 
 
El signe de l’àrea indica si es produeix un gir cap a la dreta o cap a l’esquerra.  
o Si l’àrea és major a 0, significa que el punt r està a l’esquerra de l’aresta (p, q). 
o Si l’àrea és inferior a 0, significa que el punt r està a la dreta de l’aresta (p, q). 
o Si l’àrea és igual a 0, significa que els punts (p, q, r) són col·lineals. 
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 Zona d’interès: Donat un vèrtex còncau V d’un polígon qualsevol P, anomenem zona 
d’interès a aquella regió del pla que queda delimitada per la prolongació de les arestes 
incidents al vèrtex V. La següent figura clarifica aquesta definició.  
 
 
Figura 38: Zona d’interès d’un vèrtex còncau V 
 
Cal notar que qualsevol segment que tracem entre el vèrtex V i qualsevol punt de la zona 
d’interès, farà que el vèrtex es transformi en un vèrtex convex, ja que els seus angles interiors 
seran inferiors o iguals a 180º.  
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4.6.2.5.2 Entrada de l’algorisme 
Un mapa de joc el podem representar com un polígon (el contorn del terra) amb forats (els 
obstacles estàtics). El terra el representem com un polígon descrit en sentit antihorari, mentre 
que els obstacles els representem com a polígons descrits en sentit horari. 
 
 
Figura 39: Sentit en què s’han de passar els polígons al generador de malles  
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4.6.2.5.3 Creació de portals 
Els passos que realitza l’algorisme per dividir el mapa de joc en regions convexes, són els 
següents: 
 
1) Detectar quins són els vèrtexs que s’han de dividir, és a dir, els vèrtexs còncaus. Per 
detectar quins vèrtexs són còncaus, es recorre cada polígon en el sentit determinat 
anteriorment (antihorari si es tracta del contorn del terra o horari si es tracta del contorn 
d’un obstacle). Els vèrtexs còncaus són aquells que en el test d’orientació descrit a [48], 
produeixen un gir cap a la dreta.  
 
 
Figura 40: Detecció dels vèrtexs còncaus de la geometria 
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2) Per cada vèrtex còncau, buscar quina és l’aresta més propera (que pot ser un portal creat 
anteriorment o una aresta de la geometria) i quin és el vèrtex més proper dins la zona 
delimitada per les arestes incidents al vèrtex que fan que sigui còncau (el que hem 
anomenat anteriorment zona d’interès). Segons l’orientació dels polígons que hem 
definit, la zona d’interès és aquella zona que cau a l’esquerra d’ambdues arestes.  
 
 
Figura 41: Càlcul de la zona d’interès d’un vèrtex determinat 
 
Qualsevol portal que tracem dins d’aquesta zona, farà que el vèrtex sigui convex.  
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3) Crear un portal entre el vèrtex, aresta o portal que quedi més a prop del vèrtex còncau 
que estem mirant. Com que el portal el creem amb l’element més proper, garantim que 
no intersecciona amb cap aresta de la geometria ni cap portal anteriorment creat i a més, 
com que és un element que cau dins de la zona d’interès, es garanteix que el vèrtex deixa 
de ser còncau.  Tenim doncs, tres possibles tipus de portals diferents: 
 
a. Portal vèrtex-vèrtex: Si el vèrtex més proper està més a prop que l’aresta més 
propera, aleshores es crea un portal vèrtex-vèrtex. En aquest cas, cal comprovar si 
el vèrtex amb el qual creem el portal és també un vèrtex còncau, perquè és 
possible que creant aquest portal ja hàgim dividit també l’altre vèrtex. 
 
 
Figura 42: Creació d’un portal vèrtex-vèrtex 
 
En aquest exemple, s’ha creat un portal entre el vèrtex A i el vèrtex B i aquest 
últim deixa de ser còncau, ja que el vèrtex A també cau dins la zona d’interès del 
vèrtex B.  
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b. Portal vèrtex-aresta: Si l’aresta més propera és una aresta de la geometria i està 
més a prop que el vèrtex més proper, aleshores es crea un portal vèrtex-aresta. En 
aquest cas, es calcula el punt més proper de l’aresta al vèrtex còncau, que és la 
projecció d’aquest vèrtex sobre la recta definida per l’aresta i es traça un portal 
entre el vèrtex A i la seva projecció.  
 
 
Figura 43: Creació d’un portal vèrtex-aresta 
 
No obstant, pot ser que la projecció del vèrtex A caigui fora dels límits de l’aresta 
que hem determinat com a més propera, o que caigui fora de la zona d’interès del 
vèrtex A. Per veure tots els casos possibles i com resoldre’ls, consultar “Annex I: 
Casos especials Portal vèrtex-aresta”. 
 
 
   
Disseny i creació d’un videojoc  





c.  Portal vèrtex-portal: Si l’aresta més propera és un portal i està més a prop que el 
vèrtex més proper, aleshores es crea un portal vèrtex-portal. En aquest cas, el que 
fem és crear dos portals que uneixen el vèrtex còncau i els extrems del portal.  
 
 
Figura 44: Creació d’un portal vèrtex-portal 
 
En aquest exemple, l’element més proper dins la zona d’interès del vèrtex A és un 
portal, així que creem dos portals que surten del vèrtex A als extrems del portal. 
Hi ha casos en què algun dels 3 portals és prescindible i es pot eliminar, evitant 
crear així cel·les extra. Per veure els casos en què es pot eliminar un portal, 
consultar “Annex II: Casos especials Portal vèrtex-portal”. 
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4.6.2.5.4 Resultats obtinguts 
A continuació es mostren algunes captures de pantalla amb els resultats obtinguts de l’aplicació 
de l’algorisme descrit anteriorment. Els vèrtexs de color blau són els que se’ls hi ha aplicat el 
procés de divisió; les arestes de color verd són els portals entre cel·les convexes; les arestes i 
vèrtexs magenta representen el graf d’adjacència, on els vèrtexs són el centroide de cada cel·la i 
les arestes uneixen els centroides de les cel·les que són adjacents.  
 
 
Figura 45: Cell & Portal Graph de l’exemple anterior.  
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Figura 46: Cell & Portal Graph en mapa arbitrari 1 
 
 
Figura 47: Cell & Portal Graph en mapa arbitrari 2 
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Figura 48: Cell & Portal Graph en mapa arbitrari 3 
  
 
Figura 49: Cell & Portal Graph en un mapa real de joc 
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4.6.2.5.5 Cost de l’algorisme 
Per cada vèrtex còncau ((O(N)), hem de buscar l’aresta més propera (O(N)) i el vèrtex més proper 
(O(N)). Per tant, l’algorisme té cost O(N2). Tot i que el cost en temps pot ser una mica elevat si 
tenim un gran nombre de vèrtexs, no és un problema important, ja que la malla de navegació no 
es genera en el moment de carregar el joc, si no que és un procés que es fa prèviament. Per tant, 
el cost en temps de l’algorisme no és especialment problemàtic.  
 
4.6.2.5.6 Possibles millores 
 Hi ha casos en què surt a compte crear un portal vèrtex-vèrtex en comptes d’un portal 
vèrtex-aresta (o vèrtex-portal) encara que el vèrtex més proper estigui més lluny que l’aresta 
més propera, perquè així evitem crear vèrtexs innecessaris i si el vèrtex més proper és també 











Figura 50: Exemple d’un cas en què és millor aprofitar els vèrtexs existents 
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No obstant, cal assegurar-se que el vèrtex més proper sigui visible des del vèrtex còncau, per 
garantir que podem crear un portal entre el vèrtex còncau i el vèrtex més proper sense 
interseccionar amb la geometria del mapa. En aquest cas, si considerem que hem de fer un 
recorregut sobre totes les arestes per comprovar si alguna tapa al vèrtex més proper, 
l’algorisme adquireix un cost de O(N3).  
 
 Una altra possible millora que és podria aplicar a l’algorisme, consisteix en fusionar portals 
paral·lels molt propers entre ells en un de sol. D’aquesta manera, s’aconsegueixen crear 
menys cel·les i per tant, la cerca de camins en el graf resultant és més ràpida.  
 
 
Figura 51: Exemple en el que es poden fusionar portals 
 
Cal tenir en compte que si apliquem aquesta millora, les cel·les resultants deixen de ser 
convexes. Però això no és un greu problema ja que les tècniques de moviment local que 
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4.6.2.6 Traspàs de portals 
En el cas de malles navegacionals, un aspecte clau a l’hora de crear rutes que semblin el més 
naturals possibles és el tema del traspàs de portals, és a dir, com es pot moure el personatge per 
passar de la cel·la actual a la cel·la adjacent. Totes les tècniques consisteixen en el mateix: 
Calcular un punt de pas sobre el portal (o al voltant del portal) sobre el qual els personatges 
apliquen el patró de moviment local seek que s’ha descrit amb anterioritat.  Seguidament es 
descriuen els mètodes implementats i amb quin ens hem quedat finalment.  
 
4.6.2.6.1 Traspàs per punt mig 
El primer mètode que vaig implementar per traspassar portals, consisteix en travessar el portal 
pel seu punt mitjà. Aquest mètode només dóna resultats acceptables amb un sol personatge, ja 
que en el cas de trobar dos personatges movent-se cap al mateix portal però en sentit oposat, 
pot fer que  es quedin estancats, perquè els dos necessiten passar pel mateix punt del portal.  
 
 
Figura 52: Conflicte que apareix en el traspàs de punt mig 
 
Un altre inconvenient afegit a aquest mètode és que la qualitat de les rutes obtingudes és 
antinatural, ja que dos personatges que van de la cel·la A a la cel·la B, passaran exactament pels 
mateixos punts (els punts mig de tots els portals que hi ha entre les cel·les origen i destí), donant 
la sensació que van sobre rails. Aquest problema es fa encara més evident quan els portals són 
molt grans i els personatges caminen fins al punt central per poder creuar el portal. Aquest 
mètode va funcionar bé per a una primera implementació i com a mode de connectar la 
navegació amb el moviment local, però degut a tots els inconvenients que hem comentat, va 
quedar ràpidament descartat.  
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4.6.2.6.2 Traspàs seguint la direcció del moviment 
Un altre sistema que se’ns va acudir a l’hora de travessar portals consistia en què els personatges 
tinguessin en compte la direcció del seu desplaçament per travessar el portal. En concret, el punt 
de pas del portal es calcula com la intersecció entre la recta definida pel portal i la recta que té 
com a vector director el vector de desplaçament del personatge.  
 
 
Figura 53: Aplicació de la tècnica de traspàs de portals 
tenint en compte la direcció del desplaçament 
 
Aquest mètode funciona millor que l’anterior ja que al tenir en compte la direcció de 
desplaçament del personatge (que depèn dels patrons de moviment local), el punt de pas sobre 
el portal de dos personatges és sempre diferent. El problema és que les rutes resultants són 
igualment antinaturals, com es pot observar a la figura anterior. Degut a què la trajectòria 
resultant que seguien els personatges distava bastant de la trajectòria òptima, vam descartar 
també aquest mètode de traspàs de portals.  
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4.6.2.6.3 Traspàs per punt més pròxim 
El mètode de traspàs de portals que millors resultats ens ha donat, consisteix en travessar el 
portal pel punt més proper al personatge. El punt de pas del portal es calcula com la projecció 
del centre del personatge sobre el portal. Si la projecció cau fora dels extrems del portal, s’agafa 
com a punt de pas provisional l’extrem del portal més llunyà al personatge. La següent figura 
clarifica aquesta definició, on en el cas del personatge P1, la projecció del seu centre cau entre 
els extrems de l’aresta, mentre que pel personatge P2 no.  
 
 
Figura 54: Càlcul del punt de pas en la tècnica de  
traspàs per punt més pròxim 
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Aquest mètode produeix unes trajectòries més suaus i naturals que els mètodes anteriors. El fet 
d’utilitzar la posició del personatge per calcular el punt de pas és una bona idea ja que aquesta 
varia constantment amb l’aplicació dels patrons de moviment local.   
 
S’ha de tenir en compte que l’efecte de seleccionar inicialment el punt més allunyat, proporciona 
un moviment suau cap al portal, però tant aviat com el personatge s’aproxima al portal, el punt 
de pas és substituirà per el de la projecció sobre el portal. Si en lloc de seleccionar inicialment 
l’extrem del portal més allunyat, seleccionéssim el més proper, això faria que els personatges 
rodegessin les voreres del portal de manera una mica antinatural.  
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4.6.2.7 Problemes de la cerca de camins 
Un cop tenim el mapa dividit en cel·les convexes, és senzill trobar un camí entre dues cel·les 
determinades aplicant algun algorisme com A*. Si tenim un sol personatge caminant pel mapa 
no tindrem cap problema, el personatge anirà del punt origen al punt destí sense major 
dificultat, seguint el camí indicat per l’algorisme de cerca de camins. No obstant, si tenim més 
personatges o algun obstacle estàtic que intercedeix en la trajectòria de moviment del 
personatge, pot ser que al aplicar els patrons de moviment local per evitar col·lisions (collision 
avoidance i unaligned collision avoidance) la trajectòria d’un personatge es modifiqui de tal 
forma que vagi a parar a una cel·la que no pertany al camí que estava seguint. Aleshores, el 
personatge es pensa que està en una determinada cel·la, quan en realitat no hi és, donant 
generalment com a resultat que el personatge es queda encallat en una paret. En aquest cas, 
diem que el personatge s’ha perdut. Suposem la situació que s’exposa a la següent figura. Per 
simplicitat, les cel·les no són completament convexes i s’han obviat portals.  
 
 
Figura 55: Problemes de la cerca de camins 
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P1 és un personatge que vol arribar al punt senyalat com “Objectiu de P1”. Aleshores, l’algorisme 
de cerca de camins indica que el camí a seguir per P1 és (B, C). P2 és un personatge que 
intercedeix en la trajectòria de P1. En aquest cas, per resoldre la futura col·lisió, s’aplica el patró 
de moviment local unaligned collision avoidance. Suposem que els dos personatges decideixen 
desplaçar-se cap a la seva dreta. Aleshores, el personatge P1 entra a la cel·la A, però ell es pensa 
que encara està en la cel·la B, per tant, el seu punt atractor segueix sent el punt marcat com a 
“Punt de pas de P1”, donant com a resultat que el personatge P1 es queda encallat a la paret.  
 
 
Figura 56: El personatge P1 es pensa que està a la cel·la B,  
però en realitat està a la cel·la A.  
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Per solucionar aquest tipus de problema, vaig decidir utilitzar un objecte especial de la llibreria 
física Bullet, anomenat GhostObject (veure “Annex III: Bullet GhostObject”), un tipus de cos físic 
especial que no interactua amb la resta de cossos físics de la simulació, i que conté un llistat 
actualitzat dels objectes que estan en contacte amb ell. Aleshores, cada cel·la en què s’ha dividit 
l’escenari del joc, té associada un GhostObject, amb la mateixa forma i tamany que la cel·la. 
D’aquesta forma sé exactament en quina cel·la es troba en cada moment un determinat 
personatge. Si el personatge detecta que està en una cel·la que no pertany al camí que està 
seguint, aleshores calcula un nou camí que va des de la cel·la on està actualment fins a la seva 
cel·la de destí. D’aquesta manera, els personatges no es perden. En l’exemple anterior, el 
personatge P1 detectaria que es troba a la cel·la A, que no pertany al camí que estava seguint (B, 
C). Per tant, calcula un nou camí que va de la cel·la A a la cel·la B, donant com a resultat el camí 
(A, B, C).  Així doncs, quan el personatge P1 es troba a la cel·la A, el seu punt atractor és el punt 
marcat com a “Punt de pas de P1 (A, B)”. Quan P1 arriba a la cel·la B, el seu punt atractor és el 
punt marcat com a “Punt de pas de P1 (B, C)”.  
 
 
Figura 57: Punts de pas de P1 aplicant la tècnica de GhostObject per cel·la  
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Motor d’Intel·ligència Artificial 
 
- Comportament d’alt nivell -   
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4.6.3 Comportament d’alt nivell 
En el nostre joc, els personatges són capaços de compartir informació entre ells per tal 
d’incrementar el coneixement que tenen sobre l’escena i què està succeint durant la partida. 
Aquest procés de comunicació està inspirat en el procés del mètode de MACES [27], proposat 
per Nuria Pelechano, on els avatars són capaços de compartir informació entre ells sobre 
l’escenari on es troben. 
 
Quan el joc comença, els NPCs no tenen cap coneixement preconcebut sobre l’escena, tant sols 
coneixen la cel·la on es troben i quines cel·les són adjacents a aquesta cel·la. Això significa que 
han d’explorar l’escena, buscant la bandera enemiga i localitzant camins sense sortida i que per 
tant, haurien de ser evitats. 
 
El procés de comunicació es dóna entre personatges del mateix equip que estan propers entre 
ells, tenint en compte també que han d’evitar que els personatges de l’equip contrari puguin 
“escoltar” aquesta transmissió. Per tant, l’abast de la comunicació dependrà de si hi ha enemics 
al voltant, tal i com es pot veure a la següent figura.  
 
 
Figura 58: El radi de transmissió s’ajusta tenint en  
compte els enemics que hi ha al voltant  
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El personatge central (equip vermell) vol transmetre una informació i el seu missatge és capaç 
d’arribar a tots els personatges que es troben a distància R. No obstant, hi ha enemics al voltant 
(equip blau), a distància menor que R,  que poden escoltar la transmissió i aprofitar-se de la 
informació que el personatge sap. Per tant, ajusta el seu radi de transmissió a r, de forma que els 
personatges als que arriba el missatge són aquells personatges del seu mateix equip que estan a 
una distància igual o menor que r de l’emissor.   
 
La informació que un NPC pot transmetre als seus companys és la següent: 
 
 Mapes mentals: Anomenem mapa mental al conjunt de cel·les del mapa que un 
personatge coneix, bé perquè ha passat per allà o perquè s’ha trobat amb un altre 
personatge que les ha visitat. Així doncs, un mapa mental és un subgraf del cell & portal 
graph de l’escena. Quan dos personatges del mateix equip es troben, poden fusionar els 
seus mapes mentals.  
 
 Informació sobre on estan les trampes enemigues: Si un NPC ha vist a un enemic 
col·locant una trampa, informarà a altres NPCs del seu equip per que evadeixin aquell 
punt. Les trampes enemigues detectades, es tracten com a obstacles estàtics. Per tant, es 
tenen en compte a l’hora d’aplicar les tècniques de moviment local.  
 
 Informació sobre on estan les trampes aliades: Si un NPC ha col·locat una trampa o ha 
vist a algun aliat col·locant una trampa, pot avisar als seus companys per atraure als 
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5 Generador automàtic d’escenaris 
Els mapes del nostre joc es generen en temps d’execució, és a dir, no es troben prèviament 
modelats, si no que es construeixen al començar la partida. L’algorisme de generació de mapes 
actualment és molt simple, i només funciona amb parets alineades amb els eixos cartesians, però 
ens ofereix una forma molt ràpida i fàcil de crear mapes pel joc, amb un simple editor d’imatges 
com el Paint, ja que el propi joc s’encarrega de generar la geometria 3D corresponent.  
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A continuació es mostra el resultat de l’aplicació d’aquest algorisme en una imatge que 
representa un mapa del joc.  
 
 
Figura 59: Representació en 2D d’un mapa de joc 
 
 
Figura 60: Mapa 3D generat a partir de la imatge anterior 
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6 Visió estereoscòpica 
Per aconseguir una major sensació d’immersió per part del jugador en el joc, “Ninja Flag” ofereix 
la possibilitat de poder-se jugar en 3D. A tal efecte, s’utilitza un plugin11 dissenyat per un usuari 
de la comunitat d’OGRE [54]. Aquest plugin ofereix tres modes de visió estereoscòpica diferents, 
depenent del tipus de pantalla que estiguem utilitzant: 
 
 Mode anàglif: Les imatges d’anàglif es componen de dues capes de color, superposades 
però mogudes lleugerament una respecte l’altre, per donar un efecte de profunditat 
quan es veuen amb unes ulleres especials, que tenen una lent de cada color, 
cromàticament oposats (normalment s’utilitza un filtre de color vermell per l’ull esquerra 
i un filtre de color blau per l’ull dret). Aquest mode de visió estereoscòpica és el que està 
activat per defecte en el nostre joc, ja que no es necessita cap tipus de pantalla especial 
per visualitzar les 3 dimensions, només calen unes ulleres d’anàglif que són molt 
econòmiques, inclús les pot fer un mateix.    
 
 
Figura 61: “Ninja Flag” en mode anàglif (esquerra) i ulleres d’anàglif (dreta).  
                                                     
11 Plugin: Software que afegeix unes funcionalitats especifiques a una aplicació més gran.  
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 Mode dual: La imatge de l’ull dret i de l’ull esquerre es dibuixen i es mostren de forma 
independent en pantalles diferents. El resultat es pot visualitzar amb dispositius especials 
com per exemple, un Head Mounted Display12 o amb dos projectors amb filtres i ulleres 
polaritzades. És la tècnica que s’utilitza actualment per visualitzar pel·lícules en 3D al 
cinema.   
 
 Mode intercalat: En aquest mode, la imatge de l’ull dret i de l’ull esquerra estan 
intercalades seguint algun tipus de patró. El resultat es pot veure en pantalles de cristall 
lenticular, una tecnologia que permet percebre la tercera dimensió sense necessitat de 
cap tipus d’ulleres especials. Aquesta tecnologia és encara molt cara i no està disponible 
al gran públic. Una pantalla d’aquestes característiques val actualment uns 20000$ [55].   
                                                     
12 Head Mounted Display: Dispositiu de visualització semblant a un casc que té una petita 
pantalla al davant dels ulls de l’usuari.   
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En aquest apartat es mostra el disseny de les aplicacions desenvolupades. Per claredat, s’han 
obviat els noms dels atributs i funcions de classes. 
 
7.1 Disseny del joc 
A continuació es descriu les classes que conformen el joc i es mostra el diagrama de classes amb 
les principals relacions (figures 62 i 63).  
 
GameMain: Classe principal de l’aplicació. S’encarrega de carregar tots els recursos necessaris 
del joc i configurar l’aplicació. Aquesta classe està associada amb GameManager i SceneBase.  
 
GameManager: Classe que actua com a controlador centralitzat. En realitat és un contenidor que 
està compost per controladors més petits i específics, cadascun dels quals té una funció concreta 
(actualitzar la IA, la física, les col·lisions,...).  
 
CharManager: Controlador que s’encarrega de tot el referent a la gestió dels caràcters del joc 
(creació, destrucció i actualització). També té associat un objecte de tipus NavMesh, que 
representa el cell & portal graph complet de l’escenari.  
 
GameCharacter: Classe que representa un personatge de tipus genèric.  
 
CharNinja: Especialització de GameCharacter. Representa un avatar del nostre joc. Té associat un 
objecte de tipus Sword (que representa la seva espasa) i un objecte de tipus NavMesh (que 
representa el seu mapa mental). 
 
Sword: Representa l’espasa d’un avatar. Conté un GhostObject amb la mateixa orientació i 
posició que el model que representa l’espasa del personatge i que detecta amb quins 
personatges impacta durant l’animació d’atac.  
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NavMesh: Classe que en el cas d’un CharNinja, representa el seu mapa mental, és a dir, el 
conjunt de cel·les del cell & portal graph que ha visitat o coneix gràcies al procés de comunicació 
amb altres personatges. En el cas del GameManager, representa el cell & portal graph complet 
de l’escena.  
 
CharBox: Especialització de GameCharacter. Representa una caixa sorpresa del joc. Són elements 
que els personatges poden recollir per aconseguir objectes que els poden ajudar a guanyar la 
partida.  
 
CharFlag: Especialització de GameCharacter. Representa una bandera.  
 
CharTrap: Especialització de GameCharacter. Representa una trampa de tipus genèric, objectes 
que poden utilitzar els personatges per defensar-se de l’equip rival.  
 
TrapBarbed: Especialització de CharTrap. Representa una trampa de punxes. Ralentitza el 
moviment dels personatges enemics que cauen en ella.  
 
TrapExplosive: Especialització de CharTrap. Representa una trampa explosiva. Danya a tots els 
personatges enemics que cauen en ella i els deixa sords durant un cert temps.  
 
CollisionManager: Controlador que s’encarrega de resoldre les col·lisions entre dos cossos i què 
cal fer en cada cas. Per exemple, s’encarrega de controlar quins personatges es veuen afectats 
per una determinada trampa i aplicar els efectes negatius corresponents.  
 
GUIManager: Controlador que s’encarrega de gestionar tot el tema d’interfícies gràfiques 
d’usuari.  
 
NetworkManager: Controlador que s’encarrega de gestionar la part de xarxa de l’aplicació, 
principalment, transmissió i recepció de dades.  
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GameHost: Representa un host de tipus genèric.  
 
GameServer: Especialització de GameHost. Representa un host de tipus servidor. Aquest tipus de 
host s’encarrega d’enviar l’estat del joc als clients que estan connectats a ell i tractar els events 
que arriben dels seus clients.  
 
GameClient: Especialització de GameHost. Representa un host de tipus client. Aquest tipus de 
host rep l’estat del joc del servidor al que està connectat, i li transmet a aquest les accions que 
està realitzant el seu usuari.  
 
PhysicsManager: Controlador que s’encarrega de gestionar la part de simulació física del joc.  
 
SoundManager: Controlador que s’encarrega de gestionar la reproducció de músiques i efectes 
sonors.  
 
SceneBase: Representa una escena de tipus genèric.  
 
SceneMainMenu: Especialització de SceneBase. Representa l’escena que conté el menú principal 
del joc.  
 
SceneCreateOrJoinServer: Especialització de SceneBase. Representa l’escena que conté el menú 
que permet crear un servidor o unir-se com a client a un servidor ja existent.  
 
SceneConfigureMatch: Especialització de SceneBase. Representa l’escena que conté el menú de 
configuració de la partida.  
 
SceneCredits: Especialització de SceneBase. Representa l’escena que mostra les eines principals 
utilitzades per al desenvolupament del joc.  
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SceneGame: Especialització de SceneBase. Representa l’escena que conté el mapa de joc. Té 
associat un objecte de tipus GameTerrain, que s’encarrega de generar el mapa de joc.  
 
GameTerrain: Objecte que s’encarrega de generar un mapa de joc tridimensional a partir d’una 
imatge bidimensional.  
 
  
   
Disseny i creació d’un videojoc  





Figura 62: Diagrama de classes del joc (part 1) 
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Figura 63: Diagrama de classes del joc (part 2) 
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7.2  Disseny del generador de malles navegacionals: primera versió 
Aquest apartat conté la descripció de les classes que conformen la primera versió que vam 
implementar del generador de malles navegacionals [41], així com també el diagrama de classes 
corresponent (figura 64).  
 
Vert: Classe que representa un vèrtex de l’espai tridimensional.  
 
Poly: Classe que representa un polígon. És en realitat, un conjunt de vèrtexs ordenat.  
 
NavMeshGenerator: Classe que implementa l’algorisme de generació de malles navegacionals 
descrit a [41]. Està associat amb un polígon que representa el terra, i un conjunt de polígons que 
representen els obstacles que hi ha a l’escenari.  
 
 
Figura 64: Diagrama de classes de la primera 
versió del generador de malles navegacionals.   
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7.3 Disseny del generador de malles navegacionals: segona versió 
En aquest apartat es descriuen les classes que conformen la segona versió del generador de 
malles navegacionals (veure “Algorisme de generació de malles navegacionals: Segona versió”), i 
es mostra el diagrama de classes corresponent (figura 65).  
 
Vert: Classe que representa un vèrtex de l’espai tridimensional.  
 
Poly: Classe que representa un polígon. És en realitat, un conjunt de vèrtexs ordenat.  
 
NavMeshGenerator: Classe que implementa l’algorisme de generació de malles navegacionals 
que hem acabat implementant. Està associat amb un polígon que representa el terra, i un 
conjunt de polígons que representen els obstacles que hi ha a l’escenari.  
 
GeometrySolver: Classe auxiliar que ofereix funcionalitats per resoldre problemes geomètrics, 
tals com projecció ortogonal d’un punt sobre una recta, intersecció entre dues rectes, test 
d’orientació dreta i esquerra [48], etc.  
 
MapParser: Classe que permet obtenir el polígon que representa el terra i els polígons que 
representen els obstacles de l’escenari, a partir d’una imatge binària bidimensional. En la versió 
actual, aquesta classe només mapes del joc, amb les parets alineades amb els eixos cartesians, 
tot i que l’algorisme de generació de malles navegacionals implementat funciona amb qualsevol 
tipus de geometria.  
 
NavMesh: Classe que representa el cell & portal graph resultant de la descomposició en polígons 
convexos de l’escenari.  
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Figura 65: Diagrama de classes de la segona 
versió del generador de malles navegacionals.   
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8 Planificació i fases del projecte 
El projecte va començar a gestar-se a principis d'Octubre de 2010, quan em vaig posar en 
contacte amb la meva directora per presentar-li la meva idea de projecte. La inscripció es va 
realitzar durant el període de matriculació del mes de Febrer de 2011 i el seu desenvolupament 
s'ha extès fins al Juny del 2011.  
 
Durant la primera fase del projecte (Octubre 2010 – Gener 2011), vaig dedicar-li entre 2 i 3 hores 
diàries, ja que en aquella època encara estava acabant les últimes assignatures, i em vaig dedicar 
principalment a entrar en contacte amb les principals eines que anàvem a utilitzar per 
desenvolupar el videojoc. Un cop finalitzat els exàmens, em vaig dedicar completament al 
projecte, invertint de 6 a 8 hores al dia fins a la conclusió del projecte (Juny 2011). Així doncs, el 
projecte ha tingut una duració aproximada de 900 hores.  
 
A continuació es descriu les diferents fases de les que ha constat el projecte:  
 
 Definició del projecte: Durant les primeres reunions amb la meva directora, vam definir 
en què consistiria el projecte i les característiques d’aquest.  
 
 Elecció del motor de render: Abans de proposar el projecte, em vaig informar sobre 
quins motors de render gratuïts hi havia pel desenvolupament de videojocs. Els principals 
candidats eren OGRE [12], Irrlicht[17] i Panda3D[18]. Valorant els pros i contres de 
cadascun d’ells, em vaig quedar amb OGRE perquè em va semblar que era l’alternativa 
que oferia més flexibilitat i potència.  
 
 Experimentació amb OGRE: Primera presa de contacte amb el motor de render escollit 
per desenvolupar el videojoc. 
 
 Modelatge 3D i animació: Etapa en la qual es van realitzar els models 3D i l’animació dels 
personatges i elements utilitzats en el joc.  
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 Elecció del motor de col·lisions: En un primer moment, es va creure que la simulació de 
col·lisions necessària pel projecte seria molt simple, així que es va optar per una llibreria 
de col·lisions igualment simple, MOC (Minimal Ogre Collisions) [30], una llibreria 
implementada per un usuari de la comunitat d’OGRE que detecta col·lisions de forma 
precisa.  
 
 Integració de MOC: La fase d’integració de MOC va ser molt ràpida, ja que està 
dissenyada expressament per treballar amb OGRE. No obstant, a l’hora de fer les 
primeres probes es va veure que era una llibreria molt ineficient, així que les alternatives 
eren o bé extendre per mi mateix les funcionalitats d’aquesta llibreria o bé utilitzar una 
llibreria de física més professional. Es va optar per aquesta segona opció.  
 
 Elecció del motor de física: Un cop es va veure que MOC era totalment inviable pel 
desenvolupament del projecte, vaig començar a buscar quines alternatives viables hi 
havia en aquest camp. Les llibreries que més s’utilitzen actualment pel desenvolupament 
de la part de simulació física de videojocs són PhysX[31] (propietat de Nvidia) i Havok[32] 
(propietat d’Intel). Degut a que ambdues són de codi propietari, tot i que disposen de 
versions gratuïtes per Windows, vaig optar per buscar alternatives que fossin de codi 
obert. Les més atractives eren ODE[33] (Open Dynamics Engine), Newton[34] i Bullet[19]. 
Finalment em vaig decidir per Bullet , ja que és la llibreria de simulació física de codi obert 
més utilitzada en videojocs comercials de qualitat i realització d’efectes especials de 
pel·lícules.  
 
 Integració de Bullet: Etapa en la que es va realitzar la integració de Bullet, la llibreria 
escollida per realitzar la simulació de física i detecció de col·lisions.  
 
 Elecció de la llibreria de so: Etapa en la que es va buscar informació sobre les diferents 
alternatives per reproduir so en el nostre joc. La meva primera alternativa va ser 
FMOD[35], que ja havia utilitzat en un petit projecte realitzat per l’assignatura de lliure 
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elecció de videojocs, però la vaig descartar després d’adonar-me que la seva llicència no 
era lliure per a projectes comercials. La següent alternativa era OpenAL[36], que té una 
llicència menys restrictiva que FMOD, però no és tan intuïtiva d’utilitzar. Finalment, vaig 
descobrir cAudio[37], una llibreria escrita en C++ que treballa sobre OpenAL, encapsulant 
les seves funcionalitats, de forma que el seu ús és més simple.  
 
 Integració de cAudio: Integració de la llibreria de so escollida al projecte.  
 
 Elecció de la llibreria de GUI: En aquesta fase, vaig buscar informació sobre les 
alternatives més comuns a l’hora d’implementar una interfície gràfica d’usuari en OGRE. 
Hi ha moltes opcions diferents, però les més usades són CEGUI [18] i MyGUI [6].  
 
 Integració de CEGUI: En un primer moment, vaig integrar la llibreria CEGUI al projecte, 
però no em va convèncer perquè és bastant ineficient i molt poc intuïtiva d’utilitzar, així 
que la vaig acabar descartant.  
 
 Integració de MyGUI: La llibreria MyGUI és més eficient, fàcil d’utilitzar i segueix el 
mateix paradigma que Qt de signals i slots, però amb un aspecte molt més apropiat pel 
desenvolupament d’interfícies per a videojocs.  
 
 Implementació de patrons de comportament: S’han implementat alguns dels patrons de 
comportament que Craig Reynolds proposa en el seu article. En concret, els personatges 
controlats per la IA són capaços d’anar fins a un punt fix del mapa o evitar-lo, poden 
perseguir a un personatge o fugir d’un perseguidor i són capaços de navegar pel mapa 
evitant col·lisions entre ells.  
 
 Creació de geometria a partir de mapes: En el nostre joc, els escenaris es construeixen 
dinàmicament al començar la partida, a partir d’imatges binàries que indiquen la 
distribució de les parets en el mapa. Aquest sistema ens permet crear mapes de forma 
   
Disseny i creació d’un videojoc  





molt ràpida i intuïtiva, amb un simple editor d’imatges com el Paint, ja que el propi joc 
s’encarrega de construir tota la geometria 3D. De moment, només es permet la generació 
de mapes amb parets que estiguin alineades amb els eixos cartesians.  
 
 Primer algorisme de divisió de l’espai en polígons convexos: Per tal d’obtenir els grafs de 
cel·les i portals, el primer pas és fer una subdivisió de l’espai lliure d’obstacles estàtics en 
polígons convexos. En una primera versió hem implementat l‘algorisme de subdivisió 
proposat per Paul Tozour[41] però els resultats obtinguts donen massa polígons i portals 
(tot i aplicant posteriorment un algorisme de merging), que pensem que farà que el 
posterior algorisme de cerca en grafs sigui massa complex en temps d’execució, i a més la 
distribució de polígons i portals obtinguts amb aquest mètode pensem que no donarà 
una navegació suau.  
 
 Segon algorisme de divisió de l’espai en polígons convexos: Fase en la que vaig 
implementar l'algorisme de divisió convexa de l'espai proposat per la meva directora, el 
funcionament del qual és molt fàcil d'entendre i els resultats obtinguts en quant a 
nombre de regions convexes i fluïdesa de la navegabilitat són molt bons.  
 
 Creació de Cell and Portal Graphs: A partir de la divisió espacial en polígons convexos, es 
va implementar un algorisme per a obtenir els grafs de cel·les i portals necessaris per a la 
execució de la navegació en temps real. 
 
 Desenvolupament del motor de IA: Fase en la que es va dissenyar i implementar els 
mapes mentals de l’entorn que els personatges van construint a mesura que avança la 
partida, la comunicació entre agents, les estratègies a seguir segons com s’està 
desenvolupant el joc, etc. En aquesta etapa es va desenvolupar també tota la part de 
cerca de camins de forma intel·ligent, de manera que els personatges siguin capaços 
d’arribar d’un punt a un altre evitant els obstacles que es trobi pel camí i prioritzant les 
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accions. Per exemple, si un personatge s’està dirigint cap a un punt i té un obstacle molt a 
prop d’ell, la prioritat és evitar l’obstacle abans de seguir cap al punt de destí.  
 
 Primera versió del joc: Etapa del projecte en la que es va desenvolupar una primera 
versió del joc ja funcional.  
 
 Disseny de la interfície d’usuari: En aquesta etapa es va dissenyar i implementar la 
interfície d’usuari.  
 
 Integració de la llibreria ENet: Etapa en la que es va integrar la llibreria que dóna suport 
al multijugador a través d’Internet així com també el desenvolupament de l’arquitectura 
client-servidor.  
 
 Refinament del joc: Fase en la que es van realitzar certes millores visuals que per fer el 
joc més atractiu com il·luminació i sombrejat, textures de millor qualitat, etc. Es va refinar 
també el motor de IA per evitar artefactes visualment poc atractius, com flicking i 
deadlocks.  
 
 Visió estereoscòpica: Etapa en la que es va adaptar el joc per poder visualitzar-se en 
displays 3D, incrementant així la sensació d’immersió del jugador.  
 
 Presentació: Fase durant la qual es va elaborar la presentació del projecte.  
 
 Documentació: Realització de la documentació de la memòria del projecte.  
 
Tot seguit es mostra el diagrama de Gantt, indicant com s'han distribuït aquestes tasques al llarg 
de tota la durada del projecte.  
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9 Anàlisi econòmic 
En aquesta secció s'analitza detalladament el cost econòmic que hauria d'assumir una empresa 
per desenvolupar el projecte.  
 
9.1 Anàlisi econòmic global 
S'analitza aquí el cost econòmic associat al projecte tenint en compte quin seria el cost del 
personal (depenent del seu rol i tasques realitzades). També s'ha tingut en compte el cost de 
maquinari i programari utilitzat per al desenvolupament del projecte.  
 
9.1.1 Cost del personal 
En quant al personal, distingirem 3 rols: l'analista, el programador i el dissenyador gràfic. La 
següent taula mostra l'estimació d’hores invertides dels 3 tipus de personal, així com el cost total 
de la feina desenvolupada: 
 
Rol Preu per hora (€) Hores per rol Cost (€) 
Programador 15 790 11850 
Analista 42 70 2940 
Artista 3D 20 40 800 
Total  900 15590 
Figura 66: Cost del personal.  
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9.1.2 Cost en infraestructura 
El desenvolupament del projecte s'ha dut a terme principalment en els PC's de la universitat i en 
el meu propi PC. En quant a software, s'ha desenvolupat completament sota el sistema operatiu 
Windows, utilitzant la IDE MSVisual Studio 2005. La memòria ha estat escrita en MSWord 2010. 
El software utilitzat pel desenvolupament del gruix del projecte, és completament lliure i gratuït. 
També s’ha tingut en compte el lloguer de l’oficina on s’hagués desenvolupat el projecte, que 
s’ha estimat en 1200€ al mes, entre material, aigua, llum i el lloguer del propi immoble. La 
següent taula mostra en detall aquests costos. Per la realització dels càlculs, s’ha tingut en 
compte que el projecte ha durat un total de 9 mesos (Octubre 2010 – Juny 2011) i s’ha suposat  
una amortització del Software i Hardware de 3 anys:  
 
Element Cost (€) Cost per any (€) Cost per 9 mesos (€) 
Hardware 800 266.67 200 
Visual Studio 2005 Professional 559.30 186.43 139.82 
Windows 7 199.0 66.33 49.75 
MSOffice 2010 109.0 36.33 27.25 
Blender 0 0 0 
OGRE 0 0 0 
Bullet 0 0 0 
cAudio 0 0 0 
eNet 0 0 0 
Lloguer de l’oficina 1200 14400 10800 
Total   11216.82 
Figura 67: Cost en infraestructura. 
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9.1.3 Cost total 
Tenint en compte el cost en Personal i el cost en Infraestructura, el cost total del projecte està al 
voltant dels 27000€.  
 




Figura 68: Cost total del projecte.  
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10.1 Conclusions generals 
L'objectiu principal del projecte era el disseny i desenvolupament d'un videojoc utilitzant eines 
que es fan servir actualment en el desenvolupament de videojocs comercials de qualitat. Aquest 
objectiu ha estat àmpliament satisfet, mitjançant la integració i desenvolupament dels diferents 
mòduls que conformen un Game Engine (motor de render, motor de física, motor d'intel·ligència 
artificial, llibreria de so, llibreria de xarxa,...).  
 
Els objectius específics del joc també han estat assolits amb èxit. Hem desenvolupat un motor 
d’Intel·ligència Artificial que fa que els personatges es comportin d’una forma similar a la que 
podríem esperar d’un jugador humà, navegant pel mapa de forma realista i intel·ligent, evitant 
col·lisions entre altres personatges i obstacles estàtics propis de la geometria. A més, el nostre 
motor d’Intel·ligència Artificial permet que els personatges puguin compartir informació entre 
ells sobre com s’està desenvolupant la partida.  
 
Finalment, també hem assolit l’objectiu de desenvolupar un algorisme que dividís un escenari 
virtual en regions convexes i generés el graf de visibilitat corresponent. Aquest algorisme a més, 
és aplicable a qualsevol tipus de geometria, no només a la topologia dels nostres mapes de joc.  
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10.2 Conclusions personals 
A nivell personal, m'ha agradat molt treballar en aquest projecte, principalment perquè el vaig 
proposar jo i treballar en un projecte que realment t'agrada sempre et dóna una motivació extra.  
 
Poc temps després de proposar el projecte, la meva directora em va proposar escriure un article 
sobre el joc per presentar-lo a la conferència DISIO 2011. Malauradament, ens van rebutjar 
l'article degut a que vam tenir molt poc temps per realitzar-lo i a més, el projecte encara estava 
en una fase massa inicial, on amb prou feines havíem definit clarament en què consistiria el 
projecte i quines eines anàvem a utilitzar en un primer moment. Tot i així, l'article em va servir 
com a base per realitzar la present memòria i els comentaris dels jutges em van ajudar a veure 
on podia millorar-se el projecte.  
 
Un objectiu personal que volia aconseguir amb aquest projecte és que em servís com a carta de 
presentació a l'hora d'incorporar-me al món laboral, ja que m'agradaria acabar treballant en el 
disseny i creació de videojocs. Crec sincerament que aquest projecte és una més que bona 
mostra del que sóc capaç d'aconseguir en aquest àmbit.  
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10.3 Aspectes de la carrera aplicats 
Dissenyar i desenvolupar un videojoc amb un mínim de gràcia, és una tasca bastant complexa, ja 
que intervenen moltes àrees diferents i molt variades. Tant és així que es podria dir que 
pràcticament he utilitzat tots els coneixements adquirits durant la carrera: 
 
 VIG i VA per gràfics i visualització en general. 
 SGI pel modelat i animació d'avatars. 
 VJ per saber quines són les parts bàsiques d'un videojoc. 
 VC pel desenvolupament d'algorismes que tracten amb imatges 2D.  
 GEOC pel desenvolupament d'algorismes que tracten amb problemes geomètrics. 
 IL i IA pel desenvolupament del motor d'Intel·ligència Artificial del joc. 
 XC i PXC pel desenvolupament de l'arquitectura client-servidor. 
 P1, PRAP, PRED, PROP i ADA pel desenvolupament d'algorismes en general, tècniques de 
programació eficient i disseny d'estructures de dades. 
 ES1, ES2, PESBD i PDGPE per la planificació, disseny del sistema i elaboració dels 
diferents mòduls. 
 M1, M2, M3 i F per tots els conceptes matemàtics i físics que hi ha darrere de les 
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12 Annex I: Casos especials Portal vèrtex-aresta 
Quan l’element més proper a un vèrtex còncau és una aresta de la geometria, es calcula la 
projecció del vèrtex sobre la recta d’aquesta aresta, perquè és el punt més proper del vèrtex a 
l’aresta, i es crea un portal entre el vèrtex i la seva projecció.  
 
 
Figura 69: Creació d’un portal vèrtex-aresta on la projecció 
del vèrtex cau dins de la zona d’interès i entre els extrems de l’aresta.  
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No obstant, podria ser que la projecció del vèrtex A caigués fora dels límits de l’aresta, per tant, 
no podem crear un portal entre el vèrtex A i la seva projecció. En aquest cas, tenim en compte 
també els extrems de l’aresta i els punts d’intersecció entre la recta definida per l’aresta més 
propera i les rectes definides per les arestes incidents al vèrtex còncau, i tracem un portal amb el 
millor candidat, que és aquell que està més a prop del vèrtex A.  
 
 
Figura 70: Creació d’un portal vèrtex-aresta on la projecció 
del vèrtex cau dins de la zona d’interès però no està entre els extrems de l’aresta. 
 
En aquest exemple, la projecció del vèrtex A cau fora dels extrems de l’aresta més propera, per 
tant, hem de crear el portal amb un altre punt que pertanyi a l’aresta i que caigui dins de la zona 
d’interès. Els candidats a tenir en compte són els extrems de l’aresta i els punts d’intersecció 
entre la recta definida per l’aresta i les rectes definides per les arestes incidents al vèrtex A. En 
aquest cas, el millor candidat és l’extrem final de l’aresta, perquè cau dins la zona d’interès, és 
un punt de l’aresta i és el que està més a prop del vèrtex A. Per tant, creem un portal entre el 
vèrtex A i l’extrem final de l’aresta.   
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Per altra banda, podria ser també que la projecció del vèrtex A caigués entre els extrems de 




Figura 71: Creació d’un portal vèrtex-aresta on la projecció 
del vèrtex cau fora de la zona d’interès. 
 
En aquest exemple, la projecció del vèrtex A sobre l’aresta més propera, cau entre els extrems de 
l’aresta, però fora de la zona d’interès. Per tant, cal buscar un altre candidat. En aquest cas, el 
millor candidat és el punt Int(e2), que correspon al punt d’intersecció entre la recta definida per 
l’aresta e2 incident al vèrtex A i l’aresta més propera a A.  
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13  Annex II: Casos especials Portal vèrtex-portal 
Quan l’element més proper a un vèrtex còncau és un portal creat anteriorment, es creen dos 
portals, que uneixen el vèrtex còncau amb els extrems del portal. No obstant, en algunes 
ocasions podem eliminar algun dels 3 portals i evitar així crear cel·les innecessàries. En concret:  
 
 Si considerem el portal format pels vèrtexs (V1, V2) i cap d’aquests vèrtexs cau dins la 
zona d’interès del vèrtex còncau que volem dividir (el vèrtex A), aleshores no podem 
eliminar cap dels portals, ja que el vèrtex seguiria sent còncau.  
 
 
Figura 72: Creació d’un portal vèrtex-portal on cap dels extrems 
del portal cau dins la zona d’interès del vèrtex.  
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 Si considerem el portal format pels vèrtexs (V1, V2) i un d’aquests vèrtexs cau dins la 
zona d’interès del vèrtex còncau que volem dividir (el vèrtex A), aleshores no cal crear el 
portal amb el vèrtex que cau fora de la zona d’interès, és suficient creant el portal amb el 
vèrtex que cau dins la zona d’interès, ja que qualsevol portal que creem dins d’aquesta 
zona trenca la concavitat del vèrtex.  
 
 
Figura 73: Creació d’un portal vèrtex-portal on un dels extrems 
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 Si considerem el portal format pels vèrtexs (V1, V2) i els dos vèrtexs cauen dins la zona 
d’interès del vèrtex còncau que volem dividir (el vèrtex A), aleshores només cal crear un 
portal entre un d’ells i podem descartar l’altre, ja que qualsevol portal que creem dins 
d’aquesta zona trenca la concavitat del vèrtex. En aquest cas, per crear el portal, 
seleccionem l’extrem més proper al vèrtex.  
 
 
Figura 74: Creació d’un portal vèrtex-portal on els dos extrems 
del portal cau dins la zona d’interès del vèrtex.  
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14 Annex III: Bullet GhostObject 
Bullet, la llibreria de física i col·lisions integrada en el joc, ofereix un tipus d’objecte molt 
interessant, el GhostObject, amb el qual s’han solucionat molts dels problemes amb els que ens 
hem trobat durant el joc.  
 
Un GhostObject és en realitat un tipus de cos físic especial, que no interacciona físicament amb 
els demés cossos presents, i que manté una llista dels cossos amb els que està en contacte. És 
molt útil per accelerar càlculs que requereixen saber si dos cossos estan en contacte i estalviar 
recórrer tota la llista d’objectes.  
 
En el cas dels personatges per exemple, he utilitzat quatre GhostObject amb funcionalitats ben 
diferents:  
 
 GhostBody: GhostObject utilitzat per detectar ràpidament si el personatge ha entrat en 
contacte amb algun objecte amb el que pot interactuar (caixes sorpresa i banderes).  
 
 GhostAvoider: GhostObject situat per davant del personatge. L’utilitzo per detectar els 
obstacles estàtics que intercedeixen en la trajectòria del personatge i així accelerar el 
càlcul del patró Collision Avoidance. Sense aquest GhostObject, hauria de comprovar tots 
els obstacles estàtics de l’escenari i veure si algun d’ells intercedeix en la trajectòria del 
personatge i per tant, és una col·lisió a evitar.  
 
 GhostCommunication: GhostObject que serveix per detectar ràpidament quins 
personatges hi ha al voltant d’un determinat personatge i que per tant, poden escoltar la 
informació que aquest personatge transmet.  
 
 GhostSword: GhostObject associat a l’espasa del personatge. Serveix per detectar 
ràpidament amb quins personatges entra en contacte l’espasa durant l’animació d’atac.  
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En el cas de les trampes, s’utilitza un GhostObject per saber quins personatges estan dins del radi 
d’afectació quan la trampa s’activa i saber així a quins personatges afecta la trampa.  
 
També s’ha utilitzat aquest tipus d’objecte per guiar el moviment d’un personatge i saber 
constantment a quina cel·la es troba, de forma que mai es perd, tal i com s’ha descrit a l’apartat 
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15 Annex IV: Diccionari de termes 
 Cell & portal graph: Graf connex on els nodes del graf són les cel·les convexes en què 
hem dividit el mapa, i les arestes entre nodes són els portals que ens permeten passar 
d’una cel·la a una altra  
 Game Engine: Sistema de software dissenyat per al desenvolupament i creació de 
videojocs. 
 Head Mounted Display: Dispositiu de visualització semblant a un casc que té una petita 
pantalla al davant dels ulls de l’usuari.   
 Malla navegacional: Conjunt de regions convexes en les que es divideix un mapa, per 
facilitar la navegació dels personatges controlats per la màquina.  
 Merging: Procés que consisteix en combinar varis polígons convexos adjacents en un sol 
polígon més gran de forma que el resultat segueix sent un polígon convex. 
 Multi-Player: Modalitat de joc per a més d’un jugador humà.  
 Networking: En un videojoc, s’entén com la possibilitat de poder-lo jugar amb més 
jugadors, a través d’una xarxa local o Internet. 
 Non-Player Character (NPC): Personatge controlat per la Intel·ligència artificial del joc 
 Pan: Funcionalitat que permet fer un escombrat de l’escena, és a dir, moure la càmera a 
través de l’escena.  
 Plugin: Software que afegeix unes funcionalitats especifiques a una aplicació més gran. 
 Rendering: Procés computacional de generació d’imatges a partir de models. 
 Rotate: Funcionalitat que permet rotar la càmera sobre sí mateixa.  
 Single-Player: Modalitat de joc per a un sol jugador humà. La resta de personatges que 
apareixen estan controlats pel motor d’Intel·ligència artificial.  
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 Tile-Based map: Mapa on l’àrea de joc està formada per petites peces, normalment 
quadrades (tot i que també poden ser rectangulars o hexagonals). Aquestes peces és el 
que es coneix com a tiles. Aquests tiles referencien a una regió concreta d’una imatge 
anomenada Tileset, que conté tots els tiles que es poden utilitzar per crear el mapa. La 




Figura 75: Exemple de tile-based map 
 
 Zoom: Funcionalitat que permet apropar o allunyar l’escena.  
 
 
