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Tato pra´ce si klade za c´ıl pouzˇ´ıt k naucˇen´ı ch˚uze bipeda´ln´ıho robota softcomputingove´
metody. Robot je reprezentova´n virtua´ln´ım modelem. Ze zacˇa´tku je rozebra´na motivace
a d˚uvody ke zpracova´n´ı tohoto te´matu. Da´le je navrzˇen tvar robota, ktery´ se pouzˇije. Jsou
popsa´ny nezbytne´ knihovny, jaky´ch simula´tor simulace vyuzˇ´ıva´. Da´le je navrzˇen syste´m
algoritmu˚, ktere´ budou robota ucˇit. Nejd˚ulezˇiteˇjˇs´ı z nich je SOMA, ktery´ je proto bl´ızˇe
popsa´n. Vzhledem k prˇedpokla´dane´ vy´pocˇetn´ı na´rocˇnosti je cˇa´st pra´ce veˇnova´na optimali-
zac´ım a zjednodusˇen´ım. Jsou rozebra´ny pouzˇite´ struktury a jejich propojen´ı. Jedna kapitola
je veˇnova´na meˇrˇen´ı u´speˇsˇnosti aproximace rˇesˇen´ı. Na konci je umı´steˇno zhodnocen´ı vy´sledk˚u
pra´ce.
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Abstract
This thesis is focused on using softcomputing method for learning bipedal robot to walk.
Robot is represented by virtual model. At the beginning are the motivation and reasons
for processing this theme. Next is devised shape of the robot which will be used. Then are
selected libraries used by simulation. Further is devised system of robot learning algorithms.
The most important of them is SOMA which is therefore described more. Due to assumed
computational complexity is part of thesis focused on optimalization and simplification. One
chapter focuses on measurement of quality of solution approximation. At the end there is
an evaluation of thesis results.
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C´ılem te´to pra´ce je navrhout algoritmus, ktery´ doka´zˇe ovla´dat stroj se dveˇma koncˇetinami.
Protozˇe je kazˇdy´ skutecˇny´ krok trochu jiny´ – trˇeba uzˇ kv˚uli nerovnostem povrchu – nedaj´ı
se v tomto prˇ´ıpadeˇ snadno pouzˇ´ıt standardn´ı vy´pocˇetn´ı algoritmy. Proto se zde vol´ı cesta
softcomputingovy´ch metod, schopny´ch prˇizp˚usobit se neprˇesnostem rea´lne´ho sveˇta, a tak
se na neˇj daleko le´pe adaptovat.
Pohyb pomoc´ı koncˇetin je ve skutecˇnosti velice slozˇity´ a vyzˇaduje velkou da´vku koordi-
nace. Prˇesto se s n´ım setka´va´me kazˇdy´ den. Nejv´ıce na´rocˇny´ je zrˇejmeˇ pohyb po dvou nohou
– je jasne´, zˇe je trˇeba neusta´le udrzˇovat rovnova´hu narozd´ıl od v´ıcenohy´ch tvor˚u. Vy´hodou
je oproti tomu prˇi stejny´ch proporc´ıch veˇtsˇ´ı rozhled a take´ dosah. Nemluveˇ o volne´m pa´ru
koncˇetin.
Nohy take´ umozˇnˇuj´ı pohyb v nerovne´m tere´nu, v cˇemzˇ vy´razneˇ prˇedstihuj´ı kola. Procˇ






Roboty chod´ıc´ı po nohou nen´ı jisteˇ trˇeba nikomu prˇedstavovat. Prakticky kazˇdy´ se s nimi
jizˇ neˇjak setkal. At’ uzˇ se jednalo o pouhe´ science fiction, cˇi rea´lnou prezentaci teˇchto stroj˚u.
Pra´veˇ z knih a sci-fi filmu˚ ale plynou pomeˇrneˇ mylne´ prˇedstavy o u´cˇelnosti teˇchto stroj˚u
– te´meˇrˇ vzˇdy se tam tyto stroje prˇedva´deˇj´ı jako ”kanony na nozˇicˇka´ch“ a zcela se ignoruj´ı
mozˇnosti, ktere´ tato forma pohybu nab´ız´ı. Jisteˇ, ve filmech to ani jinak nejde a nav´ıc lze
prˇedpokla´dat, zˇe jakmile se zvla´dne technicka´ stra´nka veˇci a roboti s nohami se stanou
pouzˇitelny´mi, bude arma´da jedn´ım z prvn´ıch a za´rovenˇ i nejveˇtsˇ´ıch investor˚u.
Ra´d bych ale nast´ınil i dalˇs´ı mozˇnosti vyuzˇit´ı teˇchto stroj˚u, jakkoliv se zat´ım mohou
zda´t fantasticke´. Mezi prvn´ımi mohou by´t roboti – pr˚uzkumn´ıci, jejichzˇ u´cˇelem mu˚zˇe by´t
pr˚uzkum prˇ´ıliˇs maly´ch, nebezpecˇny´ch, nebo pro cˇloveˇka nedostupny´ch mı´st.
Robot na nohou se mu˚zˇe pohybovat v sutina´ch, prohleda´vat jeskyneˇ, uplatn´ı se jako
za´chrana´rˇ a nohy budou take´ jisteˇ le´pe slouzˇit sve´mu u´cˇelu nezˇ kola i prˇi pr˚uzkumu jiny´ch
planet.
Lide´ odka´zan´ı na voz´ık by mohli vyuzˇ´ıt umeˇly´ch koncˇetin s podobny´mi algoritmy, aby
se opeˇt zarˇadili do spolecˇnosti. Jizˇ dnes se koneckonc˚u vyra´b´ı prote´zy propojene´ s nervovy´m
syste´mem cˇloveˇka.
Protozˇe je ch˚uze slozˇity´ pohyb, existuje take´ mnoho algoritmu˚, ktere´ se ji snazˇ´ı napo-
dobit. C´ılem te´to pra´ce je pouzˇ´ıt alternativn´ı prˇ´ıstup k rˇesˇen´ı tohoto proble´mu: Pouzˇit´ı
softcomputingovy´ch metod.
Mezi tyto metody se rˇad´ı take´ naprˇ´ıklad geneticke´ algoritmy, ktere´ vyuzˇ´ıvaj´ı k hleda´n´ı
optima´ln´ıho rˇesˇen´ı evoluci.
Prˇednost´ı teˇchto metod je skutecˇnost, zˇe jejich pomoc´ı lze z´ıskat kvalitn´ı rˇesˇen´ı, pokud
je dostatecˇneˇ dobrˇe specifikova´n proble´m.
Jejich masoveˇjˇs´ımu rozsˇ´ıˇren´ı vsˇak bra´n´ı jejich obcˇasna´ neprˇedv´ıdatelnost. Vzhledem
k velke´mu pod´ılu na´hody se totizˇ daj´ı jen obt´ızˇneˇ forma´lneˇ doka´zat.
2.2 Vy´hody pohybu po nohou
Hlavn´ı vy´hodou nohou nad koly je jejich schopnost poradit si i s velmi obt´ızˇny´m tere´nem
– naprˇ´ıklad i takovy´m, jaky´m se cˇloveˇk sta´le obklopuje. Ma´m na mysli hlavneˇ schody, ob-
rubn´ıky a dalˇs´ı kazˇdodenn´ı prˇeka´zˇky, ktery´ch si pra´veˇ d´ıky noha´m obvykle ani nevsˇimnete.
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Zat´ımco kola v´ıteˇz´ı svou jednoduchost´ı, nohy prˇes svou slozˇitost prˇina´sˇ´ı take´ obrovskou
mane´vrovatelnost i vsˇestranost – automobil prˇevra´ceny´ na bok se sa´m nepostav´ı, kdezˇto
te´meˇrˇ jake´koliv zv´ıˇre s nohami to snadno doka´zˇe. Je snadne´ otocˇit se na mı´steˇ, je mozˇne´
meˇnit vy´sˇku.
Pokud jsou k dispozici dalˇs´ı koncˇetiny, lze jich vyuzˇ´ıt jako dalˇs´ıch nohou ke zvy´sˇen´ı
stability.
Take´ je mozˇne´ pouzˇ´ıt nohou jako protiza´vazˇ´ı, pokud je trˇeba trup cˇi horn´ı koncˇetiny
vychy´lit da´l od teˇzˇiˇsteˇ stroje.
2.3 Procˇ bipeda´ln´ıho robota?
Bipedalismus je forma pohybu, kde se organismus pohybuje pomoc´ı dvou koncˇetin, typicky
nohou. Z toho pocha´z´ı i latinske´ slovo ”biped“, znacˇ´ıc´ı organismus pouzˇ´ıvaj´ıc´ı k pohybu
dveˇ nohy.
Ze soucˇasny´ch zˇivocˇiˇsny´ch druh˚u pouzˇ´ıva´ tento zp˚usob pohybu jako prima´rn´ı relativneˇ
ma´lo druh˚u. Veˇtsˇ´ı skupina zˇivocˇich˚u je schopna za zvla´sˇtn´ıch okolnost´ı bipeda´ln´ıho pohybu
vyuzˇ´ıt – neˇkterˇ´ı plazi doka´zˇ´ı v prˇ´ıpadeˇ ohrozˇen´ı ut´ıkat do bezpecˇ´ı po dvou nohou.




Jake´ jsou vy´hody a nevy´hody pra´veˇ dvounohe´ho robota? Vı´ce nohou zajiˇst’uje vysˇsˇ´ı
stabilitu a naprˇ´ıklad jizˇ sˇest nohou umozˇn´ı neusta´lou stabiln´ı polohu teˇzˇiˇsteˇ stroje. To se
jisteˇ hod´ı, pokud je stroj prˇ´ıliˇs velky´ a teˇzˇky´, nezˇ aby se rovnova´ha dala snadno udrzˇet. Pro
nasˇe u´cˇely je to vsˇak zbytecˇne´ a dokonce by to valnou meˇrou komplikovalo vy´pocˇet.
Stroj, ktery´ se pohybuje po dvou nohou s sebou prˇina´sˇ´ı oproti sn´ızˇene´ stabiliteˇ naopak
rˇadu vy´hod. Hlavn´ı z nich jsou urcˇiteˇ mnohem mensˇ´ı stavebn´ı na´klady. Kazˇda´ koncˇetina je
slozˇity´ apara´t a mı´t jich co nejme´neˇ jisteˇ dost usˇetrˇ´ı – a to i na hmotnosti cele´ho stroje.
Vysˇsˇ´ı labilitu robota je nutno kompenzovat odpov´ıdaj´ıc´ım softwarem. Ten by za´rovenˇ
mohl – prˇi pouzˇit´ı spra´vny´ch algoritmu˚ – doc´ılit vysˇsˇ´ı rychlosti pohybu. Nen´ı trˇeba se sta-
rat o tolik koncˇetin a jejich postupne´ prˇesouva´n´ı na nova´ mı´sta. (Vı´cenoz´ı roboti mohou
sice prˇesouvat v´ıce nohou paralelneˇ, jenzˇe pak ztra´c´ı svou stabilitu, pro kterou byli vybu-
dova´ni.) Pokud vyjdeme z poznatk˚u z zˇivocˇiˇsne´ rˇ´ıˇse, mu˚zˇeme rˇ´ıci, zˇe pohyb po v´ıce nohou
mu˚zˇe by´t rychlejˇs´ı v prˇ´ıpadeˇ, zˇe zv´ıˇre ma´ dostatecˇneˇ ohebnou pa´terˇ. To u stroje ale nelze
prˇedpokla´dat.
2.4 Co bylo u´kolem te´to pra´ce
Tato pra´ce si klade za c´ıl pouzˇ´ıt k naucˇen´ı ch˚uze bipeda´ln´ıho robota softcomputingove´
metody. Robot bude reprezentova´n modelem ve virtua´ln´ım prostrˇed´ı.
• Soucˇa´st´ı je tedy popis vytvorˇen´ı tohoto prostrˇed´ı a pote´ i modelu robota pomoc´ı
dostupny´ch na´stroj˚u.
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• Tvar robota ma´ rozhoduj´ıc´ı vliv na stanoven´ı dalˇs´ıch c´ıl˚u, proto byl prˇedem navrhnut.
Na´vrh bylo trˇeba drzˇet v rozumny´ch mez´ıch tak, aby pokud mozˇno nebyly prˇekrocˇeny
hranice cˇasove´ a vy´pocˇetn´ı na´rocˇnosti konstrukce modelu.
• Pomoc´ı navrzˇene´ho tvaru stroje se stanovily jednoduche´ u´koly, ktere´ ma´ robot plnit
(naprˇ. pohyb kuprˇedu nebo sta´n´ı v klidu...). Mı´ry u´speˇsˇnosti prˇi plneˇn´ı jednotlivy´ch
u´kol˚u se prˇepocˇ´ıtaj´ı na ohodnocovac´ı (fitness) funkci.
• Da´le jsou navrzˇeny algoritmy, na ktere´ se aplikuje ohodnocovac´ı funkce.
• Parametry algoritmu˚ se prˇizp˚usob´ı tak, aby robot dosahoval co nejlepsˇ´ıch vy´sledk˚u
• Jakmile je dosazˇeno dostatecˇne´ho vy´konu - robot chod´ı dostatecˇneˇ dobrˇe - vytvorˇ´ı se
obraz tohoto nastaven´ı, ktery´ bude mozˇne´ bud’ da´le rozv´ıjet, nebo nastavit na dalˇs´ı
identicky´ stroj.






Pouzˇit´ı simula´toru s sebou prˇina´sˇ´ı mnohe´ vy´hody. Jednou z nich je samozrˇejmeˇ cena. Kon-
strukce skutecˇne´ho robota prˇesahuje mozˇnosti te´to pra´ce. Na mı´steˇ je i snadna´ okamzˇita´
modifikace modelu v prˇ´ıpadeˇ, zˇe se uka´zˇou jeho dosud skryte´ nedostatky.
Reaguje-li robot prˇ´ıliˇs pomalu, nezˇ aby byl schopen norma´lneˇ pracovat, mu˚zˇeme v si-
mulaci upravit cˇasove´ meˇrˇ´ıtko tak, aby byl tento proble´m odstraneˇn. V takove´m prˇ´ıpadeˇ je
trˇeba prˇed skutecˇnou realizac´ı konstrukce trˇeba uva´zˇit, jak dosa´hnout na´pravy.
Vy´hodou prostrˇed´ı simula´toru je take´ mozˇnost postupne´ho zeslozˇit’ova´n´ı cele´ simulace
– at’ uzˇ stroje cˇi okoln´ıho prostrˇed´ı, cˇ´ımzˇ se zvy´sˇ´ı realisticˇnost modelu.
3.2 Programovac´ı jazyk
Pro tvorbu tohoto programu byl zvolen programovac´ı jazyk Python pro jeho prˇenositelnost
a flexibilitu. Jsou pro neˇj volneˇ k dispozici potrˇebne´ knihovny.
Hlavn´ım d˚uvodem pouzˇit´ı tohoto jazyka vsˇak je skutecˇnost, zˇe Python je jazyk vhodny´
k prototypova´n´ı a rychle´mu vy´voji, cozˇ je zcela v za´jmu te´to pra´ce.
Nevy´hodou je samozrˇejmeˇ nizˇsˇ´ı rychlost beˇhu. Pokud to bude nutne´ je mozˇno tento
proble´m kompenzovat jizˇ zmı´neˇnou zmeˇnou rychlosti beˇhu simulacˇn´ıho cˇasu.
Osveˇdcˇ´ı-li se navrzˇeny´ algoritmus, jeho dalˇs´ı optimalizace mu˚zˇe by´t prˇepsa´n´ı ko´du
naprˇ´ıklad do C++, poprˇ´ıpadeˇ podobne´ho jazyka vhodne´ho pro realizaci hotovy´ch projekt˚u.
3.3 Pouzˇite´ knihovny
Pro vytvorˇen´ı simulace je pouzˇito neˇkolika jizˇ hotovy´ch na´stroj˚u. Samotny´ algoritmus ucˇen´ı
je u´cˇelneˇjˇs´ı vytvorˇit individua´lneˇ, nebot’ jej je trˇeba adaptovat na konkre´tn´ı aplikaci.
Nezbytne´ pro simulaci bude vytvorˇen´ı fyzika´ln´ıho prostrˇed´ı, ve ktere´m se bude robot
pohybovat. Zde se nab´ız´ı PyODE – Python Open Dynamic Engine.
Da´le bude trˇeba dosa´hnout neˇjake´ formy jednoduche´ vizualizace vy´stupu. K tomu se
zda´ vhodna´ knihovna pygame. Jedna´ se o knihovnu pro zobrazova´n´ı graficky´ch primitiv.
Pro u´cˇely pra´ce je naprosto dostatecˇna´.




Jak jizˇ bylo rˇecˇeno, tvar robota je jedn´ım z urcˇuj´ıc´ıch faktor˚u, ktere´ prˇ´ımo ovlivnˇuj´ı slozˇitost
vy´pocˇtu.
Prˇi na´vrhu tvaru stroje je trˇeba bra´t v potaz omezuj´ıc´ı podmı´nky, a to tak, aby byl
robot schopen udrzˇet rovnova´hu a za´rovenˇ se snadno pohybovat. Nejd˚ulezˇiteˇjˇs´ı z nich je
patrneˇ vy´pocˇetn´ı na´rocˇnost, kv˚uli ktere´ je trˇeba pouzˇ´ıt minima´ln´ı pocˇet stupnˇ˚u volnosti
kloub˚u stroje.
V oblastech, kde se pracuje s roboticky´mi rameny se cˇasto vyskytuje pojem ”stupenˇ
volnosti“. Tento pojem souvis´ı s mozˇnosti pohybu teˇlesa.
Teˇleso umı´steˇne´ volneˇ v prostoru se mu˚zˇe pohybovat ve smeˇru os X, Y a Z a podle
stejny´ch os se take´ mu˚zˇe ota´cˇet. Volne´ teˇleso ma´ tedy 6 stupnˇ˚u volnosti.
Vza´jemna´ poloha cˇa´st´ı koncˇetiny robota je vzˇdy jednoznacˇneˇ urcˇena urcˇity´m pocˇtem
u´daj˚u. Nejmensˇ´ı pocˇet teˇchto u´daj˚u uda´va´ pocˇet stupnˇ˚u volnosti oneˇch cˇa´st´ı (kinematicka´
dvojice). Kinematicke´ dvojice, ktery´ch budeme vyuzˇ´ıvat, budou tvorˇeny cˇleny spojeny´mi
rotacˇn´ımi klouby, ktere´ maj´ı typicky jeden stupenˇ volnosti.
Z toho vyply´va´, zˇe kazˇdy´ dalˇs´ı stupenˇ volnosti v neˇjake´m kloubu prˇida´va´ stroji dalˇs´ı
nastavitelny´ parametr a tedy rozsˇiˇruje stavovy´ prostor mozˇny´ch rˇesˇen´ı o dalˇs´ı rozmeˇr. Proto
je tedy nutne´ tyto mozˇnosti dostupny´m zp˚usobem omezovat.
3.5 Na´vrh tvaru
K dispozici jsou cˇtyrˇi na´vrhy tvaru robota, ktere´ prˇipadaj´ı v u´vahu.
Obra´zek 3.1: Na´vrh mozˇny´ch tvar˚u robota, cˇerveneˇ vyznacˇene´ rotacˇn´ı klouby s jedn´ım
stupneˇm volnosti
Na obra´zku 3.1 jsou schematicky zna´zorneˇny cˇtyrˇi mozˇne´ tvary simulovane´ho robota.
1. ”kolena“ se ohy´baj´ı opacˇneˇ nezˇ jako u cˇloveˇka, gondola upevneˇna neotocˇneˇ
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2. ”kolena“ se ohy´baj´ı stejny´m smeˇrem jako u cˇloveˇka, gondola upevneˇna otocˇneˇ
3. ”kolena“ se ohy´baj´ı opacˇneˇ nezˇ jako u cˇloveˇka, gondola upevneˇna otocˇneˇ
4. ”kolena“ se ohy´baj´ı stejny´m smeˇrem jako u cˇloveˇka, gondola upevneˇna neotocˇneˇ
Otocˇne´ upevneˇn´ı gondoly stroje sice prˇida´va´ do stavove´ho prostoru dalˇs´ı rozmeˇr, da´ se
vsˇak prˇedpokla´dat, zˇe bude-li gondola neusta´le udrzˇova´na v prˇ´ıme´m smeˇru, mu˚zˇe se tak
zajistit zvy´sˇena´ stabilita teˇzˇiˇsteˇ cele´ho stroje a zkvalitn´ı se tak plynulost chodu robota.
Ve smeˇru ohybu teˇchto kolen prozat´ım nespatrˇuji zˇa´dne´ vy´razne´ vy´hody a nevy´hody,
takzˇe byla vybra´na konstrukce cˇtvrte´ho typu – s otocˇnou gondolou a koleny ohy´baj´ıc´ımi se
opacˇneˇ nezˇ jako u cˇloveˇka.
Tento smeˇr ohybu take´ nen´ı tak cˇasto vyuzˇ´ıva´n v jiny´ch studi´ıch, a proto stoj´ı za to jej
bl´ızˇe prozkoumat (obr. 4.2).
Dı´ky teˇzˇiˇsti, ktere´ se snadno spolu s koleny posouva´ nazad, existuje mozˇnost mı´rneˇ lepsˇ´ı
stability stroje, prˇ´ıpadneˇ i trochu zvy´sˇene´ schopnosti brzˇdeˇn´ı.
Pokud prˇedpokla´da´me nenulovou hmotnost koncˇetin, potazˇmo kloub˚u, pak cˇ´ım n´ızˇe
bude gondola, t´ım v´ıce dozadu budou muset by´t posunuty kolenn´ı klouby a dojde tak
k mı´rne´mu posunu teˇzˇiˇsteˇ.
Pomaly´ pohyb vprˇed bude potrˇebovat kompenzaci na´klonu stroje a tedy prˇijde i toto
male´ vylepsˇen´ı vhod.
Naopak prˇi vysˇsˇ´ıch rychlostech pohybu a bude-li trˇeba brzdit, mu˚zˇe sn´ızˇen´ı vy´sˇky
gondoly hypoteticky sn´ızˇit setrvacˇnost robota.
Nen´ı jiste´, jak moc tato vlastnost ovlivnˇuje pohybove´ schopnosti stroje, da´ se vsˇak
prˇedpokla´dat, zˇe tyto hodnoty jsou velmi male´.
3.6 Optimalizace a zjednodusˇen´ı na´vrhu
Jak je jizˇ videˇt z na´vrhu stroje 3.1, pocˇ´ıta´ se s t´ım, zˇe kolenn´ı klouby nebude mozˇne´ ohy´bat
o libovolny´ u´hel. Tato skutecˇnost ma´ dva d˚uvody:
1. omezen´ım dojde ke zjednodusˇen´ı rea´lne´ konstrukce robota. Lze pak totizˇ snadno
pouzˇ´ıt vy´konneˇjˇs´ı p´ısty namı´sto servomotor˚u, kde vznika´ proble´m s udrzˇen´ım natocˇen´ı
kloubu pod za´teˇzˇ´ı pokud ma´ stroj udrzˇet ohnute´ koncˇetiny.
2. znacˇne´ zmensˇen´ı stavove´ho prostoru rˇesˇen´ı (tedy mnozˇstv´ı pozic, ktere´ mu˚zˇe robot
zaujmout) a tedy urychlen´ı vy´pocˇtu, cozˇ je v nasˇem prˇ´ıpadeˇ podstatneˇjˇs´ı.
Omezen´ı v otocˇen´ı kloub˚u bude vhodne´ aplikovat i na dalˇs´ı klouby.
Dalˇs´ım zjednodusˇen´ım, ktere´ je nasnadeˇ, je celkove´ vynecha´n´ı prˇ´ıme´ho ovla´da´n´ı neˇ-
ktery´ch kloub˚u v ”kotn´ıc´ıch“ stroje. Plotna na konci koncˇetiny mus´ı by´t schopna na´klonu
vprˇed, vzad, doprava a doleva.
Pohyb vlevo a vpravo mu˚zˇe by´t v nasˇem prˇ´ıpadeˇ rˇ´ızen algoritmem, ktery´ plotnu udrzˇuje
rovnobeˇzˇne´ s povrchem, po ktere´m se robot pohybuje. Na´klon stroje doleva cˇi doprava je
zcela kompenzova´n klouby umı´steˇny´mi u ”pa´nve“.
Na´klon vprˇed jizˇ nelze takto eliminovat, protozˇe je trˇeba mı´t mozˇnost naklonit stroj
kuprˇedu.
Bylo-li by trˇeba, aby se stroj pohyboval v na´rocˇneˇjˇs´ım tere´nu, bude le´pe, bude-li natocˇen´ı
ploten rˇ´ızeno vlastn´ım algoritmem.
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3.7 Pouzˇ´ıvane´ postupy konstrukce
Dvounohy´ robot nen´ı nijak novy´ na´pad a existuje spousta dalˇs´ıch na´vrh˚u, ktere´ byly po-
drobneˇ zpracova´ny [8]. Tato pra´ce zkousˇ´ı odliˇsne´ postupy.
Za´kladem na´vrh˚u, se ktery´mi jsem se setkal, je obvykle neˇjaky´ oscila´tor, ktery´ vyuzˇ´ıva´
periodicity pohybu po nohou. Pomoc´ı neˇj pak stroj snadno identifikuje cˇa´st pohybu, ve ktere´
se nacha´z´ı a postupuje podle prˇedem vytvorˇene´ho sche´matu. Tvorba tohoto sche´matu se
jizˇ liˇs´ı.
Nevy´hodou tohoto postupu je skutecˇnost, zˇe dojde-li k neˇjake´ neprˇedpokla´dane´ uda´losti
– stacˇ´ı i nerovnost povrchu, prˇedem prˇipraveny´ postup selzˇe.
Toto cˇa´stecˇneˇ rˇesˇ´ı na´vrh [5], [4], ktery´ pouzˇ´ıva´ tlakovy´ senzor pro detekci kontaktu
koncˇetiny se zemı´. V okamzˇiku, kdy se cˇidlo sepne, dojde k nastaven´ı oscila´toru koncˇetiny
do vy´choz´ı polohy.




Existuj´ı dveˇ cesty, jaky´mi ucˇit robota chodit:
• Vytvorˇ´ı se jediny´ virtua´ln´ı stroj, ktery´ bude zdokonalovat sv˚uj pohyb, na za´kladeˇ
zabudovane´ho evolucˇn´ıho algoritmu. U´speˇsˇnost stroje bude hodnocena pr˚ubeˇzˇneˇ.
• Pouzˇije se evoluce v plne´m meˇrˇ´ıtku. Velke´ mnozˇstv´ı stroj˚u s vlastn´ımi algoritmy bude
souperˇit mezi sebou a v´ıteˇzn´ı roboti budou zkrˇ´ızˇeni.
Vzhledem k vy´pocˇetn´ı na´rocˇnosti druhe´ mozˇnosti byla zvolena prvn´ı cesta – stroj se
bude ucˇit chodit pr˚ubeˇzˇneˇ. Pokud ovsˇem dojde k jeho pa´du, bude prostrˇed´ı vyresetova´no,
aby stroj nemusel vsta´vat – tento u´kol je pro robota na´rocˇny´ a je nad ra´mec hlavn´ıho c´ıle
te´to pra´ce.
Prˇi rˇesˇen´ı u´lohy pohybu je trˇeba vz´ıt v potaz velke´ mnnozˇstv´ı promeˇnny´ch a parametr˚u.
Pra´veˇ proto je trˇeba jejich pocˇet pokud mozˇno redukovat.
C´ılem algoritmu je nalezen´ı extre´mu˚ multidimenziona´ln´ı fitness funkce, jej´ımizˇ para-
metry jsou vstupy urcˇene´ stavem robota a vy´stupem te´to funkce je odpov´ıdaj´ıc´ı fitness
hodnota.
Dimenze funkce jsou da´ny pocˇtem stupnˇ˚u volnosti – kazˇdy´ stupenˇ volnosti umozˇnˇuje
natocˇen´ı cˇa´sti stroje podle jedne´ osy. Rozmez´ı a velikost rychlosti zmeˇny vymezuje pra´veˇ
jeden parametr.
S vybrany´m modelem ma´me tak deveˇt dimenz´ı, mezi jejichzˇ hodnotami se hledaj´ı
extre´my:
• kolena, horizonta´ln´ı osa – prava´, leva´
• kycˇle, horizonta´ln´ı osa – prava´, leva´
• kycˇle, vertika´ln´ı osa – prava´, leva´
• kotn´ıky, horizonta´ln´ı osa – prava´, leva´
• gondola, vertika´ln´ı osa
Je vsˇak nutne´ pocˇ´ıtat i s parametry mimo fitness funkci, ktere´ jednoznacˇneˇ urcˇ´ı stav
stroje:
Kazˇda´ soucˇa´st stroje ma´ tyto parametry:
• pozice, pro osy X, Y a Z
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• natocˇen´ı, rotacˇn´ı matice(3 x 3)
• rychlost, pro osy X, Y a Z
• rychlost rotace, pro osy X, Y a Z
4.1 Princip algoritmu
S nadefinovany´m strojem a vstupn´ımi parametry mu˚zˇeme nyn´ı popsat hlavn´ı mysˇlenku
algoritmu.
Za´kladem je samozrˇejmeˇ simula´tor fyzika´ln´ıho prostrˇed´ı a v neˇm umı´steˇny´ prˇipraveny´
model. Stav modelu je jednoznacˇneˇ urcˇen pomoc´ı vy´sˇe popsany´ch hodnot. Je tedy mozˇne´
stav stroje okop´ırovat do druhe´ identicke´ simulace.
V sekunda´rn´ım simulacˇn´ım prostrˇed´ı je nalezeno optima´ln´ı nastaven´ı pohybu jednot-
livy´ch motor˚u poha´neˇj´ıc´ıch robota tak, aby po kra´tke´m kroku sekunda´rn´ıho simula´toru
bylo dosazˇeno co nejlepsˇ´ı hodnoty fitness. Nalezen´ı te´to hodnoty je zajiˇsteˇno evolucˇn´ım
algoritmem – zde toto mı´sto zasta´va´ SOMA.
Jej´ım vy´sledkem je skupina kandida´tn´ıch rˇesˇen´ı – hodnoty extre´mu˚ hledane´ multidi-
menziona´ln´ı funkce. Tyto hodnoty jsou zaznamena´ny k p˚uvodn´ımu stavu.
Nejlepsˇ´ı z hodnot je pote´ aplikova´na na prima´rn´ı simulaci a dosa´hne se tak nove´ho
stavu, a cely´ cyklus se opakuje.
Kazˇdy´ stav, ktere´ho prima´rn´ı simulace dosa´hne, je porovna´va´n s mnozˇinou vsˇech prˇed-
choz´ıch dosazˇeny´ch stav˚u. Jakmile je nalezen existuj´ıc´ı podobny´ stav, pouzˇije se u neˇj
prˇilozˇena´ konfigurace pro prˇechod do dalˇs´ıho stavu.
Tento princip samotny´ si vsˇak neporad´ı s uva´znut´ım v loka´ln´ım extre´mu – situace, kdy
je trˇeba pouzˇ´ıt horsˇ´ıch hodnot fitness, aby bylo mozˇne´ pozdeˇji u´speˇsˇneˇ pokracˇovat.
Proto je do algoritmu zakomponova´na mozˇnost ”kriticke´ho selha´n´ı“ – naprˇ´ıklad v prˇ´ıpadeˇ
pa´du. Za teˇchto podmı´nek je veˇtev prˇedchoz´ıho stavu, ktere´ bylo pouzˇito, oznacˇena jako
nepouzˇitelna´, simulace se vra´t´ı do prˇedchoz´ıho stavu a pouzˇije se druhe´ nejlepsˇ´ı kandida´tn´ı
rˇesˇen´ı, uzˇ drˇ´ıve vygenerovane´ SOMA (obr. 4.1). Jsou-li vsˇechna kandida´tn´ı rˇesˇen´ı vycˇerpa´na,
opeˇt se veˇtev oznacˇ´ı jako nepouzˇitelna´ a simulace se vra´t´ı o krok zpeˇt.
Obra´zek 4.1: Princip algoritmu: Prohleda´va´n´ı prostoru nalezene´ho SOMA prob´ıha´ podle
cˇ´ısel jednotlivy´ch stav˚u. Jakmile se vycˇerpaj´ı vsˇechny mozˇnosti, algoritmus se vrac´ı o krok
zpeˇt.
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4.2 Optimalizace mnozˇstv´ı potrˇebny´ch parametr˚u
Protozˇe stavy stroje bude trˇeba mezi sebou porovna´vat, je dobre´ mnozˇstv´ı teˇchto parametr˚u
zmensˇit na minimum.
Kazˇda´ soucˇa´st stroje nyn´ı potrˇebuje pro sve´ jednoznacˇne´ urcˇen´ı
3(pozice) + 9(natocˇen´ı) + 3(rychlost) + 3(rychlost rotace) = 18 (4.1)
stav˚u. Pokud pouzˇijeme 12 komponent, dosta´va´me stav definovany´
12 · 18 = 216 (4.2)
hodnotami.
Tento pocˇet hodnot je velmi vysoky´ a je nezbytne´ jej redukovat.
Citelny´ pod´ıl na pocˇtu rozmeˇr˚u je tvorˇen rotacˇn´ımi maticemi robota v r˚uzny´ch osa´ch
a vy´razneˇ tak zvysˇuj´ı vy´pocˇetn´ı na´rocˇnost.
Alternativou je v tomto prˇ´ıpadeˇ pouzˇit´ı quaternionu - cˇtverˇice cˇ´ısel, ktere´ tak zredukuj´ı
pocˇet hodnot popisuj´ıc´ıch teˇleso na 13. Tedy stavovy´ prostor nyn´ı bude mı´t 12 · 13 = 156
hodnot.
I tuto hodnotu je mozˇne´ redukovat, lze totizˇ odstranit parametry uda´vaj´ıc´ı pozici
a natocˇen´ı neˇktery´ch teˇles, pokud si uveˇdomı´me, zˇe jejich pozice je jednoznacˇneˇ urcˇena
pomoc´ı kloub˚u natocˇen´ım a umı´steˇn´ım okoln´ıch teˇles.
Obra´zek 4.2: Tvar simulovane´ho robota: Modrˇe teˇlo robota, cˇerveneˇ jsou vyznacˇeny osy
jednotlivy´ch kloub˚u, zelena´ sˇipka oznacˇuje smeˇr pohybu (smeˇr osy Z). 1 – gondola, 2 –
pa´nev, 3 – kycˇeln´ı kloub (rotace koncˇetiny vprˇed a vzad), 4 – stehno (rotace koncˇetiny
vlevo a vpravo, prˇipojeno na kycˇeln´ı kloub), 5 – ly´tko, 6 – kotn´ık (strˇed ota´cˇen´ı v chodidle),
7 – chodidlo (spolu s kotn´ıkem umozˇnˇuj´ı nata´cˇen´ı plotny v osa´ch X a Z)







T´ım se vyrˇad´ı 5 · 7 = 35 dalˇs´ıch hodnot. Z˚usta´va´ jesˇteˇ 121 cˇ´ısel definuj´ıc´ıch stav.
Posledn´ım zjednodusˇen´ım je zanedba´n´ı hmotnosti u neˇktery´ch cˇa´st´ı stroje, cˇ´ımzˇ od-
padne potrˇeba pocˇ´ıtat jejich setrvacˇnost a tedy dalˇs´ıch 6 hodnot na takove´ teˇleso.
Takto lze vyrˇadit tato teˇlesa:
• pa´nev
• levy´ kycˇeln´ı kloub





T´ım se vyrˇad´ı 6 · 7 = 42 dalˇs´ıch hodnot. Takto nakonec z˚usta´va´ 79 cˇ´ısel definuj´ıc´ıch
stav.
Intervaly, ve ktery´ch se jednotliva´ cˇ´ısla pohybuj´ı, se liˇs´ı:
• pozice: (〈−2; 2〉, 〈−2; 2〉, 〈−2; 2〉)
• rotace: (〈−1; 1〉, 〈−1; 1〉, 〈−1; 1〉, 〈−1; 1〉)
• rychlost: (〈−40; 40〉, 〈−40; 40〉, 〈−40; 40〉)
• rychlost rotace: (〈−40; 40〉, 〈−40; 40〉, 〈−40; 40〉)
4.3 Vy´beˇr softcomputingove´ metody
Vy´beˇr metody mu˚zˇe mnohe´ ovlivnit, ale pro funkci s mnozˇstv´ım parametr˚u, jsem se roz-
hodl pro algoritmus SOMA. Vyuzˇ´ıva´m toho, zˇe jsem s t´ımto algoritmem dobrˇe obezna´men
a zna´m jeho mozˇnosti. Vhodnou implementaci knihovny pro SOMA v Pythonu jsem ale
nenalezl, a proto jsem se rozhodl napsat a pouzˇ´ıt vlastn´ı.
Je nutno podotknout, zˇe SOMA poskytuje potrˇebnou jednoduchost, ale i variabilitu,
ktere´ bude v tomto prˇ´ıpadeˇ trˇeba.
Protozˇe SOMA nepatrˇ´ı mezi zna´me´ softcomputingove´ metody, je vhodne´ tento algorti-




5.1 Na´stroje pro simulaci
Simula´tor je nejd˚ulezˇiteˇjˇs´ı cˇa´st´ı navrhovane´ho syste´mu, protozˇe je to pra´veˇ simula´tor, ktery´
produkuje testovac´ı data, a na ktery´ jsou aplikova´ny dalˇs´ı algoritmy.
Jeho u´kolem je v tomto prˇ´ıpadeˇ simulovat rea´lne´ prostrˇed´ı, kde plat´ı za´kladn´ı fyzika´ln´ı
za´kony. K tomuto u´cˇelu byla pouzˇita knihovna PyODE – Python Open Dynamic Engine.
Knihovna nema´ graficky´ vy´stup, proto bylo potrˇeba pouzˇ´ıt dalˇs´ı na´stroj – Pygame.
Jedna´ se o jednoduchou knihovnu pro zobrazova´n´ı 2D graficky´ch primitiv. Snadno j´ı lze
vyuzˇ´ıt i v nasˇem prˇ´ıpadeˇ, aby bylo dosazˇeno za´kladn´ıch graficky´ch vy´stup˚u.
Propojen´ı obou knihoven je velmi teˇsne´, takzˇe kazˇde´ teˇleso umı´steˇne´ do simulace mu˚zˇe
by´t za´rovenˇ zobrazeno.
5.1.1 PyODE
PyODE, jak jizˇ bylo zmı´neˇno, je na´stroj pro simulaci fyzika´ln´ıho prostrˇed´ı s funguj´ıc´ımi
Newtonovy´mi za´kony. K cˇinnosti vyuzˇ´ıva´ knihovnu ODE, ktera´ je napsana´ v C++ a prˇej´ıma´
jej´ı funkce. S trochou prˇedstavivosti je mozˇne´ pouzˇ´ıt manua´love´ stra´nky ODE [7] k pocho-
pen´ı prˇ´ıkaz˚u PyODE.
Knihovna postra´da´ jaky´koliv graficky´ vy´stup, hodnoty je tedy nutne´ da´le zpracova´vat.
Inicializace vyzˇaduje manua´ln´ı nastaven´ı neˇktery´ch parametr˚u simulovane´ho sveˇta.
Za´kladem je inicializace pra´zdne´ho prostrˇed´ı. Jedna´ se o virtua´ln´ı vakuum bez gra-
vitacˇn´ıch sil, cˇi jake´hokoliv trˇen´ı. Zde je vhodne´ nastavit mı´ru prˇesnoti vy´pocˇtu, ktera´
neprˇ´ımou u´meˇrou ovlinˇuje rychlost beˇhu simulace.
Do tohoto prostrˇed´ı je jizˇ mozˇne´ prˇida´vat teˇlesa za´kladn´ıch tvar˚u. Tento syste´m si
vystacˇ´ı pouze s kva´dry, ktere´ jsou definova´ny:
• hustotou
• rozmeˇry – X, Y, Z
• pozic´ı – X, Y, Z
PyODE nepracuje s pevneˇ dany´mi fyzika´ln´ımi jednotkami, hodnoty lze pouzˇ´ıt jake´koliv,
pokud se budou dodrzˇovat odpov´ıdaj´ıc´ı vztahy mezi nimi. V simula´toru jsou pouzˇity hod-
noty odpov´ıdaj´ıc´ı metru, kilogramu a sekundeˇ.
Da´le je trˇeba prˇidat svisle p˚usob´ıc´ı gravitacˇn´ı s´ılu urcˇenou vektorem ~g = (0;−9, 81; 0)
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Pokud se spust´ı hlavn´ı smycˇka programu, zacˇnou nyn´ı vsˇechna teˇlesa padat.
PyODE vyuzˇ´ıva´ trˇi za´kladn´ı typy objekt˚u: teˇleso, kloub a geom.
K vytvorˇen´ı kompletn´ıho stroje je trˇeba prˇidat klouby - joints. Kloubem se rozumı´
jake´koliv spojen´ı dvou teˇles, ktere´ cˇa´stecˇneˇ omezuje jejich vza´jemnou pozici. PyODE zna´
v´ıce typ˚u kloub˚u, vcˇetneˇ p´ıstovy´ch a kulovy´ch, pro nasˇe u´cˇely vsˇak stacˇ´ı kloub typu Hinge,
ktery´ narozd´ıl od veˇtsˇiny ostatn´ıch, lze vybavit motorem. Kloub je urcˇen teˇlesy, ktere´
propojuje, svy´m umı´steˇn´ım v prostoru a take´ smeˇrem osy, okolo ktere´ se mu˚zˇe ota´cˇet.
Posledn´ım typem teˇlesa je geom. Jedna´ se o virtua´ln´ı obalove´ teˇleso urcˇene´ pro detekci
koliz´ı. Pokud nen´ı pouzˇito, teˇlesa sebou mohou volneˇ procha´zet.
Ke kazˇde´mu vytvorˇene´mu teˇlesu je tedy prˇida´n jeho geom. Jedn´ım ze specia´ln´ıch geomu˚
je i podlaha.
Kolize dvou teˇles PyODE rˇesˇ´ı pomoc´ı vytvorˇen´ı zvla´sˇtn´ıho druhu kloubu, ktery´ je prˇed
vstupem do dalˇs´ı iterace smycˇky opeˇt zrusˇen. Nad dveˇmi klouby takto vytvorˇeny´mi se
vola´ metoda, kde lze nadefinovat chova´n´ı v prˇ´ıpadeˇ sra´zˇky. Zde je mozˇno nakonfigurovat
pruzˇnost teˇles a take´ trˇen´ı, ktere´ je dalˇs´ı nutnost´ı. Bez neˇj stroj nebude schopen pohybu.
Hlavn´ı smycˇka PyODE simulace nejprve provede vy´pocˇet kolizn´ıch mı´st, pote´ krok
o prˇedem danou cˇasovou jednotku a za´veˇrem je trˇeba opeˇt seznam kolizn´ıch mı´st smazat.
Kazˇde´ teˇleso mu˚zˇe v ktere´koliv fa´zi vra´tit sv˚uj momenta´ln´ı stav a take´ jej i nastavit.
Stejneˇ tak je mozˇne´ nastavit i vlastnosti kloub˚u. Klouby typu pant lze pouzˇ´ıt jako
motory, jsou-li jim nastaveny tyto parametry:
• vy´kon – hodnota urcˇuje jakou maxima´ln´ı silou motor doka´zˇe p˚usobit, anizˇ by byl
prˇetlacˇen
• rychlost – hodnota urcˇuje rychlost, jakou se bude motor snazˇit udrzˇet, zname´nko
urcˇuje smeˇr rotace
Naprˇ´ıklad nastav´ıme-li vy´kon motoru na 200 a rychlost na 0, z´ıska´me pevne´ spojen´ı
dvou teˇles, ktere´ vydrzˇ´ı s´ılu 200 jednotek, nezˇ podlehne.
5.1.2 Pygame
Pygame je jednoduchy´ na´stroj vyvinuty´ za u´cˇelem vizualizace jednoduchy´ch pocˇ´ıtacˇovy´ch
her.
Do programu se zacˇlen´ı pomoc´ı importova´n´ı modulu pygame:
import pygame
Vytva´rˇ´ı jednoduche´ okno bez ovla´dac´ıch prvk˚u, ve ktere´m se vykresluj´ı graficka´ primi-
tiva.
Proces vykreslova´n´ı se spousˇt´ı iterativneˇ s t´ım, zˇe plynulost zobrazova´n´ı zajiˇst’uje objekt
pygame.time.Clock, ktery´ podle nastavene´ho cˇasove´ho kroku dt v prˇ´ıpadeˇ prˇ´ıliˇs vysoke´
rychlosti zpomal´ı beˇh tak, aby byl graficky´ vy´stup plynuly´. (V projektu nen´ı tento objekt
pouzˇit, je potrˇeba maxima´ln´ı rychlost beˇhu a zpomalen´ı nen´ı vhodne´.)
Pygame k vykreslova´n´ı pouzˇ´ıva´ metodu pygame.draw, ktera´ vykresl´ı dany´ objekt podle
zadany´ch parametr˚u do bufferu.
Jakmile jsou teˇlesa prˇipravena, zavola´ se metoda pygame.display.flip, ktera´ vymeˇn´ı
graficke´ buffery a vykresl´ı teˇlesa.




Protozˇe simula´tor vyuzˇ´ıva´ pouze kva´dry, k vykreslen´ı se vyuzˇije metoda:
pygame.draw.line(surface, color, startPoint, endPoint, thickness),
kde
• surface je pla´tno, kam se ma´ objekt vykreslit,
• color je trˇ´ıprvkovy´ vektor (v Pythonu objekt typu tuple nebo list) ktery´ urcˇuje barvu
teˇlesa (v RGB forma´tu),
• startPoint a endPoint jsou dvouprvkove´ tuple a
• thickness je tlousˇt’ka cˇa´ry.
K zobrazen´ı teˇlesa v aplikaci je trˇeba zna´t jeho umı´steˇn´ı, rozmeˇry a natocˇen´ı. Tyto
hodnoty doka´zˇe vra´tit PyODE a pomoc´ı nich se da´le vypocˇtou sourˇadnice roh˚u kva´dru,
mezi ktery´mi se vykresl´ı cˇa´ry. Jedna ze sourˇadnic se prˇi vykreslova´n´ı nebere v u´vahu.
Vykreslen´ı je velmi jednoduche´ a nepocˇ´ıta´ s perspektivou. Jako kompenzace tohoto
nedostatku se prova´d´ı zobrazen´ı stroje ze dvou smeˇr˚u.





6.1 Co je to SOMA
SOMA je jednou z pomeˇrneˇ novy´ch softcomputingovy´ch metod, ktera´ si vsˇak jisteˇ zaslouzˇ´ı
pozornost a to hlavneˇ d´ıky sve´ jednoduchosti a u´cˇinnosti. Algoritmus je zameˇrˇen na op-
timalizaci – hleda´n´ı extre´mu˚ n-rozmeˇrny´ch funkc´ı na za´kladeˇ vy´pocˇtu okamzˇite´ hodnoty
funkce v dane´m bodeˇ [9].
Zkratka SOMA ve skutecˇnosti znamena´ Samo-Organizuj´ıc´ı se Migracˇn´ı Algoritmus
a princip je velmi podobny´ optimalizaci pomoc´ı particle swarm (roj cˇa´stic).
6.2 Jak SOMA funguje
Algoritmus prohleda´va´ konecˇny´ stavovy´ prostor rˇesˇen´ı a snazˇ´ı se prˇitom nale´zt pokud mozˇno
globa´ln´ı extre´m. Jestli se jedna´ o minimum nebo maximum nen´ı d˚ulezˇite´, obra´cen´ı zname´nka
u hodnoty fitness funkce zajist´ı obeˇ mozˇnosti.
Analyticke´ rˇesˇen´ı slozˇiteˇjˇs´ıch optimalizacˇn´ıch proble´mu˚ je obvykle prˇ´ıliˇs zdlouhave´.
SOMA oproti tomu pocˇ´ıta´ pouze hodnoty funkce v bodech, ktery´ch pote´ vyuzˇ´ıva´ da´le. Je
d˚ulezˇite´ si uveˇdomit, zˇe SOMA patrˇ´ı mezi softcomputingove´ algoritmy, a proto je jaky´koliv
z´ıskany´ vy´sledek jen v´ıce cˇi me´neˇ prˇesnou aproximac´ı skutecˇne´ho rˇesˇen´ı.
6.3 SOMA zbl´ızka
Hleda´n´ı rˇesˇen´ı prob´ıha´ v ohranicˇene´m prostoru. Cˇ´ım prˇesneˇjˇs´ı je jeho ohranicˇen´ı, t´ım by´va´
algoritmus rychlejˇs´ı ve zprˇesnˇova´n´ı aproximace. Na takto vymezenou hyperplochu se nyn´ı
zcela na´hodneˇ rozmı´st´ı body (jedinci), ve ktery´ch se vypocˇte fitness hodnota. Nyn´ı se mezi
jedinci vybere ten s nejlepsˇ´ı fitness – Leader. Ten reprezentuje nejlepsˇ´ı dosud nalezene´ rˇesˇen´ı.
Zbytek procesu uzˇ prob´ıha´ iterativneˇ s t´ım, zˇe kazˇda´ dalˇs´ı iterace prˇinese lepsˇ´ı nebo
stejnou hodnotu vy´sledku. S rozmı´steˇny´mi jedinci a stanoveny´m Leaderem zacˇ´ına´ migrace.
Kazˇdy´ jedinec se prˇesouva´ smeˇrem za Leaderem (t´ım smeˇrem budou patrneˇ dobre´ hod-
noty), prˇicˇemzˇ prohleda´va´ body na trase, kterou procha´z´ı (obr. 6.1). Cˇ´ım bl´ızˇe je jedinec
k Leaderovi, t´ım mensˇ´ı vzda´lenost je mezi teˇmito body. Nakonec se prˇesune na bod, ktery´
ma´ nejlepsˇ´ı fitness. Pokud je tato hodnota vysˇsˇ´ı, nezˇ ma´ Leader, sta´va´ se tento jedinec
novy´m Leaderem.
Je jasne´, zˇe Leader se pohybu neu´cˇastn´ı, protozˇe nema´ dany´ smeˇr kam j´ıt. Jakmile
migrovali vsˇichni jedinci, zacˇ´ına´ nova´ iterace. Popsane´ strategii se rˇ´ıka´ All To One [1].
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Obra´zek 6.1: Jedinci se posouvaj´ı za Leaderem
Algoritmus obna´sˇ´ı komplikaci, ktere´ se rˇ´ıka´ ”proble´m nahloucˇen´ı“. Po neˇkolika iterac´ıch,
kdy se Leader nemeˇn´ı, se totizˇ obvykle veˇtsˇina jedinc˚u shlukne kolem neˇj a je-li Leader
v loka´ln´ım extre´mu, pak ten globa´ln´ı nebude nalezen. Rˇesˇen´ı proble´mu nahloucˇen´ı je mnoho
a v knihovneˇ je implementova´no neˇkolik z nich:
Prvn´ım je de´lka trasy migrace jedince, ktera´ zde nekoncˇ´ı u Leadera, ale pokracˇuje azˇ za
neˇj. Jedinec prˇi jedne´ migraci implicitneˇ uraz´ı 2,5na´sobek sve´ vzda´lenosti od Leadera, cozˇ
umozˇn´ı postupnou divergenci od prˇ´ıpadne´ho loka´ln´ıho extre´mu.
Dalˇs´ım vylepsˇen´ım je takzvany´ ”pertubacˇn´ı vektor“. Pu˚vodn´ı prˇ´ıma´ trasa jedince za
Leaderem je deformova´na podle mı´ry pertubace.
Jedinci take´ ”sta´rnou“. Jakmile prˇekrocˇ´ı urcˇity´ pocˇet iterac´ı, jsou prˇesunuti na na´hodneˇ
zvolenou pozici [2].
Posledn´ı pouzˇitou technikou je autorem navrzˇena´ strategie All To Elite, kdy je Leader˚u
stanoveno v´ıce a jedinec na´sleduje vzˇdy na´hodneˇ zvolene´ho z nich [3]. Tato strategie je pro
u´cˇel te´to pra´ce kl´ıcˇova´.
6.4 Pouzˇit´ı
Nejprve je trˇeba mı´t stanovenou ohodnocovac´ı funkci, ktera´ na za´kladeˇ vstupn´ıch parametr˚u
vra´t´ı vy´sledek – fitness. Cˇ´ım nizˇsˇ´ı hodnota, t´ım le´pe. Jako parametr mus´ı bra´t funkce list
hodnot – sourˇadnic na hyperplosˇe. Vy´stupem pak mus´ı by´t cˇ´ıslo.
Prˇ´ıklad:
# vra´tı´ soucˇet mocnin hodnot libovolneˇ dlouhe´ho vektoru
def f(a):
return sum([x*x for x in a])
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Pak je trˇeba vytvorˇit instanci objektu cSomaATE, ktera´ jako parametry vyzˇaduje
• ohodnocovac´ı funkci
• list mezn´ıch hodnot pro jednotlive´ rozmeˇry – t´ım je definova´n i pocˇet rozmeˇr˚u
• pocˇet jedinc˚u
• maxima´ln´ı sta´rˇ´ı jedince – pokud nen´ı zada´no, nebo nastaveno na 0, je vypnuto
Prˇ´ıklad:
soma = cSomaATO(f,[[-5, 5],[0.0, 12.3],[-1.0, 1.0]],5,5)
Nyn´ı je SOMA prˇipravena a stacˇ´ı jen volat metodu step(), ktera´ provede jednu iteraci
vy´pocˇtu a vra´t´ı dvojici:
([< list sourˇadnic nejlepsˇ´ıho jedince >], < nejlepsˇ´ı nalezena´ hodnota >)
Opakovane´ vola´n´ı te´to metody vy´sledek zprˇesnˇuje.
Pozna´mka: Metoda za´rovenˇ umozˇnˇuje vlozˇit jinou ohodnocovac´ı funkci jako parametr
a SOMA ji od toho okamzˇiku zacˇne pouzˇ´ıvat.
Prˇ´ıklad:
# provede trˇi iterace algoritmu a~pak vypı´sˇe konecˇny´ vy´sledek
for i in range(3):
result = soma.step()
print result
Trˇ´ıda cSomaATE ma´ neˇkolik vlastnost´ı, ktere´ jsou prˇedem nastaveny, ale lze je meˇnit,
pokud v´ıte, co deˇla´te. Jsou to:
• pertubation – nastavuje se v mez´ıch 0, 0− 1, 0 (default 0, 3)
• stepMultiplier – relativn´ı vzda´lenost mezi prozkouma´vany´mi body, cˇ´ıslo by nemeˇlo
beze zbytku deˇlit 1, 00 (default 0, 17)
• stepDistance – na´sobek vzda´lenosti, kterou jedinec prˇi iteraci projde vzhledem k Lea-
derovi (default 2, 5)
• eliteSize – pocˇet Leader˚u – tedy velikost elity (default 3). Pouze u strategie All To Elite
Pozna´mka:





Algoritmus je d´ıky sve´ strukturˇe schopen hledat i extre´my funkc´ı, ktere´ se v cˇase meˇn´ı.
I v tomto prˇ´ıpadeˇ dosahuje vsˇeobecneˇ kvalitn´ıch vy´sledk˚u, s ohledem na parametry zkou-
mane´ funkce. Vzhledem k povaze te´to pra´ce se vsˇak nebudu teˇmito parametry zaby´vat.
6.6 Shrnut´ı informac´ı
V cele´m SOMA nen´ı pouzˇito slozˇiteˇjˇs´ı matematicke´ operace, nezˇ je deˇlen´ı a prˇesto dosahuje
vy´borny´ch vy´sledk˚u. Tento strucˇny´ vy´tah neobsahuje zdaleka vsˇechny informace o tomto
algoritmu a nezaby´va´ se ostatn´ımi strategiemi prohleda´va´n´ı stavove´ho prostoru, jako jsou
All To One, All To Random, All To All nebo All To All Adaptive.
Prˇ´ıpadny´m za´jemc˚um o tuto tematiku bych doporucˇil internetove´ stra´nky docenta Ivana
Zelinky veˇnovane´ SOMA [6].
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Kapitola 7
Propojen´ı SOMA a ODE simulace
Nalezen´ı takove´ho postupu, ktery´ by zajistil robotu plynuly´ pohyb, vyzˇaduje rozsa´hly´
pr˚uzkum stavove´ho prostoru, ktery´ ma´ zajiˇst’ovat SOMA. Kvalitu vy´sledk˚u je vsˇak trˇeba
neˇjaky´m zp˚usobem oveˇrˇit, a proto je nutne´ pouzˇ´ıt sekunda´rn´ı ODE simulaci.
Hodnota fitness funkce v bodeˇ prozkouma´vane´m SOMA mus´ı by´t neˇjaky´m zp˚usobem
konkre´tneˇ definova´na.
Pro jej´ı vy´pocˇet se pouzˇ´ıva´ aktua´ln´ı stav robota v prima´rn´ı simulaci a to tak, zˇe se do
sekunda´rn´ı simulace vytvorˇ´ı jeho kopie, nad kterou se provede alesponˇ jeden krok simulace
(obr. 7.1).
Vy´sledny´ stav robota se da´le zpracuje v za´vislosti na zmeˇna´ch jeho stavu.
Obra´zek 7.1: Propojen´ı SOMA s databa´z´ı: Z prima´rn´ı databa´ze se okop´ıruje stav stroje
a prˇevede se do sekunda´rn´ı. SOMA pak vygeneruje kandida´tn´ı rˇesˇen´ı, ze ktery´ch se jedno




Protozˇe pohyb po nohou je ve sve´ podstateˇ periodicky´, je mozˇne´ zaznamena´vat stavy tak,
zˇe po urcˇite´ dobeˇ dojde k uzavrˇen´ı cyklu a simulovany´ stroj se vra´t´ı do neˇktere´ho z jizˇ
prozkoumany´ch stav˚u.
Aby bylo mozˇne´ uchova´vat hodnoty stav˚u stroje, ktery´ch jizˇ bylo dosazˇeno, je trˇeba
pouzˇ´ıt strukturu schopnou stavy efektivneˇ skladovat.
Stav za´rovenˇ obsahuje tyto hodnoty:
• ID
• stav stroje
• mozˇne´ dalˇs´ı cesty
• pocˇet potomk˚u
• pocˇet neu´speˇsˇny´ch pokus˚u
• prˇedchoz´ı stav
ID je hodnota jednoznacˇneˇ urcˇuj´ıc´ı stav pro jeho vyhleda´va´n´ı. Hodnota ID je cˇ´ıslo, ktere´
je s kazˇdy´m noveˇ vytvorˇeny´m stavem inkrementova´no.
Stav stroje prˇitom obsahuje vsˇechny informace nutne´ k vytvorˇen´ı prˇesne´ kopie si-
mula´toru – pokud se tedy pouzˇije stejne´ nastaven´ı a typ stroje.
Mozˇne´ dalˇs´ı cesty jsou skupinou vy´sledk˚u vra´ceny´ch SOMA a obsahuj´ı informace o vhod-
ny´ch konfigurac´ıch pro nastaven´ı rychlost´ı jednotlivy´ch motor˚u, tak, aby na´sleduj´ıc´ı stav
dosahoval maxima´ln´ı fitness hodnoty. Soucˇa´st´ı kazˇde´ konfigurace je i informace o dosazˇene´
fitness hodnoteˇ, podle ktery´ch je take´ jejich seznam serˇazen.
Pocˇet potomk˚u uda´va´ celkove´ mnozˇstv´ı teˇchto konfigurac´ı, ktere´ stav obsahuje.
Pocˇtem neu´speˇsˇny´ch pokus˚u je da´na informace o mnozˇstv´ı prozkoumany´ch konfigu-
rac´ı, ktere´ selhaly, a vzhledem k serˇazen´ı konfigurac´ı podle u´speˇsˇnosti cˇ´ıslo take´ jedno-
znacˇneˇ urcˇuje dalˇs´ı veˇtev, ktera´ ma´ by´t prozkouma´na. Tak je zajiˇsteˇno prohleda´va´n´ı nej-
pravdeˇpodobneˇjˇs´ıch cest jako prvn´ıch.
V prˇ´ıpadeˇ, zˇe selzˇou vsˇechy dalˇs´ı cesty se provede na´vrat simulace k prˇedchoz´ımu stavu,
prˇicˇemzˇ se jeho pocˇet selha´n´ı take´ zvy´sˇ´ı, aby zablokoval nyn´ı jizˇ kompletneˇ neu´speˇsˇnou
veˇtev (obr. 8.1).
Protozˇe se v takove´m prˇ´ıpadeˇ mus´ı by´t k cˇemu vra´tit, je vy´hodne´ pamatovat si prˇedchoz´ı
stav, ze ktere´ho algoritmus naposledy prˇesˇel da´le. Tato hodnota se vsˇak mu˚zˇe meˇnit, jak
bude videˇt n´ızˇe.
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Obra´zek 8.1: Databa´ze stav˚u: Kazˇdy´ stav ma´ definovane´ho sve´ho prˇedch˚udce, vyj´ımku tvorˇ´ı
pocˇa´tecˇn´ı stav. Za´rovenˇ si uchova´va´ informace o stavu stroje, ze ktere´ho vycha´z´ı prˇi hleda´n´ı
potomk˚u.
Vzhledem k mnozˇstv´ı parametr˚u urcˇuj´ıc´ıch stav jej nen´ı mozˇne´ popisovat jednoznacˇneˇ,
ale je trˇeba pouzˇ´ıt jistou mı´ru tolerance prˇesnosti, aby v˚ubec bylo mozˇne´ naj´ıt jiny´ podobny´
stav.
Je-li stav S0 definova´n n neza´visly´mi cˇ´ısly a α je tolerance, pak porovna´n´ı s libovolny´m
stavem S1 bude vyzˇadovat 5n atomicky´ch operac´ı:
n∧
i=0
(S0 ≤ S1 + α ∧ S0 ≥ S1 − α) (8.1)
Maxima´ln´ı pocˇet oprac´ı potrˇebny´ch k nalezen´ı podobne´ho stavu v databa´zi o k prvc´ıch











je opera´tor, ktery´ scˇ´ıta´ jednotlive´ atomicke´ operace pro vsˇechny pr˚uchody.
V nasˇem prˇ´ıpadeˇ to znamena´ pro databa´zi o v´ıce nezˇ 20 prvc´ıch k > 20 a n = 79:
Σ > 20(79 · 5) (8.3)
Σ > 7900 (8.4)
Tedy azˇ 7900 atomicky´ch operac´ı pro nalezen´ı podobne´ho stavu v male´ databa´zi.
24
Tato hodnota je neprˇ´ıpustna´ a je trˇeba ji neˇjaky´m zp˚usobem zmensˇit. I kdyzˇ se op-
timalizac´ı za´kladn´ıho pocˇtu elementa´rn´ıch operac´ı hodnota vy´razneˇ sn´ızˇ´ı, prˇesto bude Σ
linea´rneˇ za´visla´ na velikosti k. Proto je nutne´ pouzˇ´ıt jiny´ prˇ´ıstup.
8.1 Hashovac´ı strom
Takovy´ prˇ´ıstup nab´ız´ı hashovac´ı strom. Pokud v´ıme, v jake´m oboru hodnot budou lezˇet
prvky vstupn´ı usporˇa´dane´ n-tice, mu˚zˇeme stavovy´ prostor kazˇde´ho z prvk˚u rozdeˇlit na
neˇkolik stejneˇ velky´ch interval˚u vymezeny´ch oborem hodnot.
Kazˇdy´ prvek tak mu˚zˇe by´t snadno snadno urcˇen a zarˇazen. Kazˇdy´ z interval˚u rekurzivneˇ
opeˇt obsahuje dalˇs´ı skupinu interval˚u urcˇeny´ch pro zarˇazen´ı dalˇs´ıho z prvk˚u vstupn´ı n-tice.
Obra´zek 8.2: Hashovac´ı strom
8.1.1 Vkla´da´n´ı do hashovac´ıho stromu
Ma´me-li vstupn´ı vektor ~i o de´lce |~i| = n, ktery´ chceme vlozˇit do hashovac´ıho stromu, je
nejprve nutne´ vsˇechny hodnoty z ~i normalizovat na hodnoty v intervalech 〈minj ;maxj〉,
kde j ∈ 〈0;n〉.
K tomu pouzˇijeme na´sleduj´ıc´ı vzorec, ze ktere´ho z´ıska´me normalizovany´ vektor ~v:
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Funkce round zaokrouhl´ı vy´sledek na cele´ cˇ´ıslo.
Podle procentua´ln´ıho nastaven´ı prˇesnosti a (v programu promeˇnna´ accuracy) se nyn´ı
provede celocˇ´ıselne´ deˇlen´ı vektoru ~v touto hodnotou:
∀j : j ∈ 〈0;n〉 : wj = vj div a (8.6)
Vy´sledny´ vektor ~w je usporˇa´danou n-tic´ı ”kl´ıcˇ˚u“ k jednotlivy´m veˇtv´ım hashovac´ıho
stromu.
Kazˇdy´ kl´ıcˇ wi+1 tak vytvorˇ´ı veˇtev stromu vycha´zej´ıc´ı z prˇedchoz´ı veˇtve vytvorˇene´ kl´ıcˇem
wi Do listove´ho uzlu se nakonec umı´st´ı ID stavu, ze ktere´ho pocha´z´ı vstupn´ı vektor ~v.
Prˇ´ıklad: Ulozˇen´ı ~v = (−56; 27; 1), pro hodnoty lezˇ´ıc´ı v intervalech 〈−100; 0〉, 〈0; 50〉, 〈0; 10〉
Normalizac´ı z´ıska´me vektor
~v = (44; 54; 10) (8.7)
S prˇesnost´ı a = 5 se provede
44 div 5 = 8 (8.8)
54 div 5 = 10 (8.9)
10 div 5 = 2 (8.10)
Vektor kl´ıcˇ˚u je tedy ~w = (8; 10; 2)
Na obra´zku 8.2 je videˇt strom, ve ktere´m jsou ulozˇeny stavy:
• ID ’0’ = (8; 10; 2)
• ID ’1’ = (1; 3; 9)
• ID ’2’ = (8; 5; 3)
• ID ’3’ = (8; 10; 3)
8.1.2 Vyhleda´va´n´ı v hashovac´ım stromeˇ
Nale´zt podobny´ vektor v hashovac´ım stromeˇ je velice rychle´. Stejny´m zp˚usobem, jako prˇi
vkla´da´n´ı do stromu se z´ıska´ vektor kl´ıcˇ˚u ~w. Zacˇne se od korˇenu stromu a vyhleda´va´ se prvek
se stejny´m kl´ıcˇem w1.
Je-li nalezen, pokracˇuje se jeho veˇtv´ı da´le s na´sleduj´ıc´ım prvkem z ~w. V opacˇne´m prˇ´ıpadeˇ
hleda´n´ı okamzˇiteˇ koncˇ´ı neu´speˇchem.
Podarˇ´ı-li se u´speˇsˇneˇ nale´zt vsˇechny kl´ıcˇe, pak je nalezen podobny´ stav, jehozˇ ID je
umı´steˇno v nalezene´m listove´m uzlu.
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8.2 Databa´ze s hashovac´ım stromem
Pomoc´ı hashovac´ıho stromu se maxima´ln´ı pocˇet porovna´n´ı po transformaci hodnot na kl´ıcˇe
sn´ızˇ´ı na pocˇet kl´ıcˇ˚u. Tedy, v nasˇem prˇ´ıpadeˇ se pro zjiˇsteˇn´ı existence a nalezen´ı podobne´ho
stavu provede maxima´lneˇ 79 porovna´n´ı.
Jistou nevy´hodou je skutecˇnost, zˇe prˇesnost nedosahuje hodnot dany´ch parametrem
accuracy. Maxima´ln´ı odchylka od spra´vne´ hodnoty mu˚zˇe dosa´hnout azˇ hodnoty parametru.
Proto je trˇeba tento parametr nastavovat opatrneˇ. Blizˇsˇ´ı informace jsou uvedeny v ka-
pitole veˇnovane´ nastaven´ı.
8.2.1 Propojen´ı databa´ze s hashovac´ım stromem
Aby bylo mozˇne´ snadno prˇistupovat k ulozˇeny´m stav˚um a vyuzˇ´ıvat jizˇ vytvorˇene´ cesty,
nejsou stavy prˇ´ımo ulozˇeny v hashovac´ım stromeˇ. Mı´sto toho jsou v listovy´ch uzlech hasho-
vac´ıho stromu ulozˇeny pouze ID hodnoy jednotlivy´ch stav˚u.





Kompletn´ı algoritmus vyuzˇ´ıva´ vsˇechny popsane´ cˇa´sti iterativneˇ. Na pocˇa´tku je vsˇak trˇeba
prove´st inicializaci komponent. Nezbytne´ parametry se nacˇtou z konfiguracˇn´ıho souboru,
poprˇ´ıpadeˇ z argument˚u programu.
Inicializuje se databa´ze, prˇiprav´ı se vizualizace, vytvorˇ´ı se prima´rn´ı simulace a umı´st´ı
se do n´ı stroj. Jeho poloha za´lezˇ´ı na tom, zda byla ze souboru nacˇtena existuj´ıc´ı simulace,
cˇi nikoliv.
Na´sleduje spusˇteˇn´ı simulacˇn´ı smycˇky:
Z prima´rn´ı simulace se pomoc´ı metody cMachine.getMachineSnapShot z´ıska´ aktua´ln´ı
stav a vyhleda´ se ve stromu stav˚u.
Neexistuje-li podobny´ stav, vytvorˇ´ı se novy´, prˇida´ se do stromu a databa´ze stav˚u.
Za´rovenˇ se tento stav sta´va´ aktua´ln´ım stavem.
Nyn´ı se provede kontrola, zda jizˇ ma´ tento stav neˇjake´ potomky. V prˇ´ıpadeˇ, zˇe nema´,
vytvorˇ´ı se kopie stavu stroje, ktera´ se nahraje do sekunda´rn´ı databa´ze.
Nad sekunda´rn´ı databa´z´ı se spust´ı SOMA, ktera´ nalezne a vra´t´ı skupinu kandida´tn´ıch
rˇesˇen´ı serˇazeny´ch podle kvality pomoc´ı opakova´n´ı kroku sekunda´rn´ı simulace s rozd´ılny´mi
vstupy.
Vra´cene´ hodnoty oznacˇuj´ı nastaven´ı motor˚u pro na´sleduj´ıc´ı krok prima´rn´ı simulace, a to
takove´, aby vy´sledny´ stav dosahoval co nejlepsˇ´ıch vy´sledk˚u.
Pokud neˇjaka´ z hodnot vra´ceny´ch SOMA klesne pod urcˇitou hodnotu (je dana´ funkc´ı
cFitnessFunction.check), pak je vy´sledek hodnocen jako kriticky´ neu´speˇch.
Prˇ´ıkladem takove´ho neu´speˇchu mu˚zˇe by´t naprˇ´ıklad stav robota, kdy se jizˇ neda´ zabra´nit
pa´du.
Kazˇdy´ kriticky´ neu´speˇch zvysˇuje pocˇet selha´n´ı aktua´ln´ıho stavu o 1.
Vsˇechny hodnoty jsou pote´ zaznamena´ny do aktua´ln´ıho stavu jako mozˇnosti k jeho dalˇs´ı
expanzi.
Nyn´ı se spousˇt´ı dalˇs´ı smycˇka, ktera´ kontroluje, zda pocˇet potomk˚u aktua´ln´ıho stavu
odpov´ıda´ pocˇtu selha´n´ı.
Pokud ano, je tento stav cely´ za´vadny´ a prova´d´ı se rollback – vra´cen´ı k prˇedchoz´ımu
stavu, ktere´mu se te´zˇ zvy´sˇ´ı pocˇet neu´speˇch˚u o 1. Tento krok se opakuje, dokud se nenalezne
stav, ktery´ lze expandovat. Prˇitom se bere zrˇetel na mozˇnost na´vratu azˇ k vy´choz´ımu stavu.
Pokud nema´ stav zˇa´dne´ho prˇedch˚udce a selhaly mu vsˇechny veˇtve, skoncˇ´ı simulace
neu´speˇchem. Take´ se prova´d´ı kontrola, zda rollbacking nevstoupil do stavu, ktery´ jizˇ je
oznacˇen jako neu´speˇsˇny´. V takove´m prˇ´ıpadeˇ vznikla prˇi rollbackingu smycˇka a simulace
take´ koncˇ´ı neu´speˇsˇneˇ.
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Jinak, pokud je pocˇet selha´n´ı nizˇsˇ´ı nezˇ pocˇet potomk˚u, se vybere k expanzi potomek
v porˇad´ı odpov´ıdaj´ıc´ı pocˇtu selha´n´ı. Potomci jsou totizˇ indexova´ni od 0 a take´ serˇazeni
podle kvality. Ti s nejveˇtsˇ´ı pravdeˇpodobnost´ı kvalitn´ıch potomk˚u jsou vyb´ıra´ni drˇ´ıve.
Nyn´ı se provede expanze vybrane´ho potomka – provede se krok prima´rn´ı simulace s jeho
hodnotami a pote´ se cely´ cyklus znovu opakuje.
9.1 Pouzˇit´ı
Principem rˇ´ıd´ıc´ıho algoritmu je tedy rozsˇiˇrova´n´ı databa´ze prˇedchoz´ıch stav˚u. Protozˇe ch˚uze
je ve sve´ podstateˇ periodicky se opakuj´ıc´ı se pohyb, lze vytvorˇit databa´zi, kam se bu-
dou ukla´dat prˇedchoz´ı dosazˇene´ hodnoty, a ktery´ch se pozdeˇji vyuzˇije pro u´cˇely predikce
na´sleduj´ıc´ıho stavu.
Dalˇs´ı rozsˇiˇrova´n´ı databa´ze stav˚u bude ucˇit stroj dalˇs´ı pohyby. Zde za´lezˇ´ı na nasta-
ven´ı parametru accuracy. Prˇ´ıliˇs male´ hodnoty s vysokou pozˇadovanou prˇesnost´ı nevytvorˇ´ı
smycˇku, naopak vysoka´ cˇ´ısla jsou schopna´ nale´zt podobnost azˇ prˇ´ıliˇs snadno a dojde k apli-
kaci naprosto nevhodny´ch hodnot. Hodnota by meˇla lezˇet neˇkde v intervalu 〈5; 25〉.
Jakmile je nalezen podobny´ stav, pouzˇij´ı se jeho doporucˇene´ hodnoty. Z´ıskany´ novy´ stav
vsˇak nemus´ı odpov´ıdat p˚uvodn´ımu, do ktere´ho se algoritmus dostal, kdyzˇ vytva´rˇel tento
stav. Bude vsˇak s velkou pravdeˇpodobnost´ı ve stavove´m prostoru nedaleko a bude take´
schopen p˚uvodn´ı ”cestu“ znovu protnout.
Skutecˇny´m konecˇny´m vy´stupem algoritmu nen´ı tedy jedna smycˇka v databa´zi, ale je-
jich skupina navza´jem se podporuj´ıc´ı a prot´ınaj´ıc´ı, schopna´ pouzˇ´ıt jizˇ vytvorˇenou cestu i
v prˇ´ıpadeˇ nepravidelnost´ı zp˚usobeny´ch vneˇjˇs´ımi vlivy.





Prˇi pouzˇit´ı softcomputingovy´ch metod jako je SOMA je vzˇdy nutne´ prova´deˇt meˇrˇen´ı u´speˇsˇ-
nosti nalezene´ aproximace rˇesˇen´ı. Protozˇe se rˇesˇen´ı hleda´ v omezene´m prostoru, definuje se
n-rozmeˇrna´ funkce, ktera´ mus´ı by´t nad t´ımto prostorem v kazˇde´m bodeˇ neˇjaky´m zp˚usobem
definova´na.
Kazˇda´ hodnota z n prˇitom prˇedstavuje jeden nastavitelny´ parametr, ktery´ ovlivnˇuje
kvalitu rˇesˇen´ı. V nasˇem prˇ´ıpadeˇ se jedna´ o nastaven´ı rychlosti (a smeˇru dane´m zname´nkem)
motoru. Ru˚zne´ nastaven´ı rychlost´ı vsˇech motor˚u tak definuje jeden bod v hyperprostoru.
Funkcˇn´ı hodnota v tomto bodeˇ se nazy´va´ fitness hodnota a popisuje kvalitu rˇesˇen´ı, ktere´ho
je dosazˇeno prˇi pouzˇit´ı parametr˚u definuj´ıc´ıch bod. V r˚uzny´ch aplikac´ıch se fitness pouzˇ´ıva´
r˚uzny´m zp˚usobem – vysˇsˇ´ı hodnota fitness mu˚zˇe znamenat lepsˇ´ı vy´sledek, ale stejneˇ tak
mu˚zˇe take´ znamenat vy´sledek horsˇ´ı.
V nasˇem prˇ´ıpadeˇ plat´ı, zˇe cˇ´ım nizˇsˇ´ı hodnota fitness, t´ım bl´ızˇe je vy´sledek hledane´mu
optimu.
Spra´vne´ sestaven´ı a vy´pocˇet tvaru funkce je pravdeˇpodobneˇ nejd˚ulezˇiteˇjˇs´ım prvkem cele´
SOMA (i dalˇs´ıch evolucˇn´ıch algoritmu˚), protozˇe prˇ´ımo ovlivnˇuje pozˇadovane´ chova´n´ı algo-
ritmu. Obvykly´m postupem je pouzˇ´ıt v´ıce jednodusˇsˇ´ıch funkc´ı, jejichzˇ vy´sledky se nakonec
secˇtou, a tak vytvorˇ´ı spolecˇny´ vy´sledek:
f(~x) = Σji=1ki · f(xi), (10.1)
kde j = |~x| je pocˇet jednodusˇsˇ´ıch funkc´ı a ~k je vektor jejich vah. Du˚lezˇitost neˇktery´ch
cˇa´st´ı vy´pocˇtu totizˇ nen´ı ekvivalentn´ı a pomoc´ı vah lze pomeˇr d˚ulezˇitosti mezi nimi snadno
upravovat.
Vy´pocˇet fitness je take´ cˇasoveˇ a vy´pocˇetneˇ nejv´ıce na´rocˇnou cˇa´st´ı, nav´ıc je tento vy´pocˇet
prova´deˇn mnohokra´t beˇhem jedine´ iterace algoritmu.
10.1 Hodnoty potrˇebne´ pro vy´pocˇet fitness
Prˇ´ımo meˇrˇitelne´ parametry se prˇepocˇ´ıta´vaj´ı na vy´stupn´ı fitness funkci a to tak, aby vysˇsˇ´ıch
hodnot bylo dosazˇeno v prˇ´ıpadeˇ, zˇe stroj le´pe pln´ı sve´ c´ıle.
Hodnoty aktua´ln´ıho stavu prˇi plneˇn´ı c´ıle nebo c´ıl˚u bude trˇeba z´ıskat z parametr˚u,
v nasˇem prˇ´ıpadeˇ se jedna´ o prˇesny´ popis stavu stroje.
Pro kazˇdou soucˇa´st stroje je tedy trˇeba zna´t na´sleduj´ıc´ı hodnoty:
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• pozice – pozice vzhledem k nulove´ sourˇadnici simula´toru
• rotace – natocˇen´ı cˇa´sti vzhledem k osa´m simula´toru
• rychlost – vektor rychlosti posunu strˇedu teˇlesa vzhledem k simula´toru
• rychlost rotace – rychlost ota´cˇen´ı podle vsˇech os kolem strˇedu teˇlesa vzhledem k si-
mula´toru
Hodnoty urcˇuj´ıc´ı klouby lze vynechat, nebot’ jejich umı´steˇn´ı je automaticky upravova´no
podle pozic teˇles, na ktere´ jsou klouby napojeny.
Da´le lze vyuzˇ´ıt vy´choz´ıho stavu sekunda´rn´ı simulace - pro vy´pocˇet relativn´ıch zmeˇn.
Protozˇe je Z sourˇadnice gondoly z d˚uvod˚u vyzˇadovany´ch databa´z´ı stav˚u a take´ zobra-
zova´n´ım udrzˇova´na na hodnoteˇ nula, je relativn´ı posunut´ı kuprˇedu pouzˇito pro vy´pocˇet
fitness hodnoty rychlosti.
Vzhledem k povaze algoritmu je nastaven´ı tvaru jednotlivy´ch jednoduchy´ch funkc´ı vo-
leno tak, aby za kriticky´ nu´speˇch byl povazˇova´n soucˇet hodnot, ktery´ je veˇtsˇ´ı nezˇ 0.
Nyn´ı lze prˇ´ımo stanovit c´ıle stroje, ktere´ mus´ı plnit beˇhem sve´ho pohybu kuprˇedu.
10.2 Rychlost
U´kolem pra´ce je naucˇit dvounohe´ho robota chodit – tedy je trˇeba zajistit, aby stroj udrzˇoval
sta´ly´ pohyb kuprˇedu. Cˇ´ım vysˇsˇ´ı rychlost, t´ım lepsˇ´ı fitness. Protozˇe cˇ´ım vysˇsˇ´ı rychlost, t´ım
le´pe, mu˚zˇeme prozat´ım ponechat prˇ´ımou u´meˇru rychlosti na kvaliteˇ fitness. Bude-li trˇeba
dosa´hnout neˇjake´ konkre´tn´ı rychlosti, mu˚zˇeme zmeˇnit tvar krˇivky z linea´rn´ıho poklesu na
naprˇ. parabolu s vrcholem u pozˇadovane´ rychlosti (obr. 10.1).
Prˇ´ıliˇsna´ rychlost mu˚zˇe by´t na sˇkodu, protozˇe robot nebude schopen dostatecˇneˇ agilneˇ
reagovat na noveˇ vznikaj´ıc´ı stavy, protozˇe ma´ pouze omezenou maxima´ln´ı rychlost pohybu
koncˇetin.
Stejneˇ tak je nutne´ zohlednit stavy, kdy je mozˇne´, zˇe se gondola bude muset pohnout
mı´rneˇ vzad, aby se zabra´nilo pa´du. Nı´zka´ hodnota mu˚zˇe by´t kompenzova´na lepsˇ´ımi vy´sledky
z ostatn´ıch jednoduchy´ch funkc´ı.
Vy´pocˇet rychlosti se prova´d´ı pomoc´ı rozd´ıl˚u hodnot Z-ovy´ch sourˇadnic, ze stavu prˇed
a po proveden´ı kroku.
Obra´zek 10.1: Pr˚ubeˇh cˇa´sti fitness funkce dane´ rychlost´ı pohybu.
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10.3 Vy´sˇka gondoly
Da´le je trˇeba, aby stroj zachova´val vzprˇ´ımenou polohu. Algoritmus zalozˇeny´ na evolucˇn´ıch
principech totizˇ snadno nalezne loka´ln´ı extre´m, ktery´ zde prˇedstavuje stav s minima´ln´ı
potencia´ln´ı energi´ı, kdy se gondola doty´ka´ zemeˇ a stroj se pouze odstrkuje nohami. Proto
je druhy´m atributem urcˇuj´ıc´ım fitness i vy´sˇka gondoly nad zemı´.
Tvar te´to funkce bude trˇeba upravit do vhodne´ho tvaru, aby byla gondola udrzˇova´na
v optima´ln´ı vy´sˇce, ale za´rovenˇ byla mozˇna´ i situace, kdy je sn´ızˇen´ı teˇzˇiˇsteˇ stroje vyzˇadova´no.
Sn´ızˇen´ı vsˇak nesmı´ prˇekrocˇit bezpecˇnou mez. Takova´ situace uzˇ se bude klasifikovat jako
pa´d na zem a bude trˇeba prove´st restart.
Zde by bylo trˇeba fitness hodneˇ strhnout, ale uka´zalo se, zˇe to nen´ı vhodne´. Pokud
se v pr˚ubeˇhu fitness funkce objev´ı rovina, pak jedinci snadneˇji ztrat´ı smeˇr, kudy se vydat
a SOMA vrac´ı velice sˇpatne´ hodnoty.
Kv˚uli te´to skutecˇnosti je pr˚ubeˇh funkce zachova´n a pa´d je rˇesˇen pomoc´ı funkce
cFitnessFunction.check().
Hodnota je vypocˇtena z aktua´ln´ı vy´sˇky geometricke´ho strˇedu gondoly od zemeˇ (obr. 10.2).
Te´to cˇa´sti fitness hodnoty je prˇiˇrazena velka´ va´ha. Du˚vodem je skutecˇnost, zˇe gondola
by se meˇla udrzˇovat v pokud mozˇno klidne´m stavu a je trˇeba mı´t mozˇnost ”prˇehlasovat“
ostatn´ı cˇa´sti fitness, pokud se jedna´ o prˇedejit´ı pa´du.
Obra´zek 10.2: Pr˚ubeˇh cˇa´sti fitness funkce dane´ vy´sˇkou gondoly
10.4 Smeˇr gondoly
Protozˇe gondola bude obsahovat vita´ln´ı soucˇa´sti stroje, je trˇeba ji udrzˇovat v klidu, aby
se zabra´nilo prˇ´ıliˇsny´m otrˇes˚um. Dalˇs´ım d˚uvodem je skutecˇnost, zˇe hmotnost gondoly tvorˇ´ı
nejveˇtsˇ´ı pod´ıl hmoty stroje a male´ vy´kyvy u´st´ı k velky´m zmeˇna´m polohy teˇzˇiˇsteˇ.
Zajiˇsteˇn´ı gondoly v klidu je provedeno pomoc´ı fitness funkce, ktera´ jako vstup bere
za´pornou hodnotu sourˇadnice Y normalizovane´ho vektoru ~R = (0; 1; 0) vztazˇene´ho na rotaci
gondoly. Vektor vztazˇeny´ na gondolu vzˇdy mı´ˇr´ı kolmo vzh˚uru vzhledem k jej´ı horizonta´ln´ı
rovineˇ.
Ve vztahu k absolutn´ım sourˇadnic´ım a s obra´ceny´m zname´nkem, ma´ ~R hodnotu od-
pov´ıdaj´ıc´ı prˇiˇrazene´ fitness – hodnota dosahuje minima (−1) pra´veˇ tehdy, kdyzˇ je gondola
v horizonta´ln´ı poloze (obr. 10.3).
T´ımto zp˚usobem je zajiˇsteˇno, zˇe gondola ma´ tendenci setrva´vat v klidu.
Nezˇa´douc´ı zmeˇny v poloze teˇzˇiˇsteˇ jsou podstatny´m proble´mem, proto je i va´hu te´to
cˇa´sti fitness funkce nastavit jako vysokou.
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Obra´zek 10.3: Smeˇr gondoly: Linea´rn´ı pr˚ubeˇh zajist´ı nejlepsˇ´ı vy´sledek tehdy, je-li hodnota
−1 – tedy gondola vertika´lneˇ.
10.5 Rychlost motor˚u
Prvn´ı simulace uka´zaly, zˇe algoritmus ma´ tendence prova´deˇt prˇ´ıliˇs mnoho zbytecˇny´ch po-
hyb˚u, ktere´ sice prˇina´sˇej´ı urcˇitou mı´ru stability, ale v delˇs´ım cˇasove´m u´seku se toto chova´n´ı
nevypla´c´ı.
Toto kompenzuje dalˇs´ı prˇidana´ funkce, jej´ızˇ u´kolem je penalizovat vysˇsˇ´ı rychlosti mo-
tor˚u (obr. 10.4). Mı´ra postih˚u je nastavena jako velmi mala´, nebot’ by jinak bra´nila stroji
i v potrˇebny´ch pohybech. Tomu odpov´ıda´ i n´ızka´ va´ha prˇiˇrazovana´ vy´sledku.
Krˇivka definuj´ıc´ı tento pohyb je opeˇt parabola, tentokra´t s vrcholem, ktery´m procha´z´ı
osa Y .
Obra´zek 10.4: Rychlost motor˚u: Pozvolny´ pr˚ubeˇh krˇivky zajiˇst’uje malou mı´ru postih˚u,
prˇesto dostatecˇnou.
10.6 Pozice ve smeˇru osy X
Du˚lezˇity´m prvkem je take´ snazˇit se zabra´nit stroji v prˇ´ıliˇsne´m pohybu do stran. Nejedna´ se
o pozˇadovanou vlastnost a nav´ıc omezen´ı pohybu stroje v tomto smeˇru sn´ızˇ´ı praveˇpodobnost
zapojova´n´ı dvojice motor˚u v pa´nvi stroje, ktere´ pohyb do stran zp˚usobuj´ı.
Stejneˇ jako u rychlosti stroje kuprˇedu je i zde pozice vypocˇtena pomoc´ı rozd´ıl˚u hodnot
X-ovy´ch sourˇadnic ze stavu prˇed a po proveden´ı kroku (obr. 10.5).
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Obra´zek 10.5: Pozice ve smeˇru X: Vysˇsˇ´ı odchylky znamenaj´ı vysˇsˇ´ı penalizaci.
Vy´pocˇetn´ı na´rocˇnost kroku sekunda´rn´ı simulace je vysoka´ a prˇipocˇteme-li pocˇet jednot-
livy´ch cˇa´st´ı fitness funkce, je zrˇejme´, zˇe se jedna´ o cˇasoveˇ velmi na´kladnou cˇa´st vy´pocˇtu.






Zdrojove´ ko´dy napsane´ v jazyce Python jsou umı´steˇny v korˇenove´m adresa´rˇi projektu a jeho
podadresa´rˇ´ıch. Jedna´ se o adresa´rˇe:
• simulation – obsahuje soubory ty´kaj´ıc´ı se simulace a jej´ı vizualizace
• soma – adresa´rˇ se soubory bezprostrˇedneˇ se ty´kaj´ıc´ıch SOMA
• utils – adresa´rˇ se soubory obsahuj´ıc´ımi podp˚urne´ metody
Jednotlive´ soubory jsou pak tyto:
• main.py – soubor obsahuj´ıc´ı hlavn´ı smycˇku programu; umı´steˇn v korˇenove´m adresa´rˇi
projektu
• database.py – zde jsou umı´steˇny struktury ty´kaj´ıc´ı se hashovac´ıho stromu a databa´ze
stav˚u; umı´steˇn v korˇenove´m adresa´rˇi projektu
• somaATE.py – knihovna pro SOMA – All To Elite; umı´steˇn v adresa´rˇi soma
• config.py – je konfiguracˇn´ı soubor s hlavn´ımi nastaven´ımi; umı´steˇn v korˇenove´m
adresa´rˇi projektu
• machine.py – obsahuje simula´tor a vizualizaci; umı´steˇn v adresa´rˇi simulation
• fitness_func.py – zde je definova´na fitness funkce pouzˇ´ıvana´ SOMA; umı´steˇn v ad-
resa´rˇi soma
• debug.py – soubor s nastaven´ımi pro strukturovany´ vy´pis na obrazovku; umı´steˇn
v adresa´rˇi utils
Soucˇa´st´ı programu jsou i soubory __init__.py, ktere´ jsou obsazˇeny v kazˇde´m podad-
resa´rˇi projektu. Tyto souboru neobsahuj´ı zˇa´dny´ ko´d, Python je pouze pouzˇ´ıva´ pro informaci,




V adresa´rˇi utils je umı´steˇn soubor debug.py, ktery´ obsahuje trˇ´ıdu cDebug.
Tato trˇ´ıda je urcˇena k forma´tova´n´ı textove´ho vy´stupu na obrazovku do prˇehledneˇjˇs´ı po-
doby. Protozˇe je k vy´pis˚um prˇida´va´no i jme´no metody a umı´steˇn´ı v souboru, je importova´na
knihovna inspect.
Trˇ´ıda obsahuje tyto metody:
• __init__() – standardn´ı inicializacˇn´ı metoda objektu, obsahuje nastaven´ı logovac´ıch
masek
• lineNo() – metoda je nastavena tak, aby prˇi zavola´n´ı vy´pisu vra´tila cˇ´ıslo rˇa´dku, na
ktere´m je vy´pis vola´n
• currentFile() – metoda je nastavena tak, aby prˇi zavola´n´ı vy´pisu vra´tila jme´no
souboru, ze ktere´ho je vy´pis vola´n
• putLog(target, cut, message, value = -1) – metoda, ktera´ prova´d´ı tisk vy´pisu
na obrazovku. Parametry:
– target – typ vy´pisu (info, debug, warning, error)
– cut – pokud nastaveno na 1, je vy´pis zkra´cen
– message – text, ktery´ ma´ by´t tisknut
– value – za´vazˇnost informace (1− 4 vzestupneˇ podle d˚ulezˇitosti)
• log() – hlavn´ı metoda zajiˇst’uj´ıc´ı vy´pis zpra´v
Jednotlive´ typy vy´pis˚u jsou barevneˇ rozliˇseny pro snadne´ rozezna´n´ı.




dbg.log(’Movement distance: %s’ %(deltaZ), info=2)
11.2.2 fitness func.py
V adresa´rˇi soma je umı´steˇn soubor fitness_func.py, ktery´ obsahuje trˇ´ıdu cFitnessFunction.
Trˇ´ıda obsahuje tyto metody:
• __init__() – standardn´ı inicializacˇn´ı metoda objektu, obsahuje inicializaci sekunda´r-
n´ıho simula´toru Take´ se zde inicializuje aktua´ln´ı stav stroje pro sekunda´rn´ı simulaci
a mezn´ı hodnoty pro jednotliva´ teˇlesa.
• getCoef(x, b) – metoda prˇedpocˇ´ıta´va´ parametry z konfiguracˇn´ıho souboru tak, aby
se daly pouzˇ´ıt pro vy´pocˇet
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• setSimulation(snapshot, dt) – metoda nastavuje novy´ stav stroje pro zpracova´n´ı
a take´ velikost kroku dt.
• check(result) – metoda vrac´ı 0, jestlizˇe je hodnota parametru nizˇsˇ´ı, nezˇ je stanovena´
mez. Jinak vrac´ı 1. Metoda slouzˇ´ı k detekci kriticky´ch selha´n´ı sekunda´rn´ı simulace.
• f(a) – hlavn´ı metoda, ktera´ prova´d´ı vlastn´ı vy´pocˇet fitness hodnoty. Jej´ım paramet-
rem je n-tice vstup˚u, zde smeˇr a velikost s´ıly rotace motor˚u.
Soubor da´le obsahuje vytvorˇen´ı objektu fitFunc trˇ´ıdy cFitnessFunction, ktery´ se
pote´ pouzˇ´ıva´ jako singleton:
fitFunc = cFitnessFunction()
11.2.3 somaATE.py
V adresa´rˇi soma je umı´steˇn soubor somaATE.py, ktery´ obsahuje trˇ´ıdu cSomaATE.
Trˇ´ıda obsahuje tyto metody:
• __init__(function, limits, unitCount, maxAge = 0) – standardn´ı inicializacˇn´ı
metoda objektu, obsahuje inicializaci SOMA, nastaven´ı parametr˚u a provede prvn´ı
vy´pocˇet elity; Parametry:
– function – ukazatel na funkci, ktera´ pocˇ´ıta´ fitness
– limits – rozmeˇry stavove´ho prostoru
– unitCount – pocˇet jedinc˚u, kterˇ´ı budou umı´steˇni na hyperplochu
– maxAge – maxima´ln´ı pocˇet iterac´ı, po ktere´m bude jedinec respawnova´n
• step(function = None) – metoda provede jednu iteraci algoritmu Volitelny´ para-
metr mu˚zˇe vlozˇit jinou fitness funkci.
• setUnits(units) – jedinci vlozˇen´ı parametrem nahrad´ı neˇktere´ z jizˇ vygenerovany´ch
neelitn´ıch jedinc˚u
Prˇi vytvorˇen´ı objektu trˇ´ıdy cSomaATE se provede inicializace pocˇa´tecˇn´ıch hodnot. Da´le
uzˇ se vola´ pouze metoda step, ktera´ vzˇdy provede jednu iteraci a vra´t´ı jej´ı nejlepsˇ´ı vy´sledky.
Kazˇde´ dalˇs´ı zavola´n´ı zprˇesnˇuje nejlepsˇ´ı dosud nalezene´ rˇesˇen´ı. (Vzda´lenost vy´sledny´ch hod-
not od skutecˇne´ho optima ma´ v prˇ´ıpadeˇ staticke´ funkce neklesaj´ıc´ı pr˚ubeˇh.)
11.2.4 database.py
V korˇenove´m adresa´rˇi projektu je umı´steˇn soubor database.py, ktery´ obsahuje trˇ´ıdy cState
a cDatabase.
Trˇ´ıda cState obsahuje metodu:
• __init__() – standardn´ı inicializacˇn´ı metoda objektu
Trˇ´ıda cState kromeˇ inicializace nema´ jine´ metody a v programu se pouzˇ´ıva´ jako struk-
tura pro ukla´da´n´ı dat.
Trˇ´ıda cDatabase obsahuje metody:
37
• __init__(limits) – standardn´ı inicializacˇn´ı metoda objektu; Parametry:
– limits – maxima´ln´ı a minima´ln´ı hranice hodnot, ktery´ch mu˚zˇe stav dosa´hnout,
nutne´ pro normalizaci
• normalize(position) – normalizuje stav zadany´ parametrem
• hashId(id) – prˇida´ stav jizˇ ulozˇeny´ v databa´zi do hashovac´ıho stromu; Parametry:
– id – jednoznacˇny´ identifika´tor stavu ulozˇene´ho v databa´zi
• addState(snapshot) – prˇida´ do databa´ze novy´ stav definovany´ aktua´ln´ım stavem
stroje
• findClose(snapshot) – nalezne v databa´zi stav podobny´ aktua´ln´ımu stavu stroje
11.2.5 machine.py
V adresa´rˇi simulation je umı´steˇn soubor machine.py, ktery´ obsahuje trˇ´ıdy cWorld
a cMachine.
Trˇ´ıda cWorld obsahuje metody:
• __init__(visible = 0) – standardn´ı inicializacˇn´ı metoda, vytvorˇen´ı simulovane´ho
sveˇta
• initVisible() – inicializuje graficky´ vy´stup
• clearScreen() – smazˇe obrazovky graficke´ho vy´stupu
• addBox(name, mass, x, y, z, pos) – prˇida´ do simulace kva´dr s parametry:
– name – jme´no objektu, jednoznacˇneˇ ho identifikuj´ıc´ı
– mass – hustota objektu
– x – sˇ´ıˇrka teˇlesa
– y – vy´sˇka teˇlesa
– z – hloubka teˇlesa
– pos – pozice teˇlesa v absolutn´ıch sourˇadnic´ıch
• addHinge(name, target1, target2, anchor, axis) – prˇida´ do simulace kloub typu
pant s parametry:
– name – jme´no kloubu, jednoznacˇneˇ ho identifikuj´ıc´ı
– target1 – jme´no prvn´ıho teˇlesa, ke ktere´mu je kloub napojen
– target2 – jme´no druhe´ho teˇlesa, ke ktere´mu je kloub napojen
– anchor – bod, ktery´m procha´z´ı osa, kolem n´ızˇ se kloub ohy´ba´
– axis – nastaven´ı smeˇrove´ho vektoru osy
• near_callback(args, geom1, geom2) – metoda volana´ tehdy, kdyzˇ simula´tor dete-
kuje kolizi dvou objekt˚u; Parametry:
– args – definovatelne´ argumenty
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– geom1 – prvn´ı koliduj´ıc´ı geom
– geom2 – druhy´ koliduj´ıc´ı geom
• coord1(x, y) – metoda prˇevede dane´ koordina´ty na sourˇadnice vykreslitelne´ na
vy´stup (vlevo)
• coord2(x, y) – metoda prˇevede dane´ koordina´ty na sourˇadnice vykreslitelne´ na
vy´stup (vpravo)
• draw(id) – metoda, ktera´ vykresl´ı teˇleso, jednoznacˇneˇ urcˇene´ parametrem
• pygameStep() – provede krok vizualizace: prohod´ı buffery a provede posun cˇasu
• step() – provede krok simulace: vykresl´ı teˇlesa, vypocˇte kolize a posune simulacˇn´ı
cˇas
Trˇ´ıda cMachine obsahuje metody:
• __init__(world) – standardn´ı inicializacˇn´ı metoda, vytvorˇen´ı simulovane´ho sveˇta
• getBodySnapShot(body) – metoda vrac´ı informace nutne´ k vytvorˇen´ı kopie nastaven´ı
teˇlesa body
• getMachineSnapShot() – metoda vrac´ı informace nutne´ k vytvorˇen´ı kopie nastaven´ı
cele´ho stroje
• setBodySnapShot(body, snapshot) – metoda nastavuje parametry teˇlesa (rychlosti
a rotace)
– body – hodnota jednoznacˇne identifikuj´ıc´ı teˇleso
– snapshot – vy´sledek metody getBodySnapShot
• setMachineSnapShot(snapshot) – metoda nastavuje parametry stroje (rychlosti a ro-
tace); Parametry:
– snapshot – vy´sledek metody getMachineSnapShot
• engage(joint, velocity) – metoda spousˇteˇn´ı motoru; Parametry:
– joint – jednoznacˇne´ urcˇen´ı kloubu (= motoru)
– velocity – rychlost motoru (zname´nko ovlivnˇuje smeˇr)
• engageMotors(speeds) – metoda nastaven´ı vsˇech motor˚u na rychlosti dane´ parame-
trem (list hodnot)
• setVisible(v) – nastaven´ı viditelnosti teˇles; parametr mu˚zˇe naby´vat hodnot 0 a 1.




main.py je spustitelny´m souborem projektu a obsahuje metody:
• usage() – vyp´ıˇse na standardn´ı vy´stup pouzˇit´ı programu





Soucˇa´st´ı programu je i snadno prˇ´ıstupny´ soubor config.py umı´steˇny´ v korˇenove´m adresa´rˇi
projektu.
Soubor obsahuje nastaven´ı parametr˚u programu.
12.1 Parametry logova´n´ı
Tyto parametry pouze vypisuj´ı informace na standardn´ı vy´stup a nijak prˇ´ımo neovlivnˇuj´ı
beˇh programu.
• dbg.info – mı´ra podrobnosti logovac´ıch informac´ı informacˇn´ıho charakteru
• dbg.debug – mı´ra podrobnosti logovac´ıch informac´ı debugovac´ıho charakteru
• dbg.error – mı´ra podrobnosti logovac´ıch informac´ı o chyba´ch
• dbg.warning – mı´ra podrobnosti logovac´ıch informac´ı o varova´n´ıch
Hodnota, ktera´ je teˇmto parametr˚um prˇiˇrazena ovlivnˇuje, ktere´ informace se maj´ı vy-
psat, prˇicˇemzˇ 1 jsou nejme´neˇ vy´znamne´ hodnoty a 4 nejv´ıce. Nastaven´ı parametru na 4 tak
vyp´ıˇse pouze nejza´vazˇneˇjˇs´ı informace, 1 vyp´ıˇse vsˇechny.
Pokud se parametry nastav´ı na 1 (zejme´na dbg.info), bude velke´ mnozˇstv´ı vy´pis˚u na
obrazovku zpomalovat algoritmus.





Pozna´mka: Pro zobrazova´n´ı vy´pis˚u je obvykly´ forma´t:
<typ informace>(<za´vazˇnost>),
file:"<cesta k~souboru, kde byla informace zı´ska´na>\
at <rˇa´dek>:
"<text zpra´vy>\
Typ informace je v linuxove´ konsoli zobrazova´n barevneˇ pro snadneˇjˇs´ı vyhleda´va´n´ı.
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12.2 Nastaven´ı fitness funkce
SOMA algoritmus pro vy´pocˇty potrˇebuje vypocˇtat hodnotu fitness, kterou z´ıska´ proveden´ım
kroku sekunda´rn´ı simulace. Hodnocen´ı kvality vy´sledk˚u nastavuj´ı tyto parametry:
• optimalHeight – optima´ln´ı vy´sˇka gondoly
• heightX0 – bod, ve ktere´m krˇivka vy´sˇky gondoly protne osu X
• optimalSpeed – optima´ln´ı rychlost kuprˇedu
• speedX0 – bod, ve ktere´m krˇivka rychlosti kuprˇedu protne osu X
• motorsX0 – bod, ve ktere´m krˇivka rychlost´ı motor˚u protne osu X
• sideX0 – bod, ve ktere´m krˇivka odchylky pohybu do strany protne osu X







Vy´sˇka gondoly je pocˇ´ıta´na od jej´ıho geometricke´ho strˇedu. Prˇ´ıliˇs vysoka´ nebo prˇ´ıliˇs n´ızka´
vy´sˇka z´ıska´va´ horsˇ´ı ohodnocen´ı, optimum je da´no parametrem optimalHeight. heightX0
definuje bod, ve ktere´m vy´sledek zacˇ´ına´ negativneˇ ovlivnˇovat vy´slednou fitness hodnotu.
Analogicky tak plat´ı i u ostatn´ıch parametr˚u. motorsX0 a sideX0 maj´ı optima prˇedem
nastavene´ na X = 0.
12.3 Parametry simula´toru
Simula´tor umozˇnˇuje nastavit neˇktere´ hodnoty tak, aby se le´pe prˇizp˚usobil potrˇeba´m uzˇivatele.
• maxIterations – pocˇet iterac´ı, po ktere´m se algoritmus ukoncˇ´ı
• visualization – zda je zapnute´ okno s vizualizac´ı prima´rn´ı simulace
• dt – de´lka kroku simulace v sekunda´ch
Maxima´ln´ı mnozˇstv´ı iterac´ı odpov´ıda´ pocˇtu r˚uzny´ch stav˚u, ktery´mi algoritmus projde.
Pokud se databa´ze nacˇte ze souboru, algoritmus zacˇ´ına´ z pocˇa´tecˇn´ıho stavu a rychle projde
azˇ k zat´ım nalezene´mu stavu. Cesta, kterou mezit´ım projde se take´ pocˇ´ıta´ do celkove´ho
pocˇtu iterac´ı.
Hodnotu maxIterations lze prˇet´ızˇit parametrem z prˇ´ıkazove´ rˇa´dky.
Parametr visualization akceptuje hodnotu 0 nebo 1, podle toho, zda uzˇivatel chce
zobrazovat graficky´ vy´stup. Vypne-li se nastaven´ım hodnoty na 0, pak vy´pocˇet pobeˇzˇ´ı o neˇco
rychleji. Toto ma´ vsˇak vy´znam, pouze pouzˇije-li SOMA male´ mnozˇstv´ı jedinc˚u, jinak doba
zobrazova´n´ı v dobeˇ trva´n´ı jedne´ iterace nehraje podstatnou roli.
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Parametr dt nastavuje dobu, po jaky´ch skoc´ıch simula´tor pracuje a na jakou dobu
kuprˇedu je vypocˇtena hodnota nove´ho stavu stroje v sekunda´rn´ı simulaci.
Nastaven´ı na delˇs´ı intervaly nezˇ cca 0, 1s zp˚usobuje poruchy v simula´toru, ktery´ pak
neprˇesneˇ spocˇ´ıta´ mı´sta a cˇasy koliz´ı mezi teˇlesy, a proto jej nedoporucˇuji.





SOMA jako kl´ıcˇovy´ prvek syste´mu umozˇnˇuje nastavit rˇadu parametr˚u. Veˇtsˇinu z nich vsˇak
nen´ı trˇeba meˇnit, proto k nim nen´ı v konfiguracˇn´ım souboru prˇ´ıstup.
Parametry, ktere´ nejv´ıce ovlivnˇuj´ı vy´pocˇet jsou:
• units – mnozˇstv´ı pouzˇity´ch jedinc˚u
• elite – pocˇet vra´ceny´ch kandida´t˚u
• maxAge – pocˇet kol SOMA, po ktere´m se jedinci respawnuj´ı
• somaSteps – pocˇet iterac´ı SOMA na jednu iteraci cele´ho algoritmu
Mnozˇstv´ı pouzˇity´ch jedinc˚u nejv´ıce ovlivnˇuje rychlost algoritmu. Kazˇdy´ jedinec stan-
dardneˇ provede 14 vy´pocˇt˚u fitness v kazˇde´ iteraci SOMA, neˇkolik dalˇs´ıch vy´pocˇt˚u je pro-
vedeno prˇi kontrole hodnot elity.
Kazˇdy´ vy´pocˇet prˇitom prˇedstavuje proveden´ı kroku sekunda´rn´ı simulace.
Pocˇet iterac´ı SOMA na iteraci algoritmu je parametr, ktery´ vy´pocˇet ovlivnˇuje stejneˇ
jako pocˇet jedinc˚u. Rozd´ılem je skutecˇnost, zˇe dalˇs´ı iterace SOMA vycha´z´ı z te´ prˇedchoz´ı,
a tedy hlavneˇ zprˇesnˇuje jizˇ nalezene´ rˇesˇen´ı.
Celkovy´ pocˇet provedeny´ch krok˚u sekunda´rn´ı simulace S mu˚zˇeme vypocˇ´ıst jako:
S = 14 · u · i, (12.1)
kde u je pocˇet jedinc˚u a i pocˇet iterac´ı SOMA.
Dveˇ iterace SOMA algoritmu pro 20 jedinc˚u tedy provedou cca 560 krok˚u sekunda´rn´ı
simulace.
Parametr maxAge umozˇnˇuje prˇedcha´zet nahloucˇen´ı jedinc˚u kolem loka´ln´ıho extre´mu t´ım,
zˇe jedinci jsou po uplynule´m pocˇtu iterac´ı na´hodneˇ prˇesunuti na jine´ sourˇadnice. Pokud je
hodnota 0, pak k respawnu nedocha´z´ı. Nema´ smysl pouzˇ´ıvat nenulovou hodnotu pro maly´
pocˇet iterac´ı.
Pocˇet vra´ceny´ch kandida´t˚u rychlost simulace prakticky neomezuje. Jakmile jeho hod-
nota prˇesa´hne polovinu z celkove´ho pocˇtu jedinc˚u, algoritmus nemus´ı pracovat spra´vneˇ.











12.5 Nastaven´ı databa´ze a hashovac´ıho stromu
Du˚lezˇity´m parametrem, ktery´ ovlivnˇuje databa´zi a hashovac´ı strom je tolerance, s jakou je
kandida´tn´ı stav vyhodnocen jako podobny´ neˇjake´mu jine´mu z databa´ze.
• accuracy – mı´ra tolerance prˇi urcˇova´n´ı podobnosti
Zat´ımco prˇ´ıliˇs n´ızka´ hodnota tolerance zp˚usob´ı, zˇe te´meˇrˇ nen´ı mozˇne´ nale´zt podobny´




Mnozˇstv´ı parametr˚u zvysˇuje variabilitu algoritmu, jejich spra´vne´ nastaven´ı pro op-
tima´ln´ı funkcˇnost je vsˇak veˇc´ı delˇs´ıho experimentova´n´ı.
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Kapitola 13
Ukla´da´n´ı a nacˇ´ıta´n´ı stavu simulace
Simula´tor sve´ zat´ım dosazˇene´ vy´sledky uchova´va´ ve vlastn´ı databa´zi, ktera´ ale nen´ı perzis-
tentn´ı. Algoritmus ucˇen´ı prˇitom prob´ıha´ velmi dlouho, a tak je nutne´ mı´t mozˇnost neˇjaky´m
zp˚usobem uchova´vat zat´ım dosazˇene´ vy´sledky a pote´ mı´t mozˇnost je znovu nacˇ´ıst.
Proto je soucˇa´st´ı implementace i cˇa´st, ktera´ pravidelneˇ ukla´da´ zat´ım dosazˇene´ vy´sledky
do souboru.
13.1 Modul pickle
Modul pickle obsahuje za´kladn´ı algoritmy potrˇebne´ k reprezentaci objekt˚u jazyka Python
takovy´m zp˚usobem, aby je bylo mozˇne´ ulozˇit do textove´ho souboru a opeˇt je z neˇj nacˇ´ıst.
Pro tyto postupy se pouzˇ´ıvaj´ı pojmenova´n´ı ”serializace“ a ”deserializace“ acˇkoliv v do-
kumentaci k modulu se objevuj´ı termı´ny ”pickling“ a ”unpickling“.
Modul je schopen serializovat i hierarchicky na´rocˇne´ objekty, cozˇ je vhodne´. Pra´ce s mo-
dulem je nav´ıc velmi jednoducha´ a prˇehledna´.
Pro pouzˇit´ı modulu se importuje modul pickle:
import pickle
Objekt se serializuje pomoc´ı metody pickle.dump, ktera´ jako druhy´ parametr pozˇaduje
file descriptor.
Prˇ´ıklad: Ukla´da´n´ı objektu db do souboru db_dump.obj.
file = open(’db_dump.obj’, ’w’)
pickle.dump(db, file)
file.close()
K opeˇtovne´ deserializaci se pouzˇ´ıva´ prˇ´ıkaz pickle.dump s parametrem typu file descrip-
tor. Metoda jako vy´sledek vrac´ı odkaz na objekt.
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Prˇ´ıklad: Nacˇ´ıta´n´ı objektu db ze souboru db_dump.obj.
file = open(’db_dump.obj’, ’r’)
db = pickle.load(file)
file.close()
13.2 Pouzˇit´ı modulu pickle v aplikaci
Vesˇkere´ informace o pr˚ubeˇhu algoritmu jsou prima´rneˇ ulozˇeny v objektu typu cDatabase,
ktery´ zastrˇesˇuje i objekt hashovac´ıho stromu a t´ım ve sve´ hierarchii obna´sˇ´ı kompletn´ı rele-
vantn´ı informace o dosavadn´ım pr˚ubeˇhu algoritmu.
13.2.1 Ukla´da´n´ı dat
C´ılovy´ soubor, kam se ma´ pr˚ubeˇh ukla´dat, je urcˇen parametrem z prˇ´ıkazove´ho rˇa´dku.
Vzhledem k povaze aplikace, ktera´ beˇzˇ´ı iterativneˇ, je ukla´da´n´ı prova´deˇno na konci kazˇde´
z nich. T´ım je take´ zabra´neˇno ztra´teˇ dat.
Ukla´da´n´ı dat je implicitneˇ deaktivovane´. Pouzˇ´ıva´ se jen tehdy, je-li parametrem pro-
gramu specifikova´n c´ılovy´ soubor.
13.2.2 Nacˇ´ıta´n´ı dat
Je-li programu zada´n jako vstupn´ı parametr soubor, ze ktere´ho se ma´ nacˇ´ıtat, pak se ze sou-
boru pomoc´ı modulu importuj´ı data. Prˇed zacˇa´tkem prvn´ı iterace se provede automaticky
nastaven´ı stroje do vy´choz´ıho stavu.
Algoritmus pote´ procha´z´ı jizˇ vygenerovany´mi stavy – a tedy jizˇ vykona´va´ naucˇenou
cestu – dokud se stroj nedostane do nove´ho stavu, ktery´ opeˇt zakomponuje do databa´ze.
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Kapitola 14
Pouzˇit´ı a vy´sledky testova´n´ı
programu
14.1 Pouzˇit´ı
Program je napsa´n pod operacˇn´ım syste´mem Linux a spousˇt´ı se jako konsolova´ aplikace
pomoc´ı prˇ´ıkazu:
./main.py
Takto spusˇteˇny´ program provede vy´pocˇet podle nastaven´ı v konfiguracˇn´ım souboru
config.py.
Dalˇs´ı nastaven´ı lze prove´st pomoc´ı argument˚u programu. Jejich strucˇny´ popis lze z´ıskat
spusˇteˇn´ım programu s parametrem -h nebo --help:
./main.py --help
V takove´m prˇ´ıpadeˇ program vyp´ıˇse pouzˇit´ı a skoncˇ´ı.
Pomoc´ı argumentu programu je take´ mozˇne´ prˇet´ızˇit pocˇet provedeny´ch iterac´ı:
./main.py -r 1000
nastav´ı pocˇet iterac´ı algoritmu na 1000.




Oba prˇ´ıkazy pouzˇij´ı jako vstup soubor in.obj




Parametry je mozˇne´ kombinovat a pouzˇ´ıvat v libovolne´m porˇad´ı. Je-li jako vstup i vy´stup
zada´n stejny´ soubor, pak je vstupn´ı soubor prˇepsa´n novy´m vy´stupem.
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14.2 Testova´n´ı
Vzhledem k povaze pra´ce bylo provedeno testova´n´ı, ktere´ vyhleda´va´ vy´sledky za´visle´ na
parametrech nejv´ıce ovlivnˇuj´ıc´ı vy´sledky.
Protozˇe nen´ı dobrˇe mozˇne´ porovna´vat vy´sledky po v´ıce iterac´ıch, kdy se stavy robot˚u
velice liˇs´ı, jsou z´ıskane´ vy´sledky pr˚umeˇry z hodnot z´ıskany´ch z pr˚ubeˇhu padesa´ti prvn´ıch
iterac´ı.










Za´rovenˇ bylo upraveno i nastaven´ı vah jednotlivy´ch fitness funkc´ı tak, aby prˇ´ıliˇsna´ va´ha
neˇktere´ z nich nebra´nila v dostatecˇne´m prosazen´ı ostatn´ıch. Va´hy byly nastaveny takto:
• Vy´sˇka gondoly: w = 2, 5
• Pohyb v ose X: w = 3, 0
• Natocˇen´ı gondoly: w = 5, 0
• Rychlost motor˚u: w = 0, 5
• Pohyb kuprˇedu: w = 0, 7
V tomto prˇ´ıpadeˇ se jedna´ o pomeˇrneˇ labiln´ı stav, kdy naprˇ´ıklad zvy´sˇen´ı va´hy udrzˇuj´ıc´ı
strˇed gondoly v nastavene´ vy´sˇce prˇesa´hlo mı´ru postihu vznikle´ho naklopen´ım gondoly, a tedy
stroj z´ıskal tendenci okamzˇiteˇ po zacˇa´tku simulace skla´peˇt gondolu.
Dalˇs´ım prˇ´ıpadem je i udrzˇova´n´ı sta´le´ X-ove´ pozice, kde nedostatecˇna´ va´ha umozˇn´ı stroji
nezˇa´douc´ı pohyby.
S uvedeny´m nastaven´ım byly nameˇrˇeny tyto hodnoty:
Pro somaSteps = 1, tedy jednu iteraci SOMA:
Pocˇet jedinc˚u
Pr˚umeˇrna´ pozice v ose 20 50 100 200
X −0, 095 0, 112 0, 007 −0, 009
Y 1, 297 1, 300 1, 300 1, 318
Z 0, 157 −0, 129 −0, 033 −0, 038
Tabulka 14.1: Pr˚umeˇrna´ pozice gondoly po 50 iterac´ıch algoritmu s 1 iterac´ı SOMA
Z tabulky 14.1 je videˇt, zˇe pr˚umeˇrna´ odchylka od osyX s rostouc´ım mnozˇstv´ım pouzˇity´ch
jedinc˚u klesa´ a stroj tedy prˇesneˇji sleduje trasu.
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Pr˚umeˇrna´ vy´sˇka gondoly se vychyluje od optima´ln´ı hodnoty minima´lneˇ.
Pohyb kuprˇedu je realizova´n poklesem sourˇadnice Z a je videˇt, zˇe vysˇsˇ´ı pocˇet jedinc˚u
obecneˇ zajist´ı kvalitneˇjˇs´ı rˇesˇen´ı, ale nemus´ı tomu tak by´t vzˇdy. Prˇ´ıliˇs vysoka´ hodnota mu˚zˇe
jizˇ znamenat i pa´d.
Pro somaSteps = 2:
Pocˇet jedinc˚u
Pr˚umeˇrna´ pozice v ose 20 50 100 200
X −0, 001 −0, 022 −0, 031 −0, 057
Y 1, 304 1, 313 1, 305 1, 320
Z −0, 175 −0, 145 −0, 031 0, 154
Tabulka 14.2: Pr˚umeˇrna´ pozice gondoly po 50 iterac´ıch algoritmu se 2 iteracemi SOMA
Po dvou iterac´ıch by SOMA meˇla vracet prˇesneˇjˇs´ı vy´sledky.
Je videˇt (tabulka 14.2), zˇe sourˇadnice jizˇ nemaj´ı takovy´ rozptyl hodnot, jako kdyzˇ byla
provedena pouze 1 iterace SOMA.
Provede-li SOMA 3 iterace (somaSteps = 3), pak je vy´sledkem tabulka 14.3.
Pocˇet jedinc˚u
Pr˚umeˇrna´ pozice v ose 20 50 100 200
X −0, 029 −0, 008 0, 002 −0, 013
Y 1, 293 1, 308 1, 306 1, 300
Z −0, 055 −0, 051 −0, 137 −0, 117
Tabulka 14.3: Pr˚umeˇrna´ pozice gondoly po 50 iterac´ıch algoritmu se 3 iteracemi SOMA
Zejme´na na vy´sledc´ıch pozice v ose X je videˇt, zˇe kazˇda´ dalˇs´ı iterace prˇina´sˇ´ı vysˇsˇ´ı
zprˇesneˇn´ı vy´sledku. Ota´zkou vsˇak z˚usta´va´, zda je toto uprˇesneˇn´ı dostatecˇneˇ vy´hodne´.
Kazˇda´ iterace algoritmu totizˇ trva´ konstantn´ı dobu v za´vislosti na pocˇtu pouzˇity´ch
jedinc˚u.
Nalezen´ı rovnova´hy mezi pocˇtem jedinc˚u a iterac´ı je dalˇs´ım u´kolem.
Nutno upozornit, zˇe veˇtsˇ´ı cˇa´st vhodne´ho nastaven´ı dalˇs´ıch parametr˚u lze daleko snadneˇji
z´ıskat z pozorova´n´ı chova´n´ı robota beˇhem simulace a podle toho ovlivnˇovat parametry




Algoritmus vyuzˇ´ıva´ databa´ze k tomu, aby nalezl vhodne´ na´sleduj´ıc´ı rˇesˇen´ı. V prˇ´ıpadeˇ, zˇe
takove´ nenalezne, pak se prova´d´ı cˇasoveˇ na´rocˇny´ vy´pocˇet.
Tento vy´pocˇet vsˇak nen´ı nutne´ pocˇ´ıtat sekvencˇneˇ, jeho paralelizace je dobrˇe mozˇna´
a vy´razneˇ by mohla urychlit cely´ proces.
Da´le by bylo dobre´ upravit hodnoty vracene´ SOMA tak, aby se navrhovana´ rˇesˇen´ı
dostatecˇneˇ liˇsila. Zat´ım je tento proble´m rˇesˇen pomoc´ı vracen´ı v´ıce jedinc˚u. Alternativou
by bylo vlozˇit algoritmu jako vstup prˇedem prˇipravenou smycˇku, ze ktere´ by mohl vycha´zet
a zdokonalovat ji.
Dalˇs´ıho vylepsˇen´ı by se dalo dosa´hnout, pokud by stav ulozˇeny´ v hashovac´ım stromeˇ
mohl upravovat sve´ jizˇ jednou z´ıskane´ hodnoty tak, aby pouzˇity´ potomek dosa´hl vysˇsˇ´ı
univerzality.
Velky´m prˇ´ınosem algoritmu by jisteˇ bylo sestaven´ı rozhodovac´ıch stromu˚, pomoc´ı ktery´ch
by se mohly individua´lneˇ nastavit tolerance k jednotlivy´m promeˇnny´m popisuj´ıc´ım stav
a neˇktere´ by trˇeba bylo mozˇne´ zcela vypusit. Vy´razneˇ by se tak mohl urychlit ucˇ´ıc´ı proces.
Komplikac´ı vsˇak sta´le z˚usta´va´ skutecˇnost, zˇe pra´ce se softcomputingovy´mi algoritmy
se neobejde bez jiste´ da´vky stochasticˇnosti a tud´ızˇ nen´ı v˚ubec, nebo jen velmi teˇzˇko doka-
zatelna´. U´speˇsˇnost se posuzuje pouze empiricky, takzˇe se neda´ vyloucˇit ani mozˇnost kom-




V te´to pra´ci byl navrzˇen algoritmus, ktery´ vyuzˇ´ıva´ algoritmus SOMA pro hleda´n´ı vhodne´ho
postupu, jak naucˇit chodit dvounohe´ho robota. Konecˇne´ vy´sledky jsou uspokojive´, prˇestozˇe
se zat´ım nepodrˇilo dosa´hnout plynule´ho pohybu kuprˇedu. Navrzˇeny´ algoritmus se uka´zal
by´t mozˇnou cestou pro dalˇs´ı rozvoj v tomto smeˇru – minima´lneˇ jako jeden z pomocny´ch
postup˚u. Nicme´neˇ se jedna´ o prototyp a tedy je trˇeba prove´st neˇktere´ u´pravy.
Vzhledem k velke´mu mnozˇstv´ı nastavitelny´ch parametr˚u programu lze jen obt´ızˇneˇ od-
hadnout jejich idea´ln´ı nastaven´ı a jejich hodnoty byly z´ıska´ny odhadem na za´kladeˇ empi-
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