This paper documents a computational implementation of a projection and rescaling algorithm for finding most interior solutions to the pair of feasibility problems
Introduction
The projection and rescaling algorithm [13] is a recent polynomial-time algorithm designed for solving the polyhedral feasibility problem
where L denotes a linear subspace in R n . The projection and rescaling algorithm works by combining two building blocks, namely a basic procedure and a rescaling step as follows. Let P L : R n → L denote the orthogonal projection onto L. Within a bounded number of low-cost iterations, the basic procedure finds z ∈ R n ++ such that either
or (P L z)
where (P L z) + = max{0, P L z}. If (2) holds, then P L z ∈ L∩R n ++ is a solution to the original problem (1) . On the other hand, if (3) holds, then the rescaling step takes D := I + e i e T i and transforms problem (1) into the following equivalent rescaled problem:
Observe that a solution to the rescaled problem (4) can readily be transformed back to a solution to (1) .
As it is easy to see and detailed in [13] , when D is as above, the rescaled problem (4) is better conditioned than (1) in the following sense. If L ∩ R n ++ = ∅ then δ(D(L) ∩ R n ++ ) = 2δ(L ∩ R n ++ ) where δ(L ∩ R n ++ ) is the following condition measure of the problem (1):
By convention δ(L ∩ R n ++ ) = −∞ when L ∩ R n ++ = ∅. Observe that δ(L ∩ R n ++ ) ≤ 1 is a measure of the most interior solution to (1) . As detailed in [13] , it follows that when L ∩ R n ++ = ∅, the projection and rescaling algorithm finds a solution to (1) in at most log 2 (1/δ(L ∩ R n ++ )) rounds of basic procedure and rescaling step. Furthermore, each round of basic procedure and rescaling step requires a number of elementary operations that is bounded by a low-degree polynomial (quadratic or cubic) on n.
The above projection and rescaling algorithm was originally proposed by Chubanov [3, 4] and is in the same spirit as other rescaling methods in [1, 7, 12] . In addition to [13] , a number of articles [5, 6, 8, 9, 10, 11, 14] have proposed new algorithmic developments by extending the projection and rescaling templates introduced in [1, 3, 4, 12] . However, despite their interesting theoretical guarantees, there has been limited work on the computational effectiveness of the projection and rescaling algorithm as well as other methods based on rescaling. As far as we know, only the articles by Li et al. [10] and by Roos [14] report numerical results on implementations of some variants of Chubanov's projection and rescaling algorithm. This paper documents a MATLAB implementation of an enhanced version of the projection and rescaling algorithm from [13] . Our work differs from [10, 14] in several ways. Unlike the algorithms in [10, 14] , our main algorithm solves both feasibility problems L∩R n + and L ⊥ ∩ R n + in a symmetric fashion. We also perform and report a significantly larger set of computational experiments in higher level of detail. We compare, via numerous experiments, the performance of several possible schemes for the basic procedure. We provide full descriptions of the algorithms that we implement. The MATLAB code for our implementation is publicly available at the following website:
http://www.andrew.cmu.edu/user/jfp/epra.html All of the numerical experiments reported in this paper can be easily replicated and verified via the above code. Furthermore, since our MATLAB code is a verbatim implementation of the algorithms described in the sequel, it is straightforward to replicate our implementation in other numerical computing environments such as R, python, or Julia.
Algorithm 1, the main algorithm in our implementation, incorporates the following enhancements to the original Projection and Rescaling Algorithm in [13] :
1. Let L ⊥ denote the orthogonal complement of L. Algorithm 1 finds most interior solutions to the problems find
and
That is, Algorithm 1 terminates with points in the relative interiors of L ∩ R n + and L ⊥ ∩ R n + . In particular, if (6) is strictly feasible then Algorithm 1 finds a point in L∩R n ++ . Likewise, if (7) is strictly feasible then Algorithm 1 finds a point in L ⊥ ∩R n ++ . Unlike the Projection and Rescaling Algorithm in [13] and the algorithms in [3, 4, 10, 14] , Algorithm 1 requires no prior feasibility assumptions about (6) or (7).
2. We enforce an upper bound on the size of the entries of the diagonal rescaling matrices maintained throughout Algorithm 1. The upper bound achieves two major goals. First, it prevents numerical overflow. Second, it yields a natural criteria to determine when the algorithm has found points in the relative interiors of L ∩ R n + and L ⊥ ∩ R n + . 3. In contrast to the rescaling step in the original Projection and Rescaling Algorithm that rescales L only in one direction at each round, the rescaling step in Algorithm 1 performs a more aggressive rescaling along all directions that can improve the conditioning of the problem.
The basic procedure is the main building block of Algorithm 1. We make a separate comparison of the performance of the following four different schemes for the basic procedure proposed in [13] : perceptron, von Neumann, von Neumann with away-steps, and smooth perceptron schemes. These four schemes are described in Algorithm 2 through Algorithm 5 below. According to the theoretical results established in [13] , the first three of these schemes have similar convergence rates while Algorithm 5 (the smooth perceptron scheme) has a faster convergence rate but each main iteration of this scheme is computationally more expensive. Section 3.2 describes various numerical experiments that compare the performance of the four schemes. The experiments consistently demonstrate that indeed Algorithm 5 has the best performance by a wide margin. Therefore, we use Algorithm 5 as the basic procedure within Algorithm 1. Section 3.3 describes results on various numerical experiments that test the performance of Algorithm 1. Our results demonstrate the significant advantage of using aggressive rescaling. They also provide promising evidence that Algorithm 1 can solve instances of moderate size. The two main sections of the paper are organized as follows. In Section 2 we describe our enhanced version of the projection and rescaling algorithm. This section also recalls four different schemes for the basic procedure proposed in [13] . In Section 3 we present several sets of numerical experiments. To generate interesting problem instances, we devise a procedure to generate problem instances with arbitrary level of conditioning. We perform several numerical experiments to compare the different schemes for the basic procedure. We also perform a number of experiments to test the effectiveness of the enhanced projection and rescaling algorithm.
2
Enhanced projection and rescaling algorithm
Main algorithm
Algorithm 1 below describes an enhanced version of the Projection and Rescaling Algorithm from [13] . The algorithm relies on the following characterization of the relative interiors of L ∩ R n + and L ⊥ ∩ R n + for a linear subspace L ⊆ R n . The characterization in Proposition 1 is a consequence of the classical Goldman-Tucker partition theorem as detailed in [2] . Proposition 1 Let L ⊆ R n be a linear subspace. Then there exists a unique partion
, and
Observe that B = {1, . . . , n} and
In both of these cases we shall say that the partition (B, N ) is trivial. We shall say that the partition (B, N ) is non-trivial otherwise, that is, when B = ∅ and N = ∅.
Each main iteration of Algorithm 1 applies the following steps. First, apply the basic procedure to D(L) ∩ R n + andD(L ⊥ ) ∩ R n + for some diagonal rescaling matrices D andD. Next, identify a potential partition (B, N ) and terminate if the basic procedures yield x ∈ L andx ∈ L ⊥ satisfying (8) . Otherwise, update the rescaling matrices D andD and proceed to the next main iteration: Apply the basic procedure to
To prevent numerical overflow, Algorithm 1 caps the entries of the rescaling matrices D andD by some pre-specified upper bound U . This upper bound naturally determines a numerical threshold to verify if the algorithm has found solutions in the relative interiors of L ∩ R n + and L ⊥ ∩ R n + . More precisely, Algorithm 1 will terminate with points x ∈ L and x ∈ L ⊥ satisfying the following approximation of (8):
Algorithm 1 Enhanced Projection and Rescaling Algorithm (EPRA)
Let U > 0 be a pre-specified upper bound on the rescaling matrices D andD.
Find z 0 such that either P z > 0 or (P z)
Let e := (z/ (P z)
Letê := ẑ/ (Pẑ)
. Go back to step 2.
Basic procedure
Let P : R n → R n be the orthogonal projection onto a linear subspace of R n and ∈ (0, 1). The goal of the basic procedure is to find a non-zero z ∈ R n + such that either P z > 0 or (P z) + 1 ≤ z ∞ . We choose = 1/2 when the basic procedure is used within Algorithm 1. We next recall the four schemes for the basic procedure proposed in [13] . Algorithm 2 describes the simplest of these schemes, namely the perceptron scheme. In the algorithms below ∆ n−1 denote the standard simplex in R n ,that is,
Algorithm 2 Perceptron Scheme 1 Pick z 0 ∈ ∆ n−1 , and t := 0. 2 while P z t ≯ 0 and (P z t )
Algorithm 3 describes the second basic procedure scheme, namely the von Neumann scheme. This scheme is a greedy variant of the perceptron scheme. This algorithm relies on the following mapping u(v) := argmin
At each iteration, Algorithm 3 chooses z t+1 as the convex combination of z t and u(P z t ) that minimizes P z t+1 2 .
Algorithm 3 Von Neumann Scheme
1 Pick z 0 ∈ ∆ n−1 , and t := 0. 2 while P z t ≯ 0 and (P z t )
Algorithm 4 describes the third basic procedure scheme, namely the von Neumann with away steps scheme, which in turn is a variant of the von Neumann scheme. Algorithm 4 relies on the following construction. Define the support of a current iterate z as S(z) := {i ∈ {1, . . . , n} : z i > 0}. At each main iteration Algorithm 4 chooses between two different kinds of steps: regular steps as in Algorithm 3 and away steps that decrease the weight on a component of z belonging to S(z). The away steps are computed via the mapping
Algorithm 4 Von Neumann with Away Steps Scheme
Algorithm 5 describes the fourth basic procedure scheme, namely the smooth perceptron scheme, which in turn is a variant of the the perceptron scheme that relies on the following smooth version of the mapping u(·). Letū ∈ ∆ n−1 be fixed. For µ > 0 let
Algorithm 5 Smooth Perceptron Scheme
1 Let u 0 :=ū; µ 0 = 2; and t := 0. 2 while P z t ≯ 0 and (P z t )
Numerical experiments
This section describes various sets of numerical experiments that test the Enhanced Projection and Rescaling Algorithm described as Algorithm 1 above. We also performed numerical experiments to compare the four schemes for the basic procedure, namely Algorithm 2 through Algorithm 5 on suitably generated instances.
Schemes to construct challenging instances
We should note that except for the case when the dimension of the subspace L is half the dimension of the ambient space R n , a naive approach to generate random instances yields results of limited interest. In most cases such an approach provides instances that are easily solvable by any of the basic procedure schemes without any rescaling. We next describe schemes to generate collections of more interesting and challenging instances. First, we describe how to generate random subspaces L ⊆ R n such that L ∩ R n ++ = ∅ with a controlled condition measure δ(L ∩ R n ++ ). We subsequently describe how to generate random subspaces L ⊆ R n such that both L ∩ R n + and L ⊥ ∩ R n + have non-trivial relative interiors.
Proposition 2 Letx ∈ R n ++ andū ∈ R n + be such that x ∞ = 1, ū 1 = n andū j = 0 wheneverx j < 1 for j = 1, . . . , n. Let A = a 1 · · · a m T ∈ R m×n be such that a 1 = u −X −1 1 and a j ,x = 0 for j = 2, . . . , m whereX ∈ R n×n is a diagonal matrix with elements ofx spread across the diagonal and 1 ∈ R n is the vector of ones. Then for L = ker(A) := {x ∈ R n : Ax = 0} we havē
Proof: It suffices to show that
The conditions on the rows of A readily ensure thatx ∈ L ∩ R n ++ . Thusx is a feasible solution to (9) . Since ζ =X −1 1 is the gradient of the objective function in (9) atx, to show thatx is optimal it suffices to show that ζ, x −x ≤ 0 for any feasible solution to (9) . Take x ∈ L ∩ R n ++ with x ∞ ≤ 1. Since x ∈ L, we have X −1 1 −ū, x = a 1 , x = 0. Therefore ζ, x −x = X −1 1, x − n ≤ ū, x − ū 1 x ∞ ≤ 0. The last two steps follow from ū 1 = n and Hölder's inequality respectively.
Proposition 2 readily suggests a scheme to generate subspaces L ⊆ R n such that the condition measure δ(L ∩ R n ++ ) is positive but as small as we wish: pickx ∈ R n ++ with x ∞ = 1 and generateū ∈ R n + , A ∈ R m×n , and L = ker(A) as in Proposition 2. We next explain how Proposition 2 can be further leveraged to generate L ⊆ R n so that both L∩R n + and L ⊥ ∩ R n + have non-trivial relative interiors. Suppose (B, N ) is a partition of {1, . . . , n} and
If A N N is full row-rank then it readily follows that the subspaces L = ker(A) and
Hence we can generate subspaces L ⊆ R n such that both L ∩ R n + and L ⊥ ∩ R n + have non-trivial relative interiors by proceeding as follows. First, choose a partition (B, N ) of {1, . . . , n}. Next, use the construction suggested by Proposition 2 to generate full row-rank matrices A BB , A N N such that ker(A BB ) ∩ R B ++ = ∅ and Im(A T N N ) ∩ R N ++ = ∅. Finally let L = ker(A) where A is of the form (10) for some A N B of appropriate size.
3.2
Comparison of basic procedure schemes
The computational experiments summarized in this section compare the performance of the four schemes for the basic procedure, namely Algorithm 2 through Algorithm 5. We implemented these algorithms in MATLAB and ran them on collections of instances defined by L = ker(A), for A ∈ R m×n . We used the QR-factorization to obtain the orthogonal projection mappings P = P L andP = P L ⊥ . We performed two main sets of experiments. The first set of experiments contains instances L = ker(A) where the entries of A ∈ R m×n are independently drawn from a standard normal distribution and m = n/2 for n = 200, 500, 1000, 2000. When m significantly differs from n/2, random instances generated in this way are uninteresting as they can easily be solved by any of the four schemes. The second set of experiments contains more challenging instances L = ker(A) where A ∈ R m×n is generated via the procedure suggested by Proposition 2 for n = 1000 and m = 100, 200, 800, 900. More precisely, we generatedx ∈ R n ++ as follows. First, we set a random chunk of its entries uniformly at random between 0 and 0.001. Second, we set remaining entries uniformly at random distributed between 0 and 1. Third, we scaled the entries ofx to obtain x ∞ = 1. Once we generatedx in this fashion, we generated A ∈ R m×n as in Proposition 2. Table 1 through Table 4 summarize the results on various sets of experiments. Each row corresponds to a set of 1000 instances. To keep the number of iterations and CPU time manageable, we enforced an upper bound of 10000 iterations for all four schemes. The first two columns in each table indicate the size of A ∈ R m×n . The other columns display three numbers for each of the four schemes: the average number of iterations, the average CPU time, and the success rate on the batch of 1000 instances of size m by n. The success rate is the proportion of instances on which the scheme terminates normally before reaching the upper bound of 10000 iterations. Table 1 and Table 2 display the results for the first set of experiments when m = n/2 and A ∈ R m×n is randomly generated without any control on the conditioning of L ∩ R n ++ . Table 3 and Table 4 display similar summaries for the second set of experiments where we generate A ∈ R m×n so that L ∩ R n ++ has a controlled condition measure via the procedure suggested by Proposition 2. The tables summarize results for two values of : = 10 −1 (large), and = 10 −4 (small). When is large (Table 1 and Table 3 ), the algorithms often stop when the condition (P z) + 1 ≤ is satisfied. Not surprisingly, when is small (Table 2 and Table 4 ), the basic procedures more often stop when P z > 0 and require a larger number of iterations and longer CPU time. Also as expected, when the instances become larger, they become more challenging and more iterations are needed to find a feasible solution.
Our numerical experiments for large demonstrate that the smooth perceptron scheme is faster both in number of iterations and in terms of CPU time than any of the other three schemes. The experiments also suggest that the perceptron, von Neumann, and von Neumann with away steps are comparable in terms of number of iterations, CPU time, and success rate. Given the evidence in favor of the smooth perceptron scheme, we use this method within the Enhanced Projection and Rescaling Algorithm.
We note that the numerical experiments for small in Table 4 confirm that the scheme for generating challenging instances indeed yields instances that are difficult to solve for all schemes and thus provide an interesting testbed for the Enhanced Projection and Rescaling Algorithm.
Performance of the Enhanced Projection and Rescaling Algorithm
This section describes the performance of Algorithm 1 on two main sets of problem instances. The first set contains instances of L = ker(A) for A ∈ R m×n with L ∩ R n ++ = ∅ generated via the approach based on Proposition 2 as described in Section 3.1. The second set of instances L = ker(A) is also generated via a similar approach but ensuring that both ri (L ∩ R n + ) = ∅ and ri (L ⊥ ∩ R n + ) = ∅. Most of these instances are sufficiently challenging that they cannot be solved by the basic procedure (via the smooth perceptron scheme) without rescaling.
We ran Algorithm 1 with U = 10 10 in all of our experiments. Table 5 displays the results for the first set of instances L = ker(A) with L ∩ R n ++ = ∅. Each row corresponds to a set of 500 instances of A ∈ R m×n for m and n as indicated in the first two columns. The other three columns display the average number of rescaling iterations, average total number of basic procedure iterations, and average CPU time for each set of 500 instances. Furthermore, we note that Algorithm 1 successfully solves all instances, that is, it terminates with a point x ∈ L ∩ R n ++ . It is noteworthy that the number of rescaling iterations ranges from 9 to 15 across instances of different sizes. To further illustrate this interesting fact, Figure 1 plots the number of rescaling iterations for some sets of instances. Table 6 and Figure 2 display similar results for the second set of instances with both ri (L ∩ R n + ) = ∅ and ri (L ⊥ ∩ R n + ) = ∅. To accommodate for a wide and flexible range of dimensions of ri (L ∩ R n + ) = ∅ and ri (L ⊥ ∩ R n + ) = ∅, for each fixed value of n we construct A ∈ R m×n and L = ker(A) with varying values of m. For this second set of instances we also report the success rate, that is, the percentage of instances where the the partition (B, N ) is correctly identified. The algorithm succeeds in identifying this partition for most instances. In the rare cases when this is not the case, failure occurs because either B or N are small and Algorithm 1 terminates with a point that is either in L ⊥ ∩ R n ++ or in L ∩ R n ++ within roundoff error. The experiments show that on this second set of instances a higher number of rescaling iterations is usually necessary. This is somewhat expected as these instances include the extra difficulty of finding a non-trivial partition (B, N ) of {1, . . . , n}. To further illustrate the partition and the solutions found by Algorithm 1, Figure 3 and Figure 4 plot the coordinates of the points x andx found by Algorithm 1 for two representative instances of dimension n = 1000 and n = 2000 respectively. The two plots in the first row of Figure 3 and Figure 4 show the components of the points x = (x B , x N ) and x = (x B ,x N ) returned by Algorithm 1 for an instance of size n = 1000 and for an instance of size n = 2000. The set B is {1, . . . , 424} in the first instance and it is {1, . . . , 1137} in the second instances. The red circle in the plots show the size of B. For scaling purposes, in both instances the vectors x andx are normalized so that x ∞ = x ∞ = 1. As Figure 3 and Figure 4 show, in both cases the solutions x andx satisfy the conditions in (8). 
Other experiments
We also performed experiments to assess the effect of rescaling along multiple directions, as in Algorithm 1, versus rescaling only along one direction, as in the original Projection and Rescaling Algorithm in [13] . More precisely, we compare the performance of Algorithm 1 versus the modification obtained by changing the update on D andD in Step 5 to D = min ((I + diag(e i )) D, U ) andD = min (I + diag(e j ))D, U where i and j are such that for z i = z ∞ andẑ j = ẑ ∞ . In most instances the modified version that rescales along one direction failed to find a solution within a reasonable number (a hundred) of rescaling iterations.
We also compared the performance of Algorithm 1 with the state-of-the-art commercial solver CPLEX. Similar comparisons with Gurobi and MATLAB solvers are reported in [10, 14] . Consistent with the reported results in [10, 14] , we observe that on average Algorithm 1 is faster than CPLEX by nearly an order of magnitude for problem instances where L = ker(A) with A ∈ R m×n generated naively at random as in [10, 14] and as in the first set of experiments summarized in Table 1 and Table 2 . On the other hand, the difference in speed is about the opposite, that is, CPLEX is nearly an order of magnitude faster when A ∈ R m×n is generated so that L ∩ R n ++ has a controlled condition measure via the procedure suggested by Proposition 2. This sharp difference can be explained upon a closer look at the performance of Algorithm 1: The naively generated instances are easier and can usually be solved within one single round of basic procedure and without the need for rescaling. By contrast, instances with controlled condition measure, such as those in the set of experiments summarized in Table 5 , are significantly more challenging and require on average ten or more rounds of basic and rescaling steps. 
Concluding remarks
We have described a computational implementation and numerical experiments of an Enhanced Projection and Rescaling algorithm for finding most interior solutions to the feasibility problems find x ∈ L ∩ R n + and findx ∈ L ⊥ ∩ R n + , where L denotes a linear subspace in R n and L ⊥ denotes its orthogonal complement. Our numerical results provide promising evidence of the effectiveness of this algorithmic approach.
The MATLAB code for our implementation is comprised of a set of MATLAB functions with verbatim implementations of Algorithm 1 through Algorithm 5. Our MATLAB code is publicly available at the following website http://www.andrew.cmu.edu/user/jfp/epra.html
