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Abstract. Numerous service design tools, techniques, and methods have been 
developed in science and practice alike (e.g., Persona, Service Blueprint, 
Stakeholder Map). Some of these tools build on each other, e.g., different 
developed Personas can be positioned and placed in a broader overall context 
within a Stakeholder Map. Digitisation of the design process can generate 
significant benefits; for instance, results can be transferred between different 
digital tools and devices using a common or standardised file format. However, 
there are few digital tools to support the service design process and most of them 
are not interoperable. This prevents the design of services using digital 
technologies from achieving their full benefits. To address this problem, an 
ecosystem is needed that can foster the development of digital-enabled service 
design tools. The paper follows a design science approach to create a framework 
involving five design objectives as necessary steps towards such a software 
ecosystem. 
Keywords: service design, digital-enabled service design, service design tools, 
service innovation, design science research 
1 Introduction 
For some time now, it has been apparent that the economy is moving from product-
based to service-based [1, 2], and Vargo and Lusch’s Service-Dominant Logic [3, 4] 
has influenced business model development from a product-based to a service-based 
perspective. For researchers and companies alike, the issues of service innovation and 
service business model innovation have become increasingly central to new forms of 
competitiveness [5, 6], with calls for a more systematic and structured approach to 
innovation [7] and service innovation [8]. Service Science addresses this need by 
advancing the systematic development of services and service systems [2, 9] to make 
results more predictable [7] and to support creativity during the innovation process [10, 
11]. Service design plays an important role in facilitating customer-centred and 
systematic innovation [12], including a systems perspective that takes account of the 
extended networks of actors and digital technologies now involved in service provision 
[13, 14]. This systematic approach is the focus of service systems engineering research 
[14], and the methods, techniques and tools of service innovation, service design and 
service systems engineering are extensively reported both in the scientific literature 
(e.g., Service Blueprint [15]; Service Experience Blueprint [16]; Information Service 
Blueprint [17]; TRIGGER [18]) and in practitioner publications (e.g., Business Model 
Generation [19]; The digital transformation playbook [20]; This is Service Design 
Doing [21]; Sprint [22]). As well as tools for designing single services or service 
systems, there are tools for designing the associated business models (e.g., Service 
Business Model Canvas [23]; SDBM/R [24]) and for modelling how a company creates, 
appropriates and captures value by providing a service [25]. As Gilsing et al. [25] have 
shown, methods can also be developed for evaluating the design of business models. 
A systematic approach to innovation is increasingly necessary for a number of 
reasons, including increased probability of success [7] and mastery of complex systems 
[8, 14]. This systematic development process can be partly or wholly supported by 
methods or tools [26, 27]. In many cases, the steps of the process are worked through 
interactively [28, 29], often involving collaboration with potential customers [30] and 
other relevant actors [31, 32]. In developing solutions systematically, the design process 
is also likely to be iterative [28, 29]. Relevant terms, methods, techniques and tools will 
be more precisely defined in section 2. 
Many of the methods, techniques and tools developed by the scientific community 
to support the service design process have been combined in new ways to create 
coherent methods (e.g., [18]). For instance, as Li and Peters [33] have shown, the formal 
structuring and analysis of service systems can also produce service innovations. In 
relation to the use of digital technologies to support the innovation process, earlier 
research confirms that IT (especially software) can support user creativity [34, 35] as 
well as systematic and structured development [10]. For example, because digital 
objects can be easily duplicated, digital tools make it much easier to create multiple 
scenarios or variants of a basic design, and the ability to undo or redo actions makes it 
easier to experiment [10]. Researchers have also investigated the use of digital 
technologies for collaborative design of business models (e.g., [36–38]). 
The advantages of digital solutions for collaborative work extend to support for 
remote corporate teamworking in crisis situations such as the current COVID-19 
pandemic [39]. However, although innovative tools or IT artefacts can make a valuable 
contribution to the development of service-oriented business models or transformation 
of existing business models [40], only a few such tools have been developed within 
service science research and practice. To explore how the development of such tools 
might be promoted, this paper addresses the following research question: 
RQ: What technical standards and prerequisites need to be considered to support 
the creation of a software ecosystem for the development of digital-enabled service 
design tools? 
We argue that this research is highly relevant as it can help increase the transfer of 
complex IT artefacts for service design to practice and vice versa. An ecosystem, which 
interlocks science and practice more closely, can help to apply the quality criteria of 
research in the development of digital-enabled service design tools in practice and can 
thus ensure more rigor. The artefacts can then in turn be tested in practice in real-world 
scenarios and thus transfer knowledge back to science. 
The paper is structured as follows. The next section provides an overview of the 
current state of research on software ecosystems and defines the concept of digital-
enabled service design. We go on to describe the artefact by presenting a conceptual 
framework for a software ecosystem for developing digital-enabled service design. We 
then discuss how the field of service innovation can benefit from the creation of such a 
software ecosystem to foster the development of digital-enabled tools and methods for 
service design research and practice. Finally, we discuss the study’s contribution to 
Information Systems and Service Science, as well as limitations and directions for 
future research. 
2 Theoretical Background 
2.1 Digital-enabled service design 
In distinguishing between digital and non-digital services [29], the former can be 
defined as ‘a service, which are obtained and/or arranged through a digital transaction 
(information, software modules, or consumer goods) over Internet Protocol (IP)’ [29, 
p. 506]. The distinction from a normal service is that the specification of the supply as 
digital is more restrictive by comparison [29]. The term digital innovation has two 
possible meanings, referring either to digital technologies that support the innovation 
process itself or to the output of that process [27]. In research contexts, the term digital 
service design commonly refers to the design of digital services as an object of research 
(e.g., [28]). Equally, however, the term may imply that the design process itself is 
digital-based. To avoid misinterpretation or ambiguity, the term digital-enabled service 
design is used here to refer to the design of services using digital technologies. 
According to Brinkkemper, the terms method, technique and tool are used in the 
present context [41], but these are not clearly defined in the literature and are used 
interchangeably [28]. Brinkkemper defines a method as ‘an approach to perform a 
systems development project, based on a specific way of thinking, consisting of 
directions and rules, structured in a systematic way in development activities with 
corresponding development products’ [41, p. 275 f.] (see also [18, 42]). On the other 
hand, a technique is ‘a procedure, possibly with a prescribed notation, to perform a 
development activity’ [41]. (For an example of a technique, see [43]). Finally, a tool is 
‘a possibly automated means to support a part of a development process’ or to support 
the entire development cycle [41] (e.g., Information Service Blueprint [17])—for 
instance, a software application, a design template, or a hardware device to support the 
design process [28]. A tool usually supports one part of a technique [44], although 
complete mapping of a technique or method is also possible [41]. Based on these 
distinctions, we understand the term digital-enabled service design tool to mean a 
digital tool that supports the design of services or service systems by representing a 
design method or technique in full or in part. In this definition, the use of a template in 
a digital whiteboard tool, as they are common with miro1, mural2, or strategyzer3, would 
also be understood as a digital-enabled service design tool. This type of tool provides 
users with a digital whiteboard to which digital post-its can be attached. By providing 
drawing tools, almost every service design tool that can be displayed on a canvas for a 
workshop can also be displayed digitally. However, this paper focuses on more 
complex digital-enabled service design tools - such as ExperienceFellow4 or smaply5.  
Smaply, for example, is a web service that enables its users to create virtual personas 
and also offers ready-made avatars, quotes and visualizations [45]. Tools that provide 
users with ready-made content for exploration can increase users' creativity by 
providing inspiration [46]. The app ExperienceFellow enables the collection of 
customer data. Users can capture different types of data (text, video or images) to 
document emotional experiences at customer touchpoints. These two tools therefore 
have a very high degree of specificity. These two examples enable two different 
activities, while the second enables the collection of data, the former directly supports 
the design process. 
2.2 Development of an software ecosystem for digital-enabled service design 
A software ecosystem is a system based on a software solution whose functionalities 
can be extended, for example, by third-party plugins [47]. Software ecosystems have 
attracted increasing research interest [47–49] and are increasingly used as industry 
business models [48, 50]. In general, software ecosystems can be defined in business 
and technical terms [51] or from a social perspective [48]. Scientific definitions differ 
[e.g., 51–53], but from a business perspective, a software ecosystem can be 
characterised as ‘the set of software solutions that enable, support and automate the 
activities and transactions by the actors in the associated social or business ecosystem 
and the organisations that provide these solutions’ [50, p. 2]. Typically, such 
ecosystems encompass the necessary technology for implementation, the overall 
project infrastructure (e.g., project repositories, community platform) and the 
development methodology (e.g., standards, documentation) [52]. The ecosystem is 
controlled by a central actor or hub, usually the provider of the core software solution 
[47, 53]. Software ecosystems facilitate the construction of extensive software systems 
on a central platform, bringing together the components created by internal and external 
actors [48]. These individuals or organisations have different incentives for 
participating in the system [54], including increased benefits for existing users, 
increased attraction of potential new customers, potential for open innovation and 
reduced total cost of ownership [50]. In defining a set of rules for communication and 
cooperation among these actors, it is important to adopt a social perspective [48]. 
 
1 For a more detailed description follow the link: https://miro.com/ 
2 For a more detailed description follow the link: https://www.mural.co 
3 For a more detailed description follow the link: https://www.strategyzer.com 
4 For a more detailed description follow the link: https://www.experiencefellow.com 
5 For a more detailed description follow the link: https://www.smaply.com 
Various theories and strategies already exist for the systematic development of 
software ecosystems [e.g., 47, 50, 52]. Research to date suggests that standardisation 
can increase innovation capacity [55]—for example, a standardised software 
architecture or data format [50]. Software architecture can be defined as a ‘structure or 
structures of the system, which comprise software elements, the externally visible 
properties of those elements, and the relationships among them’ [48, p. 1295]. The 
software architecture should be designed to be easy for developers to understand, and 
it should be well documented [52]. The openness of the system and its core components 
is also crucial [56]—that is, open standards, open formats and open source [47]. Open 
standards support the development of interchangeable and interoperable components 
by different actors; open formats are a specific form of open standard that allow the 
exchange of data, information and knowledge [47]. Open source is the highest form of 
openness, as enabling access to the source code generates knowledge, modification and 
re-provision [47]. The ecosystem community and the associated form of organisation 
is another key factor [48, 52], and within this community or ecosystem, rules for 
communication and legalities must be clearly defined [52]. A well-formed and 
integrated community can increase a software ecosystem’s robustness [47]. 
3 Research Design 
To address the research question, we adopt a design science research (DSR) approach 
following Hevner et al. [57]. Within the DSR paradigm, a designer or researcher 
attempts to solve a problem by designing an innovative artefact [58]. In doing so, this 
work aims to develop an artefact which can be applied to the real-world and solve the 
problem [58, 59] of insufficient interoperability of digital-enabled service design tools. 
The artefact designed to solve the presented problem is a construct, where a construct 
is understood as a concept or conceptualisation [60, 61]. For artefact development, the 
six steps of the Design Science Research Methodology (DSRM) by Peffers et al. [62] 
are applied. These steps are as follows: (1) Problem Identification, (2) Objective 
Definition, (3) Design & Development, (4) Demonstration, (5) Evaluation and (6) 
Communication [62]. The methodology follows the Build and Evaluate pattern of 
Sonnenberg and vom Brocke [63]. This means that we already start the evaluation of 
the problem and objectives (ex ante evaluation) before we start with the specific design 
of the artefact. Following step 1, the problem underlying the artefact was treated and 
explained in the introduction. The design and development of the artefact adopts a 
conceptual approach, which explores new ideas and new connections between existing 
theories [64]. As in the case of empirical research methods, there are divergent 
approaches to conceptual research [65, 66]. In general, these can be divided into theory 
synthesis, theory adaptation, typology and modelling [65]. To develop the theoretical 
framework outlined below, we employed a conceptual modelling approach, in which 
the focal concept [65] is digital-enabled service design and the systematic development 
of ecosystems. In particular, we explored the factors that promote the formation of an 
ecosystem for developing digital-enabled service design tools, and to specify a roadmap 
for creating such an ecosystem—that is, a series of steps or events that achieve the 
desired output [65], where ‘event’ means something that causes a certain effect [65] as 
a mechanism that influences the overall goal. As a framework for theory building, the 
proposed roadmap takes the form of five design objectives based on previously untested 
relationships [64] as a foundation for the creation of such an ecosystem. These design 
objectives are derived from a literature review of existing knowledge about the 
formation of software ecosystems. The evaluation of the artefact following step 5 is 
artificial since it is not applied in a real-world scenario [63, 67]. The proposed solution 
was discussed with a group of researchers from the fields of service innovation and 
digital technologies. Hence, the artefact was evaluated against the criteria suitability, 
importance, applicability and novelty [63]. This results in a justified problem statement, 
a justified research gap and justified design objectives [63]. Step 6 is conducted by this 
publication and addresses itself primarily to the scholar’s community. 
4 Conceptual Framework  
The five design objectives set out below are prerequisites for an ecosystem for the 
development of digital-enabled service design tools (cf. Figure 1). 
 
 
Figure 1. Fostering ecosystem formation: key design objectives 
As mentioned above, many tools build on each other to derive a process or method; 
others enable a differentiated level of abstraction through mutual use. For example, the 
TRIGGER method developed by Höckmayr and Roth uses four tools for the systematic 
development of digital-enabled service systems [18]. Another multistage process is 
classically applied in service design as follows: First, one or more Personas are 
designed, and a Customer Journey is then created, depicting each customer's various 
touchpoints. Based on this, a Stakeholder Map can then be drawn for the various actors 
[21]. Both processes use different tools whose results build on each other, but they also 
share similar core components. Both the Job Map within the TRIGGER method from 
the first example and the Customer Journey from the second example map the 
customer's activities to achieve a specific goal. Both represent a specific sequence of 
activities, as does the Service Blueprint [15], but they differ in terms of the involvement 
of different actors or the collection of additional information. While the Customer 
Journey records the touchpoints [21], the Job Map summarises activities as higher-level 
universal steps that are necessary to get a specific job done [68]. The tools, therefore, 
partly have similar structures with different additional information. Using a 
standardised data format, data can be transferred between different tools within a single 
design process such as TRIGGER. 
As another possibility, one or more tools can be used for the design process, and the 
resulting result can be evaluated using another tool; this also requires the transfer of 
data or results. In general, digital data can be characterised as unstructured, semi-
structured or structured [69]; tools require structured data for processing, and this, in 
turn, requires a standardised data format to ensure the interoperability of different tools. 
Digital-enabled service design tools could thus be developed by several actors who can 
exchange intermediate results via a standardised structured data format. Suppose three 
different digital-enabled service design tools were developed by three different actors: 
One to design personas, another one to design customer journeys, and a third one to 
design stakeholder maps. The output of the first tool can be used directly as input for a 
second tool via the structured data format and so on. In this way, the structured data 
format provides a link between otherwise independent digital-enabled service design 
tools to enable an iterative design process as is common in service design. Referring to 
the previous examples, one digital-enabled service design tool could help a user to 
design a persona. Properties of the designed persona can then be exported to a file that 
conforms to the standardised structured data format. The service designer could then 
use a second digital-enabled tool, which is specialised in designing a customer journey, 
to import the persona from this file and design the appropriate customer journey. The 
third tool could be used independently of tool two and could also process the output 
data from tool one.  
A standardised data format used by a single instrument can also increase the value 
of the ecosystem, as standards provision generally increases innovation within an 
ecosystem [47]. For example, it could be used to develop software that digitises the 
results of an offline workshop and transfers them into an equivalent digital version for 
further editing. The use of standards enables developers to include functions for saving 
intermediate results, which supports documentation of the design process. In the case 
of digital tools, in particular, this capability supports service designers in creating 
different alternative scenarios and exploring multiple solutions [10]. This results in: 
Design objective 1: A standardised structured data format should be designed to 
improve the interoperability of digital-enabled service design tools. 
Many service design tools require specific knowledge about the customer (e.g., 
demographic data of a Persona), customer goal or job in the Job Map. Service designers 
typically undertake research to acquire knowledge about the customer. Digital 
technologies can support user research—for example, by enabling customer data 
collection [e.g., 60]. For instance, the mobile application ExperienceFellow6: The app 
can capture different types of data (text, video or images) to document emotional 
experiences at customer touchpoints. Digital tools of this kind can also be used to 
collect customer data at various points in the company or during the product or service 
life cycle [e.g., 61]; for example, customer support can actively record negative or 
positive customer experiences for later evaluation or make use of existing data silos 
either within (e.g., CRM, ERP systems) or outside the company (e.g., social media) 
[71]. For digital-based business models, in particular, it is useful to collect customer 
data at various points for further analysis [72], using machine learning and computer 
algorithms to extract meaningful information for service innovation and service design 
[73]. Beyond social media and CRM systems, new data sources may be identified in 
the future [73, p. 36]. A standardised labelling taxonomy can also enhance the 
development of tools in the ecosystem for digital-enabled service design tools. 
Standardised labelling facilitates the development of specialised tools for data 
collection and others for analysing and evaluating those data. This results in: 
Design objective 2: A standardised labelling taxonomy for unstructured data should 
be designed to facilitate digitisation of user research. 
The development of interoperable digital-enabled service design tools can also be 
enhanced by standardised modular software architecture. In general, the term software 
architecture refers to the core set of design decisions that define the software system 
itself [49], which is an important determinant of software ecosystem success [48, 52]. 
This includes, for example, the data formats recommended in Design objective 1 and 
2. A well-designed architecture enhances the development of digital artefacts; for 
example, if each digital-enabled service design tool is constructed as a single module 
within a central software solution, a design method can then be represented as a process 
that calls individual modules in a specific order and transfers data between them. 
Therefore, individual design tools such as the Job Map or the Service Blueprint 
represent add-ons or modules for this solution. A modular software design can create 
considerable added value, as it makes it easier to experiment and validate different 
software components [74]. For instance, a specific service design process may already 
be well formed and validated, but the corresponding user interface of a digital-enabled 
service design tool may still have deficiencies. This could particularly occur when 
existing service design tools are converted into a digital-enabled version. Furthermore, 
 
6 For a more detailed description follow the link: https://www.experiencefellow.com 
functions necessary for such software, such as saving, undoing and redoing actions 
[10], can be implemented more easily, as design patterns already exist within the 
software architecture. However complex the architecture or its purpose, it should be 
easy to understand, communicate and document [52]. Besides, the architecture should 
be designed to allow changes, adaptations or new versions to be easily implemented 
[52]. This results in: 
Design objective 3: A standardised modular software architecture should be 
designed to promote the development of digital-enabled service design tools for both 
science and industry. 
Open source software is often characterised as a private public good produced by a 
community, involving such contributions as software, hardware, expertise or 
sponsorship [75] in various forms, which together with free software are referred to as 
Free/Libre/Open Source Software (FLOSS). FLOSS approaches are now widely used 
in the software industry to foster ecosystems, as this type of platform meets many of 
the necessary conditions [52]. It should be emphasised that an open source approach 
does not preclude partially proprietary use or distribution within the ecosystem; on the 
contrary, the ecosystem may even benefit from this approach [48, 76]. The content 
management system WordPress is a good example of an open source project that 
combines free, libre and proprietary software add-ons and a service ecosystem through 
its plugin system. Even in cases of partial proprietary use, the scientific community 
should be granted a free right to use for research purposes, based on a suitable licence 
(which may have to be developed) [75, 77]. Without appropriate licensing terms, there 
is no guarantee that researchers will be able to access the source code, which is 
important, for example, in promoting the further development of service design 
methods that use different tools in a specific order. An open source approach also has 
other advantages: As previous research has shown, open source communities can 
achieve better modularity than projects developed by a single actor [78]. This results 
in: 
Design objective 4: An ecosystem for digital-enabled service design tools should be 
designed through an open source approach to increase interactivity among actors. 
For complex software systems, the ecosystem approach has proven to be useful [78]. 
Due to various existing barriers (technical, domain competency etc.), a large number of 
different stakeholders are usually involved in the design process , which has a positive 
effect on software development. [78]. As mentioned above, this is also very much in 
the nature of the developing of digital-enabled service design tools. For example, the 
academic community probably has very high expertise in the domain of service design. 
However, the technical implementation, maintenance and support might be a barrier 
here. These in turn may be better provided by private sector actors, who in turn may 
develop their own business model. The academic community can again benefit from 
this, as developed IT artefacts may be easier to test in real-world scenarios. By 
combining the different expertise of these different stakeholders, the value generated 
for the ecosystem for digital-enabled service design tools can be increased, as research 
on software ecosystem shows [78]. However, there are also some peculiarities of a 
community-driven approach, such as software ecosystems are typically driven and 
controlled by a central actor or hub [47]. To the extent that private sector actor 
provisions are uncertain, we contend that a community-driven open source approach is 
essential for creating and enforcing such a system. Although many open source projects 
are community-driven, the term open source usually refers to software licensing while 
community-driven refers to the perspective of the main driving actor [75]. With 
reference to the open source software approach advanced in Design objective 4, various 
success factors have already been investigated [79]. In general, an open source software 
project can be seen as a virtual organisation that bundles competencies to drive 
development forward [80]. Regarding Design objective 4, community suitability and 
activity are essential for a successful open source project [52]. Similar community-
driven approaches already exist in other areas of the scientific community; for example, 
the Open Science Framework (OSF) platform7 enables researchers to organise research 
projects and share research data. It also requires an actor or organisation to act as a 
catalyst for the ideas proposed. This may include the bundled provision of functions 
and tracking of activities via a community platform—for example, providing a shared 
code repository or at least linking relevant works or published artefacts as the platform 
allows. The OSF platform is also an excellent example of providing guidance (on how 
to conduct Open Science) and facilitating community networking. The platform can 
also be used for documentation purposes, fulfilling the requirements of Design 
objective 1-3, as well as enabling subsequent use within the ecosystem of extensions 
developed by the community [52]. This results in: 
Design objective 5: A community should be designed to increase enforceability of 
the ecosystem for digital-enabled service design tools. 
5 Artefact Evaluation 
In an artificial ex ante evaluation – in specific EVAL 1 – following Sonnenberg and 
vom Brocke [63], the problem statement, the research gap and the design objectives 
were justified. The proposed theoretical framework was demonstrated to a group of 
researchers as well as two practitioners and was discussed afterwards. This evaluation 
is in its nature artificial; however, DSR artefact designs have to be justified and 
validated before they have been put into use [63]. The goal was to evaluate each Design 
objective against its suitability, importance, applicability and novelty. The artefacts 
suitability and applicability were confirmed as the proposed design objectives are based 
on broad fundaments and already sufficiently researched areas of information systems. 
In contrast, the novelty within the group of researchers was questioned. One of the 
participants stated that although the proposals were not new, they were applicable to 
the problem. However, the authors argue that it is not the proposed design objectives 
that should be seen as novel, but rather their application within the field of service 
design. For example, one of the practitioners said that networked or interoperable tools 
 
7 The platform is accessible at https://osf.io 
are very important as participants in longer workshop sessions often lose interest in 
transferring intermediate results. The authors conclude from the evaluation results that 
the proposed design objectives offer a starting point for further research. The evidence 
will of course have to be further empirically proven within the next evaluation cycles. 
6 Discussion 
These findings have several implications for service design research and practice. As 
discussed above, building an ecosystem for the development of digital-enabled service 
design tools affords new opportunities for the evolution of such tools, and the five 
design objectives advanced here serve as a starting point or roadmap. Although making 
no claim to completeness, the design objectives are mutually dependent. This does not 
imply simultaneity; implementation can be modular and linear or non-linear. In terms 
of simplicity of implementation, Design objective 1 seems the most reasonable; science 
and practice should agree on a common standard whose form remains to be further 
evaluated. Design objective 3 raises the question of whether a universal architecture is 
possible—for example, whether the transfer of such software to other platforms should 
be facilitated [51]. 
For any realisation in practice, it should be noted that a number of factors can 
influence the success of implementation, especially concerning Design objective 4 and 
5 [e.g., 68, 69]. These are again intertwined, as Design objective 5 is an influence 
variable for Design objective 4. A combination of Design objective 4 and 5—that is, a 
community-driven open source project—can help researchers to make IT artefacts more 
stable and persistent for subsequent use. For example, a faulty code base can be 
corrected and enhanced by other community members [52, 77]. It should also be 
mentioned that the ecosystem in question must be designed to provide some incentive 
for the actors involved [77, 81], who can, in turn, reap certain benefits [77]. For 
example, science can contribute new ideas [81] or the validation of tools, methods and 
techniques developed by the community. The community is therefore among the most 
important factors for long-term ecosystem success [52]. In turn, practitioners can 
benefit from a greater flow of ideas that can be directly exploited. 
7 Conclusion 
7.1 Contribution 
This paper contributes to the Information Systems knowledge base by arguing the need 
for an ecosystem for digital-enabled service design tools and by proposing a conceptual 
framework for this endeavour. As a result, a justified problem statement and a justified 
research gap, which can serve as a basis for further research. Therefore, the terms digital 
service design and digital-enabled service design should be differentiated to distinguish 
between the different research streams. While the first term refers to research into 
digital services, the second refers to research into digital technologies for use in service 
design. To develop a software ecosystem for digital-enabled service design tools, five 
design objectives were proposed as focus points or roadmap for future research 
activities. These five design objectives do not claim completeness but represent a 
snapshot and are subject to modification [82]. The design objectives contribute to the 
knowledge base in particular as follows. Design objective 1 to 3 identify essential 
standardisations within a software ecosystem for the development of digital-enabled 
service design tools, proposing two data formats and a software architecture construct. 
One of these standardised data formats would increase tool interoperability, and the 
other would enable the collection of data for use in service design. A standardised 
software architecture to increase the reuse of software components is proposed in 
Design objective 4, which addresses the creation of rules or licenses within the 
ecosystem and recommends an open source approach to promote further development 
in research and practice. Finally, Design objective 5 suggests a community-driven 
approach to building and leading the ecosystem. The Design objective 1 to 5 were 
justified [63] for the further design of one or more concrete artefacts, which can be 
applied to real-world scenarios. A contribution to the knowledge base within the DSR 
is also seen as a contribution if the presented solution is transferable to other similar 
problems [59]. Although this paper discusses the application in the field of service 
design tools, the transfer to similar domains as innovation design is conceivable, so that 
other researchers could benefit from the presented metamodel. 
7.2 Limitations 
As our mostly conceptual DSR approach mostly focused on the integration and creation 
of new relationships between structures without reference to data, the ideas advanced 
remain to be empirically proven [64]. While Design objective 1 to 3 are more empirical, 
Design objective 4 and 5 seem more difficult to verify, as they are complex and entail 
a number of potential influencing factors. It should also be mentioned that the logic of 
the argument essentially represents the researchers’ own perspective, and other relevant 
design objectives may not have been considered here. This is legitimate for conceptual 
work [64, 83], but there remains an obligation to demonstrate need and utility in 
practice. 
7.3 Directions for future research 
Future research can draw on various points in this work. For example, the above 
limitations serve as a starting point for empirical research in relation to utility and 
feasibility. Equally, the design objectives advanced here offer a starting point for design 
science research or action research projects. Although the individual design objectives 
together constitute a framework for building an ecosystem for the development of 
digital-enabled service design tools, a detailed development plan is also needed. By 
creating and evaluating new and innovative artefacts [57], design-oriented research can 
lay the essential foundations for such an ecosystem—for example, in the form of data 
formats developed from Design objective 1 and 2 or a software architecture based on 
Design objective 3. Concerning Design objective 4, future research can help to create 
an appropriate licensing model for the software ecosystem that takes account of 
attractiveness for private sector participation as well as research needs. Action research 
can extend the relevance of academic research to practical application through intensive 
exchanges between researchers and practitioners [84], which may help to accelerate 
ecosystem formation. Furthermore, the implementation of the proposed design 
objectives could possibly lead to conclusions on how software ecosystems can be 
created or strengthened. 
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