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This paper presents the development of a Natural Language Interface 
(NU) which is_ semantic-based and uses Conceptual Dependency 
representation. The system was developed using Lisp and currently runs on a 





1.0 Natural Language Interface to Databases 
Natural languages are the languages used by people in the course of 
their daily affairs, for example, English, French, Japanese, etc. Natural 
languages are used to express a broad range of ideas to others. Given enough 
attention, nearly any concept that comes to mind can be conveyed to another 
person through a common natural language. Some concepts are easy to 
express, such as, "I am hungry," whereas others may require lengthy 
explanations. The prime characteristic of natural languages is that they can be 
used to express nearly all the concepts that occur to the people who speak and 
understand them. 
The word natural emphasizes a contrast with artificial languages. 
Artificial languages are those that have been designed to be highly expressive 
over a limited range of ideas. Musical notation is an artificial language. 
Another set of artificial languages is programming languages. These are 
interesting because, like natural languages, they can be used to express a 
broad range of concepts. LISP, for instance, is an extendable language, that is, 
if an idea is difficult to express in its current form, it can be improved at will. But 
programming languages have been designed with their application to 
computers in mind, and this has affected their form. Programming languages 
have been written so as to be analyzed easily by computers. 
Research in natural language understanding is concerned with making 
computers capable of using natural languages. There are two reasons for this. 
First, computers that can use natural languages would undeniably be a useful 
tool. It would mean that a person in need of information retrieval or information 
processing on a computer could obtain it without having to learn a computer 
language or go through an intermediary. They would not have to worry about 









accomplish their jobs. A computer that could use natural languages could read 
normal text, providing users with access to computer-generated summaries or 
reports synthesized from reading several text sources. 
The second motivation for natural language research is that it will 
increase our understanding of how human languages and minds work. To 
develop the technology for a computer to use language, we must first be able to 
say specifically what language is. We must be able to say precisely how the 
concepts we wish to express can be represented in the computer. Building 
computer programs requires this precision and attention to detail. A 
programming implementation of a theory of language can be used to identify 
flaws, inconsistencies, and areas of incompleteness that may go unnoticed. 
1.1 Task Statement 
The purpose of this task was to develop an interface to a database in 
order to determine the feasibility of such an interface. Also, the desirability of 
the interface was to be addressed. In addition, a secondary task was to gain a 
better understanding of what the capabilities of such an interface should be, 
and to determine some of the limits of this type of interface. 
1.2 Task Conditions 
The natural language interface was to be developed on a Symbolics 
3600 series Lisp machine using Symbolics Lisp. The interface should 
understand a limited subset of English in order to allow a user to query a 
database. The database should be located on another computer other than the 
Symbolic's machine that contained the interface. In addition, it should be on a 




or conditions placed on the means of commu-nication between the Symbolic's 
machine and the computer with the database. 
1.3 Task Approach 
A NL Query generator prototype is being developed at the Johnson 
Research Center at the University of Alabama in Huntsville wherein queries, in 
natural language are generated for dbaselll+. The main program resides on a 
symbolics 3620 machine while the database resides on an IBM personal 
computer. The database is manipulated through commands from the 
Symbolics. The communication protocol is established via RS 232. The 
process of database query and results are shown by the following figure: 
A Graphic representation of the Natural Language Query 
Generator 
(AASEA) CONCEPTUAL NATURAL DEPENDENCY 
LANGUAGE ~ P 
~, '-QUERY 










The user types in a query in natural language on the symbolics. The
parser translates it into Conceptual Dependency representation and generates
a dbase query which is communicated to the PC via the RS 232. The RS 232
was chosen over others as the main idea was to set up communications
between the Symbolics and the P.C. The manipulation is performed on the
database and the results are communicated back to the user on the symbolics.
The significant point of the exercise is that the user is not restricted to using
specific dbase commands for manipulating the database. He can do so in the
manner and language he prefers (provided it is in English).
The database is a simple one designed to represent the student records.
It has been designed more to test the execution of the program and the




















































































Execution of Database Manager Program on the p.e 
The D~_MGR.PRG program first runs the basic program 
GETQUERY.BAS which receives the query from the Symbolics and writes a 
Dbase III program called QUERY.PRG. DB_MGR.PRG then executes 
QUERY.PRG storing the results in RESUL TS.TXT. DB_MGR.PRG then runs 
the basic program SENDRES.BAS which sends the contents of RESUL TS.TXT 
back to the Symbolics. Finally, DB_MGR.PRG loops back to GETQUERY.BAS, 
waiting for the next query from the Symbolics. 
The words and the expressions are all defined in the dictionary. The 
database can handle all display and retrieve DBase commands from the 
Natural Language Query generator. 
Working Examples of the Interface 
1. The first example demonstrates the use of the verb "List" The word" List" is a 
dbase III command which performs, as the name suggests, the function of 
Listing the field names, required by the user. In this case, the user wants the 
Natural Language Query Generator ( NLQG) to generate a query for listing all 
the males in the database. The user presses the Select • key and the 
Natural Language Query Generator is displayed on the screen, with the prompt-
Query. The user then types in the command: "List all males". The NLQG 
generates the query in Conceptual Dependency, the communication protocol is 
established with the P.C. and the command chain is established in the manner 
described above. The command is then executed in dbase III and the results 
flash for a second on the P.C. before they are communicated to the Symbolics 
and displayed there. The user types in his/her query in the the top half of the 





The response to the query" List all males" is the Record number and the Names of all 
the males in the database. A printout of the screen is displayed below: 
Natural Tanguage-Qucry Generator 
- - - - - ------- -~--~-~---- ----- ._- -- --- --- -- - ------ - - ------
Du.,..y 
Cu ... y 
Qu.,.y 
























2. In the manner stated above, if the user wants to retrieve the names of all the 
females in the data base, he/she types in the command" List all females" The names 
of all the females in the data base will be displayed in the bottom half of the screen. 
The text above the output, i.e. 
(DISPLAY DB-FIELD-VALUE (DB-FIELD-VALUE VALUE ( "f") OPERATOR ("=") 
FIELD (SEX))) 
is the Conceptual Dependency representation of the typed in text. It tells the 
computer to look in the data base records which have a value of " f" (meaning female) 
in the field "Sex" and display the contents of all the fields in the records matching t~e 
search. The query and the output are shown in the following figure: 
------ --~ --~~- ~ -----
I Natural Language Query Generator 





Que~y list all ~ales 
Query list all re~ales 
Que~y list all 'e~ales 
Qucr"'Y 
Dialog 
a Cynthi 8 [Abort] 
Set Up Help 


















3. In this example, the user wants to retrieve the name of women, who are more than 
30 years of age. However, he is not restricted to the "List" or "Display" commands, 
which are DBase commands. He/she can just type in "show" and whatever records 
he/she wants to get and the Query Generator will retrieve it for him/her. Only one 
record matches the query and the same is displayed at the bottom of the screen. The 
output is shown in the following figure: 





Oue,.v list all "ales 
Oue,.v list all fe"ale. 
Oue,.v list all fo"ales 




15 Rica (DISPLRY DB-FIELD-VALUE 
Set Up Help 
MAA 
(DB-FIELD-VRLUE VRLUE ('f') OPERRTOR (':') FIELD (SEX» 
DB-FIELD-VRLUE (OB-FIELD-VRLUE FIELD (AGE) OPERATOR (')') VALUE (NUMBER VALUE (30») 
DB-FIELD -
(DB-FIELD NRME (AGE») 
Reco,.dl NRME AGE 
1 Linda 35 
Figure 3 
Issue Dbase Commands 
4. To demonstrate the capability of the NLQG, we can use the following example. The 













Ouery: list 511 ~.les 
Ouery: list 511 ' .... 1 .. . 
Ou .. ry: list .11 f .... l .. . 
Ouery: sho~ all ~o .. e .. over 39 y .. ars yf 5ge 
Ou .. ry: sho~ all .. en les. than 25 
[99:1~:22 Fro .. ANDV: Your request of 2/24/99 














14 O.rlen .. 
15 Rica 
16 
$ '&h&\%&%.$ §%W .... W* W 
Set Up Help Issue Dbase Commands 
04:11:45 ('Screen H.rdcopy') h.s finished printing on The M.yberry G •• ette.). 
Figure 4 
10 
5. In this example, the user wants to retrieve the name and Social Security Number of
all the males in the data base. In stead of using the word "Retrieve," he/she uses the











Query: ?Yet a)_ M41eS
Query: 11st ell re.ales
Query: 1|$¢ all Females
Query: shou all uoRen over 3g years oF age
Ouery: shou all Men less Cha_ 25
[09:14:22 Fron RRDY: Your request oF 2/24/9g g4:[_:45 ("Screen Herdco: _ has ?tnlshed printing on The Mayberry Gazette.]
Query: enumerate ol1
[g9:19:12 Fro_ RNOY: Your request of 2/24/99 g4:_6:49 ('Screen H4rdcoov') has ?_nished printtng on The Mayberry Gazette.]
[g9:23:59 Fron RRDY: Your request o? 2/24/9g g4:17:53 ('Screen Hardcopy') has ?intshed pr(nttn9 on The Mayberry Gazette.]
C_9:2B:45 Fro_ RMDY: Your request of 2/24/9_ _4:2_:14 ('Screen Hardcopy _ ) his F(n(shed printtn9 on _he Mayberry Gazette.]























6. In this example, the user uses the word "Retrieve" to ddisplay the name and student 
number of all the males in the data base. The query and the output are shown below: 
I - -~- - --~ -=- --- - - -- --
Natural language Query Generator 





Overy: list all "ales 
Overy: list all fenales 
Overy: list all fenales 
Overy: shO~ all "Onen over 39 years of age 
Overy: shO~ all "en less than 25 
Set Up Help Issue Dbase Commands 
(99:1~:22 Fron RHDY Vovr reqvest of 2;2~;99 04:11:45 ('Screen ~ardcopy') has finished printing on The Mayberry Galette.] 
Overy: enunerate al 
(09:19:12 Fro" RHDY 
[09:23:59 Fro" RNDY 
(09:28:45 Fro" RNDY 
Qvery: get the na"e 
Query: Retrieve the 
Query: 
Yovr reqvest of 2;2~;99 94:16:49 ('Screen Hardcopy') 
Your reqvest of 2;24;99 04:11:53 ('Screen Hardcopy') 























and social security nunber of all "ales 













has finished printing on The Mayberry Galett •. ] 
has finished printing on The Mayberry Galette.] 
has finished printing on The Mayberry Galett •. ] 
§¥M§i< 
7. To demonstrate the capability of the NLQG to handle different words of the English 
Language, the following example is used. Instead of "Females" the user uses the 
word "Women' .... The NLQG recognizes that women and females mean the same thing 
and retrieves the name and student number of all women. It is displayed in the 
following figure: 
- -- - - - -- ~ - --- - --
Natural Language Query Generator 





au.~y: li.t all ~ales 
au.~y: li.t all fe~ale. 
au.~y: li.t all fe~ale. 
aue~y: show all wo~en ov.~ 39 ye.~. of age 
auery: show all ~en less than 25 
Set Up Help Iss ... c Obate Commands 
[99:1~:22 F~o~ ANDY You~ ~eQue.t of 2;24;99 94:11:45 ('Sc~een H.~dcopy') ha. fini.hed printing on The Maybe~~y Ga.ette.] 
Query: enu"c,...te .1 
[99:19:12 F~o~ ANDY You~ request of 2;24;99 9~:16:49 ('Sc~een Ha~dcopy') has fini.hed printing on The Mayber~y Ga.ette.] 
[99:23:59 Fro~ ANDY Your ~eQuest of 2;24;99 94:17:53 ('Screen Hardcopy') ha. fini.hed printing on The Maybe~~y Ga.ette.] 
[99:29:~5 F~o~ ANDY Your ~eque.t of 2;24;99 94:29:14 ('Sc~een Ha~dcopy') ha. finished printing on The Maybe~ry Ga •• tte.] 
aUery: get the na~. and social .ecurity nu~be~ of all ~ales 
Query: Retrieve t~. ne"e ~nd student nu"ber" 0' .11 "ales 



























8. In the following example the user uses the word find instead of retrieve or get to 
display the name and sex of all members of the database. Instead of saying male or 
female, he/she Just types in all and the NLQG retrieves the name and sex of all the 
members. The following figure illustrates the query and the output. 
- - -- -





Ouery: Hst ell "ales 
Ouery: list all fenales 
Ouery: li.t ell flnele. 
Set Up Help 
Ouery: shaw all wonen over 39 yeers af ~ge 
Ouery: show .11 "en les. then 2S 
(99:14:22 Fran ANDY: Your request of 2-24-911 114:11:45 ("Screen Hardcapy") 
Ouery: enu~.,..t • • 11 
(119: 19: 12 Fron ANDY: Yaur reque.t af 2-24_99 114: 16: 49 ("Screen Herdcopy") 
(119:23:59 Fran ANDY: Your request af 2-24-911 114:17:53 ("Screen Herdcapy") 
(119:28:45 Fron ANDY: Yaur reque.t of 2-24-911 114:211:14 ('Screen Herdcopy") 
Ouery: get tne nen. and sociel security nunb.r of all "eles 
Query: Retrieve the na"e .nd student nu~ber or 411 "81es 
Ouery: get the ne"e and student nu"ber of &11 ~o"en 





" 5 Lisa f 
6 Eddie 
" 7 Linde f 
a C~nehie , 
9 Ben 
" 111 Gedra 
" 11 Paige ,
12 Bernie 
" 13 Donnie .. 
14 Derlene f 




.- - -- - ............. - -- -
Issue Dbase Commands 
he. finished printing on The Meyberry Geaetee.] 
he. finished printing an The Mayberry Galette.] 
he. finished printing on The Meyberry Gaaette.] 





9. This example the user uses the word find to retrieve the name and sex of all males, 
but uses the word men instead. In addition to this, he also types in the word "please." 
The NLQG ignores the "please" in that it adds no pertainent new information to the 
query. The query and output are shown in the following figure. 
~ - - - --- - - - -- - -
NatuTill I ilnguilge Query GeneratoT 





Qve~y: list all "ales 
Qve~y: list all fe"ales 
Qve~y: 1i st all Fe"a 1 es 
Overy: show all wonen over 39 year. of ~ge 
Ouery: Shaw all nen less than 25 
Issue Dbase Command, 
(99:14:22 Fro" ANDV: Yavr request of 2~24~99 ~4:11:45 ('Screen Hardcopy') ha. finished printing on The Mayberry Gazette.] 
Oue~y: enunerate all 
(99:19:12 Fron ANDY: Your request of 2~24~99 ~4:16:49 ('Screen Hardcopy') ha. finished printing on The Mayberry Gazette.] 
(99:23:59 Fron ANDY: Your request of 2~24~9~ ~4:17:53 ('Sereen Hardcopy') has finished printing on The Mayberry Gazette.] 
(99:28:45 Fran ANDV: Your request of 2~24~99 ~4:29:14 ('Screen Hardcopy') has 'inished printing on The Mayberry Gazette.] 
Ouery: get the na". and soci.l security nu"ber of .11 ~ales 
Quer-y: Retr-ievt the ne"_ and student nv"ber or all "_, •• 
Query: get ehe na"e and student nu"b.r- of .11 Wo"en 
Ouery: Find the nane and sex of all 
(1~:~1:46 Fron ANDY: Your request of 2~24~9~ 95:91:38 ('Screen Hardcopy') has finished printing on The Mayberry Gazett •. ] 






































10. In this example the user asks the query in the form of a question. The NLQG 
retrieves and displays the names of all females. The query and its output are shown 
in Figure 10, 
- -- ~-------
Natural I anguagt: Query GcncTlJlor 
- ~ -
Initiahze DIctIonary Issue Dbase Connnnand. 
~---------------------------------------------------------------.~ Ouery: Que,.y: 
Que,.y: 
Que,.y: list all "ales 
Que,.y: list 411 'e"4les 
Que,.y: 1 ist all 'e"4le. 
Que,.y: .how all ~o"en ave" 39 yea,.s of age 
Que,.y: Shaw all "en less than 25 
(99:1~:22 F,.on RNDY: You,. ,.eQuest 0' 2;24;99 9~:11:45 (·Sc,.een Ha,.dcopy·) ha. fini.hed p,.inting an The Maybe,.,.y Ga.ette.) 
Oue,.y: enun.,.atl all 
(99:19:12 F,.on RNDY: You,. ,.eQuest of 2;24;99 9~:16:49 (·Sc,.een Ha,.dcopy·) nas rini.hed p,.inting on Tne Maybe,.,.y Ga.ette.] 
(99:23:59 F,.on RNDY: Vou,. ,.eQuest of 2;24;99 9~:1?:53 ('Screen Ha,.dcopy') na. rinished p,.inting an The Maybe,.,.y Ga.ette.] 
(99:2B:45 F,.o" RNDY: Vou,. request of 2;24;99 9~:29:14 ('Screen Hardcopy') ha. rini.hed p,.inting on Tne Maybe,.,.y Ga.ette.] 
Que,.y: g.t the nan. and social ,ecurity nu"be,. or 411 nale. 
Overy: Retrieve the na"e end ~tudcnt nu"ber or ell ~ale~ 
Query: get t~e na"e and student nu"ber or all wo~en 
Que,.y: Find tne nan. and sex of ,II 
(19:91:46 F,.o" RNDY: Vou,. request of 2;24;99 95:91:38 ('Screen Ha,.dcopy·) ha. finisned printing an Tne Mayber,.y Ga.ette.] 
Query: Find tne nanll and 4ge of all "en please 
Query: Uhat is the na"e of .11 wo"en 
Cue,.y: 




















1.4 Task Results 
The specifics stated in the Task Statement were successfully completed. 
The interface was developed and operates on the SymbOliC'S Lisp machine . 
The database can be queried from the Symbolic's and the data is returned to 
the Symbolic's. The interface allows users to query the database in their 
natural language, if it's English. The interface understands a limited subset of 
English. 
However, novice users can use the interface to query the database, but 
they still must know some things about the database. For example, they must 
know the field names used in the construction of the database. Using the above 
example, the user would have to know that the database contained information 
about males and females. They would not have to know the exact field name. 
This is provided for in the dictionary; i.e., other words used to describe the same 
concept are identified and linked to the appropriate definition. An example of 
this is using men for male or women for female. 
The solution to this type of problem is to develop a generic interface 
system. However, it is difficult to develop a such a system; i.e., one that will 
allow the user to simply ask what databases the system knows about and to use 
any terms to query the system. In order to develop a system like this more time 
and money needs to be allocated. Another problem associated with the generic 
system is that the interface has to know about each database and the terms it 
uses to describe the data. These terms have to be defined in the dictionary. 
This makes the interface database dependent. In order to make the interface 
work with another database, these termshave to be redone. Also, if the 
database changes a similar process must be accomplished. 
This approach holds much promise of making database use by novice 




correctly, parts of this concept could prove beneficial to users. The ability to 
explain what databases it knows about is feasible at present, as well as, being 
able to devel<?p an interface that will allow a user to teach it about knew 
databases so that its capabilities can increase. These extensions to the present 




Listing of Words Used by the NLI In Lisp Format 
--
.... 
-ANDY :>ash>nl>words.lisp. 73 2/20/90 11: 31: 26 







def (hunan nane (john) 
sender (Mal e)) 
de nons (save-character» 
«pick-up?)(decide?)(deterMine-voice» 
(grasp actor h <==( exp-I.Irt-voi ce 'hunan I before) 
object x <==(exp-wrt-voice 'phys-obj '8fter) 
instr ("ove actor h 
object (finsers) 
to x» 
1"12 (l"'Ibui ld !lctar * <==(exp-wrt-voice 'hUMan 'before) 
nobj (poss actor * (==(exp-urt-voice 'hunan 'before) 
Object * (==(exp-urt-voice '(hUMan phys-obj) '~fter)))) 
deMons (isnor) ) 
der"lons (i gnorl) 
def (phys-obj class (saMe-obj) 
na,.,e (ball) ) 
deMons (save-object) ) 
(and def (conjunction conjunct1 0 (==(exp-urt-vo;ce '(db-field phys-obj hUMan) 'before) 
conjunct2 0 (== (exp-wrt-voice '(db-field phys-obj hUl'lan) 'after» 
denons (deternine-voice» 
(dropped def (ptrans actor <==(exp-urt-vo;ce 'hunan 'before) 
object thS <==(exp-urt-voice 'phys-obj 'after) 
to <==(prep '(in into on) '(hunan phys-obj) 'after) 
instr (propel actor (gravity) 
object thS») 
(it def (pronoun) 
del'lons (i snor) ) 
(in def (prep is (in» 
denons (ins-aft '(phys-obj setting) 'prepobj» 
(box def (phys-obj class (container) 
nane (box») 
(pcb def (process-object naMe (printed-circuit-board» 
deMons «save-object)(hou-Many 'quantity 'suffix0 '5») 
(enter def (ptrans actor nil 
object * <==(exp-urt-voice '(process-object pronoun) 'before) 
to • <==(exp-urt-voice '(coMplex process-actor pronoun) 'after» 
denons «set-sentence-nuMber)(deternine-voice») 
(exit def (ptrans actor nil 
object * <==(exp-urt-voice '(process-object pronoun) 'before) 
frOM * <==(exp-I.Irt-vo;ce '(col"lplex process-actor pronoun) 'after» 
denons «set-5entence-nuMber)(deternin~-voice))) 
(process def (do actor '<==(exp-urt-voice '(proce5s-~ctor co~plex pronoun) 'before} 
object t <==(exp-urt-voice '(process-object pronoun) 'after» 
de nons «set-sentence-nuMb~r)(d~terM1n~-voice») 
(proce~d def (ptrans actor nil 
object t <==(exp-urt-voic!! '(proce5s-object pronoun) 'before) 
to t <==(prep '(to) '(cDl"lpll1!:x process-c!!Ictor pronoun) 'after) 
deMons «set-sentence-nunber)(deterMine-voice)) 
(so def (ptrans actor nil 
object * <==(exp-urt-voice '(process-object pronoun) 'before) 




ANDY :>ash>nl>words.lisp. 73 2/20/90 11:31:26 Page 2 
(~rrlve def (ptr~ns ~etor nil 
obj~ct t <==(~xp-~rt-vo1c~ '(process-object pronoun) 'before) 
_ to .. <==(prll!p '(at) I (coMplex process-~ctor pronoun) 'after») 
de~ons «get-sentence-nu~ber)(deter~lne-voice») 
(to def (prep Is ( to» 
del"lons (i ns-~rt I (process-actor pronoun) 'prepobj» 
(~t def (prep is (~t» 
del"'lons (I ns-~ft '( conp 1 ex process-actor pronoun) 'prepobj» 
(second der ( tl~e n~I'H! (second) 
base-units (1 » 
deMons « ~tt~ch-t i ~e '(dist-type) 'before)(ho~-~~ny 'quantity 'suffixe 's» ) 
(~Inute def (t Ine naf"lll! (~Inute) 
iiii base-units ( 61l» 
der"lons «~tt .. ch-tine ' (dist-type) 'before)(hou-~any 'quantity 'suffixla 's) » 
(hour def (tine naMe (hour) 
base-units (361l1l» 
-
de,..,ons « .. tt"eh-tine '(dlst-type) 'before)(ho~-n~ny 'quantity 'suffix9 's» ) 
(for def (prep Is (for) ) 
del"\ons (Ignor) ) 
(a del"lons (Ignor» 
(ne denons (I gnorl) 
(then deMons (ignor) ) 
(~here der'lons (ignor) ) 
(next del"'lons (Ignor) ) 
(I s def (be-verb na 1"'1 II! (I s» 
del"lons (ignor) ) 
(are der (be-verb na 1"1 II! ( .. re) ) 
der"lons (Ignor) ) 
~ (by def (prep Is (by» 
deMons (i gnor» 
(of def ( prep Is (of) ) 
def"'lons (ignor) ) 
( around def ( prep is (around) ) 
denons (Ignor» 
(near def (prep Is (near) ) 
der'tons (I gnor» 
(~ith def (prep Is (~ith» 
deMons (Ignor) ) 
( .. Ie der (co~plex na"'e (autol"'latic-insertion» 
deP"'lons (save-co~p 1 ex) ) 
(~i def (co~plex na,.,e (n~nu~l-insertion» 
del"'\ons (s .. ve-conplex» 
(nie def (col"'lplex naMe (Manual-insertion) 
deMOn:5 (s .. ve-conplex» 
(testing def (COMplex n~l"Ie (test-and-a •• enbly» 
deMons (save-co~plex» 
(dip def (p,...oces5-~ctOr'" Cl~5S (station) 
nal"ll! (dip-~aehine» 
de:l"lons «sav~-actor)(ho~-~any 'qu~ntity 'suffix9 's» ) 
20 















































(process-actor class (5t.et1on) 
n~l'"Ie (vcd-,.,achine) 
«s"ve-"ctor)(holJ-,.,,,ny 'quantity 'suffix9 's») 
(process-actor class (station) 
n"Me (tdk-Machine» 
«save-actor)(holJ-Many 'quantity 'suffix9 's») 
(process-actor cl"ss (station) 
n"Me (tdk-Machine» 
«s"ve-actor)(holJ-,.,,,ny 'quantity 'suffix9 's») 
(process-actor class (station) 
n"Me (berg-pin-Machine» 
«save-actor)(hOIJ-,.,any 'quantity 'suffix9 's») 
(process-actor class (station) 
nal"'if! (5~edge-nut-l'"Iachine» 
«s"ve-actor)(hOIJ-,.,,,ny 'quantity 'suffix9 's») 
(process-actor class (.tation) 
nal"'le (autoMatic-test» 
(save-actor) ) 
(process-actor class (station) 
na,.,e (quality-control» 
(save-actor» 
(process-actor class (station) 
nane (nechanical-assenbly» 
(save-actor» 
(process-actor class (station) 
na,.,e (shippinS» 
(save-actor) ) 
(process-actor class (station) 
nane (shipping» 
(s"ve-"c tor) ) 
(statistic nane (Mean) 
,.,easure • <::(find-stat-value») 
(statistic nal"le (standard-deviation) 
,.,easure • <::(find-stat-value») 
(process-actor cl~ss (station) 
na~e (suedse-nut-Machine» 
«s~ve-~ctor)(hou-M~ny 'quantity 'suffix10 '5») 
(dist-type n~ne (poisson) 
Mit , <==(exp-~tati~tic '(Mean-interarrival-tine) 'after» 
(ins-bef '(ptrans do) 'dist» 
(d;~t-type n~Me (norM~l) . 
Meen * <==(exp-stetistic '(Meen) 'efter) 
sd • <::(exp-statistic '($t~ndard-deviation) 'after» 
deMons (ins-bef '(ptrans do) 'dist» 
def (dist-type naMe (uniforn) 
Min * <==(exp-statistic '(Min) 'efter) 
"ax * <==(exp-steti5tic '(Max) 'after» 
deMons (ins-bef '(ptran. do) 'dist» 
def (statistic naMe (Min) 
Measure' <==(find-stat-value») 
def (statistic naMe (M;n) 
Measure • <::(find-.t~t-value») 
def (statistic naMe (Max) 
neesure * <==(find-stet-velue») 
21 
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def 
def 
(statistic na~e (~ax) 
ne4sure • <==(find-st4t-v41ue») 
(st~tistic nane ("~~n-interarr;val-ti"e) 
ne4sure • <==(find-st4t-v41ue») 
def (huM4n n4Me (Mike) 
sender (1'141 e» 
de~on5 (save-character» 





object • <==(exp-~rt-v01ce '(process-object noun) 'before) 
to • <==(prep '(a 4n the) '(coMplex proceSs-4ctor noun) 'after» 
deMons «set-sentence-nuMber)(deternine-vo;ce») 
def (prl!p is (an» 
deMons (i snor» 
def (food type (4pple») 




(ptrans actor l <=: (exp-urt-voice 'huMan 'before) 
objl!ct thS <==(exp-~rt-voice 'S4rMI!nt after) 
to • <==(prep '(4 the) '(S4rl'lent) '4fter) 
deMons «set-sentence-nuMber)(deterMine-voice»» 
(shirt def (S4rMent type (shirt») 
(ptrans actor nil 
object t: <==( exp-lJrt-voi ce ' (process-object pronoun) 'before} 
to • <==(prep '(frol'l) '(process 4ctor class) 'after» 
deMons «Sl!:t-sentence-nul"lber)(deterl"line-voice») 
def (ptrans actor nil 
object * <:: (exp-lJrt-vo i ce . (process-object pronoun) 'before) 
to '<==(prep '(frOM) '(coMplex process-actor pronoun) 'after» 
deMons «set-sentence-nuMber)(deternine-voice») 
(shot Ml (propel obJ.ct (bullets)) 
def (ptrans 4ctor nil 
object _ <==(exp-lJrt-vo'fce '(process-object pronoun) 'before) 
to • <==(prep '(the) '(coMplex process-~ctor noun) 'after» 
de~ons «get-sentence-nu~ber)(deter~ine-voice» 
~2 ($ tdke-picture» 
(frOM deMons (isnor» 
(ptr~ns ~ctor nil 
object • (==(exp-urt-vo;c~ '(process-object pronoun) 'before} 
to '<==(prep '(in) '(proce.s actor cl~.s) '4fter) 
denons «set-sentence-nuMber)(deternine-voice») 
(delete def (ptr~ns 4ctor nil 
object * <==( exp-wrt-vQ i ell!!! ' (process-object pronoun) . before) 
to * <==(prep '(frol"l) '(coMplex process-actor pronoun) 'elfter» 
de~ons «set-sentence-nu~ber)(deter~ine-voice») 
(~odify def (ptr4ns actor nil 
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{setq 'actor • 1 actor} 
to '<==(prep '(fro,,) '(col'lplex process-actor pronoun) 'after»» 
(print def (ptrans actor (disphy) 
object' <==(exp-"rt-voice '(db-field) 'after) 
objects' <==(exp-"rt-voice '(conjunction) 'after» 
de/'lons «set-sentence-nul'lber) (deter"ine-voice») 
(fetch def (ptrans actor (display) 
object' <==(exp-urt-voice '(db-field) 'after) 
objects' <==(exp-urt-voice '(conjunction) 'after» 
de"ons «set-sentence-nuMber) (deter"ine-voice») 
(retrieve def (ptrans actor (display) 
object' <==(exp-urt-voice '(db-field) 'after) 
objects' <==(exp-urt-voice '(conjunction) 'after» 
de"ons «set-sentence-nuMber) (deter/'line-voice») 
(set def (ptrans actor (display) 
obJect' <==(exp-urt-voice '(db-field) 'after) 
objects' <==(exp-urt-voice '(conjunction) 'after» 
de"ons «set-sentence-nu"ber) (deter/'line-voice») 
(shou def (ptrans actor (display) 
object' <==(exp-urt-voice '(db-field) 'after) 
objects. <==(exp-urt-voice '(conjunction) 'after» 
deMons «set-sentence-nuMber) (deter"ine-voice») 
(select def (ptrans actor (display) 
object. <==(exp-urt-voice '(db-field) 'after) 
objects t <==(exp-wrt-voice '(conjunction) '~fter» 
de"ons «set-sentence-nu"ber) (deterMine-voice») 
(list def (ptrans actor (display) 
object * <==(exp-urt-voice '(db-field) 'after) 
objects * <==( exp-urt-voi ce '( conjunction) 'after» 
de"ons «set-sentence-nunber) (deter"ine-voice») 
(enu/'lerate def (ptrans actor (display) 
object * <==(exp-urt-voice '(db-field) 'after) 
objects * <==(exp-urt-voice '(conjunction) 'after» 
de"ons «set-sentence-nuMber) (deterMine-vo;ce») 
(display def (ptrans actor (display) 
object' <==(exp-urt-voice '(db-field) 'after) 
objects * <==(exp-urt-vo;ce '(conjunction) 'after» 
de"ons «set-sentence-nunber) (deterMine-voice») 
(sive def (ptrans actor (display) 
object * <==(exp-urt-voice '(db-field) 'after) 
objects' <==(exp-lJrt-voice '(conjunction) '~fter» 
de"ons «set-sentence-nuMber) (deter"ine-voice») 
(all de"ons (*isnor*» 
(ag_ def (db-field naMe (ase» 
de/'lons (save-object» 
(sex def (db-field naMe (sex» 
de/'lons (save-object» 
(na~. def (db-field naMe (naMe» 
del'lons (save-object» 
(people def (db-field naMe (naMe» 
deMons (save-object» 
(person def (db-field naMe (nane» 
del'lons (save-object» 
(~al. def (db-field-va1ue value ('M') 
field (sex» 
del'lons (ins-bef '(ptrans) 'db-fie1d-value» 
(fel'la1e def (db-fie1d-va1ue value ('f') 
field (sex» 
de"ons (ins-bef '(ptrans) 'db-field-value» 
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(",an def (db-field-value value ('"') 
field (sex» 
de"ons (ins-~ef '(ptrans) 'db-field-value» 
(uo",an def (db-field-value value ('f') 
field (sex» 
del'lons (ins-bef '(ptrans) 'db-field-value» 
def (process-object na"'e (rou»») 
2120/9011:31:26 Page 6 
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;;; -1- Mode: LISP; Syntax: COMMon-li.p; Package: COHMON-lISP-USER; 8a.e: 19 -.-
(le~rn-express1ons 
'«(autoMatic in.ertion center) 
def (coMplex naMe (autoMatic-in.ertion» 
deMon. (.ave-coMplex» 
«ai uork cent.r) 
def (conplex naMe (aut~Matic-insertion» 
deMon. (.ave-coMplex» 
«autOMatic in.ertion) 
def (coMplex nane (autoMatic-in •• rtion» 
deMon. (.ave-coMplex» 
«~uto"atic insertion ~ork center) 
def (coMplex naMe (autoMatic-in.ertion» 
deMon. (.ave-coMplex» 
« a i center) 






(COMplex naMe (M~nual-;nsertion)) 
(.ave-coMplex» 
«Manual in.ertion) 
def (COMplex naMe (Manual-in.ertion» 
deMon. (.av.-coMplex» 
« M .. nu .. l 
def 
deMons 
insertion work center) 
(COMplex naMe (Manual-insertion» 
(.ave-coMplex» 
« Manu .. l load) 
def (COMplex n"Me (M .. nual-in.ertion» 
deMon. (.ave-coMplex» 
«M .. nu .. l load center) 
def (COMplex naMe (M .. nual-in.ertion» 
deMon. (.av.-coMplex» 
«M .. nual lo .. d uork center) 
def (COMplex naMe (Manual-in.ertion» 
deMon. (.ave-coMplex» 
«te.t and a •• eMbly) 
def (COMplex n"Me (te.t-and-a •• eMbly» 
deMon. (.ave-coMplex» 
«te.t and a".Mbly center) 
def (COMplex naMe (te.t-and-..... Mbly» 
d.Mon. ( ... v.-coMpl.x» 
«t •• t .. nd ..... Mbly uork c.nt.r) 
def (COMplex n"Me (te.t-and-a •• eMbly» 
deMon. (.ave-coMplex» 
«te.tins uork center) 
def (COMplex n"Me (te.t-and-a •• eMbly» 
deMons (save-COMplex» 
«te.tins cent.r) 
def (COMplex naMe (te.t-and-a •• eMbly» 
denon. (.ave-conplex» 
«te.tins .. nd a".Mbly uork center) 







«testins and esseMbly center) 
def (coMplex naMe (test-and-asseMbly» 
de nons (seve-conplex» 
«testins and .sseMbly) 
def (coMplex naMe (test-and-asseMbly» 
de nons (save-coMplex» 
«t & a) 
def (coMplex naMe (test-and-asseMbly» 
denons (save-coMplex» 
«t & a ~ork center) 
def (coMplex naMe (test-and-assenbly» 
deMons (save-conplex» 
«t & a center) 
def (coMplex nane (test-and-asseMbly» 
deMons (save-conplex» 
«finished soods) 
def (conplex naMe (finished-soods» 
deMons (save-coMplex» 
«dip Machine) 
def (process-actor class (station) 
det'\ons 
naMe (dip-Machine» 
«save-actor)(ho~-nany 'quantity 'suffix19 '5») 
« dual inline package insertion Machine) 
def (process-actor class (station) 
der.ons 
nane (dip-Machine» 
«save-actor)(ho~-l"'Iany 'quantity 'suffix49 ·s») 
« dua 1 in-line packase insertion Machine) 
def (process-actor class (station) 
del"'lons 
naMe (dip-Machine» 
«save-actor)(how-Many 'quantity 'suffix49 '5») 
« dual inline package insertion} 
def (process-actor class (station) 
der"lons 
nane (dip-Machine» 
«save-actor)(hou-Many 'quantity 'suffix30 '5») 
« dua 1 in-line packase insertion) 
def (process-actor class (station) 
def"lons 
naMe (dip-Machine» 
«save-actor)(how-Many 'quantity 'suffix39 '5») 
«dip insertion) 
def (process-actor class (station) 
naMe (dip-Machine) 
de nons «save-actor)(how-Many 'quantity 'suffixlO '5») 
«dip insertion Machine) 
def (process-actor class (station) 
naMe (dip-Machine» 
deMons «save-actor)(how-Many 'quantity 'suffix29 '5») 
«Maskins Machine) 
def (process-actor class (station) 
nal"'le (l"'Iasking-l"'Iachine») 
denons «save-actor)(how-Many 'quantity 'suffix29 '5») 
«Maskins) 
def (process-actor class (station) 
naMe (naskinS-Machine» 
deMons «save-actor)(how-nany 'quantity 'suffix29 '5») 
«vcd nachine) 
def (process-actor class (station) 
nane (vcd-nachine» 
denons «save-actor)(how-nany 'quantity 'suffix19 '5») 
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«vcd Insertion nachlne) 
der (process-actor class (station) 
naMe (vcd-Machine») 
denons «save-actor)(ho~-nany 'quantity 'suffix2~ 's») 
«vcd Insertion) 
def (process-actor class (station) 
nane (vcd-nachine» 
denons «save-actor)(ho~-Many 'quantity 'suffixl~ '5») 
«variable center distance Insertion) 
def (process-actor class (station) 
naMe (vcd-nachine» 
denons «save-actor)(hou-nany 'quantity 'suffix30 '5») 
«variable center distance insertion l"'Iach1ne) 
def (process-actor class (station) 
naMe (vcd-Machine» 
denons «save-actor)(hou-Many 'quantity 'suffix40 '5») 
« tdk nachine) 
def (process-actor class (station) 
nane (tdk-nachine» 
de nons «save-actor)(hou-nany 'quantity 'suffixl~ 's)}} 
«radial lead insertion nachine) 
def (process-actor class (station) 
-
naMe (tdk-nachine)) 
denons «save-actor)(hou-Many 'quantity 'suffix30 's»} 
«radial lead insertion) 
def (process-actor class (station) 
nane (tdk-Machine» 
denoMs «save-actor)(hou-nany 'quantity 'suffix2~ 's})} 
«rl I Machine) 
def (process-actor class (.tation) 
-
naMe (tdk-Machlne» 
deMons «save-actor)(ho~-Many 'quantity '.uffixlO '.») 
« rl insertion Machine) 
def (process-actor cl05ss (.tation) 
naMe (tdk-Machlne» 
dencn!! «save-actor}(hou-Many 'quantity 'suffix2G 'sJ) ) 
«radial lead Machine) 
def (process-actor class (.tation) 
.... na,.,e (tdk-Mchlne» 
de 1"1 oms «save-actor)(hou-Many 'quantity 'suffix2G '.) » 
« radial lead) 
def (process-actor class (station) 
na 1"1 I! (tdk-Machine)) 
del"lons «save-actor) (hou-nany 'quantity 'sufrix19 '.) » 
« berg pin Machine) 
def (process-actor class (.tation) 
nl!ll"ll! (berg-pin-Machine» 
del"lons «save-actor) (hou-nany 'quant i ty 'suffix29 '.J) ) 
( (berg pin) 
def ( process-actor class (.tatlon) 
nanl! (berg-pin-Machine» 
def"lons «save-actor) (hou-Many 'quantity 'suffix19 '.J) ) 
( (berg Machine) 
def ( proce~5-actor class (.tation) 
~ naMe (berg-pin-Machine» 
derlon!! «save-actor)(ho~-Many 'quantity '!luffix19 '5) » 
«berg pin insertion Machine) 
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«bers pin insertion) 
def (proce~5-~ctor cl~5s (station) 
n~Me (bers-pin-n~chine» 
de nons «save-~ctor)(ho~-n~ny 'quantity 'suffix2B '5») 
«bpi nachine) 
def (process-actor cl~ss (st~tion) 
n~Me (bers-pin-n~chine» 
deMons «s~ve-~ctor)(ho~-M~ny 'quantity 'suffixlB '5») 
«bp n~chine) 
def (process-~ctor class (station) 
nane (bers-pin-nachine» 
deMons «save-~ctor)(how-nany 'quantity 'suffixlB '5») 
«swedse nut Machine) 
def (process-~ctor class (st~tion) 
nane (suedse-nut-nachine» 
denons «save-~ctor)(ho~-nany 'quantity 'suffix2B 's») 
«swedse nut) 
def (process-actor class (station) 
nane (suedse-nut-n~chine» 
denons «s~ve-.ctor)(hou-nany 'qu~ntity 'suffixlB '5») 
«suedse nachine) 
def (process-actor cl~ss (station) 
n~Me (5uedge-nut-"~chine» 
de nons «save-actor)(hou-nany 'quantity 'suffixlB '5») 
«spanish terninal insertion nachine) 
def (process-actor class (station) 
nane (swedse-nut-nachine» 
de nons «save-actor)(hou-nany 'quantity 'suffix3B '5») 
«spanish terninal insertion) 
def (process-actor class (station) 
naMe (suedge-nut-Machine») 
denons «save-~ctor)(ho~-nany 'quantity 'suffix2B '5») 
«sp~nish terninal) 
def (process-actor class (station) 
none (swedse-nut-nachine» 
de nons «save-~ctor)(how-nany 'qu~ntity 'suffix19 '5») 
«sp~nish terninal nachine) 
def (process-actor class (station) 
naMe (swedse-nut-Machine» 
denons «s~ve-actor)(hou-nany 'qu~ntity 'suffix2B '5») 
«conponent preparation) 
def (process-~ctor class (station) 
naMe (coMponent-preparation) 
«conponent prep) 
def (process-actor class (station) 
naMe (coMponent-preparation» 
«h~nd lo~d) 
def (process-actor class (station) 
none (n~nu~l-lo~d» 
«n~nu~l lo~d) 





def (process-actor class (station) 
n~~e (uave-solder-~achin~» 
de nons «save-actor)(ho~-nany 'quantity 'suffix2S 's») 
« "ave so 1 der) 
der (proce5~-actor class (st~tion) 
naMe (uave-solder-nachine» 
«aqua clean nachine) 
def (process-actor class (station) 
na"e (aqua-clean-"achine» 
de nons «save-actor)(ho~-nany 'quantity 'suffix28 's») 
«aqua clean) 
def (process-actor class (station) 
na"e (aqua-clean-nachine» 
« aqua bath) 
def (process-actor class (~tation) 
nal'le (aqua-eleen-Machine) 
denons «save-actor)(ho~-nany 'quantity 'suffix18 's») 
«secondary operations) 
def (process-actor class (station) 
naMe (secondary-operations» 
«secondary ops) 
def (process-actor class (station) 
na"e (secondary-operations» 
«quality control station) 
def (process-actor class (station) 
nane (quality-control» 
«qc station) 
def (process-actor class (station) 
nane (quality-control» 
«qc point) 








def (process-actor class (station) 
nane (fault-finder» 
denons «save-actor)(ho~-nany 'quantity 'suffixlO 's») 
« burn in) 
def (process-actor class (station) 
nane (burn-in» 
« autonat i c te.t) 
def (procl!$s-actor cle!s (.tation) 
na,.,e (autonatic-te.t» 
deMons (sav .. -actor) ) 
« first functional te.t) 
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(( ,.",chan I ca 1 asse"b 1 y) 
def (process-actor 
del"lons (save-actor) ) 
«(final functional test) 
def (process-o!IIctor 
del"lons (save-actor» 
(final I nspectf on) 
def (process-actor 
del"\ons (save-actor) ) 
(button up) 
def ( process-actor 












def (dist-type naMe (pol.son) 
2/19/9020:09:51 
Mit. <==(exp-statistic '(nean-interarrival-til"le) 'after» 
de"ons (in.-bef '(ptrans do) 'dist» 
((poisson distribution) 
def (dist-type naMe (poi •• on) 
Mit. <==(exp-statist;c '(l"Iean-interarrivo!II1-til"le) 'after» 
deMon. (ins-bef '(ptrans do) 'di.t» 
« po I sson Mode 1) 
def (di.t-type na"e (poisson) 
Mit. <==(exp-statistic '(l"Iean-1nterarrival-til"le) 'after» 
deMons (ins-bef' (ptrans do) 'd i st» 
((nor"al proce.s) 
def (dist-type na"e (norMal) 
l"Ieo!lln * <==(exp-statistic '(Mean) 'after) 
sd • <==(exp-statistic '(standard-deviation) 'after» 
de"ons (ins-ber '(ptran. do) 'di.t» 
(norMal distribution) 
def (dist-type na"e (nor"al) 
!"lean' <==(exp-statistic '(Mean) 'after) 
sd , <==(exp-statistic '(standard-deviation) -after» 
deMons (ins-ber '(ptrans do) 'di.t» 
(nor"al Model) 
def (dist-type naMe (norMal) 
!"lean I <==(exp-statistic '(!"lean) 'after) 
sd , <==(exp-statistic '(standard-deviation) 'after» 
de"ons (ins-bef '(ptrans do) 'di5t) • 
(unifor" distribution) 
def (di5t-type na"e (unifor~) 
Min' <==(exp-,tati,tic '(Min) 'after) 
~~x , <~=(exp-~tatistic '("ax) 'afte~» 
de"ons (ins-bef '(ptrans do) 'di5t» 
«unifor" process) 
def (di5t-type naMe (uniforn) 
"in' <==(exp-statistic '(Min) 'after) 
Max' <==(exp-statistic '(Max) 'after) 
de"ons (ins-bef '(ptrans do) 'dist») 
(uniforM Model) 
def (dist-type naMe (unifor~) 
"in' <==(exp-statistic '(Min) 'after) 
"ax' <==(exp-statistic '(Max) 'after» 





def (etatistic naMe (Min) 
Measu~e , <==(find-stat-value») 
«MaxiMUM ualue) 
def (statistic na"e (Max) 
Measu~e , <==(find-stat-value») 
«p~inted ci~cuit boa~d) 
def (p~ocees-object naMe (printed-ci~cuit-board» 
deMons «save-obJect)(ho~-Many 'quantity 'euffix2~ 'e») 
«standa~d deviation) 
def (statistic naMe (~t~nd~rd-devi~tion) 
"easure , <==(find-stat-value» 
deMons (f 9no~» 
«std dev) 
def (statistic naMe (standard-deviation) 
rH!!:8sure , <==(find-stat-value» 
deMons (i9no~» 
«"eon inte~a~~fval ti"e) 
def (statistic na"e ("ean-intera~~fval-tl"e» 
Measure' <==(find-stat-value» 
( ( ....... ory) 
def (procees-acto~ class (station) 
naMe ("eMo~y» 
de"ons ({save-actor)(how-"any 'quantity 'suffixl 's») 
( (Oil.til.-bil.s.) 
def (process-actor class (5t~tion) 
na"e (data-base» 
deMons «save-acto~)(ho~-"any 'quantity 'suffix! '5») 
«student nu"be~) def 
de"ons (save-object) 
(db-field na"e (stnu") 
« soc i a 1 secu~i ty nUMbe~) def 
de"ons (save-object»» 
(db-field naMe (ssnu"» 
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