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Anotace 
 
 
 
 
Zadáním mé práce je studium a seznámení s prostředím ASP.NET a realizace programu 
generování ASP stránek podle struktury databáze. Problematiku jsem nastudoval od 
Microsoft .NET Framework, který poskytuje všechny nástroje a technologie pro tvorbu 
.NET aplikací. Popsal jsem rysy a strukturu ASP.NET. Věnoval jsem se také, pro můj 
projekt, důležitému nástroji ADO.NET, který obsahuje bohatý soubor funkcí pro 
manipulaci s mnoha typy dat. V textu rovněž rozebírám objektový model tohoto 
nástroje. Část mé práce je také věnována důležité oblasti a to ObjectDataSource třídě. 
Další část je popisem SQL databáze a hlavně nástrojů pro její obsluhu a manipulaci. 
Jedna z kapitol je věnována systémovému katalogu, který slouží pro popis databází, a 
následně jsou zmíněna již realizována řešení generování ASP stránky podle struktury 
databáze. A konečně nejdůležitější částí je realizace mého projektu. Zde je použití výše 
zmíněných technologií, které dohromady tvoří webovou aplikaci jejímž výstupem je 
stránka pro prezentaci dat.  
 
Annotation 
 
 
Submisson of my project is identification with background ASP.NET and realization 
program for creating ASP pages based on database structure. I began with my study 
from Microsoft .NET Framework, which provides all tools and technologies for creating 
.NET aplications. I described features a structure ASP.NET. I followed also, for my 
project, very important tool ADO.NET, which contains rich group of functions for 
manipulation with lot of date types. In text I also described object model of this tool. 
One of parts is about very important ObjectDataSource class. Next part of my project is 
devote to SQL database and  tools for managing and manipulation. One chapters is 
devote to System register, which serve for database description. Next is described some 
of realization this type of program. My work is finished by description of my program. 
Here are aplications of mentioned technologies, which together forms web aplication 
and her output is web page for data presentation.   
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1. Úvod 
 
Microsoft ASP technologie je široce rozšířená pro tvorbu dynamických webových 
stránek a aplikací. Nicméně, ASP má několik omezení, jako je například nadbytečné a 
zdlouhavé kódování pro splnění jednoduchých cílů. K překonání těchto limitů ASP 
Microsoft  vytvořil novou technologii nazvanou ASP.NET, která je součástí Microsoft 
.NET strategie pro tvorbu webů. ASP.NET je jednotná webová vývojová platforma, 
která poskytuje služby nezbytné pro tvůrce webových aplikací. 
 
 
2. Microsoft .NET Framework 
 
Microsoft .NET platforma poskytuje všechny nástroje a technologie, které jsou potřebné 
pro tvorbu distribuovaných webových aplikací. To ukazuje na konzistentní, jazykově 
nezávislý programový model napříč všemi vrstvami aplikace zatím co poskytuje 
hladkou spolupráci a snadnou migraci z existujících technologií. .NET Framework se 
stará o věci, které museli vývojáři často řešit, a dnes je již považují za tak samozřejmé, 
že si je ani neuvědomují.  
.NET se postará o řadu nízkoúrovňových a nezáživných povinností jako jsou: 
 
- správa paměti, vytváření a rušení objektů: 
  
Pro vnitřní správu paměti je v .NET Frameworku využita technologie Garbage 
Collection. Tato technologie si, zjednodušeně řečeno, v momentě vytvoření 
nějakého objektu zapamatuje jeho umístění v paměti. Pokud s objektem pracujeme, 
nechá jej na místě nebo přemístí na místo jiné, uvolněné po jiném objektu tak, aby 
bylo paměťové místo co nejsouvisleji a nejvýhodněji využito. Pokud uvolníme 
poslední referenci na nějaký objekt v paměti, zjistí to příslušný algoritmus této 
technologie a označí takový objekt za určený k odstranění. Teprve v druhém kroku, 
který provádí jiné vlákno, dojde s určitým časovým zpožděním k vlastnímu 
odstranění objektu. Vzniklá díra v paměti je následně zaplněna jiným objektem, buď 
novým nebo na toto místo přesunutým. Celá technologie se pak postará o změnu 
všech referencí odkazujících se na přesunutý objekt, aniž by se o to museli starat 
sami programátoři.  
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- spouštění a zastavování vláken kódu 
 
- bezpečnost kódu a kontrola oprávnění k prováděným operacím 
 
- natahování potřebných knihoven a komponent do paměti apod. 
  
 
Microsoft .NET platforma je složena z několika hlavních technologií: 
 
- Microsoft .NET Framework 
 
- Microsoft .NET Building Block Services 
 
- Microsoft .NET Entrprise Servers 
 
- Microsoft Visual Studio .NET 
 
- Microsoft Windows .NET 
 
 
 
Obr.1.  Celý .NET Framework 
 
 
Microsoft .NET Framework je sada technologií, které jsou integrovány do Microsoft 
.NET platformy. Poskytují základní bloky pro tvorbu webových aplikací a služeb. 
Microsoft .NET Framework obsahuje nasledující komponenty:  
 
- common language runtime 
 
- knihovnu základních tříd 
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- data 
 
- webové formuláře a služby 
 
- win formuláře 
 
2.1. Common language runtime 
 
Common language runtime poskytují programovací rozhraní mezi Microsoft .NET 
Framework a dostupnými jazyky pro Microsoft .NET platformu. Zjednodušují aplikační 
vývoj, poskytují robustní a bezpečné výpočetní prostředí, podporu více jazyků 
zjednodušují aplikační rozmístění a management. Jazykové rutiny načítají a spouštějí 
kód napsaný v jakémkoliv run time programovacím jazyce. Odpovědnost za úlohy jako 
tvorba objektů, vytváření metod apod. je delegována na run time, který povoluje 
poskytnutí přídavných služeb pro provedení kódu.  
 
2.2. Knihovna základních tříd 
 
Microsoft .NET Framework obsahuje třídy, které zapouzdřují datové struktury, 
vykonávají vstup/výstup, poskytují přístup k informacím o načtených třídách a také 
poskytují způsob pro vyvolání bezpečnostních kontrol. Obsahují třídy, které zapouzdřují 
výjimky a pomocné funkce jako je přístup k datům, server-side uživatelské prostředí, a 
bohaté grafické uživatelské prostředky. Microsoft .NET Framework poskytuje obě 
abstraktní základní třídy a třídu implementací odvozenou z těchto dvou tříd. Je možné 
použít odvozené třídy, nebo odvodit své vlastní třídy.  
 
Microsoft .NET Framework třídy jsou pojmenovávány použitím dot-syntax jmenovacím 
schématem. Tato technika je použita pro sjednocení logicky příbuzných tříd, které 
mohou být nalezeny a odkazovány snadněji. Seskupování tříd se nazývá namespace 
(pracovní prostor). Například, program může použít třídy v Systém.Data.SqlClient 
pracovním prostoru pro čtení dat z SQL databázového serveru.  
Kořenový pracovní prostor pro Microsoft .NET Framework je pracovní prostor System.  
 
2.3. Data 
 
Microsoft ADO.NET je další generací Active X Data Object (ADO) technologie. 
ADO.NET poskytuje vylepšenou podporu pro oddělené programovací modely a také 
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jim poskytuje podporu pro rozšiřitelný značkovací jazyk (XML). ADO byl vytvořen 
k zajištění datových služeb tradičním klientským aplikacím, které byly úzce spjaty 
s databází, proto tedy nebyly efektivní pro webové aplikace. ADO.NET byl vytvořen 
v duchu webových aplikací. Tématu ADO.NET se budu v textu dále zabývat ještě 
mnohem detailněji, protože práce s daty je součástí mého projektu.  
 
2.4. Webové formuláře a služby 
 
ASP.NET webové formuláře nabízejí snadný a účinný způsob pro stavbu dynamických 
uživatelských prostředí. ASP.NET webové služby poskytují stavební bloky pro 
konstrukci distribuovaných webově založených aplikací. Webové služby jsou založeny 
na Simple Object Access Protocol (SOAP) specifikaci.  
 
SOAP je protokol pro posílání zpráv XML a je základem webových služeb. Ostatní 
standardy jako WSDL a UDDI vznikly až později po uvedení SOAPu a jen dále 
rozšiřují jeho možnosti a usnadňují použití. SOAP umožňuje zaslání XML zprávy mezi 
dvěma aplikacemi a pracuje tedy na principu peer-to-peer. Zpráva je jednosměrný 
přenos informace od odesílatele k příjemci, ale díky kombinování několika zpráv 
můžeme pomocí SOAPu snadno implementovat běžné komunikační scénáře. 
 
Nejčastěji se SOAP používá jako náhrada vzdáleného volání procedur (RPC), tedy v 
modelu požadavek/odpověď. Jedna aplikace pošle v XML zprávě požadavek druhé 
aplikaci, tak požadavek obslouží a výsledek zašle jako druhou zprávu zpět původnímu 
iniciátorovi komunikace. V tomto případě bývá webová služba vyvolána webovým 
serverem, který čeká na požadavky klientů a v okamžiku, kdy přes HTTP přijde 
soapová zpráva, spustí webovou službu a předá jí požadavek. Výsledek služby je pak 
předán zpět klientovi jako odpověď. 
 
První verze (1.0) protokolu SOAP vznikla na konci roku 1999 jako výsledek společné 
práce firem DevelopMentor, Microsoft a UserLand, které chtěly vytvořit protokol pro 
vzdálené volání procedur (RPC) založený na XML. Protokol navazoval na o rok mladší, 
jednodušší a méně flexibilní protokol XML-RPC. V průběhu roku 2000 se k podpoře 
přihlásila i firma IBM a nová verze SOAPu 1.1 byla zaslána W3C konsorciu. Verze 
SOAPu 1.1 je dnes nejpoužívanější.  
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Zpráva v SOAPu je jednoduchý XML dokument, který má kořenový element Envelope 
(obálka). V této obálce jsou pak uzavřeny dva elementy Header (hlavička) a Body 
(tělo). Hlavička je přitom nepovinná a používá se pro přenos pomocných informací pro 
zpracování zprávy – například identifikaci uživatele, autentizační informace (jméno, 
heslo) apod. 
 
O to nejdůležitější se stará tělo zprávy, v němž se přenášejí informace identifikující 
volanou službu a předávané parametry, resp. návratové hodnoty služby. SOAP používá 
jmenné prostory pro identifikování jednotlivých částí XML zprávy.  
 
2.5. Win formuláře 
 
Pro aplikace, které jsou založeny na Microsoft Windows, Microsoft .NET Framework 
poskytuje Systém.Windows.Forms pracovní prostor pro tvorbu uživatelského prostředí. 
Systém.Windows.Forms můžete použít pro tvorbu rapid application design (RAD). 
Poskytuje dědičnost ve stejné knihovně uživatelských prostředí. Je možné postavit 
komponenty použitím dědičnosti a potom je sdružit pomocí např. Microsoft Visual 
Basic. 
 
3. ASP.NET 
 
V této kapitole se budu věnovat samotnému jazyku ASP.NET a konkrétně jeho vývoji, 
rysům a na závěr je detailněji představím důležitý objekt DataSource.  
 
3.1. Vývoj ASP.NET 
 
1. ASP verze 1.0 (distribuováno s IIS 3.0) v prosinci 1996 
 
2. ASP verze 2.0 (distribuováno s IIS 4.0) v září 1997 
 
3. ASP verze 3.0 (distribuováno s IIS 5.0) v listopadu 2000 
 
4.  ASP.NET verze 1.0 (součást rozhraní .NET Framework) v lednu 2002 
 
5. ASP.NET verze 1.1 v dubnu 2003 
 
6. ASP.NET verze 2.0 v listopadu 2005 
 
7. ASP.NET verze 3.0 (spíše jen vylepšení verze .NET 2.0) v únoru 2006 
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3.2. Rysy ASP.NET 
 
ASP.NET není nic jiného, než přenesení osvědčených principů desktopového vývoje do 
prostředí vývoje webového. Podobně jako v desktopovém vývoji, ASP.NET stránka se 
skládá z ovládacích prvků – tlačítek, kalendářů, stromů apod., což jsou ryzí objekty na 
straně serveru. Jejich vzhled a chování je rovněž určováno vlastnostmi (výška, šířka, 
barva pozadí, zobrazený text apod.). Prvky stejně tak na základě akcí uživatele 
vyvolávají události (stisknutí tlačítka, výběr prvku ze seznamu, změna textu v editačním 
poli apod.). Vývojáři rovněž vytvářejí stránky „přetahováním“ jednotlivých prvků 
z palety dostupných prvků v komfortním vývojovém prostředí. Pokud nabídka 
dostupných ovládacích prvků není dostatečná, je možné si rovněž za peníze či zdarma 
stáhnout další ovládací prvky a komponenty, anebo si je dokonce sami napsat. Na 
druhou stranu na klientově straně je, stejně jako u webových aplikací, pouze čistá 
HTML verze 3.2, případně dokonce čisté XHTML. Na klienta se neinstalují žádné 
objekty – ani Java applety ani ActiveX ani .NET framework ani nic jiného. Jedinou 
interaktivitou na klientovi jsou jednoduché Java skripty, bez kterých se koneckonců 
dnes již téměř žádný web neobejde. Webové aplikace napsané v ASP.NET tak fungují v 
libovolném běžně dostupném prohlížeči s podporou HTML nebo XHTML a Java 
skriptu. 
 
ASP.NET tedy ideálním způsobem kombinují rychlost a jednoduchost vývoje 
desktopových aplikací s minimálními požadavky na klientský počítač webových 
aplikací. 
 
 
  
Obr. 2. Vztah mezi klientským prohlížečem a serverem s ASP.NET stránkou 
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ASP.NET je víc než jen další verzí ASP. Je kompletně přepracovanou technologií pro 
tvorbu dynamických, webově orientovaných aplikací. ASP stránky nesou koncovku 
.asp. a ASP.NET stránky  používají .aspx. 
 
Samozřejmě obě stránky vytvořené v ASP, nebo ASP.NET můžou být použity ve stejné 
webové aplikaci.  Existující ASP stránky budou stále pracovat. Nemusí být 
konvertovány na ASP.NET stránky. 
 
ASP.NET se spoustou nových rysů umožňuje vývojářům psát čistější kód což je snadné 
pro opětovné použití a sdílení. ASP.NET zvyšuje výkon a rozšiřitelnost přístupem ke 
kompilovaným jazykům. Některé z hlaních rysů jsou popsány níže.  
 
3.2.1. Podpora více jazyků 
 
ASP.NET poskytuje jazykově neutrální provádění struktury webových aplikací. Je 
možné současně použít přes 20 jazyků pro stavbu .NET aplikací. Microsoft má 
kompilery pro Visual Basic, Microsoft Visual C#, Microsoft Visual C++ a Microsoft 
JScript. Dále pak jsou vytvořeny kompilery pro Cobol, Pascal, Perl a Smalltalk společně 
s dalšími.  
 
3.2.2. Zvýšený výkon 
 
V ASP.NET je kód kompilován. Když je stránka vyžadována poprvé, pak run time 
kompiluje kód a stránka sama sebe, následně drží kopii výsledku kompilace v paměti. 
Pokud požádáte o stránku podruhé, pak se použije uložená kopie. Tyto výsledky velmi 
zvyšují výkon, protože po první žádosti může kód běžet z mnohem rychlejší již 
kompilované verze a obsah nemusí být analyzován znovu.  
 
3.2.3. Třídy a pracovní prostory 
 
ASP.NET obsahuje řadu užitečných tříd a pracovních prostorů. Pracovní prostor je 
použit jako organizační systém – způsob pro prezentování programových komponent, 
které jsou vystaveny dalším programům a aplikacím. Pracovní prostory obsahují třídy.  
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Pracovní prostor je jako knihovna tříd a může usnadnit psaní webových aplikací. 
Některé ze tříd obsažených v ASP.NET jsou HtmlAnchor, HtmlControl, a HtmlForm, 
které jsou obsaženy uvnitř Systém.Web.UI.HtmlControls pracovním prostoru.  
 
3.2.4. Server controls 
 
ASP.NET poskytuje několik server controls, které usnadňují úlohy tvorby stránek. Tyto 
server controls zapouzdřují řadu nejčastějších úloh pro  zobrazení kalendářů, tabulek a 
pro ověřování uživatelských vstupů. Tyto automaticky spravují jejich stavy a 
exponované vlastnosti, metody a události pro kód na straně serveru, tímto poskytují  
čistý programový model.  
 
3.2.5. Webové služby 
 
ASP.NET umožňuje používat a vytvářet webové služby. Webové služby poskytují 
stavební bloky pro konstrukci distribuovaných webově založených aplikací. ASP.NET 
soubory mají koncovku .aspx a webové služby mají koncovku .asmx.  
 
3.2.6. Vylepšení bezpečnosti 
 
V ASP byl jediný typ autentifikace windows autentifikace, zatímco ASP.NET 
umožňuje různé typy přihlašování a autentifikace: Windows, passport a cookies. 
 
ASP.NET také povoluje zakládání účtu a kód na straně serveru se provede jedině pokud 
je uživatel příhlášen. Také je možné programátorsky kontrolovat jestli přihlášený 
uživatel má příslušné práva, která mu byla přidělena. Dále také pak v případě 
formulářově založené autentifikace, v které je možné vytvořit vlastní přihlašovací 
obrazovku, je snažší použít ASP.NET.  
 
3.2.7. Větší rozšiřitelnost 
 
V ASP.NET může být relační stav udržován v odděleném procesu na odděleném stroji, 
nebo databázi. To umožňuje snadné navýšení počtu web serverů při zvyšování provozu.  
 
3.2.8. Jednoduchá konfigurovatelnost a umístění 
 
Konfigurovatelnost a deployment jsou nyní snažší s použitím lidsky čitelného souboru a 
DLL, které nemusí být registrovány.  
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V ASP.NET jsou uloženy všechny konfigurační detaily pro všechny webové aplikace 
v přehledném souboru s názvem web.config. Standardní formát pro konfigurační soubor 
je XML a každá aplikace dědí nastavení ve výchozím souboru web.config. 
 
S .NET všechny soubory a webové stránky potřebují být umístěny v kořenové složce. 
DLL jsou v /bin složce a web.config soubor je v kořenovém adresáři. 
 
3.3. Objektový model ASP 
 
ASP obsahuje scripting na straně serveru, většinou se používá VBScript, ale je možné 
zavést i jiný jazyk (například Perl). Pro funkcionalitu ASP jsou podstatné vestavěné 
objekty, které umožňují vytvořit přes svou funkcionalitu plnohodnotnou Internetovskou 
aplikaci.  
 
 Tyto objekty vytvářejí objektový model ASP (název model je trochu nadnesený, 
protože se jedná o nezávislé objekty):  
 
 
    Obr. 3. Přehled objektů ASP     
 
Existuje celkem pouze 6 objektů, které jsou součástí ASP technologie, z toho tři 
objekty, které umožňují komunikaci mezi klientem a serverem - Request, Response a 
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ObjectContext objekt a tři objekty, které jsou v kompetenci aplikace na serveru Server, 
Application a Session objekt.  
 
3.3.1. První část konceptu ASP - Session a Application objekty  
 
Prvním konceptem ASP je viditelnost v rámci celé aplikace a viditelnost v rámci 
jednoho „session“ klienta. K tomuto konceptu jsou zavedené objekty Application a 
Session. Objekt Application má pouze jednu instanci v celé aplikaci a Session objekt se 
vyskytuje na serveru N krát - tolikrát, kolik je přihlášených klientů. Každý Session 
objekt patří k danému přihlášenému klientovi. Protože je kód aplikace napsaný z 
pohledu jednoho klienta (i když se jich hlásí několik), pracuje se v kódu pouze s jedním 
objektem Session, který jediný je v dosahu viditelnosti kódu, klient nemá přístupné 
Session objekty jiných klientů.  
 
Objekt Session je v dosahu viditelnosti daného session klienta, objekt Application je ve 
viditelnosti celé aplikace a lze pomocí něj sdílet informace společné pro celou aplikaci.  
 
3.3.2. Druhá část konceptu ASP - komunikace v daném session pomocí 
Request a Response objektů  
 
 Druhý koncept ASP spočívá v komunikaci mezi klientem a aplikací v rámci daného 
session pomocí objektů Request a Response. Komunikace na nejnižší úrovni pomocí 
HTTP je „obalena“ vyšším přístupem pomocí objektů Request a Response, čímž se tato 
komunikace skrývá za jednoduchou práci s těmito dvěma objekty. Jednotlivé HTTP 
požadavky ze strany klienta se do aplikace dostávají přes objekt Request. Navíc tento 
objekt zpřístupňuje informace o klientovi. Odpovědi HTTP se klientovi z aplikace 
zasílají pomocí objektu Response. Tento objekt umožňuje také redirect - přesměrování 
požadavku na jinou stránku.  
 
3.3.3. Transakce ve skriptu ASP  
 
Jako vcelku nová věc se v ASP 2.0 objevuje možnost transakčního zpracování stránky. 
Pokud stránka obsahuje directivu @TRANSACTION, bude tato stránka zpracována 
transakčně. Objekt ObjectContext zpřístupňuje dvě metody SetComplete a SetAbort. 
Zavedení transakčního zpracování u ASP stránky není nic jiného, než aplikování MTS 
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na VBscript stránky ASP. Blíže o transakčním zpracování pod MTS v semináři o 
třívrstvové architektuře a její nástroje.  
 
3.3.4. Request objekt  
 
 Request objekt zprostředkuje převzetí požadavku od klienta a přenese jej do aplikace.  
 Výčet jeho kolekcí, property a metody ukazuje obrázek:  
 
 
Obr. 4. Kolekce, properte a metody objektu request 
 
 
3.3.5. Response objekt  
 
Objekt Request sloužil k převzetí informací ze strany klienta. Objekt Response slouží k 
opačnému účelu - k řízení přenosu informace od serveru ke klientovi. Použití obou 
objektů vytváří základní koncept komunikace přes ASP.  
 
Seznam kolekcí, properties a metod objektu Response ukazuje následující obrázek:  
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Obr. 5. Objekt response a jeho kolekce, properties a metody 
 
 
3.3.6. Objekt Server  
 
Vlastnosti objektu Server ukazuje následující obrázek  
 
 
Obr. 6. Objekt server a jeho vlastnosti 
 
Objekt Server jak je vidět „nedrží“ žádné kolekce.  
 Vlastnost ScriptTimeOut nastavuje délku time-out pro výkon scriptu (například při 
chybě apod.). Tato časová délka nemůže být kratší než administrativně nastavená 
implicitní hodnota (bez administrativního zásahu je implicitní hodnota 90 s).  
 
3.3.7. Application objekt  
 
Kolekce, property metody a události objektu Application ukazuje následující obrázek 
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Obr. 7. Vlastnosti Application objektu 
 
Objekt Application umožňuje zavádět globální proměnné a objekty v aplikaci. Syntaxe 
zavedení takovéto proměnné je velmi jednoduchá - sám objekt Application je kolekcí 
těchto proměnných s klíčem názvu této proměnné.  
 
3.3.8. Session objekt  
 
Session objekt poskytuje potřebné vlastnosti na úrovni jednoho session. Kolekce, 
property metody a události objektu Session ukazuje následující obrázek:  
 
 
 
 
Obr. 8. Vlastnosti objektu Session 
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Session objekt je obdobou Application objektu s tím rozdílem, že Application objekt se 
týkal celé aplikace, kdežto Session objekt se týká jednoho session klienta. Zavedený 
koncept session umožňuje vytvořit konstrukci jednoho „rozhovoru“ klienta se serverem. 
Jednotlivé HTTP požadavky a odpovědi mezi klientem serverem jsou obecně na 
Internetu nezávislé. Jejich analytické sjednocení do jednoho rozhovoru tzv. session 
umožňuje technologie cookie a zavedení identifikátoru jednoho session SessionID.  
 
3.3.9. Další objekty v ASP  
 
V ASP aplikaci můžete zapojit objekty a komponenty COM:  
 
1. Vestavěné objekty ASP (zmíněná šestice)  
2. COM objekt „vlastní výroby“, tj. business logika aplikace, například BarvyDLL  
3. Objekty MS Scripting  
4. Objekty dodávané od MS a od třetích stran jako další nadstandardní  
Scripting  
Pomocí knihovny skriptingu můžete použít tuto sadu objektů:  
  Dictionary object (trochu dokonalejší kolekce)  
  FileSystemObject (pro práci s fily, adresáři, textovými soubory atd.)  
  Err object (zpracování errorů)  
Server komponenty  
Jedná se o sadu komponent standardně dodávaných od MS (viz Resource Kit)  
  Ad Rotator (např. různé obrázky při loadu)  
  Browser Capabilities (zodpoví co vše podporuje klient)  
  Content Linking (se stránkami s obsahem jako v knize)  
  Content Rotator (jako Ad rotator text)  
  Page Counter (počítadlo této stránky)  
  Permission Checker (permission čtení filu)  
  Counters (počítadlo obecné)  
  MyInfo (informace uloženy v XML)  
  Tools - některé funkcionality  
  Status - server status informace, zatím nefunkční  
 - 22 - 
Objekty MS Samples  
jsou umístěny http://backoffice.microsoft.com/downtrial/moreinfo/iisamples.asp  
  ASP2HTM - stažení do HTML souboru.  
  Registry Access  
  Text Formatter  
 
3.4. Object Data Source 
 
V této kapitole bych se chtěl zmínit o velmi důležitém a užitečném objektu, který je pro 
moji práci stěžejní. Platforma ASP.NET 2.0 nabídla jako novinku prvek 
ObjectDataSource, který slouží k propojení vrstvy aplikační logiky aplikace s vrstvou 
prezentační v podobě web formulářů. Jedná se o poměrně komplexní funkcionalitu 
zahrnující i podporu pro formuláře seznamů. ObjectDataSource je spojovací článek 
mezi třídou z vrstvy aplikační logiky a web formulářem.  
 
Většina ASP.NET datových zdrojů, jako je SqlDataSource, se používají ve dvou-vrstvé 
architektuře, kde prezentační vrstva komunikuje přímo s vrstvou údajů. Nicméně 
společná praxe je oddělit prezentační vrstvu od bussines logiky a zapouzdřit bussines 
logiku do bussines objektů. Tyto bussines objekty tvoří vrstvu mezi prezentační vrstvou 
a vrstvou údajů, což tvoří třívrstvou architekturu.  
 
ObjectDataSource je členem rodiny ASP.NET ovládacích prvků zdrojů dat, které 
umožňují deklarativní databinding. Nejčastěji jsou určeny pro dvoustupňovou 
architekturu, kde je stránka integruje přímo s daty poskytovatele. Mnoho ASP.NET 
vývojářů chce zapouzdřit vyhledávání dat, často v kombinaci s bussines logikou, do 
složky objektu, který zavádí další vrstvu mezi stránky a prezentace dat poskytovatele. 
ObjectDataSource umožňuje vývojářům aplikací pomocí této třívrstvé architektury stále 
využívat deklarativní databinding v ASP.Net. Není to úplně objektově-relační mapování 
rozvinutou infrastrukturou, ale je to krok správným směrem.  
 
Object Data Source Reprezentuje bussines object, který poskytne data do data vázaných 
ovládacích prvků ve webové aplikační architektuře. Je to ASP.NET data ovládací prvek, 
který reprezentuje informačně datový objekt střední vrstvy.  ObjectDataSource ovládací 
prvek je možné použít ve spojení s datově vázanými objekty k zobrazení, editování a 
řazení dat na webové stránce pouze s malým, nebo dokonce se žádným dalším kódem.  
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ObjectDataSource vytvoří instanci bussines objektu a volá metody k získání, 
aktualizaci, vkládání a mazání dat.  Tento ovládací prvek tvoří a ruší instance třídy po 
každém volání metody, objekt není držen v paměti po dobu života webového 
požadavku. Pokud předmět použití vyžaduje mnoho zdrojů, pak toto použití nemusí být 
zcela optimální, ale je možné kontrolovat životní cyklus objektu pomocí 
ObjectCreating, ObjectCreated a ObjectDisposing. 
 
4. ADO. NET 
 
Jeden z důvodů pro velké rozšíření používání Microsoft ASP je to že usnadňuje přístup 
k datům. ASP.NET rozšířilo tuto možnost s uvedením ADO.NET, které nabízí bohatý 
soubor data obsluhujících funkcí  pro manipulaci se všemi typy dat. 
 
ADO.NET není opravou Microsoft Active X Data Objects (ADO), ale novým směrem 
jak zacházet s daty. Přestože ADO je důležitým nástrojem pro přístup k datům uvnitř 
ASP, neposkytuje všechny nezbytné nástroje pro tvorbu robustní a škálovatelné webové 
aplikace. 
 
ADO.NET byl vytvořen pro práci s oddělenými daty. Oddělená data redukují síťový 
provoz.  
 
ADO.NET používá XML jako universální přenosový formát. To zaručuje součinnost 
pokud je přijímající nástroj v provozu na platformě kde je k dispozici XML parser.  
Každá softwarová komponenta může sdílet ADO.NET data, dokud používá stejné XML 
schéma přenášených dat.  
 
Novinky, které přináší ADO.NET lze rozdělit na ty, které jsou součástí mechanismu 
přístupu k datům a na ty, které vyžadují jiný uživatelský (myšleno programátorský) 
přístup k této technologii. Nejpatrnější změnou patřící do první skupiny je přenos dat 
založený na XML. Druhou skupinu reprezentuje např. fakt, že v ADO.NET nenajdete 
žádný Recordset. 
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Funkčnost Recordsetu je v ADO.NET rozdělena do jiných objektů. Prvním je 
DataReader, který umožňuje použití souboru záznamů, které jsou výsledkem SQL 
dotazu. Chová se stejně jako forward-only server-side kursor v klasickém ADO. Další 
dva objekty, DataSet a DataAdapter, umožňují přenesení dat do lokální cache klienta 
(tím může být widowsový nebo i webový formulář) a práci s těmito daty i ve stavu, kdy 
je přerušeno spojení s databází. Jedná se tedy o rozšíření a zlepšení funkčnosti client-
side kursorů, jak je známe z klasického ADO. Navíc DataSet a DataAdapter mohou 
obsahovat datové struktury, které lze přirovnat k více relačně provázaným 
Recordsetům. V ADO.NET však nenajdete třeba možnost aktualizovat data (update) při 
otevřeném spojení klienta s databází za pomoci pesimistického zamykání záznamů, což 
je v klasickém ADO běžné. Celkově lze říci, že ADO.NET je projektováno pro použití 
v síťovém (a ještě více webovém) prostředí.  
 
Připojená aplikace  
Pokud se jedná o připojenou aplikaci, tak tato aplikace má vždy při manipulaci se 
souvisejícím datovým zdrojem aktivní připojení k tomuto zdroji. To je vhodné v 
případech, kdy potřebujeme přistupovat k datům, která jsou často měněna a my v naší 
aplikaci potřebujeme vždy aktuální verzi těchto dat. Na druhou stranu to může 
představovat nevýhodu v podobě zvýšené komunikace mezi aplikační vrstvou a vrstvou 
datovou (to znamená mezi naší aplikací a např. naší databází).  
 
V případě ADO .NET jsou tyto scénáře řešeny pomocí kombinace jednotlivých 
implementací rozhraní IDbConnection, IDbCommand (v případě potřeby v souvislosti s 
implementací rozhrani IDbParameter) a IDataReader pro konkrétní datový zdroj.  
 
 
Odpojená aplikace  
Novějším, a v některých situacích také o mnoho vhodnějším, způsobem je použití 
odpojeného datového zdroje, díky čemuž se aplikace užívající tohoto způsobu nazývají 
odpojenými aplikacemi. V tomto případě jsou data získána z datového zdroje do 
aplikace a potom je spojení s datovým zdrojem ukončeno. Od chvíle odpojení od 
datového zdroje aplikace manipuluje s obrazem získaných dat, který je uložen v paměti.  
Po dokončení potřebných modifikací dat na úrovní aplikační logiky je opět vytvořeno 
aktivní spojení k datovému zdroji, zjištěny rozdíly mezi daty z aplikace a daty v 
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datovém zdroji a potom jsou tyto rozdíly promítnuty do příslušného datového zdroje. 
Toto řešení je vhodné pro aplikace, u kterých chceme redukovat komunikaci mezi 
jednotlivými vrstvami aplikace (aplikační a datovou).  
 
Nejvíce se to hodí v situacích, kdy se aplikace a datový zdroj nacházejí na rozdílných 
počítačích a tím pádem se vyhýbáme komunikaci po síti. Samozřejmě je potřeba zvážit 
počet uživatelů, kteří k daným datům přistupují, aby nedocházelo k častým změnovým 
konfliktům. 
 
4.1. ADO.NET objektový model 
 
ADO.NET se vyvinul z ADO.NET data přístupového modelu. Použitím ADO.NET je 
možné vytvářet aplikace které jsou robustní a škálovatelné a také můžou použít XML.  
 
ADO.NET má několik stejných objektů jako ADO (jako řídící a spojovací objekty), ale 
přináší i nové objekty, jako je Dataset, DataReader a DataAdapter.  
 
DataSet Objects 
DataSet je navržen pro obsluhu aktuálních dat z databáze. DataSet poskytují bohatý 
objektový model pro práci s daty mezi různými komponenty. DataSet je všeobecně 
použitelný. Chování DataSet je kompletně shodné bez ohledu na základní databázi, 
SQL nebo OLE DB. 
 
Obraz datového zdroje v pamětí je v ADO .NET představován třídou DataSet, která je 
tedy stěžejní třídou pro odpojené aplikace v ADO .NET. K tomu, aby mohl DataSet 
vystupovat jako náhražka databáze disponuje schopnostmi uchovávat obrazy jedné nebo 
více tabulek.  
 
Pro jednotlivé tabulky je možné definovat různá omezení (constraints), nebo také různé 
relace mezi jednotlivými tabulkami v DataSetu, což ve výsledku přináší opravdu velmi 
dobrou podporu pro vytvoření obrazu databáze pro práci v odpojeném prostředí. 
DataSet s sebou mimo jiné přináší další výhodu v podobě schopnosti zapsat se jako 
XML, což například umožňuje jej použít v aplikacích využívajících webové služby.  
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Ovšem při implementaci přístupu k datům použitím třídy DataSet nejsme omezeni 
pouze na čtení dat, ale je možné s daty provádět i změny, které jsou následně při 
připojení k datovému zdroji do něj promítnuty. Také na rozdíl od dříve probíraného 
připojeného scénáře, je možné, aby DataSet obsahoval reprezentaci dat z různých 
datových zdrojů, tedy že nějaké tabulky budou z jednoho datového zdroje a další 
tabulky zase z jiného datového zdroje.  
 
DataSet objekt obsahuje tabulky, sloupce, propojení, omezení a data. Data přicházejí 
z databáze, v souboru s XML kódem, nebo uživatel může vstoupit do DataSet objektů a 
konvertovat je do souborů, formulářů, nebo databází.  
 
DataSet objekt má soubor DataTable objektů. DataTable reprezentuje jednu tabulku 
v paměti dat. Obsahuje soubor sloupců , které představují schéma tabulky. DataTable 
také obsahuje soubor řádků představujících data v tabulce.  
 
Používány jsou OleDbDataAdapter a SqlDataAdapter objekty a Fill metoda pro vložení 
dat do DataSet.  
 
K reprezentaci databázové tabulky v instanci třídy DataSet slouží třída DataTable, jejíž 
instance se nacházejí v kolekci DataTableCollection, představovanou vlastností Tables 
daného DataSetu. K vyjádření relací mezi objekty typu DataTable je k dispozici třída 
DataRelation a její instance jsou obsaženy v kolekci typu DataRelationCollection, 
kterého je vlastnost Relations třídy DataSet.  
 
Samotná tabulka z datového zdroje je tedy v paměti reprezentována objekty typu 
DataTable. Stejně jako v databázi, tak i reprezentace tabulky v podobě objektu 
DataTable obsahuje sloupce různých datových typů. Jednotlivé sloupce jsou 
reprezentovány objekty typu DataColumn. Tyto reprezentace sloupců jsou obsaženy v 
kolekci DataColumnCollection. Tuto kolekci má každý objekt DataTable přístupnou 
skrze svou vlastnost Columns. Tak jako sloupce jsou i jednotlivé řádky v tabulce, 
představující záznamy, reprezentovány objekty. Tyto objekty jsou typu DataRow a 
nacházejí se v kolekci DataRowCollection, přístupnou pomocí vlastnosti Rows objektu 
DataTable.  
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Obr. 9. Práce třídy DataSet 
 
 
Omezení vztahující se k jednotlivým sloupcům tabulky jsou představovány instancemi 
tříd, které jsou odvozeny od třídy Constraint a jsou agregovány v kolekci typu 
ConstraintCollection, jehož vlastnost je Constraints objektu DataTable.  
 
 
Obr. 10. Objektový model DataSet 
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DataReader Objects 
DataReader umožňuje čtení a posílání dat. Například když někdo chce snadno ukázat 
výsledek hledání na webové stránce, pak použití DataReader je ideální cestou.  
 
DataReader se vrací po provedení příkazu. Pracuje podobně jako recordset v ADO, 
umožňuje jednoduchý skok do záznamů.  
 
ADO.NET obsahuje dva typy DataReader objektů: SqlDataReader pro Microsoft SQL 
server data a OleDbDataReader pro ADO data. DataReader objekt je databázově 
specifický. Chování pro SqlDataReader může být odlišné od chování 
OleDbDataReader.  
 
OleDbCommand, SqlCommand objekty a ExecuteReader metoda jsou používány pro 
přenos dat do DataReader objektu.  
 
DataAdapterObject 
Úlohu jakéhosi prostředníka mezi objektem DataSet a vlastním datovým zdrojem mají 
instance tříd implementujících rozhraní DataAdapter.  
Pokud DataSet objekty poskytují nástroje pro ukládání do paměti, potřebujete další 
nástroje pro tvorbu a inicializaci různých tabulek. Tento nástroj se nazývá DataAdapter 
objekt. Představuje centralizovanou konzoli, která skrývá detaily práce s připojením a 
řízením. DataAdapter objekt umožňuje získávání a ukládání dat mezi DataSet objektem 
a zdrojem dat. Je zodpovědný za vyjmutí data z fyzického umístění a vložení těchto dat 
do tabulek. DataAdapter objekt je také zodpovědný za přenos a aktualizaci, vkládání, 
nebo mazání ve fyzické databázi. Pro aktualizaci je možné použít tyto objekty: 
UpdateCommand, InsertCommand, DeleteCommand a SelectCommand.  
 
DataAdapter existuje ve dvou typech: SqlDataAdapter objekty a OleDbDataAdapter 
objekty. Zdrojem pro SqlDataAdapter objekty dat je SQL Server.  
 
Funkce datového adaptéru 
  
Příklad implementace  
 
 
Možný způsob přístupu k datům pomocí kombinace DataSet a IDataAdapter.  
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/// <summary> 
// Priklad na pouziti pristupu k datum pomoci kombinace 
/// IDataAdapter + DataSet 
/// </summary> 
public class DataSetExample 
{ 
  //pripojeni k databazi 
  SqlConnection connection; 
  //instance IDataAdapteru 
  SqlDataAdapter adapter; 
  //instance DataSetu 
  DataSet ds; 
  //prikaz na vyber dat 
  SqlCommand selectCmd; 
     
  /// <summary> 
  /// Vytvori instanci tridy a provede nastaveni datovych objektu 
  /// </summary> 
  public DataSetExample() 
  { 
    connection = new SqlConnection(@"..."); 
    adapter = new SqlDataAdapter(); 
    ds = new DataSet(); 
    InitAdapter(); 
  }  
 
  /// <summary> 
  /// Naplni DataSet daty z tabulky employee 
  /// </summary> 
  public void LoadEmployees() 
  { 
    if (adapter != null) 
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    { 
      adapter.Fill(ds, "emps"); 
    } 
  }  
 
  /// <summary> 
  /// Inicializuje potrebne vlastnosti adapteru 
  /// </summary> 
  private void InitAdapter() 
  { 
    //definice vlastnosti SelectCommand adapteru, ktery urcuje 
    //jaky prikaz je proveden pro ziskani dat 
    selectCmd = new SqlCommand("select * from employee", connection); 
    adapter.SelectCommand = selectCmd; 
  }  
 
  /// <summary> 
  /// Vypise vsechny zaznamy z objektu datatable emps v datasetu 
  /// </summary> 
  public void PrintEmployees() 
  { 
    DataTable lTable = ds.Tables["emps"]; 
    //projit kazdy radek v tabulce 
    foreach(DataRow lRow in lTable.Rows) 
    { 
      //projit kazdy sloupec v tabulce 
      foreach(DataColumn lCol in lTable.Columns) 
      { 
        Console.Write(lRow[lCol] + " "); 
      } 
      Console.WriteLine(); 
    } 
  } 
}  
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/// <summary> 
/// Trida na spusteni prikladu 
/// </summary> 
public class DataSetExampleMain 
{ 
  public static void Run() 
  { 
    DataSetExample lInstance = new DataSetExample(); 
    lInstance.LoadEmployees(); 
    lInstance.PrintEmployees(); 
  } 
} 
 
 
Konstruktor třídy DataSetExample zajistí vytvoření potřebných objektů, kterými jsou 
objekt spojení (SqlConnection), instance třídy DataSet a také vytvoření instance třídy 
SqlDataAdapter tedy implementace rozhraní IDataAdapter pro MS SQL server. Po 
vytvoření těchto objektů je nakonec zavolána privátní metoda InitAdapter, která zajistí 
inicializaci vlastnosti SelectCommand objektu SqlDataAdapter.  
 
Příkaz asociovaný s touto vlastností je použit pro naplnění objektu DataSet daty. 
Naplnění objektu DataSet se děje v těle metody LoadEmployees, kde je na objektu 
SqlDataAdapter zavolána metoda Fill, jíž je předán objekt DataSet, který má být 
naplněn a také je specifikován název objektu DataTable, který bude v objektu DataSet 
vytvořen a do kterého budou zapsána získaná data. Po provedení této akce je tedy v 
objektu DataSet jeden objekt typu DataTable obsahující záznamy vrácené po provedení 
dotazu asociovaným s vlastností SelectCommand datového adaptéru.  
 
 
Vypsání těchto záznamů je prováděno v metodě PrintEmployees, kde je pomocí cyklu 
iterováno kolekcí DataRowCollection tabulky z objektu DataSet a pro každý řádek v ní 
obsažený je vypsána hodnota všech sloupců. Toho je dosaženo použitím indexeru třídy 
DataRow, který vrací hodnotu jednotlivé buňky na základě předaného sloupce. 
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Všimněte si, že jsem se nikde nezabýval otevíráním či zavíráním připojení k databázi a 
to z důvodu, že tyto operace již provádí datový adaptér. 
 
DataView Objects  
DataView poskytují základní pohled do datové tabulky. DataView objekt je možné 
použít pro specifikování kritérií, pro filtrování a pro řazení DataSet.  
 
Connection Objects 
Connection objekty jsou použity ke komunikaci s databází. Mají vlastnosti jako 
DataSource, UserID a Password, které jsou potřebné pro přístup k přesným datovým 
zdrojům. Příkazy putují přes spojení a výsledné sady se vracejí ve formuláři, který může 
být přečten pomocí DataReaders, nebo vložen do DataSet objektů.  
 
Jsou dva druhy spojovacích objektů v ADO.NET: SqlConnection a OleDbConnection.  
 
Command Objects 
Command objects obsahují informace, které jsou odesílány do databáze. A příkazy 
mohou být uložené postupy, aktualizační zprávy nebo zprávy, které vrací výsledky. Je 
možné také použít vstupní a výstupní parametry a návratové hodnoty. V ADO.NET je 
možné použít dva typy příkazových objektů: SqlCommand a OleDbCommand. 
 
4.2. Jmenné prostory 
 
Pro doplnění informací uvádím kompletní přehled jmených prostorů a jejich popis.  
 
System.Data - jmenný prostor, který zahrnuje všechny obecné třídy pro přístup k datům 
a obsahuje specifické jmenné podprostory.  
Základní obecné třídy (nezávislé na databázi) jsou:  
System.Data.DataSet - instance této třídy obsahuje sadu tabulek (tj. instancí třídy 
System.Data.DataTable), relace mezi tabulkami (tj. instance třídy 
System.Data.DataRelation).  
System.Data.DataSet je navržena tak, aby mohla pojmout data z databáze a pracovat v 
odpojeném režimu (bez dalšího připojení k databázi).  
 
 - 33 - 
System.Data.DataTable - instance této třídy představuje tabulku. Skládá se ze sloupců 
(tj. instancí třídy System.Data.Column) a řádků - jednotlivých záznamů (tj. instancí 
třídy System.Data.DataRow). U sloupců mohou být definovaná určitá omezení (tj. 
instance třídy System.Data.Constraint).  
 
System.Data.DataColumn - instance této třídy představuje definici sloupce (název, 
datový typ a další).  
 
System.Data.DataRow - instance této třídy představují jednotlivé řádky tabulky.  
 
System.Data.DataRelation - instance této třídy představuje relaci mezi tabulkami.  
 
System.Data.Constraint - instance této třídy představuje omezení (pravidlo) pro sloupec 
(tj. instanci třídy System.Data.Column), například podtřída 
System.Data.UniqueConstraint udává pravidlo, že hodnoty v daném sloupci musí být 
jedinečné a podtřída System.Data.ForeignKeyConstraint prakticky definuje relaci mezi 
tabulkami danou primárním a cizím klíčem a také nastavuje, zda se mají při vymazání 
(úpravě) hodnoty primárního klíče z rodičovské tabulky v relaci odstranit (upravit) také 
související záznamy z dceřinné tabulky.  
 
System.Data.DataView - instance této třídy představuje specifický pohled na data v 
tabulce (tj. instanci třídy System.Data.DataTable) s možností třídění, filtrování, 
vyhledávání, úpravy a podobně..  
 
System.Data.Common - jmenný prostor, který obsahuje sdílené třídy, z nichž jsou 
odvozené specifické třídy pro jednotlivé zprostředkovatele.  
Patří sem mimo jiné následující třídy:  
System.Data.Common.DataAdapter - reprezentuje sadu příkazů a databázové připojení 
pro naplnění instance třídy System.Data.DataSet, případně pro aktualizaci datového 
zdroje.  
System.Data.Common.DataColumnMapping - mapuje sloupce z databáze na sloupce v 
tabulce (tj. instanci třídy System.Data.DataTable).  
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System.Data.Common.DataTableMapping - mapuje tabulku z databáze na datovou 
tabulku (tj. instanci třídy System.Data.DataTable). Mapování je využito adpatérem při 
plnění datasetu. 
  
System.Data.OleDb - jmenný prostor, který obsahuje třídy a další typy 
zprostředkovatele OLE DB.  
V tomto jmenném prostoru mimo jiné najdeme třídy:  
System.Data.OleDb.OleDbConnection - třída, která zapouzdřuje připojení k databázi. 
  
System.Data.OleDb.OleDbCommand - třída, která zapouzdřuje příkaz SQL nebo 
uloženou proceduru SQL Serveru. 
  
System.Data.OleDb.OleDbCommandBuilder - třída sloužící pro tvorbu SQL příkazů.  
 
System.Data.OleDb.OleDbDataAdapter - třída sloužící pro tvorbu dotazů pro naplnění 
datasetu (datové sady - instance třídy DataSet) a pro aktualizaci databáze. 
 
System.Data.OleDb.OleDbDataReader - instance této třídy představuje rychlý 
jednosměrný snímač dat z databáze.  
 
System.Data.OleDb.OleDbParameter - instance této třídy reprezentuje parametr pro 
uloženou proceduru.  
 
System.Data.OleDb.OleDbTransaction - zapouzdřuje databázovou transakci.  
 
System.Data.SqlClient - jmenný prostor, který obsahuje třídy a další typy 
zprostředkovatele SQL Server. 
 V tomto jmenném prostoru mimo jiné najdeme třídy:  
System.Data.SqlClient.SqlConnection - třída, která zapouzdřuje připojení k databázi.  
 
System.Data.SqlClient.SqlCommand - třída, která zapouzdřuje příkaz SQL nebo 
uloženou proceduru SQL Serveru.  
 
System.Data.SqlClient.SqlCommandBuilder - třída sloužící pro tvorbu SQL příkazů.  
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System.Data.SqlClient.SqlDataAdapter - třída sloužící pro tvorbu dotazů pro naplnění 
datasetu (datové sady - instance třídy DataSet) a pro aktualizaci databáze.  
 
System.Data.SqlClient.SqlDataReader - instance této třídy představuje rychlý 
jednosměrný snímač dat z databáze.  
 
System.Data.SqlClient.SqlParameter - instance této třídy reprezentuje parametr pro 
uloženou proceduru.  
 
System.Data.SqlClient.SqlTransaction - zapouzdřuje databázovou transakci.  
 
System.Data.SqlTypes - jmenný prostor, který obsahuje třídy zapouzdřující jednotlivé 
datové typy aplikace SQL server. 
 Obsahuje třídy System.Data.SqlTypes.SqlString, System.Data.SqlTypes.SqlDateTime 
a řadu dalších. 
 
5. Návrh databáze 
 
Má diplomová práce je mimo seznámení a popisu prostředí ASP také o návrhu struktury 
databáze. Pro tento návrh potřebujeme nástroj, jehož popisu se budu věnovat níže.  
 
5.1. SQL server 2005 Express edition 
 
V typických aplikacích je zpravidla potřeba zobrazit data z relační databáze, ať už je to 
katalog zboží, seznam skladeb anebo sportovní výsledky. Webové stránky ASP.NET 
mohou zobrazit data z libovolné databáze, ke které je k dispozici ODBS, nebo OLEDB 
ovladač – což by se v podstatě dalo zkrátit na z libovolné databáze.  
 
Pro svůj projekt budu používat relační databázi SQL Server 2005 Express Edition. Lze 
ji stáhnout na adrese htt://msdn.microsoft.com/studio/express/sql. Ke správě databáze je 
vhodné mít ještě Microsoft SQL Server Management Studio Express.  
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Přestože je SQL Server 2005 Express Edition zadarmo, nabízí plnohodnotnou paletu 
funkcí. Jenom namátkou – referenční integrita mezi tabulkami, uložené procedury, 
triggery, uživatelsky definované funkce, přirozená podpora XML typu, možnost 
rozšiřování funkcí n .NET jazycích díky integraci .NET frameworku do databázového 
stroje atd.  
 
Tato edice má však i některá omezení. Dokáže využít pouze 1GB paměti RAM, což je 
pro mé potřeby dostatečná hodnota. Maximální velikost datového souboru je 4GB, což 
pro většinu menších webových aplikací opět s rezervou stačí. Počet současných 
databázových připojení není (na rozdíl od předchůdců MSDE 2000) nijak omezen. 
Pokud bych potřeboval přejít na některou z vyšších verzí SQL Serveru 2005, např. 
protože mi výše uvedená omezení nestačí, nebo pokud bych potřeboval funkce Bussines 
Inteligence, mohu tak učinit velmi snadno. Všechny edice databáze totiž mají stejný 
formát souboru, které tak můžeme během okamžiku odpojit od edice Express a připojit 
k vyšší edici.  
 
5.2. SQL configuration manager 
 
Jedná se o nástroj k základní správě a konfiguraci. Nalézt ho můžeme ve start menu pod 
Microsoft SQL Server 2005/Configuration tools. Pomocí tohoto nástroje lze zastavovat 
a spouštět jednotlivé nainstalované instance SQL Serveru a měnit účet, pod kterým 
služba běží. V nástroji lze rovněž určovat používané síťové protokoly a jejich nastavení. 
Z důvodu bezpečnosti není žádný z protokolů po instalaci povolen. K SQL Serveru se 
tak můžeme připojit pouze lokálně – ze stejného počítače, kde běží. 
 
5.3. SQL server management studio 
 
Tento nástroj je vůbec nejlepším nástrojem pro správu SQL serveru – můžeme s ním 
administrovat a měnit všechny jeho aspekty a nastavení, generovat skripty, plánovat 
provádění úloh a další.  
 
6. Systém katalog 
 
Pro systémový katalog se běžně používá několik vzájemně se překrývajících termínů. 
Proto v této souvislosti můžete slyšet výrazy jako databázová metadata (database 
metadata), datový slovník (data dictionary) nebo systémový katalog (system catalog). 
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Pokaždé se však jedná o to samé - metadata popisují strukturu samotné databáze. Proto 
se pojem metadata vysvětluje jako "data o datech". 
 
Celá myšlenka metadat spočívá v tom, že údaje o jednotlivých databázích, tabulkách, 
sloupcích, indexech, uložených procedurách a tak dále jsou uloženy na jednom místě. 
Jsou uložena v samostatné databázi. Tato logika implementující sama sebe má svoji 
výhodu - mezi databázemi, tabulkami a sloupci jsou vlastně relační vztahy. Není tedy 
nic jednoduššího, než na uložení metadat použít stejný způsob jako na uložení 
samotných dat. 
 
Myšlenka metadat pochopitelně není nová a MySQL není jediná databáze, která 
obsahuje systémový katalog. Ve skutečnosti téměř každá soudobá databáze nějaký ten 
katalog obsahuje.  
 
Už jsem uvedl, že katalog je reprezentován databází. A v MySQL je touto databází 
information_schema. Krátký pohled na tuto databázi nám objasní, co všechno obsahuje: 
 
informace o znakových sadách a způsobech řazení  
informace o jednotlivých sloupcích tabulek databází 
informace o klíčích a indexech 
informace o uložených procedurách 
seznam databází na daném serveru 
seznam tabulek v těchto databázích 
informace o trigrech 
informace o pohledech 
seznam uživatelů a jejich oprávnění 
Jak to funguje 
 
Celý katalog si pochopitelně databázový server obhospodařuje sám. To znamená, že 
bude žít svým vlastním životem, aniž byste se o ni museli nějakým způsobem starat. V 
praxi to vypadá tak, že když se provede nějaký ten definiční příkaz (dejme tomu 
CREATE TABLE), tak se v databázi nejen vytvoří potřebná tabulka, ale rovněž se do 
katalogu zapíší všechna metadata. 
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Manuál k MySQL podrobně popisuje, jaká je struktura jednotlivých tabulek v 
informační databázi a rovněž poskytuje příklady toho, jak tyto informace smysluplně 
použít.  
 
Důležitá věc: Informační databáze slouží pouze k prohlížení, nemůžete do ní zapisovat. 
Všechny změny v databázi je tedy potřeba dělat pomocí definičních příkazů. Stojí 
rovněž za zmínku, že některé tabulky v informační databázi fyzicky neexistují, jsou 
pouze virtuální. Přístup do systémového katalogu rovněž může být upraven pomocí 
oprávnění uživatelů. 
 
Protože jsou metadata v tabulkách, lze s nimi pracovat pomocí příkazu SELECT. To 
znamená, že je můžeme seskupovat, třídit, spojovat, filtrovat a podobně. Jestliže tedy 
budu chtít znát názvy všech tabulek v databázi test, mohu použít něco ve smyslu: 
select * from tables where table_schema = 'test'  
 
Metadata se dají použít i k mnoha věcem. Můžete například snadno zjistit, která tabulka 
v databázi má nejvíce sloupců, nebo která nemá primární klíč. Platí samozřejmě, že 
výhody systémového katalogu jsou tím zřejmější, čím větší je databáze.  
 
7. Jazyk C# 
 
Hlavním programovacím jazykem v mé diplomové práci je C#, proto se v této části 
budu věnovat jeho charakteristice a vlastnostem.  
 
C# (vyslovované anglicky jako C Sharp) je vysoko úrovňový objektově orientovaný 
programovací jazyk vyvinutý firmou Microsoft zároveň s platformou .NET Framework, 
později schválený standardizačními komisemi ECMA a ISO. Microsoft založil C# na 
jazycích C++ a Java (a je tedy nepřímým potomkem jazyka C, ze kterého čerpá 
syntaxi). 
 
C# lze využít k tvorbě databázových programů, webových aplikací a stránek, webových 
služeb, formulářových aplikací ve Windows, softwaru pro mobilní zařízení (PDA a 
mobilní telefony) atd. 
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7.1. Standard ECMA 
 
- C# je jednoduchý, moderní, mnohaúčelový a objektově orientovaný 
programovací jazyk. 
- Jazyk a jeho implementace poskytuje podporu pro principy softwarového 
inženýrství jako jsou: hlídání hranic polí, detekce použití neinicializovaných 
proměnných a automatický garbage collector. Důležité jsou také jeho vlastnosti 
jako: robustnost, trvanlivost a programátorská produktivita. 
- Jazyk je vhodný pro vývoj softwarových komponent distribuovaných v různých 
prostředích. 
- Přenositelnost zdrojového kódu je velmi důležitá, obzvláště pro ty programátory 
kteří jsou obeznámeni s C a C++. 
- Mezinárodní podpora je též velmi důležitá. 
- C# je navržen pro psaní aplikací jak pro zařízení se sofistikovanými operačními 
systémy, tak pro zařízení s omezenými možnostmi. 
- Přestože by programy psané v C# neměly plýtvat s přiděleným procesorovým 
časem a pamětí, nemohou se měřit s aplikacemi psanými v C nebo assembleru 
 
7.2. Používané platformy 
 
Jazyk C# je navržen tak, aby co nejvíce zohledňoval strukturu Common Language 
Infrastructure (CLI), se kterou je používán. Většina základních typů v C# přímo 
odpovídá základním typům v platformě CLI. Návrh jazyka ale nevyžaduje, aby 
překladač generoval Common Intermediate Language (CIL) nebo jiný konkrétní formát. 
Teoreticky je možné, aby překladač vytvářel strojový kód podobný běžným 
překladačům jazyka C++ a jiných, ale v praxi všechny překladače jazyka C# generují 
CLI. 
 
7.3. Historie a verze jazyka 
 
C# 1.0 
První verze vydaná v roce společně s .NET Frameworkem 1.0 obsahovala základní 
podporu objektového programování, ve které vycházela z jazyka C++ a zkušeností s 
jejich aktualizací v jazyce Java. 
C# 2.0 
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Na další verzi se čekalo až do konce roku 2005. Mezi její nové vlastnosti patří: 
Nativní podpora generik vycházející z podpory na úrovni CLI. 
Částečné a statické třídy. 
Iterátory. 
Anonymní metody pro pohodlnější užívání delegátů (odkazů na metody). 
Nullovatelné hodnotové typy a operátor koalescence. 
 
C# 3.0 
 
Vyšel na konci roku 2007 společně s .NET Frameworkem 3.5 a Visual Studiem 2008. 
Obsahuje poměrně revoluční změny, které však nevyžadují změnu podkladového IL, 
takže aplikace v něm psané půjdou spouštět i na počítačích vybavených toliko druhým 
Frameworkem, ponesou-li si s sebou patřičné knihovny. 
LINQ (Language Integrated Query) zavede několik nových klíčových slov převzatých z 
databázového dotazovacího jazyka SQL, za pomocí kterých se půjde ptát na objekty 
reprezentující databáze, XML soubory, nebo cokoliv dalšího. 
Lambda výrazy jsou jednodušší metodou zápisu anonymních metod. 
Inicializátory objektů a kolekcí. 
Rozšiřující metody. 
Anonymní třídy umožňující např. rychlé vytvoření objektů přenášejících informace 
vyžádané z databáze přes LINQ. 
Klíčové slovo var, nutná to podmínka pro využití anonymních tříd. 
Výrazové stromy (expression trees) umožňující za jistých podmínek kompilátoru místo 
vyhodnocení výrazu vytvoření jeho objektové reprezentace. 
 
8. Známá řešení 
 
Myšlenka umožnění realizace jakéhokoliv typu ASP stránky pro účely prezentace dat i 
pro uživatele bez znalosti jazyka ASP.NET není žádnou novinkou. Možnost webové 
prezentace dat je velmi žádaná a její využití je široké, proto již několik vývojových 
firem přišlo s vlastními generátory  ASP stránek. V této části bych chtěl některé z nich 
blíže přiblížit a hlavně uvést jejich možnosti. Moje diplomová práce samozřejmě 
nedosahuje rozsahu profesionálních softwarů, ale cíl je stejný. I v mé diplomové práci 
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jde především o to umožnit uživateli snadnou tvorbu a konfiguraci webové stránky, 
která by umožnila prezentaci jeho dat.   
 
8.1. ASP maker 
 
Jedním z nejznámějším programů této oblasti je ASP maker. Tento nástroj umožňuje 
obsáhlé nastavení ASP stránky a její rychlé vytvoření z několika typů databází. Mezi 
podporované databáze patří Access Database, SQL Server nebo jakýkoliv datový zdroj, 
který podporuje ADO. Použitím ASP makeru je možné rychle vytvořit webovou 
stránku, která umožňuje uživateli prohlížet, editovat, vyhledávat, přidávat a ubírat 
záznamy z databáze prostřednictvím webové stránky. ASP maker je navržen pro 
vysokou přizpůsobivost. Nabízí mnoho nastavení, aby si uživatel mohl stránky vytvořit 
maximálně podle svých představ. Generovaný kód je čistý, přímočarý a snadno 
modifikovatelný.    
 
 
Obr. 11. Příklad genrované stránky programem ASP maker 
 
 
8.2. ASP.NET generátor 
 
Dalším zajímavým nástrojem je ASP .NET generátor od firmy New creation software.  
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Tento software umožňuje začátečníkovi stát se zkušeným tvůrcem ASP stránek. Způsob 
tvorby ASP stránky je v tomto programu takzvaným wizard způsobem. Takže uživatel 
je tvorbou veden krok za krokem až k výsledku.  
  
Tento nástroj umožňuje mnoho nastavení a funkcí:  
- Snadná tvorba pomocí wizard  
- Připojení k mnoha různým databázím (Access, Oracle, SQL Server, MySQL, 
ODBC a další) 
- Generování stránky během minuty 
- Možnost statického, nebo dynamického přihlašování 
- Podpora vyhledávání, řazení a stránkování 
- Možnost exportu do Excelu, Wordu, CSV, a XML souboru 
- Možnost nastavení tisku 
- Různé nastavení barev pro řádky a sloupce a také označení hledaných 
- Inteligentní stránkování pro obsáhlé databáze 
- 7 kritérií pro filtrování ( podle obsahu, rovno, začínající na, větší než, menší než, 
rovno nebo větší, rovno nebo menší) 
 
Tento nástroj také nabízí mnoho kompletně předpřipravených zajímavých šablon, které 
umožní snadnou individualizaci výsledné stránky.  
 
 
9. Realizace projektu 
 
Zadáním mého projektu je realizace stránek v jazyce ASP.NET podle struktury 
databáze. Program začíná načtením všech tabulek z databáze. Toto provádí třída 
tableoperations. Nejprve si získá názvy všech tabulek z databáze a pomocí adaptéru 
uloží do datasetu tabulky získané z databáze. V dalším kroku je možné přejmenovat 
názvy tabulek a jejich sloupců dle přání uživatele. O přejmenování se stará metoda 
tableoperations s názvem setNewNames. Dalším krokem je Výběr templatu pro 
GridView a možnost vložení názvu prezentace. Po dokončení postupu generování je 
vygenerována stránka, kde v levé části je možnost výběru zobrazované tabulky a v části 
obsahu je samotný GrodView s výpisem dat a nad ním se nachází možnost filtrování dat 
z databáze. Filtrování pomocí ObjectDataSource a jeho proměnné Filterexpression. 
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Filterexpression provede vyfiltrování uloženého datasetu. Filtrování má dvě možnosti. 
Pokud se jedná o číselné hodnoty, pak jsou aktivní dvě pole pro vložení mezí pro 
filtrování určitých hodnot. Pokud se jedná o řetězec, pak je aktivní jen jedno okno pro 
filtrování řetězce dat. Nad těmito okny je výběr sloupců, v kterých chceme data 
filtrovat.  
 
Nejdůležitější částí programu je třída tableoperations. Tato třída si ukládá všechny 
tabulky získané z databáze a poskytuje tyto tabulky prostřednictvím datasetu aplikaci. 
Jsou v ní uloženy také změny názvů sloupců a tabulek provedené ve wizard generování. 
Ve stránce obsahu se nachází GridView, který získává data k zobrazování pomocí třídy 
tableoperations, který mu data posílá v datasetu prostřednictvím ObjectDataSource. 
Všechny základní operace jsou také naznačený na digramu níže.   
 
 
Obr. 12. Diagram operací v celém programu 
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Z pohledu uživatele program pracuje tak, že po spuštění nabídne přehled všech tabulek, 
které jsou v databázi. Uživatel si zvolí, které data chce prezentovat a přejde na další 
krok. V dalším kroku mám možnost změnit mnohdy jen heslovité názvy tabulek a také 
sloupců v tabulkách. Dalším krokem je možné zvolit vzhled plochy pro zobrazovaná 
data a pojmenovat celou prezentaci a generování dokončit. Po dokončení je okamžitě ke 
kontrole výsledná stránka. Výstupem projektu je tedy vytvořená webová stránka, která 
nevyžaduje od uživatele znalost žádného programovacího jazyka. Pro dokreslení 
přikládám náhodnou vygenerovanou stránku.  
 
 
    
    Obr. 13. Příklad vygenerované stránky 
   
 
 
 
 
 
 
 
 
 
 
    
 
 
 
 
 - 45 - 
10. Závěr 
 
Cílem této práce bylo studium a seznámení se s prostředím ASP.NET. Problematiku 
jsem prostudoval po částech. První částí je Microsoft .NET Framework, který poskytuje 
všechny nástroje a technologie pro tvorbu .NET aplikací. Další část je věnována 
struktuře a rysům ASP.NET a jeho součásti ADO.NET pro práci s daty. Malá čast je 
věnována také SQL databázi a nástrojům pro její obsluhu. Přiblížil jsem také 
programovací jazyk C#, který pro svou práci používám. Dále už se zabývám svým 
projektem, čemuž ještě předchází kapitola, která přináší pohled na známá řešení 
problematiky generování stránek dle struktury databáze. Závěrečná kapitola je  tedy 
věnována popisu funkce programu podle struktury databáze. Výsledkem je stránka 
prezentující uživatelem vybraná data, kterou si vytvoří bez naprosté znalosti 
jakéhokoliv programovacího jazyka. Samozřejmě úkolem nebylo jen realizovat 
program, který nabídne možnost vytvoření stránky, ale celkové teoretické přiblížení 
ASP.NET jazyka a hlavně jeho možností práce s daty, což je často jeden z hlavních 
důvodů výběru použití této platformy, a také praktická ukázka použití těchto možností. 
Můj program ukazuje principy práce s daty v ASP.NET, které jsou prakticky shodné pro 
všechny webové aplikace pracující s databází.    
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