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Abstrakt
Cílem této bakalárˇské práce je vytvorˇit nástroj pro návrh a zkoušení konecˇných automatu˚
a Turingových stroju˚ pro prˇedmeˇt Úvod do teoretické informatiky. Tento nástroj by meˇl
být vytvorˇen za použití technologií JavaScriptu, CSS, HTML a pro vytvorˇení algoritmu
by meˇla být využita technologie C#.
Textová cˇást bakalárˇské práce je rozdeˇlena na trˇí hlavní cˇásti. První popisuje základní
informace o použitých technologiích. Druhá cˇást vysveˇtluje základy konecˇných auto-
matu˚ a Turingových stroju˚. A trˇetí cˇást slouží k popsání vytvorˇeného programu.
Klícˇová slova: JavaScript, CSS, HTML, C# ,UTI, konecˇné automaty, Turingové stroje,
bakalárˇská práce
Abstract
The aim of this bachelor’s thesis is creating a designer and tester for finite state automats
and Turing machines for the purposes of the Introduction to Theoretical Computer Sci-
ence course. The designer should be created using JavaScript, CSS and HTML technolo-
gies. The tester should be created using C# programming language.
The text part of this bachelor’s thesis is divided into three main parts. First part de-
scribes basic information about used technologies. Second part explains basics of finite
state automats and Turing machines. And the third part describes the user interace and
the code behind created designer and tester tools.
Keywords: JavaScript, CSS, HTML, C# ,UTI, finite state machines, Turing machine, bach-
elor thesis
Seznam použitých zkratek a symbolu˚
HTML – Hyper Text Markup Language
Opensource – Systém volneˇ dostupný pro úpravy
UTI – Úvod do teoretické informatiky
CSS – Cascading Style Sheets
DKA – Deterministický konecˇný automat
NKA – Nedeterministický konecˇný automat
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51 Úvod
Tato bakalárˇská práce se týká prˇedmeˇtu Úvod do teoretické informatiky, dále pouze UTI.
Tento prˇedmeˇt nás seznámí s výrokovou logikou, jazyky, regulárními výrazy a také ko-
necˇnými automaty. V této práci se nadále budu zabývat pouze konecˇnými automaty, kdy
vytvorˇím nástroj pro návrh a testování.
Tento nástroj by meˇl sloužit studentu˚m k domácímu studiu, kdy si vytvorˇí v návrhárˇi
vlastní automat a následneˇ si otestují jeho funkcˇnost. Tímto si studenti vyzkouší jestli
danou problematiku dostatecˇneˇ pochopili. Tento nástroj bude prˇizpu˚soben tomu, aby jej
nebylo možno zneužít prˇi testech.
Bakalárˇská práce je vyhotovená tak, aby po prˇecˇtení této práce veˇdeˇl cˇtenárˇ základní
informace a porozumeˇl danému problému. V první cˇásti budu popisovat základy mnou
používaných technologií. Jsou zde vysveˇtleny základy teˇchto programovacích jazyku˚.
Pro prˇípadné základní pochopení kódu naprogramovaného nástroje. Druhá cˇást je zameˇ-
rˇena na vysveˇtlení a pochopení automatu˚ a Turingových stroju˚. Popis teˇchto automatu˚
bude od definice po názornou ukázku grafu automatu˚. Cˇtenárˇ by meˇl prˇi zacˇátku trˇetí
cˇásti rozumeˇt základu˚m programovaní a také funkcˇnosti automatu˚. V trˇetí cˇásti bude uži-
vateli vysveˇtlen nástroj z pohledu programátora a nastíneˇny problémy, které se musely
rˇešit v pru˚beˇhu programování.
Celá aplikace je rozdeˇlena na dveˇ cˇástí, kdy pro prˇenos mezi cˇástmi byl vytvorˇen
vlastní textový formát. Tyto dveˇ cˇásti jsou vzájemneˇ propojitelné a na sobeˇ nezávislé.
První slouží k navrhnutí automatu, tato cˇást je vytvorˇena za pomocí technologií Ja-
vaScript, CSS a HTML, pro vykreslovaní použití elementu canvas. Celá první cˇást je vy-
tvorˇena tak, aby byla možná jednoduchá integrace celého návrhárˇe do webové stránky.
Ovládání tohoto designéra je velice intuitivní.
Druhá cˇást je využívána pro logiku programu. Zde se rˇeší prˇevod z textového formátu
do objektu˚. Poté je zde umísteˇn celý algoritmus na testování a pru˚beˇh automatu˚.
62 Používané technologie
Po krátkém úvodeˇ, si v krátkosti prˇedvedeme používané technologie. Ke každé tech-
nologii si uvedeme krátký popis a ukázku. Mezi nejvíce používané technologie patrˇí Ja-
vaScript a C#. Dále jsem také samozrˇejmeˇ musel využit i jiných technologií jako naprˇíklad
HTML,CSS atd. Z této kapitoly se cˇtenárˇ nestane programátorem, ale mu˚že pochopit zá-
kladní informace. Pokud cˇtenárˇe zaujme neˇjaká technologie, mu˚že si na internetu najít
veškeré informace a zjistit si detaily týkající se daného problému. Vybrané a zajímavé
problémy, které budou možná trochu složiteˇjší a obsáhlejší rozeberu v trˇetí cˇástí mé ba-
kalárˇské práce, kde se budu zabývat celým programem a postupem programátora.
2.1 HTML
Jako první budu psát o jazyku HTML. HTML neboli HyperText Markup Language se
používá pro tvorbu internetových stránek. Prohlížecˇe poté rozluští tento kód a prˇevedou
ho do zobrazitelné formy. Níže je uvedená základní konstrukce html souboru.
Jako hlavní tag, což je základní konstrukce tohoto jazyka, který se uvádí v hranatých
závorkách je <html>. Tyto tagy se používají pro vymezení vzhledu a konstrukce stránky.
Dále zde máme rozdeˇlení na hlavicˇku neboli <head> a teˇlo stránky neboli <body>, což
jsou také párové tagy, takže se musí ukoncˇit pomocí stejného tagu s lomítkem </body>.
Tagu˚ mu˚že html soubor obsahovat opravdu hodneˇ, ale snažím se nastínit pouze základní
poveˇdomí o technologiích. Pomocí teˇchto tagu˚ mu˚žeme taky provádeˇt spolu s CSS cel-
kový vzhled stránky, který si budeme vysveˇtlovat pozdeˇji v samostatné podkapitole.
<html>
<head>
< title >Ukazka</title>
</head>
<body>
<p>Odstavec s textem</p>
</body>
</html>
Výpis 1: Struktura v HTML
2.1.1 Canvas element
Spolu s uvedením HTML5 prˇišel i canvas element, který využívám prˇi mé bakalárˇské
práci. Je využíván prˇi vykreslování grafiky na internetové stránce. Pouze prˇi spojení s
technologií javascript je schopen vykreslovat grafické prvky.
Tento element jsem použil jako návrhárˇ pro vykreslování konecˇných automatu˚. V
tomto elementu jsem pomocí javascriptu dovedl vykreslit uzly a prˇechody pomocí šipek.
Canvas je velká soucˇást první cˇásti mého programu a rˇeší veškerou grafiku.
Níže je uvedená struktura tohoto elementu v kódu, nejdu˚ležiteˇjší atributy jsou ID,
width a height. Pomocí ID atributu se v javascriptu budeme odkazovat na tento element
7a mu˚žeme s tím pracovat. Jako další nastavujeme výšku a šírˇku oblasti pro vykreslování
grafiky. Obsahuje taky i další atributy, ale ty v tuto chvíli nejsou tak du˚ležité.
<canvas id="canvas" width="800" height="600" > </canvas>
Výpis 2: Canvas element v HTML
2.2 JavaScript
Jako další programovací jazyk uvedeme JavaScript. Tento jazyk je využívaný spolu s
HTML, je využíván naprˇíklad pro oveˇrˇovaní vstupních dat, rˇešení problému˚ na straneˇ
prohlížecˇe atd. JavaScript je v této dobeˇ hojneˇ využíván a dokáže vytvorˇit dynamickou
internetovou stránku, která se vkládá prˇímo do HTML. Zpu˚soby vložení scriptu jsou
dva. První je prˇímé vložení do HTML kódu a druhý zpu˚sob je pomocí prˇipojení externího
souboru. Více si ukážeme v krátké ukázce. Mu˚j javascriptový soubor je vložený externeˇ
a obsahuje všechny potrˇebné informace pro návrhárˇ. Vytvorˇené soubory mají prˇípony .js
nebo .jse.
<script>
alert ( " Interni zapis JavaScriptu s vyskakovacim okenkem");
document.write("Zapis pomoci skriptu na obrazovku");
</ script >
<script type="text / javascript " src="js /externisoubor.js "></script>
<!−− Externi skript −−>
Výpis 3: Úvod do JavaScriptu
V této krátké ukázce jsme si ukázali implementaci interního a externího zápisu Ja-
vaScriptu. Základem jsou párové atributy <script>, a u externího zápisu také atributy
urcˇující zdroj javascriptu, typ atd. Další atributy jsou v nejnoveˇjších prohlížecˇích zby-
tecˇné.
V interním zápisu jsme si uvedli dva základní prˇíkazy. Je nutné dát pozor na velká a
malá písmena, JavaScript je CaseSensitive a prˇíkaz Alert není totéž co alert. Prˇíkaz alert
znamená oznamovací okénko, které obsahuje text v závorkách. Další uvedený prˇíkaz je
document.write, který umožnˇuje prˇímý zápis textu do prohlížecˇe.
Samotný jazyk je velmi složitý, a pro úvod bude stacˇit jednoduchý základ.
2.3 CSS
Jak jsme se už u HTML zmínili tak CSS jazyk je navržen k formátování stránky. CSS ne-
boli kaskádové styly (v anglicˇtineˇ Cascading Style Sheets) používá pro práci s designem
stránky tag <style> nebo také atribut style. K úpraveˇ, ale také mu˚žeme použít tagy jako
je <p> pro odstavec <h1> pro nadpis a tak dále. Uvedeme si jednoduchou syntaxi pro
prˇedstavu.
<html>
<head>
8<link rel="stylesheet" type="text /css" href="css/externisoubor.css"/>
</head>
<body>
<h1> Zeleny nadpis</h1>
<p style="color :red">Cerveny odstavec</p>
<style>
h1{color: green}
</style>
</body>
</html>
Výpis 4: Ukázka CSS kódu
Z tohoto kódu mu˚žeme vycˇíst, že existují trˇi zpu˚soby vložení CSS kódu. U odstavce,
což je atribut <p>. Další, méneˇ používaný zpu˚sob formátování je pomocí tagu˚ style a zde
si urcˇíme který element chceme upravovat. V tomto prˇípadeˇ jsme si urcˇili u nadpisu ze-
lenou barvu. Jako poslední a nejpoužívaneˇjší zpu˚sob je pomocí externího souboru. Kde
zápis vypadá stejneˇ jako u našeho tagu style. V mé bakalárˇské práci využívám CSS sou-
bor minimálneˇ, ale uvedl jsem zde krátkou podkapitolu pro uvedení všech mnou použí-
vaných technologií.
2.4 C# a Visual Studio
Poslední z uvedených programovacích jazyku˚ bude C#. Tento jazyk je využíván pro dru-
hou cˇást tohoto programu, tedy pro rozparsování informací do objektu˚ a pro výpocˇet
algoritmu konecˇných automatu˚ a Turingových stroju˚. Je to objektoveˇ orientovaný progra-
movací jazyk, který vychází z Javy a jazyku C. Je konstruován tak, aby byl jednoduchý
k pochopení, moderní a víceúcˇelový. Opeˇt si uvedeme pár rˇádku kódu pro prˇedstavu a
objasneˇní konstrukce.
static void Main(string [] args)
{
int a = 5;
Console.WriteLine(a);
Console.ReadKey();
}
Výpis 5: Základ C#
K celé druhé cˇásti využívám .NET framework 4.5, prostrˇedí které pro toto používám
je Visual Studio Ultimate 2013. Prˇesneˇji rˇecˇeno využívám ASP.NET což je webový fra-
mework, který se využívá pro tvorbu webových aplikací.7 10 Po pár veˇtách neznámých
slov se mu˚žeme cítit zmateni, ale v krátkosti vysveˇtlím o co jde. Prostrˇedí o kterém mlu-
vím, je vývojové prostrˇedí, neboli program ve kterém píšeme zdrojový kód. Poté se pro-
gram postará o zkompilování a spušteˇní programu. Framework je zjednodušeneˇ rˇecˇeno
sada knihoven, které využíváme ke spušteˇní programu a zajišteˇní aby fungovalo vše jak
meˇlo.
Poslední veˇc kterou zmíním a která meˇ zaujala je, že Visual Studio prˇi vytvárˇení
ASP.NET aplikací využívá Twitter Bootstrap framework.9 Tento framework je volneˇ do-
stupný na internetu a je open source. Je využíván pro jednoduchý, rychlý a opravdu
9elegantní vzhled webu. Jelikož jsme na konci kapitoly a máme základní prˇehled o techno-
logiích, tak mu˚žeme rˇíci, že tento framework využívá od HTML po CSS prvky. Tyto cˇástí
kódu je možno velmi jednoduše implementovat na naší internetovou stránku cˇi webo-
vou aplikaci. Pomocí tohoto frameworku, který nabízí opravdu mnoho prvku˚ a elementu˚
vypadá internetová stránka hned na první pohled vcelku dobrˇe. Sám tento framework
využívám prˇi programování webu˚ a myslím si, že je velmi užitecˇný. Pomocí frameworku
je možno vytvorˇit dokonce responsivní web bez veˇtších cˇi pokrocˇilejších znalostí progra-
mování. Nyní si opeˇt prˇedvedeme ukázku a implementaci tohoto frameworku.
<!DOCTYPE html>
<html>
<head>
< title >Bootstrap vzor</ title>
<script src="http :// code.jquery.com/jquery−latest.js"></script>
<script src="https :// code.jquery.com/jquery−1.11.1.js"></script>
<!−− Bootstrap −−>
<link rel="stylesheet" href="https :// maxcdn.bootstrapcdn.com/bootstrap/3.3.1/css/
bootstrap.min.css">
<link rel="stylesheet" href="https :// maxcdn.bootstrapcdn.com/bootstrap/3.3.1/css/
bootstrap−theme.min.css">
</head>
<body>
<p class="text−warning">Etiam porta sem malesuada magna mollis euismod.</p>
<div class="jumbotron"></div>
<script src="https :// maxcdn.bootstrapcdn.com/bootstrap/3.3.1/js/bootstrap.js"></script>
</body>
</html>
Výpis 6: Úvod do Twitter Bootstrap
Toto je funkcˇní kód twitter bootstrap, nesmíme zapomenout na nejnoveˇjší verze jquery
a bootstrap. Z CSS a js souboru˚ totiž bereme informace o tom, jak má daný element vypa-
dat cˇehož si všimneme u formátování textu v párových atributech <p> a <div>. Pomocí
atributu class urcˇujeme vzhled.
Po krátkém vysveˇtlení programovacích jazyku˚ a používaných technologií, se mu˚-
žeme vydat do vysveˇtlování a pochopení automatu˚ a Turingových stroju˚.
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3 Automaty
Konecˇný automat (zkráceneˇ KA, anglicky Finite state machine) je abstraktní model hojneˇ
využívaný v teoretické informatice. Používá se pro rozpoznávání jazyku˚, neboli pro stu-
dium formálních jazyku˚. Tento model také mu˚žeme rozpoznat v automatu na kávu. Nebo
další prˇípad, který znázorníme graficky je turniket na pru˚chod bránou. Ve chvíli kdy prˇi-
cházíte se turniket nachází ve stavu zavrˇeno. V tomto stavu setrvává dokud nevhodíte
minci. Mu˚žeme si v grafu automatu povšimnout prˇechodu do stavu otevrˇeno pomocí
vložení mince. Ve stavu otevrˇeno setrvává i po vložení mince, zpeˇt do stavu zavrˇeno
se dostaneme pomocí prˇechodu, neboli pru˚chodu bránou. A pokud se pokusíme znovu
projít tak neprojdeme, jelikož se stále nachází ve stavu zavrˇeno.
Obrázek 1: Ukázka automatu
Je du˚ležité zdu˚raznit, že automat pracuje s konecˇným pocˇtem stavu˚ a také konecˇným
pocˇtem vstupních podneˇtu˚, neboli vstupní abecedou. Stav automatu je ovlivneˇn vneˇjšími
podneˇty, kdy prˇi vstupním podneˇtu automat prˇesneˇ ví do kterého stavu se dostane.
K popisu automatu˚ se používají také jiné zpu˚soby a to bud’ stavovým diagramem,
neboli grafem automatu. Dále se prˇechodové funkce dají popsat i takzvanou tabulkou
prˇechodu˚. Tyto zpu˚soby se používají pro jednodušší a srozumitelneˇjší pochopení auto-
matu.
Graf automatu se skládá z konecˇné množiny stavu˚, který je reprezentován pomocí
kolecˇek, neboli uzlu˚. V automatu mu˚žeme také nalézt dvojitá kolecˇka, která reprezentují
konecˇný stav automatu. Z kolecˇek - stavu˚ vycházejí šipky, které reprezentují prˇechody
mezi stavy. Pokud šipka smeˇrˇuje do stejného uzlu, tak po prˇecˇtení písmene zu˚stává au-
tomat ve stejném stavu. Tyto prˇechody reprezentují naše vneˇjší podneˇty. Pocˇátecˇní stav
bývá vyjádrˇen šipkou, která mírˇí k pocˇátecˇnímu stavu→.
Další zpu˚sob vyjádrˇení je tabulka prˇechodu˚. Tato tabulka mu˚že být srozumitelneˇjší
pro zápis složiteˇjších automatu˚. Tabulka je vytvorˇena tak, že v záhlaví sloupcu˚ máme
množinu vstupních prvku˚ a v záhlaví rˇádku˚ máme množinu stavu˚. Zacˇátecˇní stav je zna-
cˇen symbolem šipky doprava→ a konecˇný stav reprezentujeme symbolem šipky doleva
←.
Poslední zpu˚sob zobrazení je stavový strom. Tento zpu˚sob zápisu budeme nejcˇasteˇji
využívat u nedeterministických automatu˚. Tento strom nám totiž mu˚že ukázat zpu˚sob
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pru˚chodu celým automatem a to i v prˇípadeˇ pokud nastane ve stavu prˇípad, kde bychom
meˇli dveˇ možnosti prˇechodu. Pro laiky je tento zpu˚sob zápisu také lépe pochopitelný a
srozumitelný. Zpu˚sobem nákresu prˇipomíná binární strom, kdy se navíc prˇidávají po
stranách prˇechody se vstupem, abychom prˇesneˇ veˇdeˇli, který znak momentálneˇ automat
prˇecˇetl. Tento stavový strom je k náhledu v kapitole Nedeterministických automatu˚ a zde
je také vysveˇtlen popis pru˚chodu stromem.
Konecˇné automaty se dají deˇlit na dveˇ skupiny. A to na deterministické konecˇné auto-
maty dále už jenom DKA a nedeterministické konecˇné automaty zkráceneˇ NKA. Rozdíl
mezi teˇmito automaty je minimální, a lze jednoduše prˇevést NKA na DKA. Pouze pro
prˇedstavu, NKA se od DKA liší naprˇíklad v tom, že v daném stavu má více prˇechodu˚
pro jeden vstupní podneˇt. Detailneˇji se o daných typech budu zabývat v nadcházejících
kapitolách.
Urcˇiteˇ by byla škoda nezmínit také abstraktní výpocˇetní model, související s mou
bakalárˇskou prací a automaty. A to je Turingu˚v stroj. Tento stroj se používá hlavneˇ pro
urcˇení složitosti algoritmu a pro urcˇení složitosti problému. Je to konecˇný automat, který
pracuje se vstupní páskou, kde cˇte vstupní symboly a v prˇechodové funkci má uloženou
funkcionalitu stroje.
3.1 Deterministické
Deterministický konecˇný automat je jinak rˇecˇeno jednoznacˇný. Tento automat je uzpu˚so-
ben tak, že má pouze jeden pocˇátecˇní stav. U tohoto automatu také platí pravidlo, že musí
být jasneˇ a jednoznacˇneˇ dána cesta pro každý možný vstupní symbol ze vstupní abecedy.
To znamená, že z každého uzlu automatu, což jsou všechny možné stavy, musí být stano-
veny cesty pro celou vstupní abecedu. Automat mu˚že mít více prˇijímacích stavu˚, pokud
bude rozpoznán jazyk tak automat skoncˇí v jednom z konecˇných stavu˚. Tento odstavec
mu˚žeme shrnout do následující krátké definice. 1
Definice 3.1 Deterministický konecˇný automat (zkráceneˇ DKA) je každá peˇtice prvku˚ A =(Q,

,δ,q0,F),
kde
• Q znamená konecˇnou neprázdnou množinu stavu˚,
•  znamená konecˇná neprázdná množina vstupních prvku˚, tzv. vstupní abeceda
• δ je prˇechodová funkce - Qx -> Q
• q0 je pocˇátecˇní neboli iniciální stav - q0 ∈Q
• F znamená množina koncových neboli prˇijímacích stavu˚, F⊂Q
Pro praktické osveˇtlení DKA jsme si navrhli jednoduchý cˇtyrˇstavový automat, který
prˇijímá slova nad vstupní abecedou {a,b}. Jeden z výrazu˚, které tento automat prˇijme je
"aaabab", pro který si následneˇ také vysveˇtlíme simulaci tohoto automatu.
V grafickém znázorneˇní, jak jsme si vysveˇtlovali, vypadá automat takto.
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Obrázek 2: Deterministický konecˇný automat - stavový diagram
Toto grafické znázorneˇní definujeme jako automat takto, A =(Q,

,δ,q0,F), kde Q =
{q1,q2,q3,q4},

= {a,b}, q0 = q1, F = {q4}, a prˇechodová funkce je definována takto δ(q1,a)=q2,
δ(q1,b)=q3, δ(q2,a)=q2, δ(q2,b)=q4, δ(q3,a)=δ(q3,b)=q4, δ(q4,a)=δ(q4,b)=q4.
V této definici máme všechny potrˇebné informace pro práci s automatem.
Nyní si popíšeme pru˚beˇh DKA. Pokud na vstupu bude výraz "aaabab", tak zacˇínáme
v pocˇátecˇním stavu q1. Slovo cˇteme zleva doprava. Po prˇecˇtení prvního písmene "a"se
prˇesune podle šipky do stavu q2 a ze slova se odebere první písmeno "a"a tím pádem
zu˚stane "aabab". Dále se ze slova prˇecˇte písmeno "a", kdy zu˚stáváme ve stavu q2. Další
prˇecˇtené písmeno je opeˇt písmeno "a", kdy opeˇt zu˚staneme ve stejném stavu. Nyní zu˚-
stane pouze "bab", kdy prˇi prˇecˇtení písmena "b"se prˇesuneme do konecˇného stavu q4.
Toto je konecˇný stav, ale ješteˇ není prˇecˇteno celé slovo, takže automat ješteˇ neskoncˇil.
Povšimneme si, že v konecˇném stavu máme smycˇku pro oba možné vstupy "a,b". Ve
sloveˇ nám zu˚stalo už pouze "ab", takže po prˇecˇtení slova víme, že automat, vzhledem k
prˇechodu typu smycˇka, zu˚stane v q4. A tímto je prˇecˇteno celé slovo, automat skoncˇil v
konecˇném stavu a tímto je automat platný. 6
Zde máme ukázku tabulky prˇechodu˚, která vychází z prˇedchozího grafu. Mu˚žeme si
povšimnout, že pocˇátecˇní stav q1 je znacˇen šipkou→ a konecˇný stav je znacˇen←. Záhlaví
sloupcu˚ nám tvorˇí vstupní abeceda, tedy {a,b}.
a b
→ q1 q2 q3
q2 q2 q4
q3 q4 q4
← q4 q4 q4
Tabulka 1: Deterministický konecˇný automat - prˇechodová tabulka
3.2 Nedeterministické
Nedeterministický konecˇný automat se od deterministického mírneˇ liší, u DKA jsme meˇli
jasneˇ nadefinovány prˇechody a bylo nám jasné, co DKA zrovna provede. NKA se liší v
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tom, že na rozdíl od DKA, mu˚že mít více pocˇátecˇních stavu˚. Což v definici také znamená,
že to bude množina stavu˚. Další markantní rozdíl mezi automaty je v tom, že NKA mu˚že
mít z jednoho stavu více prˇechodu˚ pro jeden znak, v závislosti na vstupní abecedeˇ, nebo
také žádný. Prˇi vlastnosti automatu více prˇechodu˚ podle stejného vstupního prvku mu˚že
nastat rozveˇtvení algoritmu. V tomto prˇípadeˇ koncˇí automat, pokud alesponˇ jedna veˇtev
skoncˇí v konecˇném stavu. Jelikož je to konecˇný automat, tak urcˇité prvky definice zu˚stá-
vají stejné. Jako DKA, kdy mu˚že mít žádný nebo více koncových stavu˚.
Opeˇt si shrneme všechny informace do krátké definice. 1
Definice 3.2 Nedeterministický konecˇný automat (zkráceneˇ NKA) je každá peˇtice prvku˚ A =(Q,

,δ,I,F),
kde
• Q znamená konecˇnou neprázdnou množinu stavu˚,
•  znamená konecˇná neprázdná množina vstupních prvku˚, tzv. vstupní abeceda
• δ je prˇechodová funkce - Qx -> P(Q)
• I je pocˇátecˇní neboli iniciální stav - I⊂Q
• F znamená množina koncových neboli prˇijímacích stavu˚, F⊂Q
Pro názorné vysveˇtlení definice a celého NKA jsme navrhli strucˇný trˇístavový auto-
mat. Tento automat prˇijímá jako vstupní abecedu {a,b}. Jeden z výrazu˚, který tento auto-
mat prˇijímá a pro který si provedeme simulaci je "baabbb". Graf automatu, neboli stavový
diagram bude vypadat takto.
Obrázek 3: Nedeterministický konecˇný automat - stavový diagram
Pro srovnání s DKA zde uvedu také definici tohoto automatu. Kdy A=(Q,

,δ,I,F),
kde Q = {q1,q2,q3},

= {a,b}, I = {q1}, F = {q4}. Prˇechodovou funkci si definujeme takto
δ(q1,a)=q2, δ(q1,b)=q1, δ(q2,a)=q2, δ(q2,b)={q2,q3}, δ(q3,a)=(q3,b)=q3.
A ted’ mu˚žeme popsat grafické znázorneˇní NKA a taky pru˚beˇh automatu pokud,
se vyskytne na vstupu slovo "baabbb". Ocitáme se na pocˇátecˇním stavu a to q1. Ze slova
cˇteme první znak a to "b"kdy si mu˚žeme povšimnout smycˇky a proto zu˚stáváme ve stavu
q1. Následující znak je "a", kdy se pomocí prˇechodu posouváme do stavu q2. A opeˇt ze
slova prˇecˇteme písmeno "a", kdy zu˚stáváme stále ve stavu q2. Nyní bychom mohli rˇíci,
že nastává problém, máme pro písmeno "b"které se ocitá na vstupu dveˇ možnosti. My si
pouze vybereme jednu cestu a prˇejdeme do stavu q3. Ve stavu q3 už máme smycˇku pro
stavy "a,b"a proto jsme v konecˇném stavu a automat je platný. Kdybychom si vybrali ve
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stavu q2 druhou možnost a to možnost smycˇky, tak bychom po prˇecˇtení zbytku písmen
byli stále v q2 a tento stav není konecˇný. Takže slovo bychom touto volbou neprˇijali.
U této tabulky prˇechodu˚ si mu˚žeme povšimnout speciálního zápisu. Jak jsme si vy-
sveˇtlovali, tak NKA mu˚že obsahovat více prˇechodu˚ pro stejný znak cˇi pro daný znak
nemusí být nadefinován žádný prˇechod. V této tabulce je pocˇátecˇní stav opeˇt znacˇen šip-
kou prˇi stavu q1 a koncový ve stavu q3. Zmeˇna oproti DKA zde nastává ve stavu q2, kde
prˇi prˇechodu pomocí vstupu "b"máme množinu dalších stavu˚ a to {q2,q3}. Což znamená,
že z tabulky mu˚žeme vycˇíst, že ze stavu q2 se dostaneme pomocí vstupu b zpeˇt do stavu
q2 a poté do stavu q3, což je stav koncový.
a b
→ q1 q2 q1
q2 q2 {q2,q3}
← q3 q3 q3
Tabulka 2: Nedeterministický konecˇný automat - prˇechodová tabulka
Jako poslední grafické vyjádrˇení automatu si ukážeme stavový strom. 8 Na tomto
grafickém vyjádrˇení lze nejlépe pochopit pru˚beˇh celého automatu. Mu˚žeme si totiž po-
všimnout kudy se automat mu˚že pohybovat. Máme znázorneˇný celý pru˚beˇh cˇtení slova
a možné odbocˇky. Zde je vytvorˇený stavový strom pro náš trˇístavový nedeterministický
automat. Jak jsme už rˇekli, prˇechod do stavu q2 nebyl problém a pru˚beˇh byl velmi po-
dobný DKA. Ale u stavu q2 nastal problém v tom, že automat meˇl možnost si vybrat
mezi více prˇechody. Ve stavovém stromu si mu˚žeme povšimnout, že u stavu q2 máme
znázorneˇny dveˇ cesty. Jedna vede zpeˇt do q2 a druhá do q3 což je konecˇný stav. Poté
máme opeˇt na vstupu znak "b", což znamená, že se scénárˇ opakuje. Mu˚že si vybrat jít do
q3 nebo q2. Takto bude probíhat scénárˇ až do konce vstupního slova. Pokud se podíváme
du˚kladneˇ na strom, tak si všimneme že i po dvou prˇecˇtených písmen "b"se stále mu˚žeme
dostat do konecˇného stavu a automat by byl platný a slovo prošlo.
Obrázek 4: Nedeterministický konecˇný automat - stavový strom
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4 Turingové stroje
Tento stroj je velmi silná výpocˇetní jednotka, která dokáže vypocˇíst vše co reálný pocˇítacˇ.
Poprvé byl prˇedstaven matematikem Alanem Turingem v roce 1936.
Tento model se velmi podobá konecˇným automatu˚m, ale je mnohem výkonneˇjší a
také má neomezenou pameˇt’. Tyto stroje se proto mu˚žou používat k vyrˇešení složiteˇjších
problému˚. Turingova neomezená pameˇt’, je realizována pomocí takzvané pásky, která
mu˚že být za urcˇitých okolností nekonecˇná. Cˇímž je myšleno, že se mu˚že neustále dopl-
nˇovat a stane se nekonecˇnou. Tato páska obsahuje vstupní rˇeteˇzec a zbytek pásky jsou
prázdná místa, takzvaná blank spaces. Další vlastnost Turingova stroje, kterou se liší od
konecˇných automatu˚ je, že kromeˇ cˇtení je možnost na pásku zapisovat a pohybovat se
po pásce obeˇma smeˇry. Cˇtecí hlava má taky možnost stát na místeˇ. Pohybování hlavy po
pásce pokracˇuje do doby, než dosáhne konecˇného stavu. 2
Pohyby cˇtecí hlavy, zápis a cˇtení jsou realizovány pomocí prˇechodu˚. Tímto si mu˚žeme
naprogramovat vlastní Turingu˚v stroj, který bude vykonávat naší funkcionalitu. Pomocí
programování našeho stroje mu˚žeme reprezentovat jakýkoliv programovací jazyk.
Níže je opeˇt napsaná definice 1 tohoto stroje:
Definice 4.1 Turningový stroj je každá šestice prvku˚ A =(Q,Γ, s, b, F, δ), kde
• Q znamená konecˇnou neprázdnou množinu stavu˚
• Γ znamená konecˇná neprázdná množina vstupních symbolu˚ a znaku˚
• s∈Q znamená pocˇátecˇní stav
• b∈ Γ je symbol, který reprezentuje prázdný symbol ( b není soucˇástí vstupní abecedy )
• F⊂Q znamená množina koncových stavu˚
• δ: Q×Γ→ Q×Γ× {-1,0,+1}
Nyní si pro ukázku uvedeme také grafické znázorneˇní Turingova stroje a jeho prˇe-
chodových funkcí.
Obrázek 5: Turingu˚v stroj
Takto by meˇl poté v návrhárˇi vypadat námi navržený Turingu˚v stroj. Kdy u textu
prˇechodu˚ máme definovanou prˇechodovou funkci a máme zde jeden pocˇátecˇní stav a
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také jeden stav konecˇný. Tento stroj je velmi primitivní, ale v návrhárˇi bude možnost
navrhnout stroje složiteˇjší.
Jako u každého modelu si uvedeme funkcˇnost a pru˚chod tímto strojem. Opeˇt uvedu
formální zápis tohoto Turingova stroje. Kdy A=(Q,Γ, s, b, F, δ), kde Q={1,2,3}, Γ = {a,b},
s=1, b=B, F={3}. Prˇechodovou funkci Turingova stroje si definujeme takto δ(1,a)=(2,b,R),
δ(2,b)=(2,a,R), δ(2,a)=(3,b,R).
Nyní po zapsání formální definice si popíšeme pru˚beˇh tohoto stroje. Vstupní rˇeteˇ-
zec budeme mít zadán jako "abba", kdy by se nám meˇl první a poslední znak pokud
bude "a"zmeˇnit na znak "b"a soucˇasneˇ znaky "b"zmeˇnit na znaky "a". Cˇímž by meˇl vý-
stupní rˇeteˇzec mít tvar "baab". Prˇi vstupu rˇeteˇzce se nám cˇtecí hlava nachází nad zna-
kem "a"a nacházíme se ve stavu 1. Zde máme pro znak "a"nadefinovanou prˇechodovou
funkci. Tato prˇechodová funkce nám rˇíká, že po prˇecˇtení znaku "a"ho prˇepiš znakem
"b"a cˇtecí hlavu posunˇ o jeden znak doprava. Výstupní rˇeteˇzec v tuto chvíli je "bbba".
Nyní se nacházíme ve stavu 2 a cˇtecí hlava je na druhém znaku "b". Opeˇt zde máme pro
znak "b"nadefinovanou prˇechodovou funkci. Znak "b"se nám prˇepíše znakem "a"a cˇtecí
hlava se nám opeˇt posune o jedno pole doprava. Nyní ale zu˚stáváme stále ve stavu 2,
kdy opeˇt cˇteme znak "b", pro který provedeme stejnou operaci. Nyní náš výstupní rˇeteˇ-
zec má tvar "baaa". Hlava se nyní nachází nad znakem "a"a ve stavu 2 máme pro znak
"a"nadefinovanou prˇechodovou funkci, pomocí které se dostaneme do konecˇného stavu.
Prˇechodová funkce nám definuje, že prˇi prˇecˇtení znaku "a"zapíše znak "b"a posune se
doprava. Nyní je naše slovo celé prˇecˇtené Turingovým strojem a my se nacházíme v ko-
necˇném stavu. Výsledný rˇeteˇzec je tedy "baab". 4
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5 Popis aplikace
Po teoretické cˇásti se vydáme do cˇásti poslední a to praktické, kde si ze zacˇátku probe-
reme návrh aplikace, prostrˇedí. Dále se budeme veˇnovat samotné implementaci a konecˇ-
nému grafickému prostrˇedí a testování aplikace s reálnými daty. Zadání mé bakalárˇské
práce bylo sestrojit nástroj na testování automatu˚. Tento nástroj by meˇl být schopen vy-
tvorˇit grafický návrh a dle algoritmu vyhodnotit správnost automatu˚. Celou dobu bych
se meˇl rˇídit skripty z prˇedmeˇtu UTI. V prˇedmeˇtu jsme se zaobírali automaty a k tomu
jsem meˇl zadáno vytvorˇení algoritmu pro testování Turingových stroju˚. Kompletneˇ by
meˇl být program schopen vyrˇešit tyto trˇi modely:
• Deterministické automaty
• Nedeterministické automaty
• Turingovy stroje
Tato aplikace by meˇla sloužit studentovi k domácímu studiu, proto bude navrhnuto
grafické prostrˇedí, zadávání vstupu˚ a výstupu˚, s ohledem na domácí studium. Student,
který zatím není v tomto druhu látky znalý, by meˇl mít možnost si zkusit navrhnout
automat a vyzkoušet jeho funkcˇnost. Pomocí jednoduchého ovládání si student mu˚že
automat jakkoliv prˇedeˇlat a beˇhem krátké chvíle by meˇl mít možnost vytvorˇit zcela nový
automat.
Celá aplikace, jak jsem zmínil, se skládá ze dvou cˇástí. Tyto cˇástí by mezi sebou meˇli
být nezávislé, ale propojitelné pomocí mnou navrženého textového formátu.
Prˇi mnou navrženém textovém formátu bych meˇl zohlednit cˇitelnost cˇloveˇkem. Proto
pravdeˇpodobneˇ budu využívat pouze potrˇebné informace s jasneˇ danými instrukcemi.
5.1 První cˇást
Pro tvorˇení první cˇásti jsem meˇl jasneˇ stanovené jaké technologie bych meˇl využít. Za
úkol bylo vytvorˇit vizuální návrhárˇ pro webové aplikace za použití technologií HTML
a JavaScript. Prˇi návrhu bych se meˇl zameˇrˇit na to, jakým zpu˚sobem se s tím bude pra-
covat. Pro kreslící plochu jsem se rozhodl využít canvas element, který je využíván pro
grafiku na webových stránkách. Zde jsem také musel zohlednit to, co by uživatel mohl
chtít vytvorˇit a jaké funkce bude potrˇebovat. Z teˇch základních:
• nakreslit uzel
• poznacˇit koncový stav
• poznacˇit pocˇátecˇní stav
• nakreslit prˇechod z uzlu do uzlu
• nakreslit smycˇku prˇechodu
Z toho jsem usoudil, že bude nutno vytvorˇit objekty pro prˇechody a uzly. Nakonec
bych nemeˇl zapomenout do první cˇásti zakomponovat prˇevod do textové cˇásti.
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5.2 Druhá cˇást
Prˇi návrhu druhé cˇásti, což meˇlo rˇešit algoritmus správností automatu jsem si zvolil tech-
nologie sám. Osobneˇ jsem si pro druhou cˇást vybral jazyk C#. Uvažoval jsem nad im-
plementací do ASP.NET technologie, která je mi blízká. V první rˇadeˇ bych meˇl v tomto
jazyku vyrˇešit prˇevod textové cˇásti do objektu˚. Textový formát si musím prˇevést do ob-
jektu˚, jelikož zde budu rˇešit algoritmus pro dané matematické modely. Prˇemýšlel jsem,
že algoritmus pro vyrˇešení deterministického automatu by mohl být nejjednodušší a z
neˇho by mohli vycházet další algoritmy pro rˇešení zbylých modelu˚.
Jako další krok nesmíme zapomenout na ošetrˇení podmínek. Naprˇíklad determinis-
tický automat nesmí obsahovat, jak jsme zmínili v teoretické cˇásti, více než jeden zacˇátek.
Všechny tyto podmínky bychom meˇli zachytit a dát uživateli veˇdeˇt, zda nastala chyba
a jaká chyba to je. Uživatel by meˇl možnost si chybu opravit a znova si zkontrolovat
automat, dokud nebude mít automat správnou podobu.
5.2.1 Algoritmus DKA
Prˇi popisu aplikace uvažujeme nad tím, jak by aplikace mohla pracovat. Z tohoto du˚vodu
bychom si meˇli také uvést algoritmus, jak by nástroj mohl oveˇrˇit správnost aplikace a vy-
rˇešení automatu. Tento algoritmus je napsán pseudokódem a v implementaci si uvedeme
jak tento pseudokód vypadá v aplikaci a zda funguje jak má.
Tento algoritmus už uvažuje nad tím, že automat už je naimplementován v objektech
a je možné s ním pracovat a budeme zde oveˇrˇovat správnost automatu.
function AlgoritmusDKA(vstup)
− Kontrola automatu z matematickeho hlediska
IF pocet_startovnich_prvku != 1
THEN Vypis chybovou hlasku neplatneho automatu
ENDIF
IF pocet_konecnych_prvku == 0
THEN Vypis chybovou hlasku neplatneho automatu
ENDIF
FOREACH Uzly
Kontrola jednotlivych prechodu
END FOREACH
− Kontrola vstupniho slova automatem
FOREACH Uzly
IF je uzel startovni
THEN uzel← startovni_uzel
ENDIF
END FOREACH
FOREACH pismeno ze vstupniho slova
FOREACH prechody v uzlu
IF text prechodu je roven pismenu vstupniho slova THEN
uzel ← nasledujici uzel z prechodu
konec
END IF
END FOREACH
END FOREACH
− po pruchodu vsemi uzly vrati konec uzlu zda je true nebo false
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RETURN konec uzlu
Výpis 7: Pseudokód k DKA
Zde je zjednodušený algoritmus pro kontrolu automatu z matematického hlediska a
algoritmus pro pru˚beˇh slova automatem.
5.2.2 Algoritmus NKA
Algoritmus pro nedeterministické by byl z velké cˇásti podobný. Stejneˇ jako u determi-
nistického automatu si musím zkontrolovat zda startovní a konecˇné stavy odpovídají
matematické definici. Poté si najdeme startovní uzly, kdy jich mu˚že být více než jeden a
pro každý uzel si zavoláme funkci pro pru˚beˇh slova automatem. Nyní si pseudokódem
ve zkratce ukážeme, jak mu˚že vypadat funkce pro vypocˇtení výsledku pru˚beˇhem slova
automatem.
function AlgoritmusNKA(vstup,uzel)
− posledni uzel v kterem se nalezame a vrati true nebo false
IF vstupni retezec prazdny
THEN RETURN uzel.konec
END IF
IF prechody v uzlu neobsahuji pismeno ze vstupu
THEN RETURN false
END IF
IF prechod v uzlu pro nasladujici pismeno je rovno 1
THEN AlgortimusNKA(vstup_bez_prvniho_znaku,nasledujici_uzel)
END IF
IF prechod v uzlu pro nasledujici pismeno je rovno nebo vetsi 2 THEN
FOREACH prechod z uzlu pro dane pismeno
AlgortimusNKA(vstup_bez_prvniho_znaku,nasledujici_uzel)
END FOREACH
END IF
− Vraceni vysledku
Výpis 8: Pseudokód k NKA
5.2.3 Algoritmus TNG
A jako poslední musíme rˇešit algoritmus pro vyrˇešení Turingova stroje. Opeˇt si uve-
deme zjednodušený pseudokód z du˚vodu rozsahu a složitosti kódu. Budeme rˇešit pru˚-
beˇh slova strojem, tím pádem pohyby cˇtecí hlavy, cˇtení a zapisování. Zacˇátkem se mírneˇ
podobá prˇedchozím kódu˚m, jelikož budeme muset najít startovní prvek. Poté prochá-
zíme uzly pomocí while smycˇky, dokud nenarazíme na konecˇný uzel. Pseudokódem si
uvedeme vnitrˇek tohoto cyklu.
FOREACH prechody v uzlu
IF prechod obsauje znak pro precteni THEN
IF znak_pro_zapis != N ( znak N pro zanechani stejne hodnoty ) THEN
IF znak_pro_zapis == B ( znak pro blank space) THEN
vstupy[pozice] zapis prazdny znak
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ELSE vstupy[pozice] zapis znak_pro_zapis
END IF
END IF
IF se chci posunout vlevo THEN
IF pozice == 0 THEN
presunuti celeho retezce o jednu pozici doleva
vytvoreni na pozici 0 prazdny znak
ELSE pozice−−
END IF
IF se chci posunout vpravo THEN
pozice++
IF pozice >= delka vstupniho retezce
vytvoreni na dane pozici prazdny znak
END IF
END IF
pridani nasledujiciho uzlu z prechodu
END IF
END FOREACH
Výpis 9: Pseudokód k TNG
Po úspeˇšném skoncˇení kód vrátí true a vím, že vstupní rˇeteˇzec prošel Turingovým
strojem. Nyní jsme si uvedli všechny trˇi možné algoritmy v pseudokódu a zameˇrˇíme se
na návrh grafického prostrˇedí. Poté budeme mít všechny potrˇebné informace pro napro-
gramování aplikace.
21
6 Grafické prostrˇedí
6.1 Návrh grafické prostrˇedí
Prˇi vytvárˇení návrhu grafického prostrˇedí se musíme zamyslet nad tím, kdo bude apli-
kaci používat a pro koho by meˇla být uzpu˚sobena. Jelikož mám jako bakalárˇskou práci
nástroj na testování automatu˚, tak nejveˇtší cˇást uživatelu˚ budou tvorˇit studenti. Tohle si
musíme uveˇdomit. Další cˇást, nad kterou bychom se meˇli zamyslet, je které prvky budou
na obrazovce. Prˇi mé aplikaci to pravdeˇpodobneˇ budou
• tlacˇítko pro kontrolu automatu
• tlacˇítko pro kontrolu vstupního rˇeteˇzce
• nadpis
• canvas element
• výbeˇr automatu
• textBox pro vstupní rˇeteˇzec
• výstup
Také bych meˇl zohlednit, aby pro kreslení automatu˚ byla vyhrazena dostatecˇná plo-
cha a aby všechny du˚ležité prvky byly jasneˇ viditelné.
Obrázek 6: První návrh grafického prostrˇedí
Canvas element bych se meˇl snažit udeˇlat co nejveˇtší. Uživatel neboli student bude
mít pak veˇtší kreslící plochu, což urcˇiteˇ ocení prˇi složiteˇjších automatech. Na stránku
budeme muset zakomponovat uvedené prvky. V pozdeˇjší implementaci se budu snažit
vmeˇstnat uvedené prvky do úhledné webové aplikace.
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6.2 Výsledné grafické prostrˇedí
Po kompletním naprogramovaní aplikace jsme museli udeˇlat grafické rozhraní aplikace.
Oproti návrhu se trochu liší, jelikož se mi zvýšily požadavky a musel jsem prˇidat urcˇité
prvky. Horní cˇást je rozdeˇlena do trˇí pomyslných ovládacích sloupcu˚. Toto rozdeˇlení je
vytvorˇeno pomocí mnou zminˇovaného frameworku Twitter Bootstrap. Použili jsme na
to divy, kterým jsme prˇirˇadili potrˇebnou class.
Obrázek 7: Výsledné grafické prostrˇedí
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První sloupec obsahuje ovládací prvky, které jsou stejné pro všechny trˇi výpocˇetní
modely. Tento sloupec obsahuje DropDownList, který slouží k vybrání modelu a tím i
dalších ovládacích prvku˚. Tuto funkcionalitu nám rˇeší javascript, kdy prˇi zmeˇneˇ v listu
nastaví prˇíslušné komponenty na skryté nebo viditelné. Dále zde máme výsledek kont-
roly, který je zde pro všechny modely a oveˇrˇí zda je správný z matematického hlediska.
Poté je zde umísteˇno tlacˇítko, které spouští prˇíslušnou funkci pro oveˇrˇení modelu.
Další druhé dva sloupce se mi meˇní v závislosti na zvolené volbeˇ. U DKA a NKA
máme prvek TextArea pro zadávání více možných vstupu˚ pro automat, které musí být
oddeˇleny entrem. Poté zde máme tlacˇítko pro oveˇrˇení vstupních slov automatem. Po-
slední sloupec je urcˇen pro vypsání výstupu˚ aplikace, které jsou u automatu˚ rˇešeny po-
mocí tabulky. Tabulka je nutná, protože vstupu˚ mu˚že být více a pro více vstupu˚ musíme
vypsat výstupy.
Poslední velkou cˇást tvorˇí prvek zvaný jumbotron, opeˇt z frameworku Twitter bo-
otstrap do kterého jsem vložil canvas element a tlacˇítko pro vymazání canvasu neboli
kreslící plochy. Toto tlacˇítko opeˇt volá funkcionalitu z javascriptu, kdy nám to vymaže
data z localStorage a celou kreslící plochu.
Jak jsme si rˇekli u volby Turingového stroje se nám meˇní druhý a trˇetí sloupec, což
odpovídá vstupu˚m a výstupu˚m.
Obrázek 8: Návrh výstupu˚ pro Turingové stroje
Druhý sloupec u Turingového stroje požaduje po uživateli zadání vstupního a vý-
stupního rˇeteˇzce. Po vložení vstupního rˇeteˇzce do Turingového stroje provede program
výpocˇet a ve trˇetím sloupci, což je sloupec pro výsledky vypíše uživateli výsledek. Ten se
bud’ shoduje s uživatelovým nebo ne.
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7 Aplikace
V této kapitole se už budu zabývat samotnou implementací a výslednou aplikací. Popíši
zde první cˇást, kde jsem programoval v javascriptu a byly vytvorˇeny dva javascriptové
soubory, fsmautomat a automatobjects. Poté je vytvorˇena ve Visual Studiu webová aplikace
asp.net a zde element canvas, na který se tyto dva javascriptové soubory odvolávají. Al-
goritmy pro rˇešení správnosti jsou programovány v jazyce C#. Proto zde popíšu druhou
cˇást a také jednotlivé algoritmy a postupy rˇešení. Hlavní logika je obsažena ve trˇídeˇ Au-
tomat.
7.1 První cˇást
V první je vytvorˇený designér, který je rozdeˇlen do dvou souboru˚ a to automatobjects
a fsmautomat. V soboru automatobjects jsou už jak z názvu˚ vyplývá objekty automatu
jako naprˇíklad.
• Prechod
• Uzel
• SmyckaPrechod
• StartPrechod
• TempPrechod
Vysveˇtlíme si funkcionalitu teˇchto objektu˚ a dále funkce v fsmautomat, které nám
slouží ke zpracovávání prˇíkazu˚.
7.1.1 automatobjects
Jako první se zameˇrˇíme na javascriptový soubor automatobjects. Je to soubor, kde máme
umísteˇny všechny objekty, v krátkosti si uvedeme k cˇemu se používají. Tyto objekty jsou
poté uloženy v poli v souboru fsmautomat. Zde se využívají k dalším funkcím.
Jako první objekt je zde Prˇechod, kterému se v atributech pošle uzel A a uzel B. Dále
pomocí vlastnosti prototype si urcˇíme, jaké vlastnosti má vytvorˇená instance mít. Tento
objekt musí mít základní promeˇnné a to uzelA, uzelB, text a další promeˇnné, které pou-
žívám v mnou vytvorˇených funkcích.
Pomocí vlastnosti protoype si vytvárˇím neˇkolik vlastností objektu Prˇechod. Mezi nej-
základneˇjší patrˇí funkce Prechod.prototype.kresli. Tato funkce je zde k vykreslení prˇe-
chodu, kdy v sobeˇ uchovává funkce na kreslení šipky, která je nadefinována v souboru
fsmautomat. Dále se také zajímá o vykreslení textu, kdy k tomu opeˇt využívá funkci na-
piš text z druhého souboru. O teˇchto funkcích si více rˇekneme v podkapitole, která se
zajímá o tento soubor a funkce v neˇm obsažené. Mezi další hojneˇ využívané funkce jsou
funkce, které nám vracejí kotevní body daného prˇechodu.
Dále máme nadefinované také objekty, jako naprˇíklad SmycˇkaPrˇechod. Což je prˇe-
chod, který smeˇrˇuje sám do sebe. Tato trˇída prˇijímá jako atributy uzel a promeˇnnou
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mouse. Promeˇnná mouse se nám zasílá ze souboru fsmautomat a pro vysveˇtlení to je
relativní pozice myši.
Opeˇt zde máme pomocí vlastnosti prototype prˇidanou funkci kresli. Tato funkce nám
v tomto prˇípadeˇ vytvorˇí prˇechod typu smycˇka, což znamená že vytvorˇí prˇechod sama
do sebe. Tím pádem musíme zavolat na canvas funkci, která nám vykreslí kruh, což je
funkce arc(). Poté nesmíme zapomenout na funkci ze souboru fsmautomat, která nám
poslouží k napsání textu k prˇechodu. Nakonec se zavolá funkce na vykreslení šipky.
Poté je tu také start prˇechod, který se vytvárˇí z prázdného prostoru do uzlu. Tímto
prˇechodem se nám znacˇí startovní uzel a start celého automatu. Opeˇt má tento prˇechod
základní vlastnosti jako prˇedchozí a také má velmi jednoduchou implementaci funkce
kresli, která je velmi podobná jako u objektu TempPrˇechod.
A jako poslední objekt z prˇechodu˚ zde máme TempPrˇechod. Což je prˇechod, který
je vytvorˇený pouze po dobu kdy táhneme myší. Na rozdíl od ostatních objektu˚ je velmi
jednoduchý a proto si zde uvedeme jeho celou implementaci, kdy se nejenom seznámíme
s objektem TempPrˇechod, ale také s použitím vlastnosti prototype.
function TempPrechod(from, to) {
this . from = from;
this . to = to ;
}
TempPrechod.prototype.kresli = function(c) {
// Kresli link
c.beginPath();
c.moveTo(this.to.x, this . to .y) ;
c. lineTo(this . from.x, this . from.y) ;
c.stroke() ;
// Kresli hlavicku sipky
kresliSipka(c, this . to .x, this . to .y, Math.atan2(this.to.y − this.from.y, this . to .x − this.from.x
)) ;
};
Výpis 10: Implementace objektu TempPrechod
Z kódu si mu˚žeme vycˇíst, že prˇijímá dva atributy a to odkud a kam až se má vytvorˇit.
Poté je pomocí mnou zminˇované vlastnosti prototype vytvorˇená funkce kresli, která nám
vykreslí cˇáru a na konci hlavicˇku šipky.
Nakonec si uvedeme objekt typu Uzel. Tento objekt je používán jak z názvu˚ vyplývá
pro vykreslování uzlu˚, neboli stavu˚ automatu. Uzly mají také jednu du˚ležitou promeˇn-
nou a to je promeˇnná typu bool zvaná prˇijímací stav. Do této promeˇnné se nám ukládá,
zda je daný stav prˇijímací cˇi nikoliv. Implementací je tento objekt velmi jednoduchý. Jako
u každého objektu si uvedeme jak se provádí vykreslování. U funkce kresli se nám vy-
kreslí kruh pomocí funkce arc(), zavolá se funkce napiš text pro vypsání textu a poté,
pokud je daný stav prˇijímací tak vykreslí ješteˇ jedno kolecˇko, které nám urcˇuje, že stav je
prˇijímací. Velikost kolecˇka se nám urcˇuje pomocí globální promeˇnné uzelRadius.
Další funkce, které tento objekt obsahuje jsou funkce, které se využívají v souboru
fsmautomat prˇi pohybu myši a pohyby s uzly. V této bakalárˇské práci vysveˇtluji jenom
zlomek použitých funkcí v celém programu.
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7.1.2 fsmautomat
Nyní se dostáváme k souboru fsmautomat, kde zachytáváme události, jako naprˇíklad
pokud nám uživatel klikne do obrazovky. V tomto souboru také prˇevádíme náš automat
do textového podoby a následneˇ ho posíláme do druhé cˇásti, kde rˇešíme algoritmické
vyjádrˇení.
Ze zacˇátku máme nadefinovaných pár promeˇnných, z teˇch zajímavých naprˇíklad
uzly[] a prechody[]. Ty uchovávají informace o všech uzlech a prˇechodech a mu˚žeme
s teˇmito informacemi manipulovat. Práveˇ prˇi tvorˇení textového formátu využíváme tyto
pole k procházení jednotlivými prvky. V kódu funkce getString si mu˚žeme povšimnout
vkládání uzlu˚ do výstupního rˇeteˇzce. Nejprve si nadefinujeme prˇíkaz for, který nám pro-
chází všechny uzly a následneˇ si je prˇirˇadí do promeˇnné uzel, z které taháme promeˇnné
text a prˇijímacíStav, který je typu true nebo false. U tvorˇení výstupního formátu z prˇe-
chodu˚ máme zápis trochu složiteˇjší, jelikož si rozlišujeme, zda je stav typu Smycˇka,Start
nebo obycˇejný. A následneˇ stejným zpu˚sobem prˇidáváme prˇechody do našeho výstup-
ního rˇeteˇzce.
function getString () {
var VysRetezec = "[";
for (var i = 0; i < uzly.length; i++) {
var uzel = uzly[ i ];
VysRetezec += "{";
VysRetezec += "(namenode:" + uzel.text + ")";
VysRetezec += "(konecnode:" + uzel.prijimaciStav + ")";
VysRetezec += "}";
} // .. kod − vlozeni prechodu do vystupniho retezce
Výpis 11: Funkce na tvorˇení textového formátu
Následneˇ si v javascriptu nastavíme, že po kliknutí tlacˇítka se nám zavolá tato funkce
a pomocí funkce __doPostBack si zašleme náš argument, neboli výstupní rˇeteˇzec do na-
šeho C# kódu.
V kódu nalezneme mnoho funkcí, ale uvedu pouze pár pro prˇedstavu jak jsem pra-
coval s kódem a jak jsou naprogramovány urcˇité prvky. Uvedeme si funkcí, která nám
urcˇuje co se stane pokud myší provedeme tzv. dvojklik.
Tato funkce si vezme pozici myši a zavolá funkci zakazZkouska(), která nám zakáže
tlacˇítko, aby uživatel nemohl zmácˇknout tlacˇítko pro oveˇrˇení vstupního rˇeteˇzce drˇív než
bude automat vyzkoušen a z matematického hlediska bude dávat smysl. Poté se nám
uloží do promeˇnné zvolenyObjekt z pozice myši. Na tuto promeˇnnou se budeme ptát,
zda je prázdná nebo je zde instance Uzlu. Pokud bude prázdná, tak se nám zde vytvorˇí
uzel nový. Tento nový uzel bude prˇidán do naší promeˇnné uzly[], o které jsme mluvili na
zacˇátku této podkapitoly. Pokud zde bude už vytvorˇená instance, tak se nám zmeˇní stav
uzlu. V prˇípadeˇ normálního uzlu na uzel konecˇný.
Poté se v tomto souboru nacházejí funkce, na které jsme se odkazovali v minulé pod-
kapitole. Jedna z nich je naprˇíklad funkce na vykreslování šipky. Další z du˚ležitých funkcí
je funkce, která slouží k uchovávání objektu˚ tzv. Backup funkce. Objekty se ukládají do
lokálneˇ vytvorˇeného pole pro uzly a prˇechody které se následneˇ uloží do naší localSto-
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rage urcˇené pro automaty. Tato funkce se nám vždy prˇi zavolání funkci kresli(). Poté je
zde také funkce na obnovení naší zálohy a tato funkce se zavolá vždy když je náš doku-
ment "ready".
Dále jsou zde také funkce pro stisknutí klávesy shift, pomocí které mu˚žeme následneˇ
kreslit prˇechody. Tento soubor obsahuje i funkci pro kreslení textu. Tímto jsme si shrnuli
co tento program obsahuje a prˇesuneme se k cˇásti druhé.
7.2 Druhá cˇást
V implementaci druhé cˇásti si popíši trˇídu Uzel a trˇídu Automat. Dále si vysveˇtlíme pru˚-
chod algoritmem automatu˚ a Turingových stroju˚.
7.2.1 Trˇída Uzel
Tato trˇída tvorˇí jednu z hlavních cˇástí programu. V této trˇídeˇ jsou uloženy všechny hlavní
informace, které algoritmy budou potrˇebovat pru˚chodem automatem. Pro každý jed-
notlivý uzel je zde vytvorˇená samostatná instance. Tato instance si z textového formátu
vytáhne základní informace a to text, který je využíván pro název uzlu. Poté dveˇ pro-
meˇnné typu bool pro startovní a konecˇné prvky. Jako poslední promeˇnnou je zde Dicti-
onary<Key,Value>. V této promeˇnné jsou uložené prˇechody na další uzly. Dictionary je
speciální list, který má ke každé hodnoteˇ prˇirˇazený klícˇ. Zde je jako klícˇ uvedený pro-
meˇnná typu string, což je název prˇechodu. Jako hodnota je zde promeˇnná typu List<Uzel>
což je z toho du˚vodu, že u nedeterministických automatu˚ mu˚že nastat prˇípad, kdy pro
jeden prˇechod mu˚žou být dva uzly. U dictionary to nemohu rˇešit jinak, jelikož nepod-
poruje duplicitu klícˇu˚. Pokud bychom nechteˇli volit tuto verzi je možné použít kolekci
Lookup. Já osobneˇ jsem z Dictionary pracoval a usoudil jsem, že toto bude lepší varianta
tak s tímto pracuji takto.
public class Uzel
{
// Promenne
public string text ;
public bool start ;
public bool konec;
public Dictionary<string , List<Uzel>> prechody;
.
.
}
Výpis 12: Promeˇnné trˇídy Uzel
Dále se v této trˇídeˇ nachází funkce PridejPrechod, která si bere promeˇnné - text,Uzel
a typautomatu. Zde prˇidáváme prˇechody k jednotlivým uzlu˚m. Zasíláme si zde text z
prˇechodu, ale musíme si dát pozor na to, že prˇechod mu˚že být proveden pro více znaku˚
vstupní abecedy. Pokud text obsahuje cˇárku, tak se provede útržek kódu níže. Text si
rozdeˇlí do pole stringu˚, který následneˇ prochází každý znak. Další krok je, že zjišt’uje
zda v daném uzlu je v Dictionary prˇechodu˚ s uvedeným klícˇem neˇjaká hodnota. Pokud
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ano, tak jednoduše prˇidá již k existujícímu listu hodnot nový uzel. Pokud neobsahuje, tak
vytvorˇí nový list uzlu˚ a prˇidá ho do kolekce prˇechodu˚.
// utrzek kodu
string [] splittexty = text . Split ( ’ , ’ ) ;
foreach ( string splittext in splittexty )
{
if (prechody.ContainsKey(splittext))
{
prechody[ splittext ]. Add(uz);
}
else
{
List<Uzel> uzly = new List<Uzel>();
uzly.Add(uz);
prechody.Add(splittext , uzly) ;
}
}
Výpis 13: Funkce PridejPrechod
Dále tato trˇída obsahuje pouze konstruktory, které si myslím jsou jasné.
7.2.2 Trˇída Automat
Jako další se vrhneme na trˇídu Automat. V této trˇídeˇ provádíme veškerou funkcionalitu a
také zde jsou všechny algoritmy pro rˇešení automatu˚ a Turingového stroje. Funkce které
jsou v této trˇídeˇ jsou:
• konstruktor Automat
• KontrolaAutomatu
• Over
• AlgDKA
• AlgNKA
• NKA
• ALgTNG
Neˇkteré si vysveˇtlíme pouze v krátkosti. A to naprˇíklad, jako funkce KontrolaAutomatu,
která pouze kontroluje automat zda je správneˇ navrhnut. Více k podmínkám a to co
jsme museli kontrolovat v podkapitole Podmínky a výstupy aplikace. Další jednoduchá
funkce je funkce Overˇ. Tato funkce podle zvoleného typu zavolá prˇíslušnou trˇídu, která
obsahuje algoritmus a vrátí booleovskou hodnotu true nebo false soubeˇžneˇ s prˇíslušným
výstupem. První složiteˇjší funkcí, kterou si lehce probereme je konstruktor, který si bere
trˇi string atributy. První, který prˇedává data pomocí námi navrženého textového formátu,
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druhý, nám posílá typ automatu a poslední je promeˇnná string out vystup. Poslední pro-
meˇnná výstup a její modifikátor out slouží k vrácení výstupu aplikace. Hned ze zacˇátku
si opeˇt vytvorˇíme Dictionary<string,Uzel>, jako klícˇ je zde uveden název uzlu a hodnota
je zde instance trˇídy Uzel. Tato kolekce bude sloužit k uchovávání všech uzlu˚.
Jako další krok v této kolekci je rozparsování našeho textového formátu do pole
stringu˚. Nyní máme vytvorˇeny dveˇ pole stringu˚, jeden pro uzly a druhý pro prˇechody.
Pomocí prˇíkazu foreach si projedeme jednotlivé uzly a prˇidáme je do naší kolekce.
Podobný krok je pro prˇechody. Opeˇt procházíme jednotlivé prˇechody a prˇirˇazujeme
je ke správným uzlu˚m. Všechny tyto informace, jako naprˇíklad z kterého do kterého uzlu
je vytvorˇen prˇechod, jsou obsaženy v textovém formátu. V procházení si také ukládáme
do lokálních promeˇnných du˚ležité informace, které dále využijeme ve funkci Kontrola-
Automatu. Zde budeme naprˇíklad potrˇebovat veˇdeˇt pocˇet startovních prvku˚, pocˇet ko-
necˇných prvku˚ atd. Jediný rozdíl od prˇidávání uzlu˚ do kolekce je v tom, že pro prˇechody
máme vytvorˇenou vlastní funkci PridejPrechod, které pošleme text, daný uzel do kterého
je prˇechod a typ automatu.
Na konec zavoláme funkci KontrolAutomatu, která nám vše zkontroluje zda je auto-
mat správneˇ navrhnut.
public Automat(string data, string typautomatu, out string vystup)
{
uzlydic = new Dictionary<string, Uzel>();
.. // kod − nize prechod mezi uzly
foreach (var uzel in uzly)
{
var members = uzel.Split(new[] { ’ ( ’ , ’ ) ’ }, StringSplitOptions .RemoveEmptyEntries).
Select(s => s.Split(new[] { ’: ’ }) ) ;
node = new Uzel();
// Prechod mezi polozky v uzlech
foreach (var member in members)
{
if (member[0] == "namenode")
node.text = member[1];
... // kod
uzlydic .Add(node.text, node);
... // kod
} .. // kod
}
foreach (var prechod in prechody)
{... // kod
foreach (var clen in clenove)
{.. // kod
if (clen[0] == "nodeA")
nodeA = uzlydic[clen [1]];
}
if (typ == "Link")
nodeA.PridejPrechod(text, nodeB, typautomatu);
}
}
Výpis 14: Konstruktor trˇídy Automat
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Následneˇ si probereme tu nejdu˚ležiteˇjší cˇást a to jsou algoritmy které rˇeší prˇíslušné
výpocˇetní moduly.
7.2.3 Algoritmus pro DKA
Nejjednodušší algoritmus zde uvedu ten pro deterministické automaty. Jelikož mám uzly
rˇešeny pomocí kolekcí a stejneˇ mám rˇešeny také prˇechody, proto je prˇechod mezi uzly
vcelku jednoduchý.
Funkce je typu bool, kdy vrací true nebo false v závislosti na pru˚chodu algoritmem.
Této funkcí prˇedáváme potrˇebný vstup, který bude procházet a zjišt’ovat zda je automat
platný.
Nejprve si zjistíme, který uzel je pocˇátecˇní a prˇirˇadíme ho do promeˇnné uzel. Poté
budeme procházet znak po znaku ze vstupu a pro jednotlivé znaky zjišt’ovat, zda má
daný uzel prˇechod. Toto zjišt’ujeme pomocí odkázání se na Value v Dictionary prechody.
Tento postup provádíme do doby, dokud nedojdeme do posledního možného uzlu.
Pokud jsme algoritmem došli do posledního možného stavu, který je zárovenˇ ko-
necˇný, tak se nám vrátí returnem uzel.konec, cˇímž se nám vrátí true a víme, že vstup
prošel daným konecˇným automatem.
Je zde také speciální promeˇnná znFound, která hlídá zda byl daný znak nalezen.
V prˇiloženém kódu si mu˚žeme povšimnout, že se promeˇnná znFound nastaví na true
pouze v prˇípadeˇ, že se nalezne prˇechod s daným znakem. Na konci tuto promeˇnnou bu-
deme muset znova nastavit na false. Pokud by to znak nenašlo, v promeˇnné zu˚stává false
a celá funkce nám returnem vrátí false, což znacˇí že vstup neprošel automatem.
public bool AlgDKA(string vstup)
{
Uzel uzel = null ;
// .. zde umisten kod pro nalezeni startovniho uzlu
bool znFound = false;
foreach(char zn in vstup)
{
string znak = zn.ToString() ;
foreach(var prechod in uzel.prechody)
{
if (prechod.Key == znak)
{
uzel = prechod.Value[0];
znFound = true;
break;
}
}
if (znFound)
znFound = false;
else return false;
}
return uzel.konec;
}
Výpis 15: Algoritmus pro rˇešení deterministických automatu˚
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7.2.4 Algoritmus pro NKA
Jako další si uvedeme algoritmus pro nedeterministické automaty. K vyrˇešení tohoto al-
goritmu jsem využíval dvou funkcí. AlgNKA a NKA. Kdy AlgNKA funkce je volána z
funkce Oveˇrˇ a zde se opeˇt jako u deterministických automatu˚ hledají startovní neboli po-
cˇátecˇní prvky. U tohoto hledání ale nastává mírná zmeˇna, jak jsme si v teorii zmínili tak
nedeterministický automat mu˚že obsahovat jeden a více pocˇátecˇních stavu˚. Z tohoto du˚-
vodu jsme si pro pocˇátecˇní stavy vytvorˇili promeˇnnou typu List<Uzel> a poté pro každý
ze startovních prvku˚ budeme volat funkci NKA.
U funkce NKA jsem využíval rekurzivního volání funkce. Tato funkce prˇijímá v atri-
butech string vstup a promeˇnnou typu Uzel. Zde jako první zjišt’uji, zda vu˚bec daný uzel
má prˇechod pro nadcházející písmeno ze vstupního rˇeteˇzce. Pokud nemá, tak je zbytecˇné
pokracˇovat ve funkci a ihned vracíme false. Zapomeˇl jsem zmínit, že tato funkce je opeˇt
typu bool. Kdy se mi ve funkci AlgNKA ukládá výsledek daného algoritmu a vrátí vý-
sledek na obrazovku.
Pokud jsme zjistili, že v prˇechodech se daný znak vyskytuje tak jak vidíme v kódu,
zjišt’ujeme kolikrát se daný znak vyskytuje. Pokud se nám daný znak vyskytuje pouze
jednou, tak si rekurzivneˇ zavoláme funkci NKA a prˇedáme vstup bez prvního znaku a
také uzel, který se nám vyskytuje v kolekci prˇechody s klícˇem znak.
Poté také mu˚žeme ale zjistit, že nedeterministické automaty mu˚žou mít pro stejný
znak v prˇechodech List více uzlu˚. Proto si pro každý uzel z listu rekurzivneˇ zavoláme
tuto funkci a opeˇt ji prˇedáme vstup bez prvního znaku a daný uzel. Poté vrátíme naší
lokální promeˇnnou vys, cˇímž zjistíme zda vstupní rˇeteˇzec prošel automatem cˇi ne.
// .. kod
if (zacuzel.prechody[znak].Count==1)
vys=vys||NKA(vstup.Substring(1),zacuzel.prechody[znak][0]);
if (zacuzel.prechody[znak].Count >= 2)
{
foreach (var uzel in zacuzel.prechody[znak])
{
vys=vys||NKA(vstup.Substring(1), uzel);
}
}
return vys;
Výpis 16: Algoritmus pro rˇešení nedeterministických automatu˚
7.2.5 Algoritmus pro TNG
Jako poslední zde máme algoritmus pro rˇešení Turingových stroju˚. Zde nemu˚žeme pouze
jednoduše procházet uzly, jelikož Turingu˚v stroj má taky funkci zapisování a také posou-
vání hlavy po pásce vlevo nebo vpravo. Další zmeˇna v tomto algoritmu je, že v textu pro
prˇechody nejsou pouze znaky pro posun prˇechodu ale veškeré instrukce pro provedení
kódu. Na tento fakt bychom se meˇli zameˇrˇit a vzít v potaz to, že budeme muset v algo-
ritmu rozparsovávat tento text a s danýma instrukcema dále pracovat. U Turingového
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stroje je ješteˇ jedna vcelku zásadní vyjímka a to ta, že má jako atribut výstup, který nám
dokáže na obrazovku vypsat výsledný rˇeteˇzec.
Zacˇátkem algoritmus prˇipomíná algoritmus DKA, jelikož si opeˇt najdeme startovní
prvek. Poté za pomocí prˇíkazu while procházíme jednotlivé uzly za podmínky !uzel.konec.
Kde si do promeˇnné znak typu char ukládáme vstupní znak, který se nachází na námi
potrˇebné pozici. Poté si pomocí foreach pro daný uzel procházíme jednotlivé prˇechody
v uzlech. V této smycˇce musíme námi daný text rozparsovat do trˇech potrˇebných infor-
mací. Textový formát, který nám tam prˇijde, bude vypadat takto - 0/X/R - kdy první in-
formace znamená co v tomto prˇechodu stroj musí prˇecˇíst. Druhá informace znamená, co
stroj na danou pozici zapíše a poslední informace znamená posun hlavy v našem prˇípadeˇ
doprava. Pokud prˇechod obsahuje znak se vstupu, poté se vykonají potrˇebné operace. A
to, jak jsem rˇíkal, se nám zapíše na danou pozici pomocí prˇíkazu vstupy[pozice] = zapis;.
Pak se posune hlava po pásce vlevo cˇi vpravo. Pocˇítacˇ, ale žádnou hlavu neobsahuje,
takže se pouze zmeˇní hodnota promeˇnné pozice v závislosti na smeˇru posunu.
U posunu si ale musíme dávat pozor, abychom nevystoupili mimo nadefinované
pole. Proto pokud se pohybujeme doprava, musíme zjistit velikost pole a pokud je ve-
likost menší než náš posun, tak zde musíme pro tyto polícˇka naalokovat místo v pameˇti.
To samé musíme zjišt’ovat prˇi posunu vlevo. Prˇi posunu vlevo, pokud je pozice na vstup-
ním rˇeteˇzci rovna 0, posuneme celý rˇeteˇzec o jedno pole doprava a naalokujeme si první
pole prázdnou hodnotou, na kterou prˇípadneˇ mu˚žeme zapisovat.
Tento algoritmus se nám opakuje, jak už jsme si rˇekli do doby, dokud nenarazíme na
konecˇný uzel. Zpeˇt vracíme náš výstup, na který jsme zapisovali a po kterém jsme se
pohybovali a vypíšeme ho uživateli na obrazovku.
7.3 Textový formát
Jeden z požadavku˚ u mé bakalárˇské práce, jak už jsem mnohokrát zmínil bylo vytvo-
rˇení textového formátu s urcˇitým ohledem na cˇitelnost cˇloveˇkem. Na obrázku si povšim-
neˇme, že jsme si nadefinovali jednoduchý dvou stavový deterministický automat a jeden
z teˇchto stavu˚ jsme si oznacˇili jako koncový. Poté zde máme nadefinovány 3 stavy, jeden
je Start link, který mírˇí do stavu q1. Dále zde máme prˇechod mezi dveˇma uzly, který jde
ze stavu q1 do stavu q2 pomocí znaku˚ a nebo b. A poslední je prˇechod typu smycˇka,
který jde sám do sebe. Zde zu˚stává prˇi nacˇtení jakéhokoliv písmene ze vstupní abecedy.
Obrázek 9: Automat, který následneˇ prˇevedeme na text
Po stavovém diagramu si prˇevedeme automat do textového formátu. Formát je vy-
tvorˇen javascriptem a poté poslán a rozparsován v C#. Pro jednoduchou práci jsem si
vytvorˇil jednoduchou a jasnou strukturu formátu, která je následující. Hranaté závorky
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[] nám uzavírají všechny uzly a poté všechny prˇechody. Složené závorky {}, nám uzavírají
jednotlivé uzly a prˇechody. A nakonec zde máme kulaté závorky (), které nám uzavírají
jednotlivé informace.
U uzlu˚ si prˇedáváme pouze název uzlu a zda je uzel konecˇný. Prˇi prˇechodech si prˇe-
dáváme typ prˇechodu, uzly odkud a kam, abychom mohli urcˇit smeˇr prˇechodu a nakonec
text daného prˇechodu.
[{(namenode:q1)(konecnode:false)}{(namenode:q2)(konecnode:true)}]
[{(nodeA:q1)(type:Link)(nodeB:q2)(text:a,b)}{(nodeA:q1)(type:StartLink)(text:)}
{(nodeA:q2)(type:SelfLink)(text:a,b)}]
7.4 Podmínky a výstupy aplikace
Pokud programujeme neˇjakou aplikaci pro uživatele, tak nesmíme zapomenout na to,
že cˇloveˇk není dokonalý. Uživatel mu˚že zadat naprˇíklad špatný vstup a celá aplikace se
nám mu˚že zhroutit kvu˚li jednomu špatnému znaku. Tato cˇást tedy s urcˇitou úrovní nám
zjišt’uje, zda je automat navrhnut matematicky správneˇ cˇi nikoliv. Zde si vypíšeme, na co
nesmíme zapomenout, jak jsme to ošetrˇili a jakými výstupy to dáme uživateli veˇdeˇt.
Výstupy, které jsou stejné pro všechny trˇi výpocˇetní matematické modely jsou násle-
dující.
• Název uzlu je stejný, pro více než jeden uzel! Musíš pozmeˇnit jména uzlu.
• Neˇkterý z uzlu˚ nemá jméno nebo je zadaný neplatný název. Pro název použij pouze
malou, velkou abecedu nebo cˇísla.
• Neˇkterý z prˇechodu˚ nemá hodnotu nebo je zadaný neplatný název. Pro název pou-
žij pouze malou, velkou abecedu nebo cˇísla.
• Automat je navrnutý správneˇ.
Jako první kontrola nám probíhá kontrola týkající se názvu uzlu. Samozrˇejmostí je, že
automat nemu˚že v žádném prˇípadeˇ obsahovat uzly, které budou mít stejné jméno pro
více než jeden uzel. Poté by mohla v pru˚beˇhu automatu nastat situace, že automat ne-
bude veˇdeˇt, v kterém je uzlu a kterým smeˇrem se vydat. Toto se nám rˇeší v konstruktoru
Automat a prˇesneˇji prˇi prˇidávání uzlu do Dictionary si odchytávám vyjímku a pokud
jsou uzly stejné tak vyhazuji chybovou hlášku.
Další z oveˇrˇování nastává v mé funkci KontrolaAutomatu. V této chvíli máme vytvo-
rˇenou Dictionary uzlu˚ a ty jsou naplneˇny svými prˇechody. Budeme si procházet pomocí
funkce foreach jednotlivé uzly a poté pro každý klícˇ uzlu z Dictionary si oveˇrˇíme, zda
není prázdný. Také si ve stejné chvíli pomocí regulárních výrazu˚ budeme kontrolovat,
zda klícˇ uzlu neboli název uzlu je složen pouze z povolených znaku˚. Naše povolené
znaky jsou - malá abeceda, velká abeceda nebo cˇíslice. Kontrola povolených znaku˚, jak
jsem rˇekl je pomocí regulárních výrazu˚, což je speciální rˇeteˇzec znaku˚, který nám oveˇrˇí,
zda náš vstup splnˇuje naše požadována pravidla 11 . A to, že jsou to námi povolené
znaky. K tomuto nám pomu˚že trˇída Regex, která slouží ke zkoušení regulárních výrazu˚.
Tato trˇída má metodu isMatch(), která si bere jako argumenty náš vstup, což bude náš
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klícˇ uzlu a poté náš regulární výraz samotný. Regulární výraz pro oveˇrˇování vypadá
takto Regex.IsMatch(uzel.Key, @"[ˆa-zA-Z0-9]+$"]) 3. Tato metoda je typu bool a proto
nám vrátí false nebo true podle toho, zda to prošlo nebo ne. Podle toho také mu˚žeme
uživateli vypsat výstup, jestli je název platný nebo v neˇm má chybu a bude si ho muset
opravit.
Podobný postup jako u uzlu˚ provádíme u prˇechodu˚. Pokud se nacházíme v aktuál-
ním uzlu, tak poté pro každý z prˇechodu˚ provedeme stejnou kontrolu jako u uzlu. Opeˇt
zkontrolujeme jestli není prázdný a zda obsahuje neˇjaké neplatné znaky. Po kontrole vy-
hodíme vhodný výsledek operace.
Jako poslední zde máme oznámení, že je automat správneˇ navrhnut. Tuto hlášku si
prˇidáme do promeˇnné vystup typu string ihned na zacˇátku funkce KontrolaAutomatu a
pokud náhodou nastane neˇjaká chyba, tak se do vstupu prˇirˇadí prˇíslušná hláška a vrátí
false. Dále si uvedeme výstupy, které nám mu˚žou nastat, pokud se zameˇrˇíme na daný vý-
pocˇetní model, což mu˚že být deterministický automat, nedeterministický automat nebo
Turingu˚v stroj. U detereministického automatu to mu˚že být.
• Neplatný automat, pocˇet konecˇných prvku˚ je nulový
• Neplatný automat, pocˇet startovních prvku˚ je nulový nebo veˇtší než jedna
• Neplatný automat, pro každý uzel není stanovena prˇesneˇ jedna cesta
Máme zde trˇi možnosti výstupu pro uživatele. Ohledneˇ startovních a konecˇných
prvku˚ je to jednoduché. Máme vytvorˇené dveˇ promeˇnné, do kterých si ukládáme po-
cˇet zacˇátecˇních stavu˚ a pocˇet konecˇných stavu˚. Pokud nalezneme neˇjaký prˇechod, který
bude typu StartPrˇechod což znamená, že uzel na který tento prˇechod ukazuje je zacˇá-
tecˇní. Do promeˇnné pocetstart si tedy prˇicˇteme 1. To samé deˇláme s konecˇnými prvky.
Informaci o konecˇném prvku si vytáhneme s textového formátu, kdy uzel v sobeˇ má ulo-
ženou informaci, jestli je konecˇný cˇi nikoliv. Pokud nalezneme stav, který je konecˇný, tak
prˇicˇteme jednicˇku. Z teorie již víme, že DKA mu˚žou mít pouze jeden startovní prvek
a také musí mít minimálneˇ jeden konecˇný prvek, aby automat mohl skoncˇit. Pokud se
náhodou nebudeme držet teorie, uživateli opeˇt vypíšeme, že se nedrží matematických
definicí a musí to opravit.
U deterministických automatu˚ máme ješteˇ jednu podmínku, na kterou nesmíme za-
pomenout a to, že pro každý uzel musí být stanovena prˇesneˇ jedna cesta. Toto oveˇrˇujeme
následujícím postupem.
V inicializaci prˇechodu˚ pro každý uzel máme sestavený HashSet stringu˚, který nám
slouží k uchovávání vstupní abecedy. Prˇi prˇidávání textu do prˇechodu˚ si kontrolujeme,
zda se nám následující znak nachází ve vstupní abecedeˇ, pokud se ve vstupní abecedeˇ
nenachází, následneˇ si jej prˇidáme. Vstupní abeceda je tvorˇena ze všech znaku˚, které se
nacházejí kdekoliv v celém automatu. Níže uvedený útržek kódu se nachází ve funkci
KotrolaAutomatu, jako první krok je, že si procházíme všechny uzly. U každého uzlu si
kontrolujeme zda Dictionary prˇechody má stejnou velikost, jako velikost našeho Hash-
Setu abecedy. Pokud je velikost veˇtší, tak to znamená, že pro každý uzel není zvolená
prˇesneˇ jedna daná cesta. Vnorˇený prˇíkaz if nám rˇeší, jestli pro znak ze vstupní abecedy
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je zvolen pouze jeden prˇechod, jelikož se nacházíme v deterministickém konecˇném auto-
matu.
// .. kod − prochazeni uzlu
if (uz.Value.prechody.Count == abeceda.Count)
{
foreach (var pre in uz.Value.prechody)
{
if (pre.Value.Count != 1) {
vystup = "Neplatny automat, pro kazdy uzel neni stanovena presne jedna
cesta.";
return false; }
}
}
else {
vystup = "Neplatny automat, pro kazdy uzel neni stanovena presne jedna cesta.";
return false; }
Výpis 17: Kontrola cest v deterministickém konecˇném automatu
Dále se zameˇrˇíme na nedeterministický automat, u kterého rˇešíme pouze dveˇ pod-
mínky, které se podobají DKA.
• Neplatný automat, pocˇet konecˇných prvku˚ je nulový
• Neplatný automat, pocˇet startovních prvku˚ je nulový
U nedeterministického konecˇného automatu z definice víme, že pocˇet konecˇných a
startovních stavu˚ mu˚že být libovolný pocˇet pouze ne nulový. Toto bylo rˇešeno stejneˇ jako
u deterministického automatu. Znovu jsme si do lokálních promeˇnných ukládali kolikrát
se nám nachází v celém automatu startovních a konecˇných prvku˚ a pouze pomocí prˇí-
kazu if oveˇrˇili, zda nejsou nulové. Pokud by jeden z nich byl, tak to uživateli opeˇt vyhodí
upomínku na úpravu svých chyb.
Taky zde nemusíme rˇešit prˇechody pro dané uzly. Jelikož pro znak z abecedy mu˚že
být vytvorˇeno libovolneˇ mnoho cest, nebo také cesta žádná. Toto nám zjednodušilo pod-
mínky u NKA, ale algoritmus, který rˇeší nedeterministický automat je složiteˇjší.
A jako poslední zde máme Turingu˚v stroj. Znovu stejneˇ jako u automatu˚ musíme
oveˇrˇovat pocˇty startovních a konecˇných prvku˚. Poté se nám vypíše hláška ohledneˇ ko-
necˇných prvku˚ jako v minulých prˇípadech. Zmeˇna zde nastává v prˇípadeˇ oveˇrˇování
vstupního textu u prˇechodu˚. Tento musí být pro náš výpocˇet specifický. Nyní si uvedeme
možné výstupy prˇi oveˇrˇování.
• Neplatný stroj, text prˇechodu neobsahuje dveˇ lomítka
• Neplatný stroj, za posledním lomítkem musí být R,L, nebo S
• Neplatný stroj, text prˇechodu˚ obsahuje neplatné znaky
• Neplatný stroj, za posledním lomítkem musí být pouze jeden znak
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• Neplatný stroj, mezi lomítky musí být pouze jeden znak
• Neplatný stroj, neobsahuje první znak pro prˇecˇtení
Mu˚žeme si povšimnout, že program u tohoto kontroluje text u prˇechodu˚ a mu˚že zde
nastat velké množství chyb. Uživatel by se mohl jednoduše splést a program tímto shodit.
Formát textu prˇechodu vypadá následovneˇ a/b/R, který má následující funkce cˇti/zapiš/-
posunˇ se. Tímto prˇechodem rˇekneme stroji prˇecˇti "a"zapiš znak "b"a posunˇ se doprava ,
jelikož R-Right je znak pro posun doprava.
Tímto chápeme základní formát vstupu a vidíme, že musíme oveˇrˇovat každý prˇe-
chod v každém uzlu. Nejprve oveˇrˇujeme zda prˇechod obsahuje dveˇ lomítka. Dále si oveˇ-
rˇujeme, jestli je mezi lomítky a za lomítky neˇjaký text, bez textu bychom nemeˇli potrˇebné
informace pro vykonání prˇechodové funkce Turingového stroje. Další oveˇrˇení prˇichází v
pocˇtu znaku˚ u lomítek. Stroji musíme dávat prˇesné instrukce a proto pro funkci zapiš a
posunˇ se musíme zasílat pouze jeden znak. Tímto stroj bude veˇdeˇt, co má zapsat a kam
se posunout. A jako poslední je zde kontrola platných znaku˚ v prˇechodové funkci. Toto
oveˇrˇování opeˇt probíhá stejneˇ jako jsme si již uvedli, pomocí regulárních výrazu˚.
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8 Záveˇr
Cílem mé bakalárˇské práce bylo vytvorˇit nástroj pro návrh a testování konecˇných au-
tomatu˚ a Turingových stroju˚. Výsledná práce splnila požadavky a je rozdeˇlena na dveˇ
samostatné, propojitelné cˇásti. První cˇást byla vytvorˇena v jazyce JavaScript a na druhou
cˇást a logiku automatu jsem si vybral jazyk C#, který jsme se ucˇili v prˇedmeˇtu Programo-
vací jazyky II. V tomto prˇedmeˇtu jsem pochopil základy a získal mírneˇ pokrocˇilou zna-
lost tohoto jazyka a také implementaci a vývoj aplikací v prostrˇedí .NET frameworku.
Touto bakalárˇskou prací jsem nabyl veˇtších zkušeností jak v jazyce JavaScript, tak také
C#. Vzhledem k tomu, že tato bakalárˇská práce musela rˇešit také logiku Turingova stroje,
tak jsem si musel nastudovat tuto látku. Tuto problematiku jsem neprobíral prˇi studiu na
vysoké škole a samostudiem jsem si zjistil všechny potrˇebné informace. Díky této práci
jsem pochopil problematiku Turingových stroju˚, která je pro mne opravdu velmi zají-
mavá.
Celý nástroj je plneˇ funkcˇní a je ošetrˇen o možnost jakékoliv chyby uživatelem. Práce
je vytvorˇena jako webová aplikace, proto jsem k tomu využíval webových prohlížecˇu˚.
Musel jsem dbát na to, aby celá aplikace byla funkcˇní v prohlížecˇích Firefox a Chrome k
datu odevzdání mé práce.
Tento nástroj je možné do budoucna rozšírˇit. Jako velmi zajímavé a taky nápomocné k
pochopení látky, by byla animace prˇechodu˚. Graficky by se mohlo znázornit, kde se uži-
vatel v danou chvíli vyskytuje a který znak je na rˇadeˇ. Tímto by uživatel meˇl možnost si
odkrokovat každý znak se vstupního slova. Dále meˇ napadla možnost implementace za-
dání slovního vstupu a následné vygenerování automatu. V tomto prˇípadeˇ si nejsem jist,
zda by tento nástroj poté nebyl zneužit studenty prˇi zkouškách a musela by se zvážit im-
plementace této funkce. Osobneˇ si myslím, že možností ke zlepšení je více. Téma ohledneˇ
konecˇných automatu˚ a Turingových stroju˚ skrývá hodneˇ možností a velkou škálu funk-
cionality.
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A Testování aplikace
Nakonec celého programovacího cyklu si musíme otestovat, jestli vše funguje jak má a
zhodnotit výsledky aplikace. Momentálneˇ jsme si v bakalárˇské práci vysveˇtlili první cˇást,
druhou cˇást a také výstupy aplikace. Nyní si názorneˇ vyzkoušíme jeden chybný prˇíklad
a druhý správný. Dále si zadáme, jaké jsou možné vstupy a výstupy.
A.1 DKA
Prvneˇ zacˇneme s deterministickým konecˇným automatem. Zacˇneme se špatným prˇíkla-
dem, kde bude zadán špatneˇ automat a oveˇrˇíme zda funguje kontrola automatu a všech
matematických náležitostí.
Obrázek 10: DKA - Test 1: Špatneˇ zadaný automat
V našem návrhárˇi jsme si vytvorˇili deterministický automat, který ale nemá pro každý
znak se vstupní abecedy zadanou cestu a proto nám po kliknutí na tlacˇítko aplikace vy-
hodí, že máme špatneˇ zadaný automat.
Obrázek 11: DKA - Test 1: Výsledek
Na obrázku si mu˚žeme všimnout, že výsledek kontroly nám vyhodil chybovou hlášku.
Kontroly automatu a výstupy aplikace jsme si probírali v minulé kapitole.
Dále si zadáme správný automat, který bude splnˇovat všechny matematické náleži-
tosti a oveˇrˇíme si možnost vstupu˚ a výstupu˚ aplikace.
Zadání automatu je vytvorˇit takový automat, který bude prˇijímat slova pouze se
sudým pocˇtem znaku "a". Proto, si v našem návrhárˇi navrhneme automat a zadáme neˇ-
kolik vstupu˚, které budeme chtít oveˇrˇit.
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Obrázek 12: DKA - Test 2: Správneˇ zadaný automat
Zde si mu˚žeme povšimnout, že automat je správneˇ navrhnut. Splnˇuje všechny mate-
matické náležitosti a po kontrole automatu zadáme potrˇebné vstupy.
Obrázek 13: DKA - Test 2: Výsledek
Pro zkoušku a ukázku jsme si uvedli více vstupu˚, které projdou a které neprojdou.
Projdou pouze slova, která obsahují sudý pocˇet znaku˚ "a". Poté jsme si pro ukázku uvedli
slova, která neprojdou. Neprojdou nám automatem slova, která obsahují lichý pocˇet
znaku˚ "a". Poté nemu˚žou projít slova která sice obsahují sudý pocˇet znaku˚ "a", ale ob-
sahuje nám cˇíslice které nejsou ve vstupní abecedeˇ. Další prˇípad kdy vidíme, že nám au-
tomat vyhodí chybovou hlášku, je prˇi nacˇtení neboli vložení nepovoleného znaku. Ted’
jsme si uvedli všechny prˇípady, které nám mu˚žou nastat.
A.2 NKA
Pro vyzkoušení nedeterministického automatu si zadáme podobný prˇípad jako v DKA.
Pouze odebereme u prvního stavu prˇechod do sebe sama pomocí znaku "b", což je vlast-
nost tohoto automatu.
Poté si vyzkoušíme, zda automat obsahuje všechny matematické náležitosti a apli-
kace nám oznámí, že je automat v porˇádku. Následneˇ vložíme slova, které si budeme
chtít oveˇrˇit zda projdou automatem.
Na obrázku si mu˚žeme všimnout, že je zvolená volba pro nedeterministický auto-
mat a opeˇt jsem zadal všechny možné vstupy do tohoto automatu. Nastali zde všechny
možné prˇípady, vyjímkou nebyl ani vstup s neplatnými znaky.
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Obrázek 14: NKA - Test 1: Správneˇ zadaný automat
Obrázek 15: NKA - Test 1: Výsledky
A.3 Turingovy stroje
Nakonec si vyzkoušíme Turingu˚v stroj s reálnými daty. Vytvorˇím v návrhárˇi velmi jedno-
duchý Turingu˚v stroj, který první a poslední písmeno pokud bude "a"zmeˇní na písmeno
"b". V návrhárˇi vypadá Turingu˚v stroj, který má tuto funkcionalitu takto.
Obrázek 16: TNG - Test 1: Správneˇ zadaný stroj
Tento stroj je z matematického hlediska správneˇ navrhnut a proto zadáme vstupní
rˇeteˇzec "abbbbba". Pokud dáme oveˇrˇit slova, tak nám tento stroj vypíše jak výsledek "ba-
aaaab". Což si mu˚žeme povšimnout také na obrázku s výsledky.
Obrázek 17: TNG - Test 1: Výsledky
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Momentálneˇ jsme vyzkoušeli všechny modely s reálnými daty a zjistili jsme, že pro-
gram funguje dle stanoveného zadání.
43
B Ovládání aplikace
Ovládání aplikace je velice intuitivní a uživatel po prvním prˇecˇtení a shlédnutí aplikace
by meˇl veˇdeˇt, jak se tato aplikace ovládá. Nyní popíši ovládání jednotlivých cˇástí, návr-
hárˇe a poté nápoveˇdu k zadávání dat pro námi navrhnutý automat. Všechny tyto infor-
mace budou umísteˇny také v aplikaci, aby byly uživateli hned po ruce. Aplikace se nám
spustí pomocí programu Visual Studio a následneˇ spušteˇní souboru Hlavni. Tímto sou-
borem se dostaneme na hlavní stranu aplikace kde nalezneme návrhárˇ a pole pro vstupní
data.
B.1 Návrhárˇ
Nejprve si popíšeme postup prˇi kreslení automatu v návrhárˇi. Ovládací prvky jsou ná-
sledující
• Dvojklik
1. vytvorˇení nového uzlu
2. zmeˇna konecˇného stavu uzlu
• klávesa Shift
1. vytvorˇení prˇechodu˚
Následneˇ si popíšeme jednotlivé prvky a prˇesné vysázení komponent. Nejprve za-
cˇneme s uzly, kde pomocí dvojkliku do kreslící plochy se nám vytvorˇí nový uzel. Po
každém dvojkliku kdekoliv do kreslící plochy se nám vytvorˇí nový uzel, pokud chceme
danému uzlu zmeˇnit stav na stav konecˇný, neboli také prˇijímací, opeˇt dvojklikem na prˇí-
slušný uzel.
Dále zde máme tvorˇení prˇechodu˚, prˇechody tvorˇíme pomocí stisknuté klávesy shift.
A zde máme vytvorˇení trˇi možných prˇechodu˚.
• Smycˇka prˇechod
• Start prˇechod
• Prˇechod z uzlu do uzlu
Smycˇku prˇechod vytvorˇíme pomocí stisknu klávesy shift a následného kliku na prˇí-
slušný uzel. Dále nesmíme opomenout pojmenování prˇechodu. Prˇechod typu start vy-
tvorˇíme opeˇt pomocí stisku klávesy shift a držení levého tlacˇítka myši z prázdného pro-
storu smeˇrem do námi požadovaného startovního uzlu. U tohoto prˇechodu nezadáváme
jméno prˇechodu, jelikož startovní prˇechod žádné nepotrˇebuje. Jako poslední, zde máme
prˇechod z uzlu do uzlu. Tento prˇechod vytvorˇíme tak, že držíme klávesu shift a po vy-
brání námi požadovaného prvního uzlu stiskneme, držíme levé tlacˇítko myši a prˇetáh-
neme náš prˇechod do druhého, neboli následujícího uzlu. Opeˇt nesmíme opomenout po-
jmenování prˇechodu˚, jelikož pro výpocˇet jsou tyto informace velmi du˚ležité.
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B.1.1 Data v návrhárˇi
Zde si vysveˇtlíme zadávání dat v návrhárˇi pro uzly a prˇechody. U automatu˚ to není nic
složitého a probíhá to stejneˇ jako u kreslení grafu automatu na papírˇe. Jediné omezení
zde je, že názvy uzlu˚ a prˇechodu˚ musí být vytvorˇeny z povolených znaku˚, což je malá,
velká abeceda a cˇíslice.
Složiteˇjší zadávání dat mu˚že nastat u Turingových stroju˚. Pojmenovávání uzlu˚ pro-
bíhá stejneˇ jako u automatu˚, kdy je název tvorˇen jedním znakem a to opeˇt z povoleného
rozsahu znaku˚. Pojmenovávání prˇechodu˚ už musí splnˇovat urcˇité pravidla. Text prˇe-
chodu musí být ve specifickém formátu, prˇesneˇji a,b/c/R. Tento formát obsahuje všechny
potrˇebné informace pro stroj a je ve formátu cˇti/zapiš/posunˇ se. První informace, což
jsou znaky prˇed prvním lomítkem obsahují tedy instrukce pro cˇtení. Z ukázky vidíme,
že pokud stroj na vstupní pásce prˇecˇte znak "a"nebo "b", tak poté vykoná následující
funkcionalitu, která se skrývá v textovém formátu. Druhá informace je tedy znak, který
má na pu˚vodní místo zapsat a v našem prˇípadeˇ znak "c". V aplikaci je taky funkce, která
prˇi zapsání znaku N zanechá pu˚vodní hodnotu a pouze se vykoná trˇetí informace. Po-
slední informace tedy slouží pro prˇechod po naší pomyslné pásce. Naší pomyslné hlaveˇ
mu˚žeme urcˇit, kterým smeˇrem se pohne a to doleva, doprava nebo zu˚stane na místeˇ. K
tomuto nám slouží prˇíkazy S,L,R, kdy znak S jako Stop nám znacˇí, že zu˚stane na svém
místeˇ, L jako Left neboli doleva rˇekneme cˇtecí hlaveˇ, že se posune doleva. Nakonec zde
máme znak R jako Right neboli doprava a tímto prˇikážeme posun vpravo.
Na obrázku máme názornou ukázku namodelovaného Turingova stroje. Po prˇecˇtení
podkapitoly bychom meˇli jednoduše rozpoznat a rˇíci funkcionalitu stroje.
Obrázek 18: Zadávání dat do návrhárˇe
B.2 Zadávání vstupních dat
V této podkapitole si vysveˇtlíme zadávání dat. Po námi vytvorˇeném automatu si zvo-
líme z nabídky, který výpocˇetní model jsme si navrhli a poté pomocí tlacˇítka Zkouška
automatu vyzkoušíme, zda námi vytvorˇený automat splnˇuje všechny matematické ná-
ležitosti. Následneˇ nám vypíše rˇeteˇzec, zda vše souhlasí nebo zda máme neˇkde chybu
a urcˇí typ chyby, kterou musíme opravit. Až po úspeˇšném navrhnutí automatu se nám
odemkne tlacˇítko pro oveˇrˇování slov.
Dále nám nasledují vstupy pro aplikaci, které se liší pro dané modely. Pro automaty
zde máme textové pole, kde vpisujeme vstupní slova. Nemusíme se obávat, že bychom
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zadali špatné slovo. Program je dostatecˇneˇ inteligentní a pokud slovo bude špatneˇ nebo
bude obsahovat nepovolené znaky, tak to oznámí uživateli. Slova v textovém poli od-
deˇlujeme pomocí klávesy enter. Po zadání všech námi požadovaných slov klikneme na
tlacˇítko Oveˇrˇit slova, ve vedlejším sloupci se nám objeví výsledky pro všechny zadané
slova.
Další možný výpocˇetní model je Turingu˚v stroj, pro který máme trochu jiné vstupní
požadavky. Zde máme dveˇ textová pole a to pro zadání vstupního rˇeteˇzce, který má
Turingu˚v stroj zpracovat a poté textové pole pro zadání výstupního rˇeteˇzce, podle kte-
rého si student mu˚že oveˇrˇit, zda si ho navrhl správneˇ a stroj deˇlá vše co má. Ve vedlejším
sloupci nám aplikace oznámí, jestli námi napsaný výsledek odpovídá reálnému výsledku
a reálný výsledek nám to vypíše také.
