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Studijńı program: N2612 – Elektrotechnika a informatika
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Abstrakt
Pro konečnoprvkové metody byl vyvinut optimalizovaný algoritmus výpočtu
pr̊uniku úsečky a trojúhelńıku s čtyřstěnem, který je postaven na efektivńım výpočtu
pr̊uniku př́ımky s trojúhelńıkem pomoćı Plückerových souřadnic. Pr̊uniky jsou
reprezentovány barycentrickými souřadnicemi na obou elementech. Dále byl vyvinut
lineárńı algoritmus pro výpočet pr̊unik̊u śıt́ı r̊uzných dimenźı, který procháźı śıt’
sousedńıch element̊u do š́ı̌rky.
Implementace algoritmu, potřebných tř́ıd a daľśıch funkćı je provedena
v jazyce C++.
Kĺıčová slova
Výpočetńı geometrie, Plückerovy souřadnice, barycentrické souřadnice, metoda
konečných prvk̊u
Abstract
For the finite element method was developed optimized algorithm for calculating the
intersection of a line and a triangle with a tetrahedron, which is based on the ef-
ficient calculating line-triangle intersection using Plücker coordinates. Intersections
are represented by barycentric coordinates of the two elements. Furthermore, lin-
ear algorithm was developed to calculate the intersections of meshes with different
dimensions, which using breadth-first search for meshes with adjacent elements.
The algorithm, the necessary classes and other functions are implemented
in C++.
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Úvod
Pro metodu konečných prvk̊u jsou potřeba výpočetńı śıtě, které popisuj́ı reálné
objekty elementy, nejčastěji popisuj́ı objekt čtyřstěny v tř́ırozměrném prostoru.
Výpočetńı śıtě použ́ıváme pro úlohy v puklinovém prouděńı, kde je š́ı̌rka pukliny
mnohem menš́ı než velikost elementu. Reprezentaci puklin a kanál̊u (1D a 2D ne-
homogenit) popisujeme pomoćı úseček a trojúhelńık̊u v śıti čtyřstěn̊u, č́ımž nám
vznikaj́ı śıtě s kombinaćı element̊u r̊uzných dimenźı.
Program Flow123d, jehož manuál lze nalézt na [1], umı́ provádět výpočty
prouděńı pro kompatibilńı śıtě. Kompatibilńı śıtě jsou popsány čtyřstěny a 1D
nebo 2D prvky (kanály nebo pukliny) jsou reprezentovány hranami či stěnami
čtyřstěn̊u. Takovéto śıtě je ale komplikované generovat, proto se zabýváme nekom-
patibilńımi śıtěmi, kde jsou 1D nebo 2D prvky reprezentovány samostatnými
úsečkami a trojúhelńıky, které procháźı skrz čtyřstěny r̊uzným zp̊usobem. Př́ıklad
velmi malé kompatibilńı a nekompatibilńı śıtě v dvourozměrném prostoru lze vidět
na obrázku 1.1. Pro výpočty v nekompatibilńıch śıt́ıch je potřeba výpočet pr̊unik̊u
śıt́ı r̊uzných dimenźı:
• Úseček s trojúhelńıky (dále jen 1D-2D).
• Úseček s čtyřstěny (dále jen 1D-3D).
• Trojúhelńık̊u s trojúhelńıky – v práci se tomuto př́ıpadu nevěnujeme.
• Trojúhelńık̊u s čtyřstěny (dále jen 2D-3D).
V programu Flow123d jsou již implementovány algoritmy pro výpočty pr̊unik̊u
1D-2D, 1D-3D i 2D–3D, které jsou založeny na výpočtu pr̊unik̊u roviny s př́ımkou po-
moćı Gaussovy eliminace. Tyto algoritmy ovšem neumı́ plně reprezentovat pr̊uniky
a nav́ıc mohou být výpočetně náročné, proto je motivaćı nového algoritmu plná
reprezentace pr̊unik̊u a urychleńı výpočt̊u.
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Obrázek 1.1: Př́ıklad kompatibilńı a nekompatibilńı śıtě
Pro výpočty pr̊unik̊u 1D-2D, 1D-3D a 2D–3D jsem se rozhodl použ́ıt Plückerovy
souřadnice, inspiraćı pro výpočty mi byl článek [2], který řeš́ı výpočet pr̊uniku
př́ımky s trojúhelńıkem pomoćı Plückerových souřadnic. Tento výpočet rozšǐrujeme
na výpočet pr̊uniku úsečky s trojúhelńıkem. Efektivńı výpočet pr̊unik̊u pro nekom-
patibilńı śıtě tvořené pouze puklinami 1D prvk̊u jsem provedl ve své bakalářské
práci [3], ve které se využ́ıvá procházeńı sousedńıch element̊u do š́ı̌rky a tak
se znovu použ́ıvaj́ı data, která už byla jednou vypočtena. V diplomové práci
se zaměřuji na výpočet pr̊unik̊u pro nekompatibilńı śıtě tvořené puklinami 2D prvk̊u
v 3D śıt́ı. Algoritmus je založen na nalezeńı prvńıho neprázdného pr̊uniku 2D pukliny
s čtyřstěnem, následuje pr̊uchod śıtě sousedńıch element̊u do š́ı̌rky.
Vlastnosti Plückerových souřadnic jsou vysvětleny v kapitole 2, kde jsou vypsány
jednotlivé vztahy pro jejich výpočet a daľśı použit́ı. Dále jsou popsány elementy
v śıti a jejich reprezentace do zobecněné formy trojúhelńıku (simplexu) v kapi-
tole 3. V kapitole 4 je popsán výpočet pr̊uniku př́ımky s trojúhelńıkem za použit́ı
Plückerových souřadnic. Pokud nejdou pro výpočet pr̊uniku Plückerovy souřadnice
použ́ıt, je vysvětlen také výpočet pr̊uniku bez jejich použit́ı. Výpočet pr̊uniku úsečky
s čtyřstěnem je popsán v kapitole 5. Výpočet pr̊uniku trojúhelńıku s čtyřstěnem je
vysvětlen v kapitole 6, kde je nav́ıc probráno trasováńı výsledného pr̊uniku a jeho
použit́ı pro daľśı výpočty. Návrhy lineárńıch algoritmů pro výpočet pr̊unik̊u śıt́ı 1D
a 2D element̊u uvnitř śıtě 3D element̊u jsou popsány v kapitole 7. Nejd̊uležitěǰśı
vlastnosti datových struktur jsou vypsány v kapitole 8. Optimalizované algoritmy
jsou porovnány s podobnými algoritmy z programu Flow123d v kapitole 9, kde jsou
i př́ıklady testovaných śıt́ı.
Implementace všech algoritmů, datových struktur a samotný program Flow123d
je vytvářen v jazyce C++ [4].
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2 Vlastnosti Plückerových soǔradnic
Pro efektivńı výpočty pr̊unik̊u jsou použ́ıvány Plückerovy souřadnice. Jedná se o jistý
šesti-rozměrný vektor souřadnic reprezentuj́ıćı př́ımku v tř́ırozměrném prostoru.
Uvažujme př́ımku p, určenou bodem A a svým směrovým vektorem U, po té jsou
Plückerovy souřadnice př́ımky p dány vztahem:
πp = (Up, Vp) = (U,U × A). (2.1)
Vzájemnou polohu dvou př́ımek lze vyjádřit skalárńım součinem dvou
Plückerových souřadnic. Uvažujeme-li př́ımky p a q, pak skalárńı součin jejich
Plückerových souřadnic je dán vztahem:
πp  πq = Up · Vq + Uq · Vp. (2.2)
Výsledné znaménko nám určuje orientaci jedné př́ımky kolem druhé.
• πp  πq > 0, př́ımka p ob́ıhá př́ımku q ve směru hodinových ručiček
(viz obrázek 2.1 a).
• πp  πq < 0, př́ımka p ob́ıhá př́ımku q v proti směru hodinových ručiček
(viz obrázek 2.1 b).
• πpπq = 0, př́ımka p prot́ıná př́ımku q nebo je s ńı paralelńı (viz obrázek 2.1 c).
Z daľśıch vlastnost́ı Plückerových souřadnic, čerpané z knihy [5], lze zjistit,
zda-li př́ımka prot́ıná trojúhelńık. Máme-li př́ımku p a trojúhelńık určen př́ımkami
(a,b,c), které jsou orientovány stejným směrem (ve směru nebo proti směru hodi-
nových ručiček v̊uči středu trojúhelńıku) a př́ımka p prot́ıná trojúhelńık, pak maj́ı
všechny skalárńı součiny Plückerovy souřadnice př́ımky p a Plückerovy souřadnice
každé hrany trojúhelńıku stejné znaménko. Dokázáńı některých základńıch vlast-
nost́ı Plückerových souřadnic lze nalézt v mé bakalářské práci[3].
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Obrázek 2.1: Možná relativńı orientace dvou př́ımek p a q
Ze skalárńıch součin̊u lze vypoč́ıtat barycentrické souřadnice pr̊uniku
na trojúhelńıku. Pokud opět uvažujeme př́ımku p a trojúhelńık (v0, v1, v2) a pr̊unik
X, pak barycentrické souřadnice pr̊uniku jsou určeny vztahem:
ui = πp  πvi/
2∑
j=0
πp  πvj, (2.3)
který lze opět nalézt v mé bakalářské práci [3].
Z barycentrických souřadnic pr̊uniku na trojúhelńıku lze snadno spoč́ıst globálńı







Elementy ze śıtě si převád́ıme na simplex, jež nám popisuje zobecněný trojúhelńık.
Pro naše účely se zabýváme 0D simplexem (bodem), 1D simplexem (úsečkou),
2D simplexem (trojúhelńıkem), 3D simplexem (čtyřstěnem). Každý vytvořený sim-
plex si rekurzivně vytvoř́ı simplexy nižš́ı dimenze až do subdimenze 0, tedy simplex
dimenze D obsahuje D+1 simplex̊u dimenze D-1.
Pro práci se simplexem je nutné si zavést vlastńı označeńı vrchol̊u, hran
a stěn. Aby označeńı bylo konzistentńı, zavád́ıme referenčńı simplex, kde jsou
definována všechna označeńı pro r̊uzné dimenze simplexu. Referenčńı simplex je
vlastně jeden určitý čtyřstěn/trojúhelńık/úsečka s definovaným označeńım a s vr-
choly s konkrétńımi souřadnicemi. Souřadnice vrchol̊u jsou hodnoty barycentrických
souřadnic vzhledem k simplexu (viz tabulka 3.1). V referenčńım simplexu si defi-
bod úsečka trojúhelńık čtyřstěn
V0 = (1) V0 = (1; 0) V0 = (1; 0; 0) V0 = (1; 0; 0; 0)
V1 = (0; 1) V1 = (0; 1; 0) V1 = (0; 1; 0; 0)
V2 = (0; 0; 1) V2 = (0; 0; 1; 0)
V3 = (0; 0; 0; 1)
Tabulka 3.1: Barycentrické souřadnice referenčńıch simplex̊u
nujeme, kolik má simplex vrchol̊u, hran a stěn. Simplex dimenze D obsahuje D+1
vrchol̊u, D+1 stěn a D(D + 1)/2 hran.
Nejsilněǰśı stránkou referenčńıho simplexu je ta, že nám sjednocuje orientace
hran a stěn pro všechny definované dimenze. Orientace hran plyne právě z označeńı
vrchol̊u, kde vrchol s nižš́ım indexem je počátečńı bod a vrchol s vyšš́ım indexem je
koncový bod. Orientace stěn se ř́ıd́ı podle směru normály ke stěně (trojúhelńıku).
Označeńı vrchol̊u, hran a př́ıpadně stěn je ukázáno na obrázku 3.1 pro úsečku,
trojúhelńık i čtyřstěn.
Na obrázćıch jsou zobrazeny i př́ıpadné orientace hran. Detailněji jsou orientace
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Obrázek 3.1: Označeńı vrchol̊u a hrany úsečky v levé dolńı části obrázku; označeńı
vrchol̊u a hran trojúhelńıku v levé horńı části obrázku; označeńı vrchol̊u, hran a stěn
čtyřstěnu v pravé části obrázku
a označeńı vrchol̊u popsány v tabulkách 3.2, 3.4 a 3.3. Orientace jsou d̊uležité k de-
tekci pr̊uniku př́ımky s trojúhelńıkem a proto d́ıky dat̊um z referenčńıho simplexu
můžeme vždy simplexy otáčet a prohazovat jejich subsimplexy tak, aby byly př́ımky
pro trojúhelńık vždy ve správné orientaci.
vrcholy úsečky orientace hrany
V0,V1 h0(V0,V1)
Tabulka 3.2: Orientace úsečky
vrcholy trojúhelńıku orientace hran orientace trojúhelńıku
V0,V1,V2 h0(V0,V1),h1(V0,V2),h2(V1,V2) směrem ke čtenáři
Tabulka 3.3: Orientace hran v trojúhelńıku
Orientace hran v trojúhelńıku jsou potom naprosto shodné jako jednotlivé stěny
v čtyřstěnu.
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stěna orientace stěny vrcholy stěny orientace hran stěny
S0 dovnitř V0,V1,V2 h0(V0,V1),h1(V0,V2),h2(V1,V2)
S1 ven V0,V1,V3 h0(V0,V1),h3(V0,V3),h4(V1,V3)
S2 dovnitř V0,V2,V3 h1(V0,V2),h3(V0,V3),h5(V2,V3)
S3 ven V1,V2,V3 h2(V1,V2),h4(V1,V3),h5(V2,V3)
Tabulka 3.4: Orientace hran a stěn v čtyřstěnu
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4 Pr̊unik p̌ŕımky s trojúhelńıkem
Pr̊unik př́ımky s trojúhelńıkem ve tř́ırozměrném prostoru je založen na efek-
tivńım výpočtu pr̊uniku př́ımky s trojúhelńıkem pomoćı Plückerových souřadnic.
Všechny daľśı výpočty pr̊unik̊u vyšš́ıch dimenźı (pr̊unik úsečky s čtyřstěnem a pr̊unik
trojúhelńıku s čtyřstěnem) využ́ıvaj́ı právě výpočet pr̊uniku př́ımky s trojúhelńıkem.
Algoritmus nejprve spočte Plückerovy souřadnice pro př́ımku a hrany trojúhelńıku,
pokud již nebyly spočteny dř́ıve. Pro př́ımku s každou hranou trojúhelńıku
se vypoč́ıtá skalárńı součin jejich Plückerových souřadnic, pokud opět již nebyl
spočten dř́ıve. Z definice orientaćı hran v trojúhelńıku (viz 3.1) vyplývá, že hrana
s indexem 1 je opačně, kdybychom chtěli trojúhelńık orientovat v protisměru hodi-
nových ručiček v̊uči př́ımce, proto muśıme znaménko skalárńıho součinu pro hranu
(s indexem 1) invertovat. Pr̊unik př́ımky s trojúhelńıkem nastane, když všechny
skalárńı součiny maj́ı stejné znaménko. Pokud by byl některý ze skalárńıch součin̊u
nulový, nemohli bychom k nalezeńı pr̊uniku použ́ıt Plückerovy souřadnice.
4.1 Výpočet pr̊uniku s nenulovými skalárńımi součiny
dvou Plückerových soǔradnic
Jsou-li spočteny všechny 3 skalárńı součiny dvou Plückerových souřadnic a všechny
maj́ı stejné znaménko a ani jeden neńı nulový, jedná se o pr̊unik. Pr̊unikem
př́ımky s trojúhelńıkem se rozumı́ jejich pr̊useč́ık. Dı́ky skalárńım součin̊um dvou
Plückerových souřadnic můžeme vypoč́ıtat k pr̊useč́ıku daľśı d̊uležité informace, jako
jsou:
• Znaménko skalárńıho součinu dvou Plückerových souřadnic, které dále popisu-
jeme jako orientaci pr̊useč́ıku. Orientace pr̊useč́ıku udává, jestli je př́ımka
ve směru normály trojúhelńıku.
• Barycentrické souřadnice pr̊useč́ıku na př́ımce (viz vzorec 4.1).
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• Barycentrické souřadnice pr̊useč́ıku na trojúhelńıku (viz vzorec 2.3).
Uvažujme př́ımku p určenou bodem A a směrovým vektorem U, dále uvažujme
bod X, který je pr̊unikem př́ımky p a trojúhelńıku (V0, V1, V2), pak barycentrické
souřadnice bodu X na př́ımce p jsou určeny vztahem:
u0 = 1 + Ai −Xi/Ui, (4.1)
u1 = 1− u0,
kde index i, je index souřadnice směrového vektoru s největš́ı absolutńı hodnotou.
T́ım je zaručeno, že nebudeme dělit nulou a výpočet bude numericky stabilńı.
4.2 Výpočet pr̊uniku s nulovými skalárńımi součiny
dvou Plückerových soǔradnic
Pokud existuje alespoň jeden nulový skalárńı součin dvou Plückerových souřadnic,
nemůžeme k nalezeńı pr̊uniku použ́ıt znaménka a hodnoty skalárńıch součin̊u. Tyto
př́ıpady dále v práci označuji jako speciálńı př́ıpady. Počet nulových součin̊u může
vyjadřovat následuj́ıćı př́ıpady:
• Jeden nulový skalárńı součin – př́ımka prot́ıná pouze jednu hranu trojúhelńıku.
• Dva nulové skalárńı součiny – př́ımka prot́ıná trojúhelńık v jeho vrcholu a nikde
jinde.
• Tři nulové skalárńı součiny – obecně všechny ostatńı př́ıpady. Př́ımka může
prot́ınat všechny tři hrany trojúhelńıku, může prot́ınat vrchol trojúhelńıku
a s třet́ı hranou být rovnoběžná, př́ımka může být totožná s hranou
trojúhelńıku nebo tvořit část hrany trojúhelńıku.
Každý nulový skalárńı součin Plückerových souřadnic př́ımky a konkrétńı hrany
trojúhelńıku převád́ıme na hledáńı společného pr̊useč́ıku dvou př́ımek. Uvažujme
př́ımku p, určenou bodem A a směrovým vektorem U, a př́ımku q, určenou bo-
dem B a směrovým vektorem V, a jejich společný pr̊useč́ık X. Pr̊useč́ık X můžeme
parametricky vyjádřit výrazy:
X = A+ sU = B + tV, (4.2)
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ze kterých po úpravě dostaneme rovnici:
sU − tV = B − A. (4.3)
K určeńı parametr̊u s a t nám slouž́ı 3 rovnice o dvou neznámých. Cramerovým
pravidlem lze vypoč́ıtat každou z kombinaćı 2 rovnic o dvou neznámých. Pokud
všechny 3 kombinace nemaj́ı řešeńı, př́ımky nemaj́ı společný pr̊useč́ık. Imple-
mentačně je tento zp̊usob optimalizován, aby nedocházelo k výpočt̊u pro všechny
3 kombinace, hledá se nenulový absolutně maximálńı determinant ze 3 kombinaćı
a zbytek výpočtu je prováděn pouze pro tuto kombinaci. Pokud je parametr t
mimo interval [0,1], pr̊useč́ık lež́ı mimo trojúhelńık a je pro naše účely nezaj́ımavý.
Parametr s se převede na barycentrické souřadnice pr̊useč́ıku na př́ımce p
a parametr t se podle indexu hrany převede na barycentrické souřadnice pr̊useč́ıku
na trojúhelńıku.
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5 Pr̊unik úsečky s čty̌rstěnem
Výpočet pr̊uniku úsečky s čtyřstěnem je založen na výpočtu př́ımky s čtyřstěnem.
Inspiraćı mi byl článek [2]. Algoritmus byl navržen tak, aby poč́ıtal pr̊uniky
nižš́ıch dimenźı (pr̊unik př́ımky s trojúhelńıkem s využit́ım Plückerových souřadnic)
a nalezené pr̊useč́ıky kontroloval, jestli se jedná o pr̊useč́ıky lež́ıćı na úsečce či uvnitř
čtyřstěnu. Pr̊unikem mohou být maximálně dva pr̊useč́ıky.
• Pr̊unikem je jeden pr̊useč́ık. Pokud se jedná pouze o jeden pr̊useč́ık, tak
tento pr̊useč́ık vznikl speciálńım př́ıpadem (viz 4.2), protože vznikl na hraně
nebo ve vrcholu čtyřstěnu. V takovém př́ıpadě se muśı ověřit, jestli jsou
barycentrické souřadnice pr̊useč́ıku na př́ımce v intervalu [0,1]. Pokud nejsou,
nejedná se o pr̊unik úsečky s čtyřstěnem.
• Pr̊unikem jsou dva pr̊useč́ıky. Aby se jednalo o pr̊unik úsečky s čtyřstěnem,
mohou nastat 4 r̊uzné vzájemné polohy úsečky v̊uči čtyřstěnu, ze kterých plyne,
jestli se opravdu jedná o pr̊unik úsečky s čtyřstěnem. Uvažujme pr̊useč́ıky P
a Q a jejich druhou barycentrickou souřadnici up a uq, po té mohou nastat
následuj́ıćı př́ıpady vzájemné polohy úsečky v̊uči čtyřstěnu:
– up, uq ∈ [0, 1] – jedná se rovnou o pr̊unik úsečky s čtyřstěnem.
– (up, uq > 1 ∨ up, uq < 0) – celá úsečka lež́ı mimo čtyřstěn, nejedná se
o pr̊unik.
– ((up ∈ [0, 1], uq /∈ [0, 1]) ∨ (up /∈ [0, 1], uq ∈ [0, 1])) – úsečka prot́ıná
čtyřstěn, ale jedńım vrcholem zač́ıná nebo konč́ı uvnitř čtyřstěnu.
Barycentrické souřadnice takového pr̊useč́ıku na př́ımce jsou nastaveny
na hodnoty 0/1 a barycentrické souřadnice pr̊useč́ıku v čtyřstěnu jsou
podle barycentrických souřadnic na př́ımce interpolovány.
– ((up > 1, uq < 0) ∨ (up < 0, uq > 1)) – celá úsečka lež́ı uvnitř čtyřstěnu,
barycentrické souřadnice obou pr̊useč́ık̊u na př́ımce se nastav́ı na hodnoty
0/1 a obě barycentrické souřadnice pr̊useč́ık̊u na čtyřstěnu se interpoluj́ı.
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Algoritmus si pro každou stěnu čtyřstěnu volá algoritmus pro výpočet př́ımky
s trojúhelńıkem, tedy až 4 pr̊uchody. Jelikož stač́ı vypoč́ıtat maximálně 2 pr̊useč́ıky,
může se procházeńı stěn ukončit dř́ıve, pokud již byly oba pr̊useč́ıky nalezeny. Pokud
při třet́ım pr̊uchodu nebyl nalezen ani jeden bod, je procházeńı čtvrté stěny zbytečné.
Pokud se jedná o speciálńı př́ıpady, můžeme vypoč́ıst pr̊useč́ık pro konkrétńı hranu
stěny čtyřstěnu a sousedńı stěnu přes hranu nemuśıme již vypoč́ıtávat, protože
na ni by vznikl stejný pr̊useč́ık a žádný jiný. Pokud je speciálńı př́ıpad ve vrcholu
čtyřstěnu, nemuśıme procházet sousedńı dvě stěny čtyřstěnu.
Jedna ze zásadńıch optimalizaćı je předáváńı vypočtených Plückerových
souřadnic a součin̊u následuj́ıćım pr̊uchod̊um stěn. Tud́ıž pro čtyřstěn se vypoč́ıtává
maximálně 6 Plückerových souřadnic a 6 skalárńıch součin̊u dvou Plückerových
souřadnic oproti dvojnásobnému množstv́ı.
Každý z pr̊useč́ık̊u je jasně definován, na které stěně čtyřstěnu vznikl nebo pokud
byl pr̊useč́ık vrcholem úsečky a byl interpolován. Všechny barycentrické souřadnice
pr̊useč́ık̊u na stěnách čtyřstěnu se převád́ı na barycentrické souřadnice pr̊useč́ık̊u
v čtyřstěnu.
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6 Pr̊unik trojúhelńıku s čty̌rstěnem
Výpočet pr̊uniku trojúhelńıku s čtyřstěnem vycháźı z výpočt̊u pr̊unik̊u př́ımky
a trojúhelńıku s využit́ım Plückerových souřadnic, který je optimalizován
předáváńım Plückerových souřadnic a skalárńıch součin̊u Plückerových souřadnic.
Výstupem algoritmu je seznam pr̊useč́ık̊u, který tvoř́ı polygon až o 7 vrcholech.
Algoritmus byl opět navržen tak, aby poč́ıtal pr̊uniky nižš́ıch dimenźı. Výpočet je
rozdělen na dvě části:
• Vypoč́ıtaj́ı se pr̊uniky úsečky s čtyřstěnem pro každou hranu trojúhelńıku.
• Vypoč́ıtaj́ı se pr̊uniky př́ımky s trojúhelńıkem pro každou hranu čtyřstěnu.
Pr̊unikem úsečky s čtyřstěnem pro každou hranu trojúhelńıku jsou jeden
nebo dva pr̊useč́ıky. Tyto pr̊useč́ıky jsou nav́ıc definovány hranou trojúhelńıku,
na které vznikly. Barycentrické souřadnice pr̊useč́ıku na úsečce jsou převedeny
na barycentrické souřadnice pr̊useč́ıku na trojúhelńıku. Pokud je pr̊useč́ıkem vr-
chol trojúhelńıku uvnitř čtyřstěnu, vypoč́ıtá se dvakrát (jednou pro každou úsečku,
ke které patř́ı).
Pr̊unikem př́ımky s trojúhelńıkem pro každou hranu čtyřstěnu je vždy maximálně
jeden pr̊useč́ık. Ten je definován hranou čtyřstěnu, na které vznikl. Aby se jed-
nalo o pr̊useč́ık na čtyřstěnu, muśı být jeho barycentrické souřadnice v inter-
valu [0,1]. Barycentrické souřadnice pr̊useč́ıku na hraně čtyřstěnu jsou převedeny
na barycentrické souřadnice pr̊useč́ıku v čtyřstěnu. Nav́ıc pro pr̊uniky př́ımky
s trojúhelńıkem pro každou hranu čtyřstěnu neńı potřeba vypoč́ıtávat pr̊useč́ıky
speciálńım př́ıpadem, protože by se už vypoč́ıtaly v prvńı části algoritmu.
Využ́ıvá se zde optimalizace předáváńı už vypočtených Plückerových souřadnic
a skalárńıch součin̊u. Pokud se vypoč́ıtaj́ı Plückerovy souřadnice a skalárńı
součiny pro prvńı část algoritmu (pr̊uniky hran trojúhelńıku s čtyřstěnem), potom
pro druhou část jsou všechny znovu použity. Pro celý algoritmus se tedy vypoč́ıtá
pouze 9 Plückerových souřadnic a 18 skalárńıch součin̊u. Kdyby se v hierarchii
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výpočt̊u nepředávaly vypoč́ıtaná data, bylo by vypočteno až 63 Plückerových
souřadnic a 54 skalárńıch součin̊u.
Pr̊unikem trojúhelńıku s čtyřstěnem je polygon, který chceme orientovat ve shodě
trojúhelńıku. Jelikož ale vrcholy polygonu vznikaj́ı r̊uzně podle orientaćı hran
trojúhelńıku a druhá část algoritmu vypoč́ıtává vrcholy nezávisle na orientaci
trojúhelńıku, nebude polygon správně orientován, proto je potřeba polygon traso-
vat. Trasováńım máme na mysli uspořádáńı vrchol̊u polygonu ve směru trojúhelńıku.
Některé vrcholy mohou být v seznamu duplicitńı, pokud se jedná o vrcholy, které
reprezentuj́ı vrchol trojúhelńıku uvnitř čtyřstěnu, takovéto duplicity je potřeba
odstranit.
6.1 Trasováńı obecného polygonu
Trasováńı obecného polygonu se dá převést na úlohu nalezeńı konvexńıho obalu
množiny bod̊u. Existuj́ıćı algoritmy jsou efektivněǰśı v nalezeńı konvexńıho obalu
množiny bod̊u ve 2D, než-li ve 3D. Jelikož vrcholy polygonu můžeme reprezentovat
pr̊useč́ıky s barycentrickými souřadnicemi na trojúhelńıku, dostáváme reprezentaci
polygonu ve 2D a t́ım můžeme použ́ıt efektivńı algoritmus pro hledáńı konvexńıho
obalu množiny bod̊u ve 2D. Trasováńı se provád́ı až po nalezeńı všech pr̊useč́ık̊u
pr̊uniku trojúhelńıku s čtyřstěnem. Pro nalezeńı konvexńıho obalu množiny bod̊u
se použ́ıvá algoritmus Monotone chain [6], který je lehce upraven pro naše účely.
Algoritmus vytvořeńı konvexńıho obalu se skládá z několika část́ı:
1. Lexikografické setř́ıděńı - množina pr̊useč́ık̊u se lexikograficky setř́ıd́ı, tzn.
pr̊useč́ıky se setř́ıd́ı vzestupně podle velikosti 1. barycentrické souřadnice,
při shodě 1. barycentrické souřadnice se setř́ıd́ı vzestupně podle 2. barycen-
trické souřadnice.
2. Odstraněńı duplicit - pr̊useč́ıky, které maj́ı stejné obě barycentrické
souřadnice, jsou duplicitńı a mohou se odstranit. Jelikož je množina pr̊useč́ık̊u
setř́ıděná, budou duplicity v množině za sebou a jejich nalezeńı a odstraněńı
lze provést v jednom pr̊uchodu.
3. Vytvořeńı spodńı poloviny konvexńıho obalu - definujme si prázdné
trasované pole pr̊useč́ık̊u H, index i, který označuje právě procházený pr̊useč́ık,
index k, který určuje umı́stěńı nově přidávaného pr̊useč́ıku do trasovaného
23
pole. Procházej́ı se všechny setř́ıděné pr̊useč́ıky od indexu i = 0 do n.
Ve smyčce se provád́ı podmı́nka, pokud je k >= 2 a vektorový součin př́ımek
Hk−2Hk−1 × Hk−2i <= 0, tedy úhel př́ımek je konkávńı, pak se index k dekre-
mentuje. Po smyčce se na umı́stěńı Hk zaṕı̌se pr̊useč́ık i a index k se inkre-
mentuje, t́ım se vytvoř́ı spodńı polovina konvexńıho obalu.
4. Vytvořeńı horńı poloviny konvexńıho obalu - postup je analogický
k vytvářeńı spodńı poloviny konvexńıho obalu. Definujme si nav́ıc index
t = k + 1. Nyńı se procháźı setř́ıděné pole pr̊useč́ık̊u od indexu i = n − 2
do 0. Ve smyčce se provád́ı podmı́nka, pokud je k >= t a vektorový součin
př́ımek Hk−2Hk−1 × Hk−2i <= 0, pak se index k dekrementuje. Po smyčce
se na umı́stěńı Hk zaṕı̌se pr̊useč́ık i a index k se inkrementuje. Trasované
pole pr̊useč́ık̊u tvořené spodńı i horńı polovinou konvexńıho obalu se uprav́ı

















Obrázek 6.1: Netrasovaný a trasovaný polygon
Na obrázku 6.1 je referenčńı trojúhelńık s vrcholy ABC a s př́ıkladem polygonu,
který je tvořen sedmi body P1–P7, před a po trasováńı.
Trasováńı polygonu pomoćı výpočtu konvexńıho obalu je vhodné pro všechny
obecné polygony, včetně polygon̊u jejichž pr̊useč́ıky vznikly speciálńım př́ıpadem, to
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jsou takové pr̊useč́ıky, jejichž součin dvou Plückerových souřadnic vyšel nulový viz
4.2.
6.2 Optimalizované trasováńı polygonu
Hlavńı nevýhody obecného trasováńı polygonu jsou:
• nutné daľśı výpočty (vektorové součiny),
• nevyužit́ı dodatečných informaćı z výpočt̊u pr̊unik̊u,
• složitost O(NlogN).
Proto jsem navrhl čistě kombinatorický algoritmus trasováńı polygonu, který
využ́ıvá dodatečné informace z pr̊uběhu výpočt̊u pr̊unik̊u, bez nutnosti daľśıch
výpočt̊u. Algoritmus je určen pouze pro polygony, které neobsahuj́ı pr̊useč́ıky vzniklé
speciálńım př́ıpadem viz 4.2.
Každý pr̊useč́ık polygonu vznikl nejdř́ıve pr̊unikem př́ımky s trojúhelńıkem
(hrany čtyřstěnu s trojúhelńıkem nebo hrany trojúhelńıku s každou stěnou
čtyřstěnu). Takový pr̊useč́ık je reprezentován barycentrickými souřadnicemi na obou
elementech a orientaćı pr̊useč́ıku viz 4.1. Pokud je pr̊useč́ık dále zpracováván pr̊uniky
vyšš́ıch dimenźı, je definován i indexy hran a stěn element̊u, na kterých vznikl, proto
můžeme rozdělit pr̊useč́ıky trojúhelńıku s čtyřstěnem na tři typy:
• SH - pr̊useč́ık byl zpracováván na pr̊unik úsečka–čtyřstěn a dále na pr̊unik
trojúhelńık–čtyřstěn. Jeho barycentrické souřadnice na obou elementech jsou
v intervalu (0,1), postupně mu byl přidělen index hrany trojúhelńıku a stěny
čtyřstěnu, na které vznikl. Podle orientace pr̊useč́ıku, normál stěn v čtyřstěnu
a uspořádáńı hran v trojúhelńıku lze určit, jestli pr̊useč́ık zač́ıná na hraně
trojúhelńıku či stěně čtyřstěnu, tzn. jestli se jedná o pr̊useč́ık S–H nebo H–S.
• SS - pr̊useč́ık byl zpracováván rovnou na pr̊unik trojúhelńık–čtyřstěn, tud́ıž
vznikl pr̊unikem hran čtyřstěnu s trojúhelńıkem. Pr̊useč́ıku byl přidělen jen
index hrany čtyřstěnu, pomoćı kterého lze určit, jaké dvě stěny čtyřstěnu hrana
spojuje, podle referenčńıho čtyřstěnu. Pořad́ı dvou stěn záviśı na orientaci
pr̊useč́ıku.
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• HH - pr̊useč́ık byl zpracováván na pr̊unik úsečka–čtyřstěn, kde barycentrické
souřadnice pr̊useč́ıku na úsečce byly rovné 0 nebo 1. Daľśım zpracováńım
na pr̊unik trojúhelńık–čtyřstěn pr̊useč́ık reprezentuje vrchol trojúhelńıku
uvnitř čtyřstěnu. Jaké dvě hrany trojúhelńıku vrchol spojuje lze zjistit
z převodńı tabulky z referenčńıho trojúhelńıku. Pořad́ı hran už ale nezáviśı
na orientaci pr̊useč́ıku, ale je vždy pevně určeno ve směru trojúhelńıku.
Samotné trasováńı spoč́ıvá v uspořádáńı pr̊useč́ık̊u tak, aby na sebe navazovaly
stejnou hranou trojúhelńıku nebo stejnou stěnou čtyřstěnu. Každý pr̊useč́ık je tedy
definován trojićı index̊u:
1. index označuje vstupńı hranu nebo stěnu
2. index pr̊useč́ıku v netrasovaném polygonu

































Obrázek 6.2: Netrasovaný a optimalizovaně trasovaný polygon
Na obrázku 6.2 lze vidět netrasovaný polygon s pr̊useč́ıky, které maj́ı u sebe
napsané indexy stěn a hran, ke kterým nálež́ı. Pro tento př́ıpad by trojice index̊u
byla definována následovně v tabulce 6.1.
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Tabulka 6.1: Př́ıklad trojic index̊u pro pr̊useč́ıky
Pro optimalizované spojováńı pr̊useč́ık̊u zavád́ım pomocnou trasovaćı tabulku.
Trasovaćı tabulka 7×2 reprezentuje svými řádky stěny čtyřstěnu (S0, S1, S2, S3)
a po té hrany trojúhelńıku (H0, H1, H2). Prvńı sloupeček obsahuje výstupńı hranu
nebo stěnu, ke které jé vázán pr̊useč́ık a druhý sloupeček obsahuje index pr̊useč́ıku
v netrasovaném polygonu.
index řádku index následuj́ıćıho řádku index pr̊useč́ıku
0 (S0) 4 (H0) P1
1 (S1) 6 (H2) P6
2 (S2) 3 (S3) P7
3 (S3) 5 (H1) P4
4 (H0) 1 (S1) P2
5 (H1) 0 (S0) P3
6 (H2) 2 (S2) P5
Tabulka 6.2: Př́ıklad trasovaćı tabulky
Každý pr̊useč́ık se podle svého prvńıho indexu, definuj́ıćıho vstupńı hranu nebo
stěnu, zaṕı̌se na př́ıslušný řádek v trasovaćı tabulce, zaṕı̌se na něj i sv̊uj in-
dex pr̊useč́ıku a index výstupńı hrany nebo stěny. T́ımto zp̊usobem se rovnou
odstrańı duplicitńı pr̊useč́ıky, protože se zaṕı̌sou na stejné mı́sto a t́ım se přeṕı̌śı
a použij́ı pouze jednou. Trasovaný polygon se sestav́ı procházeńım trasovaćı ta-
bulky, kdy se začne na prvńım neprázdném řádk̊u a pokračuje se na daľśı řádek po-
dle výstupńıho indexu, dokud se nenaraźı na řádek, na kterém se začalo. Sestavená
trasovaćı tabulka pro netrasovaný polygon na obrázku 6.2 lze vidět v tabulce 6.2.
Z netrasovaného polygonu P1–P2–P3–P4–P5–P6–P7 se sestav́ı správně traso-
vaný polygon P1–P2–P6–P5–P7–P4–P3, který lze opět vidět na obrázku 6.2. Nejen,
že trasováńı neńı závislé na pomocných výpočtech, ale i každá hrana polygonu je
jasně definovaná hranou trojúhelńıku nebo stěnou čtyřstěnu, ke které nálež́ı.
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7 Lineárńı algoritmus pro výpočet pr̊unik̊u
śıt́ı r̊uzných dimenźı
Śıtě r̊uzných dimenźı máme na mysli śıtě úseček a trojúhelńık̊u v śıti čtyřstěn̊u.
Vı́ce nezávislých śıt́ı úseček a čtyřstěn̊u označujeme jako komponenty. Pr̊unikem śıt́ı
r̊uzných dimenźı se rozumı́ výpočet pr̊unik̊u element̊u z komponent s čtyřstěny.
Algoritmy pro výpočet pr̊unik̊u śıt́ı jsou založeny na nalezeńı prvńıho
neprázdného pr̊uniku. Pokud předpokládáme, že všechny komponenty budou uvnitř
śıtě čtyřstěn̊u, bude k nalezeńı prvńıho neprázdného pr̊uniku pro každou kompo-
nentu zapotřeb́ı tolik pr̊uchod̊u přes všechny čtyřstěny, kolik je komponent. Každý
pr̊uchod je realizován pomoćı hledáńı pr̊uniku obalových box̊u prvk̊u z kompo-
nent s čtyřstěny, pokud obalové boxy interaguj́ı, vypoč́ıtá se pro dvojici element̊u
pr̊unik. Pokud je pr̊unik neprázdný, pokračováńı v pr̊uchodu je už zbytečné. Č́ım
v́ıce bude v śıti jednotlivých komponent, které nebudou mı́t mezi sebou žádný
společný element ani žádný společný vrchol elementu, t́ım pomaleǰśı tato část bude,
předpokládáme ale, že śıt’ bude mı́t až o 4 řády v́ıce čtyřstěn̊u než komponent.
Pro atypické śıtě, které by měly řádově v́ıce komponent, at’ už uvnitř śıtě čtyřstěn̊u
nebo i mimo, lze k nalezeńı prvńıho neprázdného pr̊uniku využ́ıt algoritmy z pro-
gramu Flow123d, které jsou založeny na metodě Bounding interval hierarchy (viz
článek [8]), tyto algoritmy dále v práci uvád́ım pod zkratkou BIH Tree. Algoritmy
BIH Tree jsou ovšem pomalé pro běžné śıtě s menš́ım počtem komponent, vyplat́ı se
pouze pro př́ıpady, kdy jsou elementy z komponent mimo śıt’ čtyřstěn̊u, ale zároveň
jsou uvnitř obalového boxu celé śıtě čtyřstěn̊u a je jich řádově v́ıce.
Za účelem rychlého výpočtu, zda-li jsou elementy z komponent či celá kompo-
nenta mimo śıt’ čtyřstěn̊u, vytvář́ı se obalový box celé śıtě čtyřstěn̊u, pokud pak
obalový box elementu neinteraguje s obalovým boxem celé śıtě, element lež́ı mimo
śıt’ čtyřstěn̊u.
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7.1 Výpočet pr̊unik̊u śıt́ı 1D–3D
Výpočtu pr̊uniku śıt́ı 1D–3D jsem se věnoval ve své bakalářské práci [3]. Algoritmus
bylo potřeba sjednotit a přeimplementovat do nových optimalizovaných struktur,
č́ımž došlo ke zjednodušeńı celého algoritmu.
Obrázek 7.1: Vývojový diagram algoritmu výpočtu pr̊unik̊u pro śıtě 1D–3D
Po nalezeńı kandidát̊u úsečky a čtyřstěnu se vypoč́ıtá jejich pr̊unik pomoćı
výpočt̊u pr̊unik̊u nižš́ıch dimenźı (viz kapitola 5). Pokud je pr̊unik neprázdný, je
tvořen až dvěma pr̊useč́ıky, které se dále procházej́ı a zpracovávaj́ı. Pr̊useč́ıky mo-
hou být dvou typ̊u:
• Pr̊useč́ık je koncovým bodem úsečky a je uvnitř čtyřstěnu. Barycentrická
souřadnice pr̊useč́ıku je 0 nebo 1 a tvoř́ı počátečńı/koncový bod úsečky, po-
moćı kterého se najdou všechny sousedńı úsečky a pro ně se rekurzivně poč́ıtá
pr̊unik s aktuálńım čtyřstěnem a proces zpracováńı pr̊uniku se opakuje. Aby
nedošlo k zacykleńı rekurźı, je zapotřeb́ı si určit, ke které úsečce byl nalezen
alespoň jeden neprázdný pr̊unik a při hledáńı sousedńıch úseček kontrolovat,
jestli je úsečka bez pr̊uniku.
• Pr̊useč́ık vznikl na stěně čtyřstěnu. Barycentrické souřadnice pr̊useč́ıku jsou
v intervalu (0,1). Pomoćı indexu stěny čtyřstěnu se nalezne sousedńı čtyřstěn
a výpočet pr̊uniku pro konkrétńı úsečku a sousedńı čtyřstěn se ulož́ı do fronty
k pozděǰśımu zpracováńı. Aby se nestalo, že se bude opakovat výpočet pr̊uniku
pro stejnou dvojici element̊u, zjǐst’uje se u sousedńıho elementu, jestli už
netvoř́ı pr̊unik s konkrétńı úsečkou. Pokud se už nezpracovává žádný výpočet
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pr̊uniku rekurzivně, zpracovává se fronta dokud neńı prázdná. Když se fronta
vyprázdńı, všechny pr̊uniky celé jedné komponenty úseček jsou vypočteny.
Vývojový diagram výpočtu pr̊unik̊u pro śıtě 1D–3D je popsán na obrázku 7.1.
7.2 Výpočet pr̊unik̊u śıt́ı 2D–3D
Po nalezeńı kandidát̊u trojúhelńıku a čtyřstěnu se vypoč́ıtá jejich pr̊unik pomoćı
výpočt̊u pr̊unik̊u nižš́ıch dimenźı (viz kapitola 6). Neprázdný pr̊unik tvoř́ı polygon
až o 7 pr̊useč́ıćıch. Skrze hrany polygonu se prodlužuje do sousedńıch element̊u.
K prodloužeńı je potřeba vytvořit si prodlužovaćı tabulku, která obsahuje pouze
index hrany/stěny elementu a typ elementu (trojúhelńık/čtyřstěn). Prodlužovaćı
tabulka může být vytvořena dvěma zp̊usoby:
• Polygon obsahuje pr̊useč́ıky vypočteny speciálńım př́ıpadem (viz podkapi-
tola 4.2). Polygon se bude trasovat pomoćı obecného trasováńı polygonu (viz
podkapitola 6.1). Procházeńım dvojic po sobě jdoućıch pr̊useč́ık̊u se zjǐst’uje
jaké nulové barycentrické souřadnice na obou elementech maj́ı společné,
t́ım se zjist́ı na jaké protilehlé hraně/stěně pr̊useč́ıky lež́ı a t́ım se vytvoř́ı
prodlužovaćı tabulka. Polygony obsahuj́ıćı pr̊useč́ıky vypočteny speciálńım
př́ıpadem mohou být polygony o jednom nebo dvou pr̊useč́ıćıch, takové jsou
ale pro nás nezaj́ımavé a dále je neprodlužujeme. Pokud se jedná o polygon
vytvořený celý na stěně čtyřstěnu, na sousedńım čtyřstěnu by byl naprosto
stejný a proto ani v takovém př́ıpadě nehodláme prodlužovat.
• Polygon neobsahuje ani jeden pr̊useč́ık vypočtený speciálńım př́ıpadem. Poly-
gon se bude trasovat pomoćı optimalizovaného trasováńı polygonu (viz pod-
kapitola 6.2), d́ıky kterému se hned vytvoř́ı i prodlužovaćı tabulka a neńı
potřeba žádných výpočt̊u. Takovéto polygony obsahuj́ı vždy tři až sedm
pr̊useč́ık̊u.
Zpracováńım prodlužovaćı tabulky se zjist́ı, do jakého sousedńıho elementu se má
s výpočtem pr̊uniku pokračovat. Vytvář́ıme si dvě fronty (fronta 2D a fronta 3D),
které označuj́ı o jaký typ prodloužeńı se jedná, jestli se prodlužovalo do sousedńıho
trojúhelńıku nebo do sousedńıho čtyřstěnu a podle toho se i pr̊uniky dále zpra-
covávaj́ı. Dále se zavád́ı i př́ıznaky k trojúhelńık̊um, jestli pro ně byly všechny
pr̊uniky už spočteny a př́ıznaky pro čtyřstěny, které označuj́ı, s kterým trojúhelńıkem
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naposledy při výpočtu interagovaly, př́ıpadně maj́ı implicitně nastavenou hodnotu
-1.
• Prodlužuje se hranou trojúhelńıku. Pomoćı indexu hrany trojúhelńıku se zjist́ı
jeho sousedńı trojúhelńık. Pokud pro sousedńı trojúhelńık ještě nebyly
spočteny všechny pr̊uniky nebo trojúhelńık nemá s aktuálńım čtyřstěnem
vypočten pr̊unik, ulož́ı se výpočet pr̊uniku do fronty 2D k daľśımu zpracováńı.
• Prodlužuje se stěnou čtyřstěnu. Pomoćı indexu stěny čtyřstěnu se zjist́ı jeho
sousedńı čtyřstěn. Pokud čtyřstěn ještě neinteragoval s žádným trojúhelńıkem
(má př́ıznak roven -1) nebo interagoval s jiným trojúhelńıkem, než s aktuálńım,
ulož́ı se výpočet pr̊uniku do fronty 3D k daľśımu zpracováńı.
Nejdř́ıve se zpracovávaj́ı všechny pr̊uniky z fronty 3D, č́ımž je dosaženo, že
pro konkrétńı trojúhelńık se naleznou všechny čtyřstěny, které s ńım interaguj́ı
a po té lze trojúhelńıku nastavit př́ıznak, že už má všechny pr̊uniky vypočteny.
Pokud je fronta 3D prázdná, vybere se jeden pr̊unik z fronty 2D a celý pro-
ces se opakuje, dokud nejsou obě fronty prázdné. Proces zpracováńı pr̊unik̊u
trojúhelńık̊u s čtyřstěny lze vidět na obrázku 7.2.
Obrázek 7.2: Vývojový diagram algoritmu výpočtu pr̊unik̊u pro śıtě 2D–3D
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8 Implementace algoritmů a ťŕıd
Veškeré tř́ıdy a algoritmy jsou psány v jazyce C++ a implementovány do pro-
gramu Flow123d. Pro práci s lineárńı algebrou je použ́ıvána knihovna Armadillo.
Ve výpočtech se pracuje s jistou přesnost́ı pro double, která se pohybuje mezi 10−7
a 10−10. Vytvořené tř́ıdy a jejich nejd̊uležitěǰśı vlastnosti jsou:
• Plucker - obsahuje šesti-rozměrný vektor Plückerových souřadnic a metody
pro jejich výpočet. Rovněž obsahuje metodu pro výpočet skalárńıho součinu
dvou Plückerových souřadnic. Důležitou metodou je kontrola, jestli byly
souřadnice v objektu již vypoč́ıtány.
• Simplex - šablona tř́ıdy s parametrem dimenze simplexu. Obsahuje N+1 sub-
simplex̊u, které si vytvář́ı z dodaných bod̊u. Obsahuje metody na vráceńı
souřadnic a subsimplex̊u. Každý simplex s dimenźı větš́ı než nula dokáže vrátit
simplex dimenze jedna podle indexu hrany z referenčńıho simplexu. Simplex
dimenze nula obsahuje souřadnice bodu v tř́ırozměrném prostoru.
• RefSimplex - šablona tř́ıdy s parametrem dimenze simplexu obsahuj́ıćı
převážně statická data a statické metody. Obsahuje obecná data o simplexech.
Kolik má každá dimenze simplexu hran, vrchol̊u, stěn, hran na stěnu, vrchol̊u
na stěnu, indexy hran, indexy vrchol̊u, indexy stěn, orientace hran, orien-
tace stěn atd. Rovněž obsahuje metody na interpolaci dvou barycentrických
souřadnic. Obsahuje i metodu na vráceńı barycentrické souřadnice vrcholu
simplexu r̊uzné dimenze.
• IntersectionPoint - šablona tř́ıdy s parametry dvou dimenźı simplex̊u. Tř́ıda
slouž́ıćı na uchováváńı a manipulaci s daty. Popisuje kompletně pr̊useč́ık dvou
simplex̊u r̊uzné dimenze barycentrickými souřadnicemi na obou elementech,
indexy hran a stěn a orientaćı pr̊useč́ıku, představuje-li pr̊useč́ık vrchol jednoho
ze simplex̊u nebo jestli pr̊useč́ık byl nebo nebyl vypočten speciálńım př́ıpadem
(viz 4.2).
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• IntersectionLine - tř́ıda reprezentuj́ıćı pr̊unik úsečky s čtyřstěnem. Obsahuje
pole pr̊useč́ık̊u (IntersectionPoint<1,3>) a indexy úsečky a čtyřstěnu.
• IntersectionPolygon - tř́ıda reprezentuj́ıćı pr̊unik trojúhelńıku s čtyřstěnem.
Obsahuje pole pr̊useč́ık̊u (IntersectionPoint<2,3>), indexy trojúhelńıku
a čtyřstěnu a př́ıznak o tom, jestli je alespoň jeden pr̊useč́ık vypoč́ıtán
speciálńım př́ıpadem (viz 4.2). Nejd̊uležitěǰśı metoda je trasováńı polygonu
jak obecným, tak optimalizovaným zp̊usobem (viz 6.1 a 6.2). Trasovaćı metody
vytvář́ı prodlužovaćı tabulky k daľśımu zpracováńı. Nav́ıc je ve tř́ıdě imple-
mentována metoda pro výpočet obsahu polygonu, která vrát́ı obsah polygonu
na referenčńım trojúhelńıku. Výpočet obsahu je proveden rozděleńım polygonu
na menš́ı trojúhelńıky a součtem jejich obsah̊u.
• ProlongationPoint - představuje mı́sto daľśıho prodlužováńı pro pr̊uniky
úsečky s čtyřstěnem. Uchovává indexy element̊u daľśıho pr̊uniku ke zpracováńı.
• ProlongationLine - představuje mı́sto daľśıho prodlužováńı pro pr̊uniky
trojúhelńıku s čtyřstěnem. Uchovává indexy element̊u daľśıho pr̊uniku ke zpra-
cováńı a jeho index ve frontě.
• ComputeIntersection - šablona tř́ıdy s parametry dvou simplex̊u.
Hlavńı výpočetńı tř́ıda. Každá generická tř́ıda má inicializačńı část,
ve které si vytvář́ı výpočetńı tř́ıdy nižš́ıch dimenźı a předává j́ım
odkazy na své Plückerovy souřadnice a součiny dvou Plückerových
souřadnic. Generické tř́ıdy obsahuj́ı i specifické výpočetńı části, které
zpracovávaj́ı výsledky z výpočetńıch část́ı generických tř́ıd nižš́ıch di-
menźı. Tř́ıda ComputeIntersection<Simplex<1>,Simplex<2>> umožňuje
výpočet pr̊uniku př́ımky s trojúhelńıkem (viz 4). Tř́ıda Compute-
Intersection<Simplex<1>,Simplex<3>> umožňuje výpočet pr̊uniku úsečky
s čtyřstěnem (viz 5). Tř́ıda ComputeIntersection<Simplex<2>,Simplex<3>>
umožňuje výpočet pr̊uniku trojúhelńıku s čtyřstěnem (viz 6).
• InspectElements - uživatelská tř́ıda. Obsahuje algoritmy pro výpočet śıt́ı
r̊uzných dimenźı (viz 7.1 a 7.2), inicializaci dat (vytvářeńı obalových box̊u
element̊u, př́ıznak̊u a alokace poĺı pr̊unik̊u) a práci se śıt́ı (převáděńı ele-
ment̊u na simplexy). Obstarává prodlužováńı pr̊unik̊u a dokáže pro pr̊uniky
trojúhelńık̊u s čtyřstěny vypoč́ıtat celkovou plochu všech pr̊unik̊u. Nav́ıc
dokáže zapsat p̊uvodńı śıt’ se všemi pr̊uniky do souboru a t́ım śıt’ dále vizualizo-
vat v programu GMSH. Výsledné pr̊uniky (IntersectionLine nebo Intersection-
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Polygon) se ukládaj́ı do pole k index̊um úseček nebo trojúhelńık̊u, ke kterým
nálež́ı.








V př́ıkladu se neřeš́ı naplněńı trojúhelńıku a čtyřstěnu daty, uvažujeme, že objekty
trojuhelnik a ctyrsten již maj́ı data.









Úspěšně se povedlo implementovat a optimalizovat algoritmus pro výpočet pr̊uniku
trojúhelńıku s čtyřstěnem. Původńı algoritmus v programu Flow123d potřeboval
pro výpočet zhruba 1296 součinových operaćı. Algoritmus volal 18× výpočet př́ımky
s trojúhelńıkem, kde každý takovýto výpočet prováděl 6 vektorových součin̊u (1 vek-
torový součin = 6 součinových operaćı), 4 skalárńı součiny (1 skalárńı součin =
4 součinové operace) a řešil soustavu 3 rovnic o 3 neznámých Gaussovou eliminaćı
pomoćı Cramerova pravidla (= 24 součinových operaćı).
Obrázek 9.1: Graf časové náročnosti výpočtu pr̊uniku pro r̊uzné dvojice trojúhelńıku
a čtyřstěnu
Nový algoritmus provád́ı odhadem 225 součinových operaćı. Algoritmus provád́ı
pro výpočet př́ımky s trojúhelńıkem odhadem 45 součinových operaćı. Pro výpočet
trojúhelńıku s čtyřstěnem se využ́ıvaj́ı Plückerovy souřadnice a součin dvou
Plückerových souřadnic, které se jednou vypoč́ıtaj́ı v pr̊uběhu procesu a poté
se znovu použ́ıvaj́ı. Algoritmus vypoč́ıtá maximálně 9 Plückerových souřadnic
(1 Plückerova souřadnice = 6 součinových operaćı) a 18 součin̊u dvou Plückerových
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souřadnic (1 součin dvou Plückerových souřadnic = 6 součinových operaćı).
Pr̊useč́ık̊um se vypoč́ıtávaj́ı barycentrické souřadnice na úsečce (= 9 součinových
operaćı), takových pr̊useč́ık̊u může být maximálně 7.
Na obrázku 9.1 lze vidět časové srovnáńı výpočtu 18 dvojic trojúhelńıku
a čtyřstěnu. Dvojice byly náhodně vygenerovány a prvńıch 7 z nich nemá
žádný společný pr̊unik. Kv̊uli měřitelnosti byl každý výpočet proveden 100000×
a naměřené hodnoty byly zaneseny do grafu. Jelikož algoritmus z programu
Flow123d při výpočtu pr̊uniku rovnou polygon trasuje a vypoč́ıtává obsah polygonu,
byly pro nový algoritmus při měřeńı nastaveny stejné podmı́nky. Z grafu vyplývá,
že nový algoritmus je zhruba o 59 % rychleǰśı pro dvojice s neprázdným pr̊unikem
a o 55 % rychleǰśı pro dvojice s žádným společným pr̊unikem.
Prvńı z test̊u měřeńı efektivnosti lineárńıho algoritmu pr̊unik̊u śıt́ı 2D-3D byla
provedena pro 5 śıt́ı s r̊uznou topologíı komponent a r̊uzným počtem element̊u,
z nichž 2 představovaly reálné śıtě a 3 byly vygenerovány pro testovaćı účely.
1. reálná atypická śıt’ na obrázku 9.2, která obsahuje 224371 element̊u, 61 kompo-
nent tvořeny 5861 trojúhelńıky, kde mnoho trojúhelńık̊u je mimo celou śıt’ čtyřstěn̊u.
Obrázek 9.2: Př́ıklad 1. testované śıtě
2. reálná śıt’ na obrázku 9.3, která obsahuje komponenty pouze uvnitř śıtě
čtyřstěn̊u, obsahuje 82843 element̊u, 61 komponent tvořeny 1773 trojúhelńıky.
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Obrázek 9.3: Př́ıklad 2. testované śıtě
3. vygenerovaná atypická śıt’ na obrázku 9.4, která obsahuje 286315 element̊u,
1 komponentu tvořenou 13663 trojúhelńıky, kde většina trojúhelńık̊u je mimo celou
śıt’ čtyřstěn̊u.
Obrázek 9.4: Př́ıklad 3. testované śıtě
4. vygenerovaná śıt’ na obrázku 9.5, která obsahuje komponentu pouze
uvnitř śıtě čtyřstěn̊u, obsahuje 417888 element̊u, 1 komponentu tvořenou pouze
480 trojúhelńıky.
Obrázek 9.5: Př́ıklad 4. testované śıtě
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5. vygenerovaná śıt’ vypadá stejně jako 4. śıt’, obsahuje 267014 element̊u, 1 kom-
ponentu tvořenou pouze 30 trojúhelńıky.
Vytvořené śıtě byly testovány pro 3 algoritmy. Testovala se časová náročnost
celých algoritmů, jejich inicializačńıch část́ı a výpočetńıch část́ı. Inicializačńı část
se skládá bud’ z vytvářeńı BIH Tree nebo z lineárńı inicializace obalových box̊u
(vytvoř́ı se obalové boxy všech element̊u a obalový box celé śıtě čtyřstěn̊u).
1. algoritmus (p̊uvodńı z programu Flow123d) využ́ıvá pro inicializaci BIH Tree,
ze kterého zjist́ı pro zvolený trojúhelńık všechny čtyřstěny, které by s ńım
mohly mı́t pr̊unik. Takto procháźı všechny trojúhelńıky v śıt́ı.
2. algoritmus využ́ıvá pro inicializaci BIHTree i lineárńı inicializaci obalových
box̊u, podle které filtruje trojúhelńıky, které jsou mimo celou śıt’ čtyřstěn̊u.
3. algoritmus využ́ıvá pouze lineárńı inicializace obalových box̊u. Hledáńı
čtyřstěnu, se kterým by mohl mı́t trojúhelńık pr̊unik, je prováděno výpočtem
pr̊uniku obalových box̊u přes všechny čtyřstěny.
Časová náročnost výpočt̊u pr̊uniku śıt́ı pro všechny algoritmy a śıtě byly
naměřeny 10× a časy byly zpr̊uměrovány. Celkové časové náročnosti algoritmů jsou
zobrazeny v tabulce 9.1 a v grafu v procentuálńım srovnáńı na obrázku 9.6, časové
náročnosti inicializačńıch část́ı jsou zobrazeny na obrázku 9.7 a časové náročnosti
výpočetńıch část́ı jsou zobrazeny v tabulce 9.2. 1. algoritmus při výpočtu pr̊unik̊u
pro 2. śıt’ selhával a tak pro něj naměřené hodnoty chyb́ı.
Obrázek 9.6: Graf celkové časové náročnosti algoritmů
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Č́ıslo śıtě 1. algoritmus 2. algoritmus 3. algoritmus
1 18,768 s 10,353 s 221,745 s
2 / 3,54 s 10,654 s
3 127,46 s 6,03 s 3,76 s
4 8,71 s 8,22 s 1,75 s
5 11,31 s 12,14 s 1,09 s
Tabulka 9.1: Tabulka celkové časové náročnosti algoritmů
Obrázek 9.7: Graf časové náročnosti inicializačńı části algoritmů
Č́ıslo śıtě 1. algoritmus 2. algoritmus 3. algoritmus
1 13,616 s 4,459 s 220,49 s
2 / 2,15 s 9,942 s
3 124,89 s 2,30 s 2,66 s
4 2,52 s 0,24 s 0,25 s
5 1,02 s 0,21 s 0,08 s
Tabulka 9.2: Tabulka časové náročnosti výpočetńı části algoritmů
Daľśı z test̊u měřeńı efektivnosti lineárńıho algoritmu pr̊uniku śıt́ı 2D-3D byla
provedena pro śıt’ č́ıslo 4 (viz obrázek 9.5) s r̊uzným počtem trojúhelńık̊u v kompo-
nentě a r̊uzným počtem čtyřstěn̊u. Śıt’ byla vytvořena s následuj́ıćımi počty:
Śıt’ 4a – 816 trojúhelńık̊u a 47605 čtyřstěn̊u.
Śıt’ 4b – 1200 trojúhelńık̊u a 80381 čtyřstěn̊u.
Śıt’ 4c – 2269 trojúhelńık̊u a 162809 čtyřstěn̊u.
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Śıt’ 4d – 3282 trojúhelńık̊u a 254099 čtyřstěn̊u.
Testován byl p̊uvodńı algoritmus z programu Flow123d a nový algoritmus, který
použ́ıvá lineárńı inicializaci obalových box̊u. Naměřené hodnoty jsou znázorněny
na obrázku 9.8.
Obrázek 9.8: Graf celkové časové náročnosti algoritmů pro stejnou śıt’ s r̊uzným
počtem element̊u
9.1 Diskuze o rychlosti algoritmů
Nové algoritmy byly rychleǰśı pro śıtě s r̊uznou topologíı i pro śıtě s r̊uzným počtem
element̊u. Silnou stránkou 2. a 3. algoritmu je lineárńı výpočet pro jednu komponentu
trojúhelńık̊u. Č́ım je v śıti méně komponent a jednotlivé komponenty obsahuj́ı v́ıce
trojúhelńık̊u, t́ım budou algoritmy efektivněǰśı. Nevýhodou pro 3. algoritmus jsou
atypické śıtě, které maj́ı komponenty mimo śıt’ čtyřstěn̊u, ale zároveň jsou uvnitř
obalového boxu celé śıtě čtyřstěn̊u. Pro každý trojúhelńık z této komponenty se muśı
ověřovat pr̊unik obalových box̊u přes všechny čtyřstěny, aby se zjistilo, že neinte-
raguje s žádným čtyřstěnem. Dobrý př́ıklad takového jevu lze vidět v naměřených
časech pro 1. śıt’. Výpočetńı část 2. algoritmu bude vždy efektivněǰśı oproti 1. algo-
ritmu. Podle typ̊u komponent v śıt́ı je vhodné si vyb́ırat mezi 2. a 3. algoritmem.
Uvažujeme-li, že komponenty budou vždy uvnitř celé śıtě čtyřstěn̊u, bude 3. algo-
ritmus výrazně efektivněǰśı v inicializačńı i výpočetńı části.
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10 Závěr
Jedńım z ćıl̊u diplomové práce bylo vytvořeńı optimalizovaných tř́ıd a algoritmů
pro výpočet pr̊uniku trojúhelńıku s čtyřstěnem s využit́ım Plückerových souřadnic.
Tř́ıdy a algoritmy jsem vytvořil a optimalizoval. Výhody nových algoritmů a tř́ıd
oproti již implementovaným tř́ıdám a algoritmům v programu Flow123d jsou:
• Reprezentace pr̊uniku polygonem, jehož všechny vrcholy jsou popsány
barycentrickými souřadnicemi jak na trojúhelńıku, tak na čtyřstěnu.
• Trasovańı polygonu bez použit́ı daľśıch výpočt̊u.
• Zásadně menš́ı počet součinových operaćı d́ıky použit́ı Plückerových souřadnic.
• V pr̊uměru až 59% zrychleńı.
Druhým z ćıl̊u diplomové práce byl návrh, implementace a testováńı algoritmu
pro výpočet pr̊unik̊u śıtě trojúhelńık̊u v śıti čtyřstěn̊u. Algoritmus, který jsem
vytvořil, umožňuje procházet śıt’ soused́ıćıch trojúhelńık̊u i čtyřstěn̊u do š́ı̌rky a t́ım
urychlit výpočet. Algoritmus jsem testoval pro 5 śıt́ı ve dvou podobách, které se lǐsily
inicializačńı část́ı a hledáńı prvotńıho pr̊uniku. V jistých př́ıpadech bylo zrychleńı
o 90 % větš́ı oproti podobným algoritmům z programu Flow123d. Pokud se použila
stejná inicializačńı část jako v programu Flow123d, byla výpočetńı část nového algo-
ritmu vždy efektivněǰśı. Algoritmus jsem také testoval pro jednu śıt’ s r̊uzným počtem
element̊u, kde s rostoućım počtem element̊u rostla i efektivnost.
Na optimalizaćıch algoritmu lze dále pokračovat. Mohly by se předávat vypočtené
Plückerovy souřadnice mezi soused́ıćımi elementy nebo by se Plückerovy souřadnice
mohly předpoč́ıtat pro každou hranu elementu pro celou śıt’.
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A Obsah p̌riloženého CD
Na přiloženém disku se nacháźı:
• Zkomprimovaná vývojová větev programu Flow123d s implementovanými al-
goritmy
• Samostatné zdrojové kódy optimalizovaných struktur a algoritmů
• Diplomová práce v elektronické podobě
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