Abstract: Software systems have become business-critical for many companies. These systems are usually large and complex. Some have evolved over decades and therefore are known as legacy systems. These legacy systems need to be maintained and evolved due to many factors, including error correction, requirements change, business rules change, structural re-organization, etc. A fundamental problem in maintaining and evolving legacy systems is to understand the subject system. Reverse engineering is the process of analyzing a subject system (a) to identify the system's components and their interrelationships and (b) to create representations of the system in another form or at a higher level of abstraction. In this chapter, we will discuss the problems, process, technologies, tools and future directions of reverse engineering.
Introduction
Software systems have become business-critical for many companies. Companies now rely more on the services provided by software, and any failure of these services would have a serious consequence on the daily operation of the business. These systems are usually large and complex, and they have evolved over decades. They are known as legacy systems [73] . These legacy systems need to be maintained and evolved due to many factors, including error correction, requirements change, business rules change, structural re-organization, etc. A fundamental problem in maintaining and evolving legacy systems is to understand the subject system [53] . However, most of the legacy systems are not well documented. As these old systems evolve, there is a need for the corresponding documentation and an understanding of the original design so that modifications to the software can be made properly.
Reverse engineering is the process of analyzing a subject system to identify the system's components and their interrelationships, and to create representations of the system in another form or at a higher level of abstraction [17] . Reverse engineering involves the identification or recovery of program requirements and/or design specifications that can aid in understanding and modifying the program. The main objective is to discover the underlying features of a system, including requirements, specifications, design and implementation. In other words, it is primarily intended to recover and record high-level information about the system, including: Several purposes for undertaking reverse engineering are listed in [9] . These purposes can be classified into the quality issues, such as the simplification of complex software, improving the quality of software which contains errors, the removal of side effects from software, etc.; the management issues, such as enforcing a programming standard, facilitating better software maintenance management techniques, etc.; and the technical issues, such as allowing major changes in software to be implemented, discovering and recording the design of the system, and discovering and representing the underlying business model implicit in the software, etc.
Without the proper tools' support, the cost of reverse engineering software systems is very high. Reverse engineering tools provide mechanisms for data extraction, model creation, visualization, and annotation to assist programmers to understand a software system.
In this chapter, we will survey the technologies and tools related to the research of reverse engineering. The rest of this chapter is organised as follows. Section 2 lists the characteristics and problems of reverse engineering. Section 3 gives an overview of the reverse engineering process. Section 4 discusses the related technologies and tools, together with future research areas. Finally, Section 5 briefly summarizes our main points.
Characteristics / Problems
Reverse engineering is the "reverse progression" implementation of forward engineering. In order to understand the activities of reverse engineering, we should first understand forward engineering. Figure 1 shows the phases of the 'waterfall' model, for forward engineering, which is a typical process used to the construction of legacy systems. Generally in forward engineering, a program is composed through the process of requirement analysis, architecture design, system design, and system implementation. During the process of system development, design information that is not fully supported by a specific programming language is lost. The primary difficulty in maintenance and evolution of legacy systems is to recover the lost information [53] .
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Figure 1. The Waterfall Model of Forward Engineering
Whereas forward engineering ends with a product, reverse engineering starts with the product -in this case, software such as legacy systems, which cannot be discard due to cost, time, or risk facts and which keep evolving to accommodate the changing functional or environmental requirements. In this evolving process, the critical roles of reverse engineering could be summarized as follows:
System understanding -The extracted design information spans from system architecture to specification, and to logic design.
Basis for maintenance and redevelopment -The extracted design, specification, and architecture can then be used as the starting point for system improvement, including redesign, re-specification, re-architecture and re-development.
Reuse of components -Reuse can happen at various abstraction forms, including design pattern, system architecture, specification, logical/physical design, and code pieces. Reverse engineering is an effective means of both identification and recovery of the reuse components.
The obvious starting point for reverse engineering is to comprehend code. In opposition to the process of development and refinement, reverse engineering tries to trace back the route and discover the original data that was lost during the implementation. However, due to the innate character and limitation of a specific programming language, general reverse engineering and program understanding approaches are often delimited by (1) considering only a fixed set of predefined views, or (2) considering either purely static or purely dynamic views of the application [64] .
In addition to source code, documentation of systems, when it exists, is another source that can provide essential design information. For textual documentation analysis, studies in natural language understanding are needed [21] . Recently, visualization notations and display, e.g., class diagram in UML, are encouraged for document representation while developing a system using more modern technology like OO philosophy or OO language. However, for most of the legacy systems, documentation is often poor or incomplete, if not absent.
Reverse engineering is time consuming, and tools are essential to continuous changes in the software system and the personnel involved in its maintenance [29] . Several things make reverse engineering of legacy systems very difficult. These include inconsistent programming style, lack of staff who know the obsolete languages, inadequate or out-of-date documentation, system structure corruption, inaccurate or incomplete data, etc. The principle factors that affect the cost of reverse engineering include the quality of the software to be reverse engineered, the availability of tool support, the required extent of data conversion, and the availability of expert staff [73] . However, reverse engineering allows us to identify a system's components and create higher-level representations of the system. We can see this better by describing the process used in reverse engineering.
Reverse Engineering Process
In this section, we will introduce the process of reverse engineering and the activities of each have provided approaches and tools [37, 61, 68] to successfully obtain data-flow diagrams, control-flow diagrams, and other related information during this stage. However, other high-level information -namely design knowledge embedded in source code -is not easy to discover. The reason is that the information has been refined during implementation.
Most reverse engineering technologies provide systematic tools or methodologies to support this phase [1, 56, 61, 75] . But the latter phases of the process are mainly accomplished by manual efforts.
• Design Recovering Phase -One of the main barriers to building automatic tools for extracting design and domain knowledge from programs is the implicit knowledge information scattering around the code. In short, extracting original requirements and/or design knowledge from source code is always a very hard problem. Traditionally this is tackled by domain experts. The cost is high and it takes a long time. Currently, with techniques that combine both structural and knowledge representation, analyzers can infer some high-level information successfully from the results of the last phase, according to some predefined rules of domain knowledge prepared by experts in advance, in certain domains [30, 49] .
Knowledge-based concept assignment and domain knowledge recovery, branches of research work under the software reverse engineering umbrella, seek to obtain a high-level view of source code [64] . The roles of recovered domain knowledge are two-fold: firstly, this recovered knowledge facilitates a quick understanding of the background of the application where software documentation is either lost or inconsistent [51] ; secondly, it can be modified or reused to develop new applications by deploying off-the-shelf software components or up-to-date techniques.
• Design Reconstructing Phase -To accomplish the task completely, the process of reverse engineering includes a fourth phase, the design model reconstruction phase. In this phase, system models and design specifications gained from the last phase can be further examined and integrated to reconstruct a precise view of the design model. The design model offers not only functionality and system behavior, but also the correct architecture that could be distorted in the original implementation. With a well-structured design model, effective software maintenance and software re-development can proceed [18] .
Most research work carried out to date more or less follows this process.
Techniques and Tools
In this next section, we will introduce some of the techniques and tools used to carry out the reverse engineering process. The themes in Section 4.1 present a scenario of the current research and techniques in reverse engineering. In Section 4.2, selected application tools are introduced to show the achievements so far. At end of this section, Table 2 
Existing Research and Techniques
This section presents a classification of the current research in reverse engineering. The research in each catagory normally involves one or more of the reverse engineering phases depicted in Section 3. Table 1 illustrates the linkage between the research issues and the involved phases. • Program understanding -Program understanding aims to facilitate the comprehension of a computing system by code examination. Information useful for comprehension is extracted and then presented in a style that complies with human cognition rules. Besides the computer science part, program understanding also includes the cognitive science of human mental processes in understanding programs. Program understanding can be achieved in a formal or an ad hoc manner. Program understanding is comparable with design recovery, because both of them start at the source code level [53] .
• Specification recovery -Specification recovery aims to extract a description of the functional and nonfunctional requirements of the examined system [53] . The description is made in terms of application domains [9, 17, 21, 71] . From the process point of view, specification recovery should be conducted in a bottom-up manner, because the only reliable information of the legacy software system is its source code. To support this bottom-up process, methods and tools are useful which generate abstract models from the source code, for example, the formal description model in suitable formal languages. The technique of software visualization can be applied to give a more intuitive view of the systems, for example, to visualize program behavior or to animate the generated models. This is because the source code, as the underlying system representation, has an operational nature. From the specification structure point of view, the resulting specification recovery, i.e., the description model, should be top-down structured. This is to comply with the basic cognitive rules for a human to recognize complicated systems.
Some research issues in specification recovery include the following: (1) domain analysis and domain models, where research endeavors to recover system specification with the assistance of domain knowledge [12, 17, 28, 41, 71] , (2) software visualization, where software can be animated to the maintainer to help him/her understand the program [4, 19, 21, 28] , and (3) requirement tracing, where software maintainers often have to trace requirements in old code in order to find out in which part a specific functionality was implemented [3, 71] .
• Design recovery -The objective of this research area is to get a design description out of the source code [20, 24, 25] . There are two strategies to achieve this [39, 40, 41, 49, 67, 70, 77] .
One is the fundamental method. The tools present the source code in such a way that a maintainer can conduct abstraction. In this method, the computer only retrieves information that is entirely included in source code. The other is the knowledge-based method, where the tools aim to make the abstraction automatically or semi-automatically.
They are analyzing the source code by using information from a knowledge base.
Here, we summarize the most popular approaches in design recovery. [7, 34] .
• Architecture recovery -The goal of this research area is to extract the system architecture from the legacy source code and available documentation, since such architecture provides an overview of the whole system. The growing popularity of component-based and distributed systems requires more advanced techniques for architecture recovery. Graphic representation is often used in this domain. Examples in this area include those in Carnegie Mellon University and Imperial College [42, 44, 45, 48, 82] .
• Business rules extraction -Researchers in this theme hold the view that legacy systems have the most valuable asset embedded in them, that is, the business rules for the organization. Extracting and then reusing/enhancing these rules are critical to the evolution of computing systems. An example is the project conducted in Cardiff University trying to recover the useful business rules in the legacy system of British Telecom Ltd [69] .
• Cognitive processes in human program understanding -This research issue focuses on the process in which a human reader understands source code. By cooperating with computer technology, the study of human cognitive processes can improve reverse engineering by making the approach and tools more supportive to human understanding [66, 72] .
• Intermediate representation of source code -Intermediate representations are used to improve the efficiency of the re-engineering of large systems. Source code is preprocessed and then the program information is stored in an intermediate representation. Queries on this intermediate representation will be faster than querying the source code directly [22] .
There are two main topics in this research direction. (1) Data and knowledge-based representation is used to store and retrieve source code information. Relevant artificial intelligence technologies can be used to facilitate and optimize the process of reverse engineering [12, 31, 33, 55, 58, 59] . (2) Graph based representation is used to represent source code information [19, 46, 52] , which can present a more intuitive overview.
• Discovery of reusable components -Identifying existing reusable components or, even further, extracting reusable components from legacy systems has been addressed by some researchers [10, 13, 15] . Research issues include (1) the criteria for evaluating the quality of reusable components, (2) the process to identify potential reusable components, and (3) how to extract a precise and comprehensive description of the discovered components.
• Knowledge-based analysis -As the demand for software re-engineering is increasing dramatically, there is a growing realization that the design of effective software re-engineering tools must be smart enough so that frequently used domain knowledge can be recovered automatically from source code. This leads to the trend for and the need of knowledge-based analysis for reverse engineering.
Numerous interesting topics have been addressed through researchers making efforts to recover domain knowledge from code. Some proposed domain knowledge representations include plan [1, 4, 5] , semantic/connectionist network [8] , and tree/outline/hierarchy [1, 5] . Other approaches are to develop reasoning techniques, e.g., classic reasoning [1, 5, 38, 47, 76] and inductive reasoning [23] . New control strategies were also introduced for efficiency, e.g., bottom-up [8, 38, 49] , top-down [8] , dynamic programming/hybrid search [47] and flexible/multi-purpose application [79] . Recently, we also see some efforts to tackle the uncertainty issues inherent in the domain knowledge recovery process from code [50] .
Others related subjects are: knowledge space management [1] ; program space management [38] ; domain knowledge recovery assessment environment, e.g., MACS [30] and Menoda [54] ; and embedding domain knowledge recovery into other tasks, e.g., transformation [32, 78] .
Some Existing Tools
The following tools were selected to reflect the typical applications of the existing reverse engineering techniques.
• VIFOR -VIFOR [61] is a tool for maintenance of large FORTRAN programs. It contains a database that stores information on all non-local declarations of the programs. VIFOR displays these views in browsers, which are specialized windows displaying the views graphically.
• LOGISCOPE -LOGISCOPE [68] analyzes a wide variety of languages to produce graphic aids and complexity metrics that can drastically reduce both time and error in program understanding.
• SEELA -SEELA [37] is a reverse engineering tool that supports the maintenance and documentation of structured programs. It features a top-down program display that increases the readability of structured programs and includes a structure editor, browser, printer, and source code documentation generator. SEELA works with Ada, Cobol, C.
Pascal, PL/M and FORTRAN code. SEELA was designed to bridge the gap between the project's design description and the source code, instead of requiring a separate program-design-language (PDL) description.
• Rigi -Rigi [56] is a system for understanding large information spaces such as software programs, documentation, and the World Wide Web. This is done through a reverse engineering approach that models the system by extracting artifacts from the information space, organizing them into higher level abstractions, and presenting the model graphically.
The Rigi tool incorporates automatic clustering, but also allows user-defined grouping of the source model. It allows for hierarchically embedded views of different relations and presents a sophisticated user interface for manipulating these.
• ManSART -ManSART [14] is a software architecture recovery system for reverse engineering large-scale legacy systems. It semi-automatically recovers software structure and functionality abstractions working primarily from source. It interprets and integrates the results of localized, language-specific source analyses in the context of large-size systems written in multiple languages.
• Shimba -Shimba [75] , a prototype reverse engineering environment, has been built to support the understanding of Java software. Shimba uses Rigi and SCED to analyze, visualize, and explore the static and dynamic aspects, respectively, of the subject system.
The static software artifacts and their dependencies are extracted from Java byte code and viewed as directed graphs using the Rigi reverse engineering environment. The static dependency graphs of a subject system can be annotated with attributes, such as software quality measures, and then be analyzed and visualized using scripts through the end-user programmable interface. Shimba has recently been extended with the Chidamber and Kemerer suite of object-oriented metrics. The metrics measure properties of the classes, the inheritance hierarchy, and the interaction among classes of a subject system. Since Shimba is primarily intended for the analysis and exploration of Java software, the metrics have been tailored to measure properties of software components written in Java. These metrics can be applied in the context of understanding software systems using a reverse engineering environment. The static dependency graphs of the system under investigation show the measurements obtained by applying the object-oriented metrics to selected software components. Shimba provides tools to examine these measurements, to find software artifacts that have values that are in a given range, and to detect correlations among different measurements. The object-oriented analysis of the subject Java system can be investigated further by exporting the data to a spreadsheet. • Maintainer's Assistant (MA) and Reengineering Assistant (RA) -REFORM project developed a tool named the Maintainer's Assistant to assist the human maintainer handling assembler and S in a way that is easy to use [6, 80] . One of the most important successes of Maintainer's Assistant is that it is based on a wide spectrum language whose syntax and semantics are formally defined. Maintainer's Assistant focuses on transformation rather than abstraction. Thus, it's limited in how to use multi-leveled abstractions and relevant abstraction rules to reach a good system reengineering, especially reverse engineering. The Wide Spectrum Language in Maintainer's Assistant is sequential and non-timed, which also limits its application domains. The Reengineering Assistant project [50, 81] proposes that extracting formal specifications semantically consistent with the original legacy system will facilitate further redesign and forward engineering. A formal approach to reverse engineering is proposed within a unified reengineering framework. The approach is based on a wide spectrum language, namely RWSL. Abstraction is the key technology to achieve successful specification extraction. The notion of abstraction is classified and precisely defined. Abstraction rules are developed with soundness proved. A supporting tool has been built to speed and scale up the approach.
• AUTOSPEC -The tool AUTOSPEC [15, 16, 35, 36] involves an approach to abstracting formal specifications from program code with weakest precondition wp and strongest postcondition sp predicate transformer. The difference between the wp and sp approaches is in the ability to directly apply a predicate transformer to a program (i.e., sp) versus using a predicate transformer as a guideline for constructing formal specifications (i.e., wp). In [36] , the approach is extended to combine the use of informal methods, such as structured analysis, with formal techniques (sp) to reverse engineer imperative programs in C.
• RevEngE -The objective of the RevEngE program understanding project [42, 65] is to develop an integrated environment offering tools for subsystem identification and discovery to support reverse engineering processes, using a common software repository.
In particular, the project addresses issues in the areas of software analysis technology, algorithms to extract system abstractions, integration technology applicable to CASE, user-interface technology to model, browse, and search large collections of software artifacts and reverse engineering process models interactively.
• PURE -The purpose of the Program Understanding and Reengineering (PURE) project [11, 57] is to develop technologies to analyze software systems or sub-systems, either at a fine-grained level (control and data dependencies) or at a more coarse-grained level (systems' high-level structure and behavior, i.e. software architecture), aiming at evaluating system characteristics, supporting user-assisted migration or restructuring, and more generally increasing software artifacts' quality.
Code analysis activity is focused on supporting program understanding, maintenance, and quality evaluation and assurance. The main effort is in the area of inter-procedural analysis among which data dependence, control dependence, slicing, pointers and arrays are analyzed. An intermediate language representation permits independence from the source programming language, given a front-end that translates the code in the intermediate language. Results can be saved in textual form, or a user interaction with the analyses is supported by a customized version of the text editor EMACS.
Analysis of source code at the architectural level is motivated by the fact that the first activity performed by maintenance programmers when approaching the task of understanding a system is often trying to discover its high-level structure, that is, identifying its subsystems and their relations: in short, the software architecture of the system. The software architecture goals are to identify architectural patterns and styles for distributed and object-oriented systems, to develop technologies to identify components and relations according to the defined patterns, to evaluate the quality of extracted design, and to support sound architecture recovery and migration across different architectural styles. Table 2 illustrates the connection of the tools and the related technologies of reverse engineering. 
Future Research Areas
There are still studies to be carried out in order to make reverse engineering techniques more practical. Possible research areas are:
• Universal intermediary -Most reverse engineering assistant tools emphasize partial phases of the reverse engineering process, and they usually generate related results through diagrams of their own. Although some representations are widely used, e.g. the Abstract Syntax Tree (AST), there are still no common standards accepted yet. A universal intermediary is needed, and then comprehensive tools/environments can be achieved.
XML (eXtensible Markup Language) [83] may be one of the candidates for such an intermediary.
XML has the features of extensibility, structural description, and validation. The initial purpose of XML was to provide a standard format with representability and interchangeability on WWW documents. XML lets a user define his individual document format and present the information of the document through standardization [65] , which can be adopted as a solution to the similar problem of individuality among programs.
• Dynamic analysis -Most reverse engineering tools usually analyze program static properties instead of program dynamic behaviors that only show up at runtime. However, dynamic behavior analysis is also important. The increasing number of web-based and object-oriented applications makes dynamic analysis an issue of increasing importance.
Some research is proposed in this regard, e.g., Richner and Ducasse [64] and Narat [58] had touched on this issue by analyzing subjects in Smalltalk. More general and integrated work is needed in this area.
• New software technologies -Many modern software technologies have recently been put forward to solve software development problems, like component-based development and system integration, design patterns and distributed object systems. Research aiming at reverse engineering such kinds of applications is still rare. Reverse engineering of such applications may have novel focuses, for example, more emphasis on the recovery of system architecture, and the construction of standard component description.
• Web applications -Web applications are more and more popular as the Internet expands rapidly. Without doubt web applications will grow as the major target for next-generation reverse engineering. Web-based applications connect each of its sub-segments with hyperlinks. This nature of heterogeneity and disparateness dramatically increases the difficulty of the analysis and understanding to web applications. [63] proposed a prototype working in this direction.
Conclusion
Legacy systems play an essential role in industry. As business rules and environments change, it is easy to perceive the contrast between taking risks to replace the legacy system with a new design or evolving the legacy system to meet new requirements. To start software maintenance and evolution, it is essential to understand the target system. Reverse engineering is the prerequisite operation for software maintenance and software re-engineering. Especially for the considerable number of poorly documented legacy systems in industry, reverse engineering clears the way for the extension of the use and value of systems and diminishes cost by avoiding unnecessary misunderstanding.
Responding to this realistic demand, many reverse engineering researchers already are trying to piece the vague information of a system into a clear picture. However, most of this work offers only partial assistance within the process of reverse engineering. Several gaps still need to be bridged to complete the task. Firstly, the inconsistency among various intermediaries of reverse engineering places a barrier for further integration. Secondly, dynamic information analysis has been seldom addressed by the reverse engineering tools.
In addition to textual analysis, formal methods and knowledge inference have been used as key techniques to find solutions. Even greater progress can be expected in the future; for example, design pattern extraction will be explored as a very high-level system description and reuse feature. Reusable component identification and extraction will keep being a hot issue.
Moreover, the emersion of some modern software technologies increases the complexity of system understanding. For example, web-based applications may grow as the next foreseeable target for reverse engineering. Future researchers will need to make more effort to grasp this new-generation software trend. In short, though technology of reverse engineering has developed at a fast pace and solved many problems, many areas and problems still need to be addressed.
