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Abstract:  One common approach to validating data such as email addresses and phone numbers is to check whether 
values conform to some desired data format. Unfortunately, users may need to learn a specialized notation 
such as regular expressions to specify the format; furthermore, even after learning the notation, specifying 
formats may take substantial time. To address these problems, we introduce Topei, a system that infers a 
format from an unlabelled collection of examples (which may contain errors). The generated format is pre-
sented as plain natural language, so users can review the format and customize it if desired. In addition, the 
generated format can be transformed to an augmented context-free grammar, so applications can automati-
cally check data against the format and find outliers that do not match the format. We evaluate Topei by ap-
plying it and an alternate algorithm to test data; ours shows substantially higher precision and recall. We 
demonstrate the usefulness of Topei by integrating it with spreadsheet, database, and web services systems. 
1  INTRODUCTION 
Information systems contain various semi-structured 
data, including mailing addresses, IP addresses, per-
son names, and times of day. In most cases, systems 
do not automatically ensure that these data take on 
valid values, since they are stored as text, blob, var-
char, or similar semantics-free character strings.  
Thus,  humans  must  manually  enforce  validity. 
The usual approach is to write programs to check if 
values  match  a  desired  data  format.  For  example, 
database administrators write triggers to ensure that 
strings have the right format, and programmers often 
check data with regular expressions. 
From a human-computer interaction standpoint, 
four major challenges interfere with this approach. 
First,  users  must  learn  specialized  notation  to 
specify the desired format.  Regular expressions are 
probably the most common notation today for speci-
fying  simple formats  such  as  email  addresses,  but 
the  notation  is  hard  for  typical  users  to  master 
(Blackwell,  2001).  Even  experienced  programmers 
recognize that regular expressions are hard to read, 
write, and maintain. For example, the top few results 
in  a  Google  search  for  “regular  expressions”  will 
return comments such as, “Do not worry if the above 
example or the quick start make little sense.” “While 
Python code will be slower than an elaborate regular 
expression,  it  will  also  probably  be  more  under-
standable.”  “Sometimes  you  have  a  programming 
problem and it seems like the best solution is to use 
regular expressions; now you have two problems.” 
Second, even after a user learns a notation, speci-
fying simple constraints can be time-consuming and 
messy. For example, IPv4 addresses have four inte-
gers,  separated  by  periods,  and  each  integer  can 
range from 0 through 255. Just the regular expres-
sion for an integer from 0 through 255 is lengthy:
1 
 
25[0-5]|2[0-4][0-9]|[01]?[0-9][0-9]?  
 
1 www.regular-expressions.info/examples.html  
Regular expressions become messy when speci-
fying  ranges  (as  above),  negation  (e.g.:  US  phone 
number  area  codes  never  end  with  11),  or  weak 
structure (e.g.: a company name). 
Third, after writing the desired format, the user 
must learn specific concepts and procedures to vali-
date data in each application context. For example, 
checking data retrieved from a web service involves 
namespaces  and  parsers,  while  checking  data  in  a 
database trigger involves schemas and stored proce-
dures, and checking data in a Microsoft Excel macro 
involves COM  interfaces  and  event  handling.  Ide-
ally, data formats should be portable across applica-
tions with a minimum of new learning. 
Finally, many notations are all-or-nothing: either 
values conform, or they do not. For example, if an 
XML  node  fails  to  match  an  XSD  rule,  then  the 
parser throws an exception, and the file is unusable. 
Yet in practice, other nodes might be correct, and the 
program (or user) may be able to fix the broken node 
or discard it. 
In  previous  work,  we  presented  a  data  format 
editor that begins to address these challenges (Ano-
nymized, 2006). The user interface uses natural lan-
guage, so users need not learn a specialized notation, 
yet the internal representation of data formats is an 
XML structure called an “xtope” that can be trans-
lated automatically into an augmented context-free 
grammar (CFG). It is “augmented” in the sense that 
non-mandatory “soft” constraints may be attached to 
the grammar productions in order to succinctly ex-
press ranges, negation, and weak structure. 
To date, our editor’s main limitation is its lack of 
support  for  helping  users  to  get  started:  Although 
users  do  not  need  to  learn  specialized  notation  in 
order to specify a data format, there is still the cogni-
tive work of examining data, breaking it into parts, 
and representing those parts in the format. 
In this paper, we address this limitation by pre-
senting Topei, a system that examines examples and 
infers a format in xtope notation. The user can re-
view and modify the inferred format using our edi-
tor.  Thus,  we  provide  automatic  inference  of  for-
mats,  saving  users  time  and  cognitive  load,  while 
retaining the advantage of editability. 
This is an important advantage, since every in-
ference algorithm can make errors, so users should 
be able to check the algorithm’s work and make cor-
rections if needed. In particular, some aspects of the 
format might not be exemplified in sample data, so 
users must manually add these aspects to the format. 
Another benefit is that one user can generate a for-
mat and share it with another user, who can review it 
for correctness and customize it for another purpose. 
Still  another benefit of  our notation  appears  at 
parse-time, since we can generate English-like error 
messages when values fail to satisfy the format. For 
example, instead of reporting “Syntax error: Unex-
pected input ‘1’” as in traditional parsers, ours can 
report, “Each US Phone Number has a part called 
the area code. The area code never ends with 11.” 
We automatically generate these messages, requiring 
no extra work by users. 
To  evaluate  Topei,  we  use  it  to  infer  formats 
from test data containing a mixture of properly for-
matted values and outliers—values that do not share 
the same format as most examples. We check each 
value against the inferred format to identify outliers. 
For comparison, we perform the same steps with an 
existing  outlier  finding  system,  Lapis  (Miller  & 
Myers,  2001).  We  manually  locate  outliers  in  the 
test  data  and  compare  our  manual  labelling  with 
each algorithm’s labelling, revealing that Topei has 
much higher precision and recall than Lapis. 
As a final contribution, we present three inter-
faces to Topei by integrating with Microsoft Excel, 
Microsoft SQL Server, and Google Base web ser-
vice feeds. These applications demonstrate the use-
fulness of our system and show that it is generally 
applicable in a variety of contexts. 
In Section 2, we review related work on pattern 
inference. In Section 3, we demonstrate Topei in the 
spreadsheet, database, and web services contexts. In 
Section 4, we describe our algorithm and evaluate its 
precision and recall, then close with a discussion of 
limitations and future work. 
2  RELATED WORK 
Our paper’s main contribution, Topei, has six traits: 
•  It infers a data format. 
•  It is unsupervised (uses unlabeled examples). 
•  Its internal notation resembles a CFG. 
•  Its internal notation permits soft constraints. 
•  It presents formats to users as natural language. 
•  It is useful for outlier finding. 
Various  algorithms  share  some  of  these  traits  but 
lack other traits. 
Many  machine  learning  algorithms,  including 
clustering  algorithms,  train  a  recognizer  to  notice 
certain features, enabling the recognizer to identify 
outliers that lack those features (Anderberg, 1973) 
(Mitchell, 1997). However, such algorithms gener-
ally do not infer a data “format” per se. In contrast, 
Topei infers an explicit data format that users can 
review and customize.  
Other algorithms generate a format but require 
users to learn a specialized notation. These include 
(Schlimmer & Hermens, 1993), (Lerman & Minton, 
2000),  and  (Nardi  et  al.,  1998),  all  of  which  use 
regular  expressions  or  BNF-like  CFGs.  Cima 
(Maulsby  &  Witten,  1995)  and  Lapis  (Miller  & 
Myers,  2001)  also  fall  into  this  category,  as  they 
provide specialized textual notations for specifying 
regions  of  text.  However,  learning  these  notations 
still  takes  practice,  since  expressing  some  simple 
constructs  can  be  cumbersome.  For  instance,  the 
Lapis library defines a day (in a date) as  
 
@DayOfMonth is Number equal to  
          /[12][0-9]|3[01]|0?[1-9]/ 
ignoring nothing 
 
Our  system,  Topei,  improves  on  these  ap-
proaches by presenting data formats to users as natu-
ral language (made possible by internally represent-
ing formats in our xtope notation). Thus, users need 
not learn a specialized notation in order to use our 
system  for  format  specification  or  data  check-
ing/parsing. 
The systems most like ours are SWYN (Black-
well, 2001) and Grammex (Lieberman et al., 2001). 
These infer a regular expression and CFG, respec-
tively,  which  they  present  in  user-friendly  editors. 
Although this makes the specialized notation easier 
to use, the systems do not address fundamental limi-
tations of the underlying notation. For example, it is 
still messy and time-consuming to represent ranges, 
negation, and weak structure using these editors. 
Several systems infer numeric range and nega-
tion constraints on data but are restricted to specific 
application contexts such as web service feeds (Raz 
et al., 2002) and spreadsheets (Burnett et al., 2003). 
Microsoft  SQL  Server  supports  user-defined  types 
that may include numeric or textual constraints on 
values, but users must code new types by hand in a 
language such as C#. Topei infers numeric and tex-
tual constraints, and it creates formats that are port-
able across applications. 
Several  tools  recognize  or  manipulate  some  of 
the same kinds of data as Topei, such as email ad-
dresses,  phone  numbers,  and  mailing  addresses 
(Hong & Wong, 2006) (Hyunh et al., 2006) (Pandit 
& Kalbag, 1997) (Stylos et al., 2004). However, the 
formats  that  these  tools  recognize  are  hard-coded 
and cannot be extended or customized by end users. 
Finally,  natural  language has served  as a data-
base query language (Androutsopoulos et al., 1995). 
Here, the goal is not to infer a format over the data 
for outlier finding, but rather to help users retrieve 
tuples. 
3  INTERFACES 
We provide a graphical user interface for validating 
spreadsheets, a command-line interface for validat-
ing  databases,  and  an  API  interface  for  validating 
web service data. These interfaces demonstrate how 
a  user  might  interact  with  Topei,  and  they  show 
Topei’s general applicability and usefulness. 
3.1  Spreadsheet Assertions 
Spreadsheets are an increasingly important informa-
tion repository in organizations, but it is extremely 
common for spreadsheets to contain errors (Panko, 
1998). As approximately a third of all spreadsheet 
cells contain “string” data (Fisher, 2004), it is unsur-
prising  that  spreadsheets  contain  many  string  for-
matting errors. Some errors are simple typos. How-
ever, users also sometimes use cells in a semanti-
cally  inconsistent  manner,  as  demonstrated  by  the 
example below. Topei catches these and other errors. 
With Topei, users create a format from examples 
in one or more spreadsheet cells. The format is at-
tached to those cells, and if a cell’s contents do not 
match the format, then our system highlights the cell 
as a possible error that the user can fix or ignore. 
For instance, consider Figure 1, a portion of a 
sample  spreadsheet  provided  by  Microsoft
2.  The 
screenshot  includes  our  Topei  “Patterns”  toolbar, 
which is an Excel plug-in. 
 
 
Figure 1: Sample Excel spreadsheet and Topei plug-in. 
Although  the  spreadsheet’s  first  38  rows  only 
contain person first names in column B, some later 
rows contain a middle initial or name (in addition to 
first name). That is, these outlier values are semanti-
 
2 www.microsoft.com/downloads/details.aspx?familyid= 
66F76F9B-84CC-4E9F-AA6C-BC4C04D4B790  
cally inconsistent with the values in most cells, and 
this inconsistency is reflected in the format of the 
text  within  the  cells.  For  example,  these  outliers 
generally contain an extra capital letter, a space, and 
a period. 
It would be tedious to check for such inconsis-
tencies without Topei, but Topei makes it easy. The 
user highlights column B and clicks on our toolbar’s 
“Create” button. Topei infers the primary format and 
displays it in our editor (Figure 2). 
 
 
Figure 2: Editor for reviewing / customizing formats. 
The user can customize the name of the format 
and its part(s). Constraints can be marked as non-
mandatory  (i.e.:  not  “always”  true).  The  user  can 
add, edit, and remove constraints and/or parts.  
In this example, the user might rename “MyPat-
tern” to “First Name” and “PART1” to “name”, then 
broaden the length range from 3-8 characters to 2-10. 
For  more  complex  structured  data,  the  editor 
would  be  initialized  with  more  parts,  and  perhaps 
with constraints. For example, if the data were dates 
in DD/MM/YYYY form, then the editor would show 
three parts (the day, the month, and the year, separated 
by /), and each part could have constraints (e.g.: re-
stricting the day to 1-31 and the month to 1-12). 
After the user saves the format, our Excel plug-in 
applies it to each of the selected cells. Any cells that 
do not match the format, including all constraints, 
are marked with a red triangle; mousing over the cell 
with the mouse cursor brings up an error message. 
 
 
Figure 3: Error messages appear in natural language. 
Topei  integrates  with  Excel’s  Reviewing  func-
tionality in order to display these triangles and mes-
sages. This is the same functionality that Excel pro-
vides for users to make comments on shared docu-
ments.  Thus,  the  user  can  page  through  our  error 
messages  using  the  existing  “comments”  browser 
within Excel and can ignore messages if desired. 
3.2  Database Integration 
Database  administrators  can  also  use  Topei.  Since 
these users tend to be more oriented toward com-
mand-line  tools  (Barrett,  2004),  we  provided  a 
command-line interface to Topei. 
Creating a new format requires two steps, which 
we demonstrate using the Person table in a sample 
database from Microsoft
3.
 First, the user exports ex-
ample  data  from  the  database.  In  Microsoft  SQL 
Server, the command is: 
 
osql -d AdventureWorks -E –h-1 -o 
"c:\tmp.txt" -Q "SET NOCOUNT ON  
select PostalCode from Person.Address" 
 
Next, the user loads the examples into Topei: 
 
topei.exe c:\tmp.txt 
 
Topei infers a format and displays it in the editor 
so that the user can review and customize it. After 
the user saves the format to a file, it can be applied 
to data. We have extended SQL Server with a new 
function, checkPattern, that accepts a format file-
name, a string to check, and a threshold. This func-
tion loads the format, checks the string against the 
format, and returns a score between 0 and 1. Here, 1 
indicates that the string satisfies the format, and 0 
indicates that it does not; if the string violates non-
mandatory (“soft”) format constraints, then check-
Pattern returns a score between 0 and 1. (Alterna-
tively, by passing in a non-negative threshold, the 
user can make the function throw an exception if the 
score is less than the threshold.) 
For example, based on examples from the Per-
son table, Topei infers that the varchar Postal-
Code has one five-digit part. If the user saves this 
format to a file called “postal.xtope”, then the col-
umn’s data can be checked using the following SQL: 
 
select PostalCode from Person.Address 
where dbo.checkPattern('postal.xtope', 
PostalCode, -1) < 1 
 
Executing  this  query  on  the  sample  Microsoft 
data returns 7276 rows (out of 19614 rows in the 
table). Most erroneous values contain only four dig-
its, rather than the five that a US zip code must have. 
Others are British postal codes; the user could allow 
for these by creating a second format and doing a 
query for rows that match neither format. 
 
3 www.microsoft.com/downloads/details.aspx?familyid= 
E719ECF7-9F46-4312-AF89-6AD8702E4E6E  
The SQL shown above can be executed in an in-
teractive query window or executed from the com-
mand-line  in  a  batch  script.  Moreover,  a  similar 
query can be used in a trigger to prevent invalid val-
ues from entering the table in the first place. 
Our  data  formats  are  portable  across  applica-
tions. For example, the user could create a format 
using our Excel plug-in, and then use it to check data 
retrieved from a database or a web service. 
3.3  Web Service Validation 
Finally, we created a C# API that can be called from 
any program that manipulates text, XML, or other 
data.  This  is  useful  when  a  programmer  needs  to 
validate data coming from a web service. 
For example, the Google Base web application 
allows users to create records with arbitrary attrib-
ute-value  pairs.  For  instance,  a  Job  record  might 
have a company text field containing the organiza-
tion name, as well as a contact text field contain-
ing  a  phone  number.  Unfortunately,  Google  Base 
does not validate these values, so they are sometimes 
malformed. Consequently, when a program retrieves 
a list of jobs from the Google Base XML feed, some 
jobs may have invalid values for some attributes. 
Using our API, only one line of code is required 
to pass an array of example values (ex) into Topei, 
which infers a format (xt) in xtope notation: 
 
string xt=XtopeInference.MakeXtope(ex); 
 
If desired, the data format can be written to a file, 
then reviewed and customized with our editor. Cre-
ating a parser and applying it to another text string 
(str) requires only one line of code: 
 
float sc = Parser.init(xt).check(str); 
 
(The  Parser  object  returned  by  init  can  be 
cached and reused to improve performance.) 
Like the stored procedure discussed above, the 
check function returns a score from 0 to 1 to indi-
cate  how  well the  string  matches  the format. A  1 
indicates a perfect match, while 0 indicates failure, 
and a value in between indicates that the string vio-
lates one or more non-mandatory constraints.  
4  TOPEI: FORMAT INFERENCE 
In this section, we summarize the xtope notation in 
order to clarify Topei’s output. Then, we describe 
Topei and our evaluation of it as an outlier finder.  
4.1  xtope Notation for Data Formats 
Topei infers a format from examples and represents 
that format in xtope notation. The following discus-
sion of this XML notation is only a summary; for 
further details, refer to (Anonymized, 2006), which 
also discusses our parser and editor. 
The  top-level  xtope  tag,  <tope>,  contains  one 
<part> tag for each part in the format. Typically, 
parts  are  delimited  by  separators  such  as  slashes, 
commas, or periods, so a date in DD/MM/YYYY form 
has three parts, as shown below. Each <part> con-
tains tags representing constraints. 
 
<tope name="Euro Date"> 
<part> 
  <TopeCon_Name partname="day"/> 
  <TopeCon_Pattern len="1-2" cc="0"/> 
  <TopeCon_Numeric op="lte" txt="31"/> 
</part> 
<part> 
  <TopeCon_Name partname="month"/> 
  <TopeCon_Pattern len="1-2" cc="0"/> 
  <TopeCon_Numeric op="lte" txt="12"/> 
  <TopeCon_Wrapped txtL="/" txtR=""/> 
</part> 
<part> 
  <TopeCon_Name partname="year"/> 
  <TopeCon_Pattern len="4" cc="0"/> 
  <TopeCon_Wrapped txtL="/" txtR=""/> 
</part> 
</tope> 
 
The TopeCon_Name pseudo-constraint gives the 
part’s  name.  The  TopeCon_Pattern  constraint 
specifies its length and the character class cc of its 
constituents. The character class can be 0 (digits), a 
(lowercase letters) or A (uppercase letters), or it can 
be a composite character class. For example, a part 
that contains a mixture of uppercase letters and dig-
its would be expressed using the composite class A0.  
Other tags exist to express additional constraints: 
 
TopeCon_Wrapped: neighbouring separator 
TopeCon_Numeric: numeric inequality or equality 
TopeCon_Substring: starts or ends with a string 
TopeCon_Literal: in a certain set of valid strings 
 
Finally, each constraint (except TopeCon_Name) 
can have a conf attribute in the range 0 through 100 
to express a confidence that the constraint should be 
true. Constraints with confidence 100 (the default) 
must always be true; those with confidence 0 repre-
sent statements that should never be true. For exam-
ple, a TopeCon_Numeric constraint with conf="0" 
can be used to specify “the day never is > 31”. Con- 
straints with confidence between 0 and 100 are non-
mandatory  (“soft”).  If  a  string  violates  non-
mandatory  constraints,  then  our  parser  returns  a 
score between 0 and 1. See (Anonymized, 2006) for 
details of how confidence affects parsing. 
Each tag in xtope notation has a straightforward 
natural  language  equivalent.  For  example,  
<TopeCon_Pattern  len="4"  cc="0"/>  indi-
cates  that  “this  part  always  has  4  digits”.  This 
equivalence is the key to presenting formats in hu-
man-readable  form,  as  Figures  2  and  3  depict.  A 
harder  challenge  is  to  examine  example  data  and 
infer a format in our notation. We address this chal-
lenge with Topei, which we now describe in detail. 
4.2  Inference Algorithm 
Format  inference  has  two  phases.  First,  the  algo-
rithm identifies the format’s parts and the composite 
character class of each part. Second, the algorithm 
identifies constraints on each part.  
As we discuss our algorithm below, we demon-
strate it on six example email addresses: 
 
apple@gmail.com 
banana1@hotmail.com 
carrot@company.com 
DATE@UNIVERSITY.edu 
eggplant@firm-name.com 
fig.plant@mail.univ.edu 
 
For each example, Topei replaces each letter and 
digit with its character class, then collapses runs of 
identical classes. We call the collapsed string a “sig-
nature”; Topei collects examples with identical sig-
natures under a single object representing that signa-
ture. The email addresses yield five signatures: 
 
 a@a.a 
 a0@a.a 
 A@A.a 
 a@a-a.a 
 a.a@a.a.a 
 
To finish this phase, Topei aligns signatures us-
ing their separators, and then abstracts each part’s 
character class to the least general composite charac-
ter class that covers the examples of that part. In the 
email  address  examples,  the  first  three  signatures 
have three parts and identical separators (one @ fol-
lowed by a period), so they can be aligned: 
 
 a  @ a . a 
 a0 @ a . a 
 A  @ A . a 
Topei  generates composite character  classes  of 
aA0,  aA,  and  a  for  these  parts,  respectively.  This 
concludes  the  first  phase  of  inference,  which  has 
generated a primary format (aA0@aA.a). Each of the 
three parts corresponds to an xtope <part> tag. The 
two punctuation marks are separators, each of which 
corresponds to a <TopeCon_Wrapped> tag.  
Two email addresses have signatures that are in-
compatible with those above, so Topei does not in-
clude them in the primary format. Instead, Topei uses 
them for secondary formats that can be retrieved with 
additional  functions  in  our  API.  The  user  can  also 
customize  the  primary  format  in  the  editor  so  that 
omitted examples are covered; whether the user de-
cides to do this depends on the data’s semantics. 
In the next phase, Topei generates constraints for 
each format’s parts. For each part, Topei histograms 
the lengths of examples. It then selects the lengths 
that  together  cover  at  least  95%  of  the  examples, 
then expresses this set of lengths as a range over a 
composite character class (e.g.: part 1 of the email 
addresses has 4-7 aA0, part 2 has 5-10 aA, and part 
3 has 3 a). This yields a <TopeCon_Pattern> tag. 
Then, Topei histograms the examples’ text and 
searches for a set of 3 or fewer strings that together 
cover at least 95% of the examples (e.g.: edu and 
com  cover  the  email  addresses’  part  3).  If  Topei 
finds a set, it creates a  <TopeCon_Literal> tag, 
requiring that the part’s text must be in the set. 
If no <TopeCon_Literal> constraint is created, 
then  Topei  tries  constraining  the  part  to  a  numeric 
range. It converts the part examples to numbers and 
histograms them. If Topei finds a range of numeric 
values that covers at least 95% of all examples (in-
cluding  non-numeric  strings),  then  it  constrains  the 
part to that range (using <TopeCon_Numeric> tags). 
If  no  <TopeCon_Literal>  or  <Tope-
Con_Numeric> constraints are created, then Topei 
tries “begins with” and/or “ends with” constraints. 
Again using histograms, it tries to find the longest 
substring that prefixes at least 95% of examples; if 
such a prefix exists, then Topei creates a correspond-
ing constraint. Likewise, it creates a suffix constraint 
if some substring suffixes at least 95% of examples. 
Such constraints yield <TopeCon_Substring> tags. 
Topei  sets  the  confidence  to  100  for  <Tope-
Con_Pattern> constraints on length and character 
class  but  sets  other  constraints’  confidence  to  60. 
Making  them  non-mandatory  helps  prevent  over-
fitting. Of course,  when reviewing the format, the 
user can tighten constraints to a confidence of 100. 
In a few details, our algorithm resembles exist-
ing algorithms.  For example,  Topei uses  character 
classes  similar  to  those  of  (Lerman  &  Minton, 
2000). However, in order to decide whether to gen-
eralize  to  a  composite  character  class,  Lerman  & 
Minton assume that string values are independently  
sampled from a probability distribution. In practice, 
if a value appears in one spreadsheet cell or database 
row, then that value also tends to appear in nearby 
cells  or  rows.  Thus,  real  data  violate  Lerman  & 
Minton’s  independence  assumption.  Therefore, 
rather than presupposing the existence of a particular 
probability  distribution,  we  generalize  to  the  least 
general composite character class and then present 
the format in a way that allows the user to review 
and customize the format. (In addition, their algo-
rithm does not infer numeric constraints, and their 
formats are not portable, as they are specialized to 
matching strings mixed with HTML.) 
4.3  Validation: Comparison to Lapis 
To evaluate Topei, we use it and Lapis 1.2 (Miller & 
Myers, 2001) to locate outliers in real user data, then 
manually examine the data to find true outliers. Topei 
shows much higher precision and recall than Lapis. 
We  first  extract  two  kinds  of  data—country 
names  and  US  phone  numbers—from  the  EUSES 
spreadsheet  corpus  (Fisher  &  Rothermel,  2004). 
This corpus contains 4498 spreadsheets culled from 
the web. We select these two kinds of data in order 
to test Topei on unstructured and structured data. 
We apply a few rules to ensure that we test on 
reasonable data. For countries, we include a column 
if it has at least 20 cells, and at least 1 cell equals 
“Portugal,”  and  the  first  cell  contains  the  word 
“country.” For phone numbers, we include a spread-
sheet column in our test data if it has at least 20 cells 
with exactly 10 digits, and at least 2/3 of cells have 
exactly 10 digits, and the first cell contains the word 
“phone.”  Visually  examining  the  data  reveals  that 
one phone column is a mishmash of many formats, 
so we discard it, leaving 6288 phone numbers in 37 
columns and 1124 countries in 7 columns. 
For each spreadsheet column, we use Topei to 
infer a format, then use our parser to check each cell 
against the format. If the parser returns a score less 
than 1 for a cell, then it is labelled as an outlier. 
To locate outliers for each column, Lapis maps 
cells into a feature space, then computes the distance 
of  each  cell  from  the  centroid.  Lapis  finds  the 
maximum of these distances, MAXDIST, and any cell 
value that is at least MAXDIST/2 from the centroid is 
marked as an outlier. There is one extra heuristic: if 
more than half of the cells in the column would be 
labelled as outliers, or if 10 or more would be la-
belled, then Lapis labels none of them as outliers. 
(Lapis comes pre-equipped with hand-coded country 
and  phone  number  formats,  which  we  disable  for 
this test, though we enable the formats for numbers, 
words, delimiters, and other layout.)  
To determine how well the algorithms label out-
liers, we manually examine each cell and then com-
pare the algorithms’ labelling with our own.  
We label countries as outliers if they contain ab-
breviations,  misspellings, or  a  different name  than 
the one usually used by English-speakers (e.g.: for 
this reason, we label Côte d’Ivoire as an outlier; in 
fact,  it  is  that  column’s  only  value  spelled  in 
French). However, we do not label “Brasil”, “US”, 
“USA”, “UK”, and various pre-re-unification names 
for  Germany  as  outliers,  as  these  were  all  very 
common  ways  for  spreadsheets  to  refer  to  these 
countries. We find 92 country name outliers (8%). 
We label phone numbers as outliers if their for-
mat  differs  from  the  column’s  main  format  (e.g.: 
insertion of extra spaces, or using periods as separa-
tors  when  most  cells  use  hyphens).  We also  label 
cells with invalid area codes or exchanges as out-
liers
4. We find 1669 phone number outliers (26%). 
In  outlier  finding,  precision  is  the  number  of 
cells correctly flagged as outliers by an algorithm, 
divided by the total number of cells flagged as out-
liers by the algorithm. Recall is the number of cells 
correctly flagged as outliers, divided by the actual 
number of outliers in the data. 
As shown in Table 1, Topei performs nearly per-
fectly  on  the  phone  task,  and  Topei  consistently 
demonstrates higher recall than Lapis does. 
Table 1: Precision and recall of Topei and Lapis. 
Task  Algorithm  Precision (%)  Recall (%) 
Country  Topei  56.5  94.6 
Country  Lapis  46.7  7.6 
Phone  Topei  97.7  99.8 
Phone  Lapis  44.0  2.4 
 
The  Lapis  heuristics  are  intentionally  biased  to-
ward low recall, as the algorithm’s designers believed 
that “highlighting a large number of outliers is un-
helpful to the user, since the user must examine each 
one” (Miller & Myers, 2001). We can raise recall by 
lowering the outlier threshold from its default value 
(½ of the maximal distance to the centroid) and elimi-
nating the heuristic that caps the number of outliers 
per column. As Figure 4 shows, this raises Lapis’s 
recall as high as 70% and 9% for the tasks, respec-
tively, with little loss of precision. Yet these scores 
remain much lower than those of Topei.  
In  these  tests,  Topei  generates  few  non-
mandatory constraints, so our parser usually returns 
scores of 0 or 1. Thus, reducing Topei’s threshold 
from 1 only alters its precision and recall by 2%. 
 
4 See www.nanpa.com for rules and “in-service” lists.  
 
Figure  4:  Performance  of  modified  Lapis  with  outlier 
threshold expressed as a fraction of MAXDIST to centroid. 
4.4  Limitations and Future Work 
Topei  performs  much  better  than  Lapis  at  finding 
outliers in spreadsheet cells. This is probably due to 
the algorithms’ different inductive biases: the nota-
tion used to express formats in Lapis is intended for 
describing regions of text in large documents. Un-
surprisingly, Lapis performs better on unstructured 
data  (countries)  than  structured  data  (phone  num-
bers). In contrast, Topei’s xtope notation is oriented 
toward single data values (such as spreadsheet cells), 
particularly those with separator-delimited parts. 
Still, Topei makes mistakes. For the phone task, 
most  mistakes  occur because  Topei fails to  notice 
invalid area codes; in these cases, not enough exam-
ples  are  present  to  lead  Topei  to  create  non-
mandatory numeric range constraints. In the country 
task, most mistakes occur because a valid country 
name contains two words, and Topei currently does 
not infer word repetition. Adding more sophisticated 
heuristics for non-mandatory constraints might help 
to reduce these mistakes. 
Although we have formally evaluated our format 
inference algorithm, we have not yet formally evalu-
ated  Topei’s  user  interfaces.  We  look  forward  to 
evaluating  how  well  users  understand  Topei  and 
how successfully they apply formats to spreadsheets, 
databases, web services, and other information sys-
tems. 
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