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Vývoj tejto práce začal na projekte Lissom, ktorý sa venuje definovaniu a implementácií 
prekladača a podporných nástrojov pre jazyk ISAC, ktorý je určený na hardwarový a softwarový 
popis procesorov a je popísaný v kapitole 4. Projekt prináša komplexné riešenie spolu s vývojovým 
prostredím založeným na platforme Eclipse, ktorá je predstavená v kapitole 3. Práve tu vznikla 
potreba implementovať syntaxou riadený editor na čo je táto práca odpoveďou. 
Implementácia syntaxou riadeného editora využíva dostupné nástroje na generovanie 
lexikálneho a syntaktického analyzátora, ktorých výber podľa požadovaných vlastností 
a realizovaných testov je popísaný v kapitole 6. Pri implementácií editora si nemôžeme dovoliť 
spracovávať celý vstupný súbor pri každej zmene počas jeho editácie, preto sa nejedná o klasický 
model prekladača pracujúceho s gramatikou jazyka ISAC. Vzhľadom na to bola z gramatiky jazyka 
ISAC odvodená nová gramatika, ktorá je schopná generovať jazyk, ktorého reťazce sú podreťazcami 
reťazcov jazyka ISAC. S takto definovanou gramatikou sa dá potom realizovať syntaktická analýza 
vstupného reťazca po určitých podreťazcoch – blokoch. Popis tejto myšlienky je v kapitole 6.4 
a odvodenie novej gramatiky z gramatiky jazyka ISAC v kapitole 7.1. Syntaktická analýza po 
blokoch potom umožňuje pri editácií analyzovať len malú časť zdrojového kódu, čo je potom využité 
v implementácií syntaxou editora, popísanej v kapitole 7.4. 
Rozvíjaním myšlienky blokovej syntaktickej analýzy sa ukázala jednoduchá možnosť 
implementácie paralelného syntaktického analyzátora založeného práve na syntaktickej analýze 
po blokoch. Možnosti realizácie paralelnej syntaktickej analýzy a dosiahnuté výsledky a porovnania 
so syntaktickou analýzou po blokoch sú popísané v kapitole 7.3 
Kapitoly 2-6 sú s drobnými úpravami použité tak, ako boli uverejnené v mojom semestrálnom 
projekte na rovnakú tému. 
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2 Základné pojmy  
Nasledujúce základné pojmy, sú nutné k pochopení ďalšieho textu. Bude sa jednať predovšetkým o 
teóriu formálnych jazykov. Nasledujúci text bol čerpaný z [1]. 
2.1 Jazyky 
Jedným zo základných pojmov pre vymedzenie jazyka sú pojmy abeceda a reťazec.  
2.1.1 Abeceda  
Definícia: Abecedou rozumieme konečnú neprázdnu množinu prvkov, ktoré nazývame symboly 
abecedy.  
2.1.2 Reťazec  
Definícia: Reťazcom (niekedy sa tiež používa „slovo“ alebo „veta“) nad danou abecedou rozumieme 
každú konečnú postupnosť symbolov abecedy. Prázdnu postupnosť symbolov, tj. postupnosť, ktorá 
neobsahuje žiadny symbol, nazývame prázdny reťazec. Prázdny reťazec označuje symbol ε. 
Formálne je možné definovať reťazec nad abecedou Σ takto:  
1. prázdny reťazec ε je reťazec nad abecedou Σ, 
2. ak je x reťazec nad abecedou Σ a a ∈ Σ, potom xa je reťazec nad abecedou Σ. 
2.1.3 Jazyk, konečné a nekonečné jazyky  
Definícia: Nech Σ je abeceda a Σ* značí množinu všetkých reťazcov nad Σ vrátane reťazca prázdneho. 
Symbol Σ+ značí množinu všetkých reťazcov nad Σ okrem prázdneho reťazca, tj. Σ* = Σ+ ∪ {ε}. 
Množinu L, pre ktorú platí L ⊆ Σ* nazývame jazykom L nad abecedou Σ. 
Definícia: Jazyk L je konečný, pokiaľ L obsahuje konečný počet reťazcov, inak je nekonečný. 
2.1.4 Regulárne výrazy a regulárny jazyk 
Definícia: Regulárne výrazy nad abecedou Σ a jazyky, ktoré značia, definujeme: 
 1. ∅ je regulárny výraz značiaci prázdnu množinu (prázdny jazyk), 
 2. ε je regulárny výraz značiaci jazyk {ε}, 
 3. a, kde a ∈ Σ, je regulárny výraz značiaci jazyk {a}, 
 4. nech r a s sú regulárne výrazy značiace v poradí jazyky Lr a Ls, potom: 
 a) (r.s) je regulárny výraz značiaci jazyk L = LrLs = {xy: x ∈ Lr ∧ y ∈ Ls}, 
 b) (r+s) je regulárny výraz značiaci jazyk L = Lr ∪ Ls = {x: x ∈ Lr ∨ x ∈ Ls}, 
 c) (r*) je regulárny výraz značiaci jazyk L = Lr*. 
Definícia: Nech L je jazyk. L je regulárny jazyk, pokiaľ existuje regulárny výraz r, ktorý jazyk 
L značí. 
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2.1.5 Konečný automat 
Definícia: Konečný automat je pätica M = (Q, Σ, δ, q0, F), kde 
• Q je konečná množina stavov 
• Σ je konečná vstupná abeceda 
• δ je zobrazenie Q × Σ → 2Q 
• q0 ∈ Q je počiatočný stav 
• F ⊆ Q je množina koncových stavov 
Regulárny jazyk je prijímaný konečným automatom [1]. 
2.1.6 Deterministický konečný automat 
Definícia: Deterministický konečný automat je konečný automat M = (Q, Σ, δ, q0, F), so zobrazením 
δ: Q × Σ → Q. 
Jazyk prijímaný deterministickým konečného automat je ekvivalentný jazyku prijímaného 
konečným automatom [1]. 
2.2 Gramatiky 
Tento pojem súvisí veľmi úzko s problémom reprezentácie jazyka. Gramatika, ako najznámejší 
prostriedok pre reprezentáciu jazykov, splňuje základné požiadavky kladené na reprezentáciu 
konečných i nekonečných jazykov, požiadavku konečnosti reprezentácie. Chomského hierarchia 
jazykov, vymedzuje štyri typy gramatík. V ďalšom texte sa zameriam predovšetkým na 
bezkontextovú gramatiku. 
2.2.1 Gramatika 
Definícia: Gramatika G je štvorica G = (N, Σ, P, S), kde: 
• N je konečná množina neterminálnych symbolov, 
• Σ je konečná množina terminálnych symbolov, N ∩ Σ = ∅, 
• P je konečná podmnožina karteziánskeho súčinu (N ∪ Σ)*N(N ∪ Σ)* × (N ∪ Σ)*, 
prvok (α, β ) množiny P nazývame prepisovacím pravidlom a zapisujeme α → β, 
• S ∈ N je východiskový (počiatočný) symbol gramatiky. 
2.2.2 Derivačný krok a derivácia 
Definícia: Nech G = (N, Σ, P, S) je gramatika a nech u, v sú reťazce z (N ∪ Σ)*. Priama derivácia je 
binárna relácia ⇒ vyjadrujúca: uα v ⇒ uβ v, kde α → β je nejaké prepisovacie pravidlo z P. 
Definícia: Nech G = (N, Σ, P, S) je gramatika a λ, µ sú reťazce z (N ∪ Σ)*. Medzi reťazcami λ, µ platí 
relácia ⇒+ nazývaná derivácia, pokiaľ existuje postupnosť priamych derivácií νi-1 ⇒ νi, kde 
i = 1, …, n, n ≥ 1, taká, že platí: 
λ = ν0 ⇒ ν1 ⇒ … ⇒ νn-1 ⇒ νn = µ 
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Definícia: Ak v gramatike G platí pre reťazce λ, µ relácia λ ⇒+ µ alebo identita λ = µ, potom píšeme 
λ ⇒* µ. Relácia ⇒* je tranzitívnym a reflexívnym uzáverom relácie priamej derivácie ⇒. 
Definícia: Nech G = (N, Σ, P, S) je gramatika a nech u ∈ Σ*, v ∈ (N ∪ Σ)*, α → β ∈ P je pravidlo. 
Potom najľavejšiu deriváciu nazveme reláciou uα v ⇒lm uβv a najpravejšiu deriváciu reláciu 
 vα u ⇒rm vβ u. 
2.2.3 Jazyk generovaný gramatikou 
Definícia: Nech G = (N, Σ, P, S) je gramatika. Reťazec α ∈ (N ∪ Σ)* nazývame vetnou formou, ak 
platí S ⇒* α, tj. reťazec α je generovaný z počiatočného symbolu S. Vetná forma, ktorá obsahuje len 
terminálne symboly, sa nazýva veta. Jazyk L(G), generovaný gramatikou G, definujeme množinou 
všetkých viet: L(G) = {w: w ∈ Σ* ∧ S ⇒* w}. 
2.2.4 Rozklad vety 
Konštrukciu derivácie či derivačného stromu pre danú vetu alebo vetnú formu nazývame rozkladom 
alebo syntaktickou analýzou tejto vety alebo vetnej formy. Program, ktorý realizuje rozklad viet 
určitého jazyka, sa nazýva syntaktický analyzátor 
2.2.5 Bezkontextová gramatika 
Definícia: Bezkontextová gramatika je gramatika G = (N, Σ, P, S) s pravidlami v tvare: 
A → γ, A ∈ N, γ ∈ (N ∪ Σ)*. 
2.2.5.1 LL gramatiky 
LL gramatiky predstavujú vlastnú podtriedu deterministických bezkontextových gramatik, pre ktoré 
sa dá skonštruovať deterministický syntaktický analyzátor. Takéto analyzátory vytvárajú derivačný 
strom od počiatočného symbolu, teda realizujú tzv. syntaktickú analýzu zhora dole. Názov LL 
vychádza z faktu, že sa vstupný reťazec číta zľava doprava a vytvára sa ľavý rozklad. Podrobnejšie sú 
LL gramatiky popísané v [1] v časti syntaktická analýza zhora dole. 
2.2.5.2 LR gramatiky 
LR gramatiky reprezentujú najväčšiu triedu bezkontextových gramatík, ku ktorým je možné vždy 
zostrojiť deterministický syntaktický analyzátor, ktorý vytvára derivačný strom od koncových uzlov, 
teda realizuje syntaktickú analýzu zdola hore. Vstupný reťazec sa číta zľava doprava a vytvára sa 
pravý rozklad. Podrobnejšie sú LR gramatiky popísané v [1] v časti syntaktická analýza zdola hore. 
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3 Platforma Eclipse 
Eclipse je vývojová platforma s otvoreným kódom, v súčasnosti veľmi často používané integrované 
vývojové prostredie (IDE) pre programovanie v jazyku Java. Vďaka flexibilnému návrhu je možné 
rozšíriť túto platformu o nové rysy a podporované programovacie jazyky a nástroje. Rozširovanie sa 
realizuje pomocou zásuvných modulov, ktorých vývoj je podporovaný základnou verziou tejto 
platformy. V základne teda Eclipse obsahuje už spomínané prostredie pre vývoj zásuvných modulov 
(PDE – Plug-in Development Enviroment) a nástroje pre vývoj v jazyku Java (JDT – Java 
Development Toolkit), čo užívateľovi dovoľuje vytvárať, kompilovať, testovať, ladiť a editovať 
programy napísané v tomto jazyku. Kvôli podpore zásuvných modulov vznikli priamo pod vedením 
komunity, ktorá vyvíja Eclipse, takzvané podprojekty, ktoré zastrešujú rozšírenia pre jednotlivé 
oblasti softwarového vývoja. 
Projekt Eclipse (Eclipse 1.0) vznikol uvoľnením kódu IBM pod EPL licenciou, ktorého 
hodnota sa odhaduje na 40 miliónov dolárov (http://www.news.com/IBM-makes-40-million-open-
source-offer/2100-1001_3-275388.html). Pre účely tohto projektu bol vyvinutý framework pre tvorbu 
grafického užívateľského rozhrania SWT (Standard Widget Toolkit). Je to odpoveď firmy IBM na 
framework AWT, ktorý využíval len komponenty ponúkané operačným systémom. SWT zachováva 
natívny vzhľad komponent na každej platforme, kde je komponent podporovaný, pretože vtedy 
využíva natívny kód operačného systému, inak komponentu emuluje tak ako to robí framework 
Swing pre všetky komponenty, ktorý je závislí len na dostupnosti JVM na cieľovej platforme. 
Platforma Eclipse od verzie 3.0 využíva framework OSGi R3 a od verzie 3.2 framework 
OSGi R4, čo zaručuje jednoduchú rozšíriteľnosť tohto produktu. Výhodou frameworku OSGi je, 
že ponúka možnosť vzdialeného inštalovania, spúšťania, ukončovania a odinštalovania aplikácie 
alebo komponenty bez potreby reštartu. Špecifikácia OSGi sa okrem platformy Eclipse využíva v 
mobilných zariadenia, automobiloch, na aplikačných serveroch, atď. 
Kapitola bola čerpaná z [2], kde môžete nájsť ďalšie podrobnosti o platforme Eclipse. 
3.1 Architektúra 
Samotná platforma Eclipse je štruktúrovaná do subsystémov, ktoré sú implementované zásuvnými 




Obrázok 1: Eclipse SDK s väzbou na samotnú platformu Eclipse a jej subsystémy 
Hlavné subsystémy platformy Eclipse sú: 
 beh platformy – Dynamicky vyhľadáva a získava informácie o zásuvných moduloch. Táto 
časť je implementovaná pomocou frameworku OSGi. 
 pracovný priestor – definuje aplikačné rozhranie pre vytváranie a správu zdrojov (projektov, 
súborov, adresárov atď.), ktoré sú vytvárané nástrojmi a ukladá ich do súborov. 
 pracovná plocha – označuje pracovný priestor, v ktorom sú organizované všetky prvky 
prostredia. Slúži ako grafické rozhranie pre komunikáciu s užívateľom. Definuje rozširovacie 
body, aby bolo možné pridávať komponenty užívateľského rozhrania ako napríklad náhľady 
alebo rolovacie menu.  
 nápoveda – definuje rozširujúce body pre zásuvné moduly, ktoré poskytujú nápovedu alebo 
iné dokumenty vo formáte elektronických kníh 
 tímová podpora – definuje model pre správu zdrojov a ich verzií pri práci v tíme 
 podpora ladenia programov – definuje model ladenia programov nezávislý na jazyku 
 ostatné nástroje – ponúkajú funkcionalitu pre vyhľadávanie a porovnávanie zdrojov, 
zostavovanie programov využitím konfigurácie a sťahovanie a inštalovanie nových verzií 
platformy. 
 
Štandardné vývojové prostredie Eclipse (Eclipse SDK) je v základe dodávané s nástrojmi: 
 pre vývoj v jazyku Java – implementuje plnohodnotné prostredie pre vývoj v Jave 
 pre vývoj zásuvných modulov – pridáva špecializované nástroje, ktoré zjednodušujú vývoj 
zásuvných modulov a rozšírení. 
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3.2 Implementácia editora založeného na platforme 
Eclipse 
Nepoužíva sa typický spôsob implementácie editora, pretože editory zvyčajne poskytujú sémantiku 
špecifickú pre konkrétnu aplikáciu. Nástroj, ktorý edituje a spravuje špecifický typ obsahu má 
prispôsobené chovanie pre manipuláciu s týmto obsahom, preto nie je možné vytvoriť obecný, 
prispôsobivý editor. Avšak v prípade, že sa jedná o textový editor je možné využiť základný textový 
editor alebo vytvoriť vlastný, špecificky prispôsobený textový editor využitím prostriedkov 
poskytovaných platformou. 
V prípade, že sa nejedná o textový editor, je možné implementovať vlastný editor v závislosti 
na vzhľade a chovania editora: 
 formulárový editor – môže rozmiestňovať ovládacie prvku podobne ako na formulári 
 grafický editor – môže byť napísaný využitím SWT a JFace komponent. Takýto editor môže 
potom fungovať aj samostatne bez platformy Eclipse. 
Ďalej sa budeme zaoberať len textovými editormi. Rozhranie potrebné pre editáciu textu je 
ITextEditor, ktorého základná implementácia na platforme Eclipse je rozdelená do viacerých 
vrstiev. Trieda, ktorá toto rozhranie implementuje a mali by z nej dediť všetky ostatné implementácie 
je AbstractTextEditor a celý framework pochádza z balíčka org.eclipse.ui.texteditor. 
Trieda, ktorá úplne implementuje chovanie štandardného textového editoru pre platformu je 
org.eclipse.ui.editors.text.TextEditor. Framework pre editáciu textu ponúka 
nasledujúce možnosti: 
 prezentácia a modifikácia textu užívateľom 
 štandardné operácie pre modifikáciu textu 
 podpora pre kontextové menu 
 vizuálna prezentácia a automatická zmena poznámok 
 zobrazovanie prídavných informácií (napr. čísla riadkov) 
 zvýrazňovanie syntaxe 
 automatické doplňovanie kódu 
 prehľadová stránka vytváraného textu 
 zmena chovania na základe obsahu 
 zaisťovanie výkonu 
3.3 Dokument a jeho delenie 
Framework pre editáciu textu na platforme Eclipse pre reprezentáciu textu používa dátový model 
zvaný dokument a poskytuje náhľad na dáta v tomto modely. 
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Na to, aby sa dáta zo súboru získali je potreba definovať poskytovateľa dokumentu a pre 
poskytovateľa aj spôsob, akým sa dáta načítajú. Poskytovateľ musí implementovať rozhranie 
org.eclipse.ui.texteditor.IDocumentProvider a trieda, ktorá sa stará o načítanie súboru 
musí implementovať rozhranie org.eclipse.ui.IEditorInput. Ďalej sa v konfiguračnom 
súbore plugin.xml pre rozširovací bod org.eclipse.ui.editors.documentProviders určí 
spôsob, akým sa súbor pre poskytovateľa bude načítať (viz. Príklad 1). 
Príklad 1: Pre poskytovateľa dokumentu TextFileDocumentProvider je definované, 
že súbory bude načítavať pomocou implementátora rozhrania IStorageEditorInput (platforma 
inštanciu vytvorí sama z všetkých dostupných tried implementujúcich toto rozhranie). 
    <extension 
        point="org.eclipse.ui.editors.documentProviders"> 
        <provider 
            class="example.TextFileDocumentProvider" 
            inputTypes="org.eclipse.ui.IStorageEditorInput" 
            id="example.TextFileDocumentProvider"> 
        </provider> 
    </extension> 
Rozširovací bod org.eclipse.core.filebuffers.documentSetup sa používa pre 
mapovanie medzi príponou súboru a triedou, ktorá implementuje rozhranie 
IDocumentSetupParticipant z balíčka org.eclipse.core.filebuffers, ktorá realizuje 
nastavenie vyrovnávacej pamäte textového dokumentu. 
Príklad 2: Trieda JavaDocumentSetupParticipant implementujúca rozhranie 
org.eclipse.core.filebuffers.IDocumentSetupParticipant je priradená k súborom s 
príponou jav. 
    <extension 
        point="org.eclipse.core.filebuffers.documentSetup"> 
        <participant 
            extensions="jav" 
            class="example.JavaDocumentSetupParticipant"> 
        </participant> 
    </extension> 
Súbory s rovnakou príponou môžu mať definovaných viacero tried implementujúcich rozhranie 
IDocumentSetupParticipant, preto je potreba dávať pozor, aby sa navzájom neovplyvňovali. 
Dokument pri samotnom spracovávaní by nemal byť spracovávaný celý, ale mal by byť 
rozdelený na menšie časti a tie by sa mali spracovávať samostatne, aby pri malej zmene nedošlo k 
spracovávaniu celého dokumentu. Preto sa pre dokument definuje rozdeľovač, tj. trieda, ktorá 
definuje na aké časti a akým spôsobom sa bude dokument deliť. Základná implementácia rozdeľuje 
dokument po riadkoch, čo v mnohých prípadoch nevyhovuje. Preto sa pomocou jednoduchých 
pravidiel (regulárnych výrazov) definuje rozdeľovač založený na týchto pravidlách. Rozdeľovač musí 
implementovať rozhranie org.eclipse.jface.text.IDocumentPartitioner, ale skôr sa 
používa org.eclipse.jface.text.rules.FastPartitioner poskytovaný frameworkom. 
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4 Projekt Lissom 
Projekt je založený na niekoľkých bývalých projektoch, ktoré boli použité pre návrh mikroprocesora 
v minulosti. Dnes sú však ťažko použiteľné vzhľadom k tomu, že bola vyvinutá nová architektúra 
mikroprocesorov. 
Cieľom projektu je vytvorenie a najmä zavedenie jazyka ISAC, ktorý sa používa na popis 
architektúry mikroprocesora. Aby sa jazyk dobre uplatnil, je nutné vytvoriť vývojové prostredie, 
ktoré poskytuje vývoj softwarových nástrojov a súčasne vývoj hardwaru mikroprocesora. Keďže 
sa jedná o súbežný vývoj hardwaru a softwaru (hardware/software co-design), skráti celkový čas 
na vývoj a vývojový cyklus bude skrátený. 
Pri vývoji softwaru mikroprocesora sú potrebne niektoré podporné softwarové nástroje. Vývoj 
týchto softwarových nástrojov je časovo veľmi náročný, a to si vyžaduje expertov v každej fáze 
vývoja. Tam je zvyčajne jeden vývojový tím pre každý nástroj. Integrácia vytvorených nástrojov 
je potom zložitá vzhľadom na oddelený vývoj. Použitie popisného jazyka so zmiešanou architektúrou 
rieši problém zlej integrácie softwarových nástrojov. Jazyk ISAC patrí do tejto kategórie [3]. 
Informácie v tejto kapitole som čerpal z [4] a [5]. 
4.1 Jazyk ISAC 
Jazyk ISAC (Instruction Set Architecture C) je určený na popis hardwarového a softwarového 
vybavenia procesora. Pre popis hardwarovej časti je gramatikou jazyka ISAC definovaná špecifická 
časť jazyka, zatiaľ čo popis inštrukčného chovania je možné realizovať pomocou príkazov z 
podmnožiny jazyka ANSI-C. Tieto dve časti jazyka môžu existovať samostatne a nazývajú sa: 
 definícia zdrojov a hardwarovej časti procesora 
 definícia operačnej časti a chovania 
4.1.1 Definícia zdrojov a hardwarovej časti procesora 
Stav modelu určujú zdroje. Zdrojom môže byť každá globálna premenná použitého simulačného 
jazyka. Definícia zdrojov je v podstate knižnica stavebných prvkov, ktoré popisujú rôzne druhy 
pamätí, registrov, zberníc a ďalších prvkov, z ktorých je procesor zložený a ktoré udržujú jeho 
vnútorný stav. 
Hardwarová štruktúra je tvorená zdrojmi, ktoré sa využívajú pri simulácií. Aby sa dal jazyk 
ISAC využívať v praxi, musíme byť schopný z jeho popisu generovať popis hardwaru. V ďalších 
fázach vývoja sa preto uvažuje s transformáciou do jazyka, ktorý je špecializovaný nie len na 
simuláciu, ale aj na syntézu hardwaru. Takýmto jazykom je napr. VHDL, Verilog alebo System C. 
4.1.2 Definícia operačnej časti 
Na najvyššej úrovni popisu operačnej časti sú dve základné deklarácie, a to deklarácia skupiny 




Deklarácia skupiny združuje operácie s podobným významom. Tvar zápisu je nasledujúci: 
 
“GROUP” group_id “=” operation_id { “,” operation_id } “;” 
• group_id je identifikátor skupiny 
• operation_id je identifikátor operácie alebo skupiny 
 
Deklarácia operácie popisujúcej operáciu, jej formu v textovej a binárnej podobe a jej 
chovanie. 
 
“OPERATION” operation_id “{” [instances “;”]  
assembler “;” 
coding “;” 
[behavior “;”] “}” 
• operation_id je identifikátor operácie. 
 
Sekcia instances má tvar: 
 
“INSTANCE” instance_id { “ALIAS” “{” alias_id { “,” alias_id } “}” } “;” 
• instance_id je identifikátor inej operácie alebo skupiny 
• alias_id identifikuje alias instance_id 
 
Sekcia assembler má tvar: 
 
“ASSEMBLER” “{” {instance_id | text | attribute} [ “{” semantic_action “}” ] “}” 
• instance_id je identifikátor operácie, skupiny alebo aliasu 
• text je textová konštanta 
• semantic_action je sémantická akcia spojená so sekciou attribute 
 
Sekcia attribute má tvar: 
 
attr_left_id “=” attr_type [ “=” attr_right_id ] 
• attr_left_id je ľavý identifikátor atribútu 
• attr_type určuje typ atribútu a môže nadobúdať hodnôt “#U” pre číslo bez znamienka 
a “#S” pre číslo so znamienkom 
• attr_rigth_id je pravý identifikátor atribútu 
 
Sekcia coding má tvar: 
 
“CODING” “{” {instances_id | binary | attribute} [“{”semantic_action “}” ] “}” 
• instances_id je identifikátor operácie, skupiny alebo aliasu 
• binary je binárna konštanta 




Sekcia attribute má tvar: 
 
attr_left_id “=” attr_type [ “=” attr_right_id ] 
• attr_left_id je ľavý identifikátor atribútu 
• attr_type určuje typ atribútu a môže nadobúdať hodnôt “0bx[k]” pre číslo bez 
znamienka a “0bsx[k]” pre číslo so znamienkom, kde k označuje bitové pole o k bitoch. 
• attr_rigth_id je pravý identifikátor atribútu 
 
Sekcia behavior je sekvencia akcií popísaná v jazyku C, ktoré vyjadrujú chovanie operácie. 
Táto sekcia je využívaná pre simuláciu chovania procesoru. 
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5 Popis pôvodného riešenia 
V tejto kapitole je popísané riešenie, ktoré sa snaží daný problém riešiť. Existujúce riešenie je žiaľ 
založené na prostriedkoch ktoré pre reálne využitie nepostačujú a preto musí byť nahradené. V závere 
tejto kapitoly je zhrnutie, ktoré časti existujúceho riešenia nevyhovujú a čo je potreba zmeniť. Toto 
riešenie bolo uverejnené v [6]. 
5.1 Lexikálny analyzátor 
Lexikálny analyzátor bol vyvinutý ako samostatná časť, nezávislá od ostatných častí aplikácie. Pri 
vytváraní išlo o vytvorenie deterministického konečného automatu, ktorý je definovaný skupinou 
regulárnych výrazov, kde každý regulárny výraz predstavuje jednu lexikálnu jednotku jazyka 
(lexému). Regulárne výrazy poskytované Java API (balíček java.util.regex) nepostačujú na 
vytvorenie lexikálneho analyzátora, pretože pri jeho implementácií je podstatná štruktúra regulárneho 
výrazu a nie informácia, či daný reťazec patrí do jazyka, ktorý regulárny výraz značí. Kvôli tomu bol 
vytvorený vlastný nástroj, lexikálny analyzátor, na spracovanie regulárnych výrazov. 
5.1.1 Spracovanie regulárnych výrazov 
Na obrázku 2 je objektový model nástroja pre spracovanie regulárnych výrazov. Jedná sa o objektovú 
reprezentáciu regulárneho výrazu vychádzajúcu z konečného automatu reprezentujúcu daný výraz. Na 
spracovanie regulárneho výrazu sa používa trieda RegularExpressionFactory, ktorá vytvára 
objektovú reprezentáciu regulárneho výrazu (trieda RegularExpression). 
 
Obrázok 2: Diagram tried pre spracovanie regulárnych výrazov 
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Po úspešnom kroku vytvorenia objektovej reprezentácie regulárneho výrazu nasleduje 
vytvorenie zodpovedajúceho konečného automatu. K čomu slúži možnosť iterovania cez jednotlivé 
časti regulárneho výrazu (implementácia rozhrania Iterable). 
5.1.2 Prevod regulárneho výrazu na konečný automat 
Prevod je realizovaný nad dátovou štruktúrou popísanou v predchádzajúcej kapitole podľa algoritmu 
popísaného v [1]. 
Pri priamom prevode regulárneho výrazu na deterministický konečný automat budeme 
regulárny výraz najskôr prevádzať na tzv. rozšírený konečný automat a ten potom na deterministický 
konečný automat. Rozšírený konečný automat (RKA) je definovaný ako pätica M = (Q, Σ, δ, q0, F), 
kde 
• Q je konečná množina stavov, 
• Σ je konečná vstupní abeceda, 
• δ je zobrazenie Q × (Σ ∪ {ε}) → 2Q, 
• q0 ∈ Q je počiatočný stav, 
• F ⊆ Q je množina koncových stavov. 
Prevod regulárneho výrazu na rozšírený konečný automat popisuje nasledujúci algoritmus: 
Vstup: Regulárny výraz r značiaci jazyk L(R). 
Výstup: Rozšírený konečný automat M taký, že L(M) = R. 
Metoda: 
 1. Rozložíme r na jeho primitívne zložky podľa definície regulárneho výrazu. 
 2. Pre výraz: 
 a) ε zostrojíme konečný automat Mε = ({s, f}, {ε}, {(s, ε, f)}, s, {f}) 
 b) a, a ∈ Σ zostrojíme automat Ma = ({s, f}, {a}, {(s, a, f)}, s, {f}) 
 c) ∅ zostrojíme automat: M∅ = ({s, f}, ∅, ∅, s, {f}) 
 d) Nech N1 = (Q1, Σ1, δ1, q01, F1) je automat primajúci jazyk špecifikovaný výrazom r1 a nech 
N2 = (Q2, Σ2, δ2, q02, F2) je automat primajúci jazyk špecifikovaný výrazom r2. 
• pre výraz r1+r2 zostrojíme automat: 
M = ( 
Q1 ⋃ Q2 ⋃ {s, f} 
Σ1 ⋃ Σ2 ⋃ {ε}, 
δ1 ⋃ δ2 ⋃ {(s, ε, s1), (s, ε, s2), (f1, ε, f), (f2, ε, f), ∀f1 ∈ F1, ∀f2 ∈ F2}, 
s, 
{f}), kde Q1 ⋂ Q2 ⋂ {s, f} = ∅ 
• Pre výraz r1r2 zostrojíme automat: 
M = ( 
Q1 ⋃ Q2 
Σ1 ⋃ Σ2, 
δ1 ⋃ δ2 ⋃ {(f1, ε, s2), ∀f1 ∈ F1}, 
s1, 
F2), kde Q1 ⋂ Q2 = ∅ 
• Pre výraz r1∗ zostrojíme automat: 
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M = ( 
Q1 ⋃ {s, f}, 
Σ1 ⋃ {ε}, 
δ1 ⋃ {(s, ε, s1), (s, ε, f), (f1, ε, f), (f1, ε, s1), ∀f1 ∈ F1}, 
s, 
{f}), kde Q1 ⋂ {s, f} = ∅ 
Rozšírený zásobníkový automat prevedieme na deterministický zásobníkový automat pomocou 
algoritmu: 
Vstup: Rozšírený konečný automat M = (Q, Σ, δ, q0, F). 
Výstup: Deterministický konečný automat M′ = (Q′, Σ, δ′, q0′, F′), L(M) = L(M′). 
Metoda: 
1. Q′ = 2Q \ {∅} 
2. q0′ = ε-uzáver(q0). 
3. δ′: Q′ × Σ → Q′ ∪ {nedef} je vypočítaná takto: 
• Nech ∀T ∈ Q′, a ∈ Σ: δ′′(T, a) = ⋃q∈T δ(q, a). 
• Potom pre každé T ∈ Q′, a ∈ Σ: 
o pokiaľ δ′′(T, a) ≠ ∅, potom δ′(T, a) = ε-uzáver(δ(T, a)), 
o inak δ′(T, a) = nedef 
4. F′ = {S | S ∈ Q′ ∧ S ∩ F ≠ ∅}. 
Funkcia ε-uzáver(q) je definovaná nasledovne: 
ε-uzáver(q) = {p | ∃w ∈ Σ*: (q,w) ⊢* (p,w)} 
5.2 Syntaktická analýza 
Keďže zdrojový súbor, ktorý je potreba analyzovať mohol byť vytvorený podľa pravidiel najsilnejšej 
deterministicky spracovateľnej gramatiky – LR gramatiky, bol preto pre syntaktickú analýzu zvolený 
najkomplexnejší nástroj a to LR syntaktický analyzátor. Konštrukcia LR syntaktického analyzátora 
bola vysvetlená v [7] 
5.2.1 LR Syntaktický analyzátor 
LR syntaktický analyzátor je založený na princípe rozšíreného zásobníkového automatu M zo stavmi 
Q = {q0, q1, …, qk}, kde q0 je štartovacím stavom a pracuje s dvomi tabuľkami, tzv. „Action part“ a 
„Go-to part“. 
Go-to part tabuľka sa riadi podľa stavu zásobníkového automatu, ktorý ostane na vrchole 
zásobníku po použití redukčného pravidla a nonterminálu, ktorý má použité pravidlo na ľavej strane. 
Viac je to objasnené v nasledujúcom odstavci. Obsahom v tejto tabuľke je nový stav automatu, 
v ktorom sa má zásobníkový automat nachádzať po aplikovaní zmieneného pravidla. V tabuľke 
sa nachádzajú aj nedefinované miesta, ktoré však nemajú význam, pretože sa nemôže stať, že po 
aplikovaní pravidla by vyšla taká konfigurácia pre túto tabuľku, kde by bolo prázdne miesto. Taká 
chyba, by bola odhalená dávno predtým. 
Action part tabuľka sa riadi podľa aktuálneho stavu rozšíreného zásobníkového automatu a 
symbolu získaného od lexikálneho analyzátora na vstupe. Obsah v tejto tabuľke môže mať štyri 
významy a to: 
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 1  ulož vstupný symbol na zásobník a zmeň aktuálny stav zásobníkového automatu na qn. 
 2  redukuj vrchol zásobníka aplikovaním pravidla gramatiky a zmeň aktuálny stav 
zásobníkového automatu podľa Go-to part tabuľky, pričom použi stav, ktorý je na vrchole 
zásobníku po aplikovaní pravidla. 
 3  syntaktická analýza bola úspešná 
 4  chyba – neočakávaný symbol na vstupe. 
5.2.2 Algoritmus vytvorenia pravého rozkladu vstupného reťazca 
symbolov LR syntaktickým analyzátorom 
Tabuľky podľa ktorých analýza prebieha sú vytvorené podľa bezkontextovej LR gramatiky 
G = (N, Σ, P, S) (bude vysvetlené ďalej) a pre vstupný reťazec symbolov platí x = Σ*. Do rozšíreného 
zásobníkového automatu je vždy ukladaná dvojica (u, v), kde u ∈ (N ∪ Σ) a v ∈ Q. 
 1  Ulož na zásobník dvojicu ($, q0), kde $ ∈ Σ a vyjadruje ukončovací symbol. 
 2  Aktuálny stav automatu nastav na q0. 
 3  Prečítaj aktuálny symbol na vstupe. 
 4  Nasleduj podľa pokynov v „Action part“ tabuľke na priesečníku aktuálneho stavu automatu a 
prečítaného vstupného symbolu. 
 5  Opakuj od bodu 3, kým analýza neskončila chybou alebo úspechom. 
5.2.2.1 Algoritmus Simple LR 
Algoritmus pracuje s bezkontextovou LR gramatikou G = (N, Σ, P, S). V popise algoritmu sa 
vyskytuje pojem Item, ktorý znamená, že keď pre bezkontextovú gramatiku existuje pravidlo A → x, 
kde x = yz, potom A → y•z je Item. 
 1. Gramatika sa rozšíri o „štartovacie pravidlo“, tj. pravidlo, ktoré má na ľavej strane úplne 
nový nonterminál S' ∉ N, a na pravej štartovací nonterminál gramatiky S, potom 
G = (N ∪ S', Σ, P ∪ S' → S , S'). 
 2. Vypočíta sa Closure, pre konkrétny Item I nasledovne 
 2.1. Closure(I) = {I} 
 2.2. Pre každý Item v Closure(I) v tvare A → y•Bz zisti, či existuje pravidlo B → x, ak áno, 
pridaj B → •x do Closure(I) 
 2.3. Ak bolo v predchádzajúcom kroku niečo pridané, opakuj od bodu 2.2 
 3. Zisti množinu ΘG pre gramatiku G, čo je množina všetkých Xn takých, ktoré pre všetky 
pravidla gramatiky v zápise A → Y0Y1...Yn, sa dajú napísať ako Xn+1 = XnYn+1 pre n ≥ 0, 
Xn ∈ N ∪ Σ a X0=ε  
 4. Vypočítaj množiny Contents, ktoré sa určujú pre každý prvok množiny ΘG nasledovne: 
 4.1. Inicializuj Contents(ε) = Closure(S' → •S) a ostatné Contents(x) = ∅, kde x ∈ ΘG-{ε}. 
 4.2. Pre každý Item v Contents(b), kde b ∈ ΘG v tvare A → y•Bz, kde B ∈ N ∪ Σ zisti, či 
existuje bB ∈ ΘG, ak áno, pridaj Closure( A → y•Bz) do Contents(bB) 
 4.3. Ak bolo v predchádzajúcom kroku niečo pridané, opakuj od bodu 4.2 
 5. Riadky oboch tabuliek označ prvkami z množiny ΘG  
 6. Stĺpce „Action part“ tabuľky označ terminálmi gramatiky a stĺpce „Go-to part“ tabuľky označ 
nonterminálmi 
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 7. Pre každé I ∈ Contents(x), kde x ∈ ΘG  
 7.1. ak I = A → n•Bm, kde B ∈ N, potom ak existuje Contents(y), ktorý obsahuje Item 
A → nB•m pridaj do „Go-to part“ tabuľky na priesečník x a B hodnotu y. 
 7.2. ak I = A → n•Bm, kde B ∈ Σ, potom ak existuje Contents(y), ktorý obsahuje Item 
A → nB•m pridaj do „Action part“ tabuľky na priesečník x a B príkaz ulož vstupný 
symbol na zásobník a zmeň aktuálny stav zásobníkového automatu na y. 
 7.3. ak I = S' → S•, potom pridaj do „Action part“ tabuľky na priesečník x a $ ∈ Σ 
(ukončovací symbol), že analýza úspešne skončila. 
 7.4. ak I = A → y• (A ≠ S'), potom pre a ∈ Fallow(A), čo je množina všetkých terminálov, 
ktoré môžu nasledovať priamo za A vo vetnej forme gramatiky, pridaj do „Action part“ 
tabuľky na priesečník x a a príkaz „redukuj vrchol zásobníka aplikovaním pravidla 
A → y a zmeň aktuálny stav zásobníkového automatu podľa Go-to part tabuľky, 
pričom použi stav, ktorý je na vrchole zásobníku po aplikovaní pravidla“. 
5.3 Analýza pôvodného riešenia 
Pôvodné riešenie vytvorené počas bakalárskej práce bolo celé implementované vlastnými 
prostriedkami čo sa pre reálne použitie neukázalo plne postačujúce. Implementácia syntaktického 
analyzátora metódou Simple LR nie je schopná spracovať tak zložitú gramatiku ako je gramatika 
jazyka ANSI-C, ktorej časť sa v jazyku ISAC používa. Syntaktický analyzátor je preto použiteľný len 
pre syntaktickú analýzu popisovaného asembleru. Z týchto dôvodov je potrebné nahradiť práve 
syntaktický analyzátor v spojení s kompatibilným lexikálnym analyzátorom, čo vzhľadom na spôsob 




6 Návrh nového riešenia 
Pri novom riešení sa zameriam na použitie existujúcich nástrojov, aby som sa vyhol problémom, 
ktoré nastali pri pôvodnom riešení a mohol sa tak viac venovať zvýšeniu výkonu implementovaním 
paralelnej syntaktickej analýzy. 
Vzhľadom na to, že jednou z požiadaviek je zvýrazňovanie lexém a ďalším syntaktická 
analýza, potrebujem nástroje, ktoré budú tieto činnosti realizovať samostatne. Ďalšou požiadavkou je 
platformová nezávislosť, preto od nástrojov požadujem generovanie výstupu v jazyku Java. Neskôr 
pri riešení zvolím jednu z možnosti, či bude výstup kompilovať užívateľom definovaným 
kompilátorom alebo použijem platformovo nezávislú knižnicu na kompilovanie zdrojových súborov 
jazyka Java. 
Myšlienka paralelnej syntaktickej analýzy vznikla z dôvodu vedieť implementovať blokovú 
syntaktickú analýzu, aby sa pri každej zmene nemusel analyzovať celý zdrojový kód a využitia 
blokovej analýzy realizovanej na viacerých blokoch súčasne pre zvýšenie výkonu. 
6.1 Dostupné nástroje pre generovanie lexikálneho 
analyzátora 
Dostupné generátory lexikálnych analyzátorov, ktoré splňujú dané požiadavky sú JLex a JFlex, 
ktorých formát vstupného súboru je rovnaký. Presnejšie povedané formát vstupného súboru pre JFlex 
má oproti formátu vstupného súboru pre JLex rozšírenú syntax. To znamená, že formát zdrojového 
kódu pre JLex je kompatibilný s formátom zdrojového kódu pre JFlex, ale opačne to neplatí. 
Podrobnejšie sa budem zaoberať obomi nástrojmi v nasledujúcich kapitolách. 
6.1.1 Nástroj JLex 
JLex je nástroj pre generovanie lexikálneho analyzátora pre platformu Java, naprogramovaný v 
jazyku Java. Bol vyvinutý Elliotom Berkom na Princetonskej Univerzite a v súčasnej dobe ho 
spravuje C. Scott Ananian. JLex má otvorený kód, voľne dostupný na stránkach tohto projektu. Je 
vydávaný pod licenciou kompatibilnou s GPL a časti staticky generovaného zdrojového kódu sú tiež 
pod touto licenciou [8]. 
6.1.2 Nástroj JFlex 
JFlex je nástroj pre generovanie lexikálneho analyzátor pre platformu Java, naprogramovaný v jazyku 
Java rovnako ako JLex. Je schopný plne nahradiť nástroj JLex a rovnako ako jeho predchodca pre 
C/C++ flex nemá otvorený kód. Nástroj je vydávaný pod licenciou GPL a voľne dostupný na 
stránkach projektu. Na generovaný kód sa nevzťahuje GPL licencia, kód je vlastníkom autora [9]. 
JFlex je navrhnutý tak, aby spolupracoval s generátorom LALR syntaktického analyzátora 
CUP od Scotta Hudsona alebo aby podporoval variant Yaccu pre jazyk Java Byacc/J od Roberta 
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Jamisona. Taktiež sa dá použiť s generátorom LL(*) syntaktického analyzátora ANTLR alebo ako 
samostatný nástroj, čo budem z časti využívať aj ja na zvýrazňovanie lexém zdrojového kódu. 
Výhody nástroja JFlex oproti nástroju JLex: 
 kompatibilita s nástrojom JLex 
 podpora znakovej sady Unicode 2.0 
 rýchlejšie generovanie lexikálneho analyzátora 
 rýchlejší vygenerovaný lexikálny analyzátor 
 podrobnejšia dokumentácia syntaxe 
6.1.3 Formát vstupného súboru pre nástroj JLex 
Popísaný formát vstupu je použiteľný aj pre nástroj JFlex, ktorého niektoré špecifická časť syntaxe 
bude popísaná v nasledujúcej kapitole. Vstupný súbor je tvorený tromi sekciami, ktoré sú oddelené 






pravidlá pre rozpoznanie lexém 
 
Sekcia užívateľský kód obsahuje kód, ktorý sa bez zmeny kopíruje do generovaného kódu pred 
definíciu triedy, takže sa tu môže napríklad nachádzať definícia balíčka, importy tried a privátne 
pomocné triedy. 
Sekcia direktívy JLexu obsahuje príkazy pre vygenerovanie výsledného súboru. Okrem nich sa 
tu môžu nachádzať deklarácie členských premenných, metód a vnútorných tried generovaného kódu 
(časti uzavreté medzi %{ a %}), definícia inicializačného (%init{ a %init}) a ukončovacieho (%eof{ 
a %eof}) užívateľského kódu a definícia direktív. Niektoré často používané direktívy sú: 
 %state – nový stav pre lexikálny analyzátor. Podľa stavu sa berú v úvahu príslušné pravidlá v 
sekcii pravidiel pre rozpoznávanie lexém. Úvodný, prednastavený stav je YYINITIAL 
 %class – meno triedy lexikálneho analyzátora. Prednastavené je Yylex. 
 %function – meno metódy, ktorá vracia lexémy. Prednastavené je yylex. 
 %type – zmena návratového typu metódy, ktorá vracia lexémy. Prednastavené je Yytoken 
 %ignorecase – generuje lexikálny analyzátor, ktorý nie je závislí na veľkosti písmen 
Okrem deklarácie prvkov generovanej triedy a direktív sa v sekcii direktívy JLexu môže 
vyskytovať definícia makier. Nesmie sa však jednať o rekurzívne vnorené výrazy. Definícia makra je 
príkaz na samostatnom riadku v tvare: 
 
názov = regulárny_výraz 
 
Kde názov je označenie uvedeného makra, ktoré môže byť v ďalších výrazoch použité v tvare 
{názov}. 
Sekcia pravidlá pre rozpoznanie lexém obsahuje vlastnú definíciu lexikálnej štruktúry jazyka a 
činnosti analyzátora formou prekladových pravidiel. Každé pravidlo je zapísané na samostatnom 





Stavy určujú v akom stave sa musí lexikálny analyzátor nachádzať, aby mohol rozpoznať 
lexému podľa regulárneho_výrazu pričom vykoná príslušnú akciu. Akcia je zdrojový kód 
napísaný v jazyku Java. Pokiaľ stav nie je určený, uvažuje sa inicializačný stav YYINITIAL. 
Podrobný popis formátu vstupného súboru je popísaný v [8]. 
6.1.4 Formát vstupného súboru nástroja JFlex 
Formát vstupu pre nástroj JFlex je oproti formátu vstupu pre JLex obohatený pre jednotlivé sekcie 
nasledovne. 
Pre sekciu direktívy JLexu pridáva tieto často používané direktívy: 
 %ctorarg – pridáva špecifikovaný atribút konštruktoru vygenerovanej triedy 
 %buffer – určuje prvotnú veľkosť bufferu. Predefinovaná je 16384 
 %include – na dané miesto vloží obsah špecifikovaného dokumentu. Táto direktíva je zatiaľ 
experimentálna a môže dochádzať k neurčitým chybám v prípade chyby vo vkladanom 
súbore 
V sekcii pravidiel pre rozpoznávanie lexém pridáva novú zjednodušenú možnosť určenia stavu 
pre množinu pravidiel. Zápis potom vypadá nasledovne. 
 
<stavy> { 
 regulárny_výraz1 akcia1 
 … 
 regulárny_výrazN akciaN 
} 
 
Čo znamená, že pre pravidlá s regulárnymi výrazmi 1 až N platia rovnaké stavy. 
Podrobný popis formátu vstupného súboru pre nástroj JFlex je popísaný v [9]. 
6.2 Porovnanie výkonnosti nástrojov JLex a JFlex 
Vzhľadom na to, že sa zameriavam na rýchlosť výslednej analýzy, potrebujem z dostupných 
nástrojov vybrať ten, ktorý spracuje vstupný súbor v kratšom čase. Aby boli testy relevantné použil 
som pre oba nástroje rovnaký vstupný súbor pre popis lexikálnej štruktúry jazyka. Pre testovacie 
účely som volil gramatiku jazyka C/C++ kvôli rozmanitosti lexém v tejto gramatike a kvôli veľkému 
množstvu dostupných rôznorodých reálnych príkladov. 
6.2.1 Popis testovania 
Pre účely testovania som našiel a upravil popis lexikálnych symbolov jazyka C/C++. Úprava 
spočívala v dodefinovaní pravidiel pre jednoriadkový a viacriadkový komentár, ktoré v gramatike 
chýbali. Následne som vygeneroval lexikálny analyzátor použitím nástrojov JLex a JFlex. Ďalej som 
pokračoval vo vytvorení testovacej triedy, ktorá každý vstupný parameter považuje za meno súboru, z 
ktorého číta lexémy použitím vygenerovaného lexikálneho analyzátora. 
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Testy som realizoval na náhodne získaných dátach, voľne dostupných zdrojových kódoch 
jazyka C/C++. Aby som získal dáta na ktorých sa dá demonštrovať výkonnosť, získané testovacie 
dáta som upravil nasledovne: 
1. Utriedil som súbory podľa veľkosti od najmenšieho po najväčší 
2. potom som pre každý súbor vytvoril jeho kópiu do ktorej som okrem obsahu aktuálneho 
súboru skopíroval obsah všetkých menších súborov. 
3. súbor som pomenoval test_N.cpp, kde N značí poradie v akom som súbor spracovával. 
Na takto pripravených dátach som otestoval lexikálny analyzátor vygenerovaný obomi 
nástrojmi. Optimalizované použitie lexikálneho analyzátora vygenerovaného nástrojom JFlex 
(analyzátor generovaný nástrojom JLex neponúka takúto možnosť) spočíva v tom, že sa znovu 
používa rovnaká inštancia analyzátora, nevytvára sa zakaždým nová. Testovanie prebiehalo vzdialene 
na školskom servery eva.fit.vutbr.cz: 
Operačný systém: FreeBSD 7.1-PRERELEASE 
Limit pre užívateľa: Resource limits (current): 
cputime 600 secs 
filesize 200000 kB 
datasize 192000 kB 
stacksize 65536 kB 
coredumpsize 5000 kB 
memoryuse infinity kB 
memorylocked infinity kB 
maxprocesses 60 
openfiles 128 
sbsize infinity bytes 
vmemoryuse infinity kB 
Verzia Java kompilátora: 1.6.0_03-p4 
Verzia JVM: 1.6.0_03-p4 
parameter pri preklade: žiadne 
parameter pri spustení:  žiadne 
testovaná verzia nástroja JLex: 1.2.6 
dostupná na: www.cs.princeton.edu/~appel/modern/java/JLex/ 
parametre pri spustení: žiadne 
testovaná verzia nástroja JFlex: 1.4.2 
dostupná na: www.jflex.de 
parametre pri spustení: žiadne 
Tabuľka 1: Popis platformy na ktorej sa testovala výkonnosť vygenerovaných lexikálnych 
analyzátorov 
Všetky zdrojové kódy použitých prostriedkov (okrem testovacích dát z dôvodu ich rozsiahlosti) 
sú v prílohe tejto práce. 
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6.2.2 Výsledok testovania 
Získané výsledky, sú znázornené na grafe 1. Graf znázorňuje dobu spracovávania súboru v závislosti 
na jeho veľkosti. Na porovnanie výsledkov môžem zaviesť pomer veľkosti súboru a času 
spracovávania, ktorá bude vyjadrovať počet kB spracovaných za jednu h. Pri porovnaní budem brať v 
úvahu súbor veľkosti 100 kB (malý súbor) a súbor veľkosti 500 kB (veľký súbor). Lexikálny 
analyzátor vygenerovaný nástrojom JLex sa pri zvyšujúcej veľkosti súboru zrýchlil menej 
v porovnaní s lexikálnym analyzátorom vygenerovaným nástrojom JFlex. Vyjadruje to rozdiel 
pomeru veľkosti súboru a času spracovania malého a veľkého súboru, ktorý pre lexikálny analyzátor 
vygenerovaný nástrojom JLex je 1,049 (zlepšenie približne o 1 ms na kB súboru), a pre lexikálny 
analyzátor vygenerovaný nástrojom JFlex je tento rozdiel 15,625 (zlepšenie približne o 15,5 ms na kB 
súboru). Graf 1 znázorňuje aj optimalizované použitie lexikálneho analyzátora generovaného 
nástrojom JFlex pri ktorom je vidieť rozdiel oproti jeho neoptimalizovanému použitie. Tento rozdiel 
je spôsobený pravdepodobne inicializáciou programu, ktorá pri optimalizovanom použití prebehne 
práve raz. 
Z výsledkov môžem odvodiť záver, že nástroj JFlex generuje výkonnejší lexikálny analyzátor, 
ktorého použitie sa dá ešte optimalizovať, čím sa získa výrazne rýchlejší analyzátor ako analyzátor 
generovaný nástrojom JLex. 
 
Graf 1: Výsledok porovnania vygenerovaných lexikálnych analyzátorov 
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6.3 Výber nástroja pre generovanie syntaktického 
analyzátora 
Pri výbere nástroja na generovanie syntaktického analyzátora nebola prvoradým kritériom výkonnosť, 
ale kompatibilita so zvoleným nástrojom na generovanie lexikálneho analyzátora. Kompatibilita sa 
prejavuje na úrovni spolupráce generovaného lexikálneho a syntaktického analyzátora. 
Doporučované nástroje určené na generovanie syntaktického analyzátora spolupracujúceho 




Nástroj BYacc/J síce generuje zdrojový kód syntaktického analyzátora v jazyku Java, čím je 
splnená požadovaná platformová nezávislosť riešenia, ale sám o sebe tento nástroj nie je platformovo 
nezávislý a kvôli neskorším plánom na projekte Lissom s ním ďalej neuvažujem. 
Z kompatibilných nástrojov teda zostali nástroje CUP a ANTLR. Na základe toho, že nástroj 
JFlex je primárne navrhnutý pre použitie v spolupráci s nástrojom CUP a nástroj ANTLR je len 
možnou alternatívou bolo rozhodnuté o použití nástroja CUP. Základné vlastnosti zvoleného nástroja 
sú popísané v nasledujúcej kapitole. 
6.3.1 Nástroj CUP 
Nástroj CUP (Constructor of Useful Parsers) je určený na generovanie LALR syntaktického 
analyzátora, ktorý robí rozklad vety jazyka generovaného užívateľom definovanou gramatikou. 
Nástroj je implementovaný v jazyku Java, ktorý vytvára syntaktický analyzátor tiež implementovaný 
v tomto jazyku. Je nevrhnutý tak, aby bol relatívne jednoduchý a vyžadoval len základnú znalosť 
LR syntaktickej analýzy [10]. 
6.3.2 Formát vstupného súboru pre nástroja CUP 
Formát vstupného súboru je rozdelený na nasledujúce časti, ktorých poradie musí byť zachované tak, 
ako je prezentované v zozname: 
• Špecifikácie balíčka a importovaných tried, 
• Užívateľský kód a komponenty, 
• Zoznam terminálov a nonterminálov gramatiky, 
• Určenie priority operátorov 
• Definícia pravidiel gramatiky 
Voliteľná sekcia Špecifikácie balíčka a importovaných tried obsahuje definíciu balíčka 
v ktorom sa generovaná trieda nachádza a zoznam importovaných tried, ktorá sa ďalej budú využívať. 
Formát je daný jazykom Java pre definíciu balíčka a importov v programe tohto jazyka. 
Časť Užívateľský kód a komponenty slúži na definíciu metód, ktoré sa môžu ďalej využiť pri 
syntaktickej analýze. Táto sekcia nie je povinná a preto popis tejto časti nie je pre ďalší výklad 
podstatný, preto sú podrobnejšie informácie uvedené v [10]. 
Povinná sekcia Zoznam terminálov a nonterminálov gramatiky obsahuje zoznam všetkých 
terminálov a nonterminálov gramatiky uvedených vo formáte: 
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terminal [classname] name1, name2, ...; 
alebo 
non terminal [classname] name1, name2, ...; 
Kľúčové slovo terminal (resp. non terminal) značí množinu terminálov (resp. nonterminálov) 
gramatiky a classname vyjadruje typ terminálov uvedených za touto deklaráciou, čo nie je povinné 
uvádzať. Počet deklarácií terminal a non terminal je neobmedzený, každé meno terminálu, či 
nonterminálu musí byť unikátne a nemôže to byť kľúčové slovo vstupného formátu súboru nástroja 
CUP (code, action, parser, terminal, non, nonterminal, init, scan, with, start, 
precedence, left, right, nonassoc, import a package). 
Štvrtá, nepovinná sekcia Určenie priority operátorov slúži na definíciu asociativity terminálov 
gramatiky. Zapisuje sa v tvare: 
precedence [left|right|nonassoc] terminal[, terminal...]; 
Kľúčové slová left (resp. right) určujú ľavú (resp. pravú) asociativitu operátorov. Pokiaľ nie je 
poradie spracovania operátorov definovaná, môže sa použiť kľúčové slovo nonassoc. 
Posledná, povinná sekcia Definícia pravidiel gramatiky je určená na definíciu prepisovacích 
pravidiel gramatiky. Prepisovacie pravidlá sa zapisujú v tvare: 
nonterminal ::= pravá_strana {: sémantická akcia :} 
 [ | pravá_strana {: sémantická akcia :} ] 
; 
Pravidlo gramatiky G = (N, Σ, P, S) p: A → i, p ∈ P, A ∈ N, i ∈ (N ⋃ Σ)* sa zapíše v tvare 
A ::= i {: sémantická akcia :}, pričom sémantická akcia je zápis v jazyku Java toho, 
čo sa ma pri použití pravidla počas rozklad vety jazyka vykonať. pravá_strana pravidla môže 
obsahovať aj kľúčové slovo error, určené k zotavenia počas syntaktickej analýzy. 
 
6.4 Syntaktická analýza po blokoch 
Pre analýz reťazcov jazyka L(G) generovaného gramatikou G = (N, Σ, P, S) po blokoch najskôr 
potrebujeme definovať gramatiku G' = (N', Σ, P', S'), ktorá generuje jazyk L(G') tvorený reťazcami, 
ktoré sú podreťazcom niektorého z reťazcov jazyka L(G). Jazyk L(G') je preto definovaný 
nasledovne: 
L(G') = { bi | w = b1b2...bn, w ∈ L(G), ∀bi 1 ≤ i ≤ n: A ⇒* bi, A ∈ N } 
Reťazce bi ďalej nazývame bloky.  
Pri syntaktickej analýze po blokoch sa vstupný reťazec rozdelí na bloky a tieto bloky sú potom 
postupne analyzované samostatne. Aby bolo možné bloky rozpoznať je potreba vedieť jednoznačne 
určiť začiatky alebo konce blokov. Začiatky blokov sa pre gramatiku G určia ako: 
a ∈ Σ+ | A ⇒*aα, B ⇒*β ⇒*γ, A, B ∈ N, α ∈ Σ*, β ∈ (N\{A} ⋃ Σ)*, γ ∈ (Σ\{ai | a = a1a2...an, 1 ≤ i ≤ n, 
ai ∈ Σ})* 
Konce blokov sa dajú určiť obdobným spôsobom. Nemôžu sa však používať začiatky a konce blokov 
súčasne. 
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6.5 Paralelná syntaktická analýza 
Paralelná syntaktická analýza neuvažuje s vykonávaním sémantickej analýzy, čo je aj môj prípad, 
preto si ju môžem dovoliť použiť. Súčasná implementácia prekladačov je taká, že si syntaktický 
analyzátor vyžiada ďalšiu lexému od lexikálneho analyzátora. Takýto spôsob implementácie potom 
spôsobuje, že syntaktická analýza je úzkym hrdlom prekladača. Keď syntaktickú analýzu 
paralelizujeme, minimalizuje sa doba trvania syntaktickej analýzy a teda celého prekladu. Využitím 
blokovej syntaktickej analýzy sa bude po rozpoznaní lexém realizovať syntaktická analýza nad 
jednotlivými blokmi súčasne. Klasický model prekladača, keď syntaktický analyzátor požaduje ďalšie 
lexémi od lexikálneho analyzátora (prezentovaný v [7]) sa zmení pridaním mediátora, ktorý lexikálny 
analyzátor nechá načítať lexémy dopredu a v prípade, že syntaktický analyzátor bude výrazne 
pomalší, spustí sa paralelne k nemu nad ďalším blokom syntaktická analýza tohto bloku (obrázok 3). 
Pre implementáciu sme uvažovali tri spôsoby implementácie, z ktorých prezentovaná na obrázku 3 sa 
javí ako najvhodnejšia kvôli nízkej priestorovej a časovej zložitosti. 
Prvé možné riešenie spočíva v tom, že pre každý blok sa vytvorí nový lexikálny a syntaktický 
analyzátor, pričom sa vstupný súbor musí predspracovať zvlášť, aby sa rozdelil na bloky. 
Druhé možné riešenie sa snaží o zdieľanie lexikálneho analyzátora, takže by si syntaktický 
analyzátor musel sám pamätať, kde v bloku sa nachádza a pri volaní lexikálneho analyzátora túto 
hodnotu predať. Toto riešenie tiež vyžaduje predspracovanie vstupného súboru aby sme súbor 
rozdelili na bloky a načítať súbor do pamäte počítača aby sa mohlo efektívne pristupovať ku 



















Obrázok 3: Schéma princípu fungovania paralelného syntaktického analyzátora 




Implementácia bola zameraná na gramatiku jazyka ISAC a preto je potreba túto gramatiku podrobiť 
analýze, aby sa zistilo či reťazce jazyka ISAC obsahujú jednoznačne rozpoznateľné podreťazce, ktoré 
by sa dali samostatne popísať gramatikou a teda aj pri syntaktickej analýze jazyka samostatne 
analyzovať. Tieto podreťazce sú ďalej nazývané bloky, pretože budeme hovoriť o syntaktickej 
analýze po blokoch popísanej v kapitole 6.4. Popis analýzy gramatiky jazyka ISAC a vyvodenie 
novej gramatiky ktorá poslúži na syntaktickú analýzu po blokoch je v nasledujúcej kapitole.  
Ďalej nasleduje popis konštrukcie syntaktického analyzátora, ktorý vstupný reťazec analyzuje 
po blokoch na čo využíva gramatiku odvodenú z pôvodnej gramatiky jazyka ISAC. Ešte sa musia 
definovať pravidlá, ktoré musia platiť a explicitne ich kontrolovať, aby analyzátor prijímal len 
reťazce jazyka ISAC a nie reťazce z odvodenej gramatiky. 
Po definovaní gramatiky, ktorá generuje jazyk a popise syntaktického analyzátora, ktorý 
analyzuje vstupný reťazec po blokoch je možné realizovať paralelnú syntaktickú analýzu. Popis 
riešenia paralelnej syntaktickej analýzy je v kapitole 7.3. 
7.1 Analýza gramatiky jazyka ISAC 
Analýza gramatiky jazyka ISAC je zameraná na nájdenie takých terminálnych symbolov tejto 
gramatiky, pri ktorých budeme schopný jednoznačne určiť začiatok alebo koniec podreťazca, ktorý 
nazveme blok. Blok je potom určený na to, aby sa analyzoval samostatne a preto sa bloky nemôžu 
prekrývať, ani vnárať. Bloky nemusia byť vetou jazyka generovaného gramatikou ISAC, pretože z 
pôvodnej gramatiky sa následne odvodí taká gramatika, ktorá bude generovať jazyk, ktorý tieto vety 
bude zahŕňať. 
Celá gramatika jazyka ISAC G = (N, Σ, P, S) je rozsiahla a preto ju tu neuvádzam celú. Časť 
gramatiky jazyka ISAC G' = (N', Σ', P', S), N' ⊆ N, Σ' ⊆ Σ, P' ⊆ P, ktorá bola pre analýzu potrebná je 
nasledujúca: 
N' = {start, unit, start_section, resource_unit, operation_unit, include_section, include, map_section, 
text, resource_list, group_id_list, operation_body, operation_in_section} 
Σ' = {C_INCLUDE, MAP, RESOURCE, OPERATION, GROUP, =, {, }, ;} 
P' = { 
 1: start → unit, 
 2: unit → start_section resource_unit, 
 3: unit → resource_unit, 
 4: start_section → include_section, 
 5: start_section → map_section, 
 6: start_section → include_section map_section, 
 7: include_section → include, 
 8: include_section → include_section include, 
 9: include → C_INCLUDE text, 
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 10: map_section → MAP text ;, 
 11: resource_unit → RESOURCE { resource_list } operation_unit, 
 12: resource_unit → operation_unit, 
 13: operation_unit → operation_unit group, 
 14: operation_unit → operation_unit operation, 
 15: operation_unit → ∑, 
 16: group → GROUP id = group_id_list ;, 
 17: operation → OPERATION operation_id { operation_body }, 
 18: operation → OPERATION operation_id operation_in_section { operation_body } 
}, 
S = start. 
Pre čsať gramatiky jazyka ISAC G'' = (N, Σ, P'', S), P'' ⊆ P, ktorá tu nie je uvedená platí: 
N'' = N / {start, unit, start_section, resource_unit, operation_unit, include_section, include, 
map_section}, 
Σ'' = Σ / {C_INCLUDE, MAP, RESOURCE, OPERATION, GROUP}, 
P'' = { α → β ∈ P | α  ∈ N'', β ∈ Σ''(N'' ∪ Σ)* ∪ N''(N'' ∪ Σ)* ∪ {∑} }. 
Celá gramatika jazyka ISAC je na priloženom CD vo formáte vstupného súboru pre nástroj YACC. 
Pri analýze sa snažíme nájsť všetky nonterminály A ∈ N, pre ktoré platí, že pre všetky 
derivácie z A platí A ⇒* ay, y ∈ (N ⋃ Σ)*, a ∈ Σ a zároveň pre všetky B ∈ N \ {A}, neexistuje 
derivácia B ⇒* α ⇒* az, α ∈ (N\{A} ⋃ Σ)*, z ∈ (N ⋃ Σ)* , potom A pridáme do množiny NBLOK 
s ktorou budeme pracovať neskôr. 
Z danej gramatiky G = (N, Σ, P, S) musíme ďalej odvodiť gramatiku GB = (NB, ΣB, PB, SB), 
ktorá dokáže prijať bloky, ktoré sú generované z reťazcov w, kde w ∈ NBLOK. Nová gramatika je 
potom definovaná nasledovne: 
NB = N ⋃ {SB} 
ΣB, =Σ 
PB = P ⋃ {SB → A, SB → U | A ∈ NB, S ⇒* UA ⇒* uA, U ∈ N\NBLOK, u ∈ (N\NBLOK ⋃ Σ)*}. 
Vytvorenie takej gramatiky, ktorá generuje jazyk, ktorý neobsahuje všetky reťazce jazyka 
generovaného z pôvodnej gramatiky je zámerné. Ak by to bolo možné, porušilo by sa tým pravidlo, 
že sa bloky nemôžu do seba vnárať a preto medzi pravidlami chýba pravidlo, ktoré by to dovoľovalo, 
teda SB → S. Spôsob, akým budú prijímané reťazce jazyka ISAC pri syntaktickej analýze je popísaný 
v nasledujúcej kapitole. 
Pre gramatiku jazyka ISAC NBLOK = {include, map_section, resource_unit, operation, group}. 







Pravidlá pridané gramatike GB 
include C_INCLUDE SB → include 
map_section MAP SB → map_section 
resource_unit RESOURCE SB → resource_unit 
operation OPERATION SB → operation 
Group GROUP SB → group 
Tabuľka 2: Výsledok analýzy pre gramatiku jazyka ISAC 
Potom gramatika pre blokovú analýzu jazyka ISAC GB = (NB, ΣB, PB, SB) odvodená z pôvodnej 
gramatiky G = (N, Σ, P, S) je: 
NB = N ⋃ {SB} 
ΣB = Σ 
PB = P ⋃ {SB → include, SB → map_section, SB → resource_unit, SB → operation, SB → group} 
7.2 Konštrukcia syntaktického analyzátora 
Konštrukcia syntaktického analyzátora, ktorý analyzuje vstupný reťazec po blokoch vyžaduje 
rozpoznanie začiatku bloku už počas lexikálnej analýzy. Po rozpoznaní začiatku bloku sa na jeho 
analýzu využije syntaktický analyzátor generovaný nástrojom CUP, ktorý analyzuje daný blok až do 
začiatku ďalšieho bloku. Syntaktický analyzátor generovaný nástrojom CUP prijíma reťazce jazyka 
generovaného gramatikou, ktorá bola odvodená z pôvodnej gramatiky jazyka ISAC a je popísaná 
v predchádzajúcej kapitole. 
Na to, aby sa dalo rozhodnúť či vstupný reťazec je reťazcom jazyka ISAC musí byť každý blok 
prijatý a syntaktický analyzátor musí implementovať explicitnú kontrolu pravidiel uvedených 
v tabuľke 3. 
 
Podmienky Prepisovacie pravidlá 
reťazec generovaný z reťazca include sa nemusí vyskytnúť 1, 3 
reťazec generovaný z reťazca map_section sa nemusí vyskytnúť 1, 3 
reťazec generovaný z reťazca resource_unit sa nemusí vyskytnúť 12 
reťazec generovaný z reťazca group sa nemusí vyskytnúť 15 
reťazec generovaný z reťazca operation sa nemusí vyskytnúť 15 
Pre symboly reťazca α každej derivácie start ⇒* α, α ∈ (N ⋃ Σ)* 
v gramatike jazyka ISAC platí relácia usporiadania: 
include < map_section 
map_section < resource_unit 
resource_unit < group 
resource_unit < operation 
 
 
1, 2, 6, 7, 8 
1, 2, 5, 6 
11, 12, 13 
11, 12, 14 
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a táto relácia usporiadania platí aj pre reťazce generované z reťazcov 
include, map_section, resource_unit, operation, group 
Tabuľka 3: Podmienky, ktoré musí syntaktický analyzátor explicitne kontrolovať 
Popis stĺpcov tabuľky 3: 
• Podmienka – popis podmienky, ktorá musí byť splnená 
• Prepisovacie pravidlá – zoznam prepisovacích pravidiel gramatiky jazyka ISAC z ktorých 
je podmienka odvodená 
 
Keďže začiatky reťazcov generovaných z reťazcov include, map_section, resource_unit, 
operation, group sú jednoznačne rozpoznateľné podľa prvého symbolu (pokiaľ generovaný reťazec 
nie je prázdnym reťazcom), potom úloha implementácie pravidiel podľa tabuľky 3 sa dá redukovať na 
problém kontroly správneho usporiadania symbolov vo vstupnom reťazci. Symboly, ktorých 
usporiadanie je potreba kontrolovať udávajú začiatky blokov a sú uvedené v tabuľke 2. 
7.3 Paralelná syntaktická analýza 
Paralelná syntaktický analyzátor sa od syntaktického analyzátora popísaného v predchádzajúcej 
kapitole líši len tým, že rozpoznané bloky spracováva súčasne. Tiež musí explicitne kontrolovať 
podmienky uvedené v tabuľke 3 a na analýzu blokov využíva syntaktický analyzátor generovaný 
nástrojom CUP. 
Pri implementácií sa ponúkajú dve možnosti tohto, ako môže paralelný syntaktický analyzátor 
pracovať. Prvá možnosť spočíva v tom, že sa najskôr rozpoznajú bloku vo vstupnom reťazci 
a následne sa bloky nechajú spracovať paralelne generovaným syntaktickým analyzátorom čo je 
podrobne popísané v kapitole 7.3.1. Druhé riešenie pri načítaní vstupného reťazca spustí analýzu 
bloku vždy pri rozpoznaní jeho začiatku a pokračuje v načítaní a analýze ďalších prípadných blokov. 
Toto riešenie je podrobne popísané v kapitole 7.3.2. 
Gramatika G' podľa ktorej sa analyzuje blok bola z praktických dôvodov dodatočne upravená 
nasledovne: 
Označme GB gramatiku odvodenú z gramatiky jazyka ISAC (popísaná v kapitole 7.1) tak, aby 
generovala jazyk LB, ktorého reťazce sú blokmi jazyka ISAC. Potom gramatika G' použitá 
pri implementácií generuje jazyk L(G') = {w | w = b1b2…bn, bi ∈ LB, 1 ≤ i ≤ n}. 
Ďalej v texte sa hovorí o paralelnej syntaktickej analýze s veľkosťou bloku n terminálov, čo 
znamená, že sa jedná o reťazce jazyka Ln = {w | w = b1…bmbm+1,  ∧ , 
bi ∈ LB, 1 ≤ i ≤ m+1, w ∈ L(G')}. Preto veľkosť bloku neznačí skutočnú, ale minimálnu veľkosť, ktorú 
majú všetky bloky okrem posledného. 
7.3.1 Paralelná syntaktická analýza s rozpoznaním blokov na 
začiatku 
Bloky sa na začiatku dajú rozpoznať jedine tak, že sa vstupný reťazec prevedie na prúd terminálov 
lexikálnym analyzátorom, pričom sa poznačia terminály určujúce začiatok blokov. Bola zvažovaná aj 
možnosť, že by sa vstupný reťazec prehľadal na výskyt určitých terminálov niektorým rýchlim 
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algoritmom, ktoré sú popísané v [11], ale to by sa vyhľadali požadované terminály aj v komentároch 
a reťazcoch, čo je v tomto prípade nežiaduce. 
Po rozpoznaní blokov vo vstupnom reťazci sa pre každý blok spustí syntaktický analyzátor pre 
analýzu bloku samostatne. Predtým však, než k tomu dôjde, overujú sa podmienky popísané 
v tabuľke 3, aby sa syntaktická analýza nespúšťala, keď nie je potrebná. Obrázok 4 znázorňuje 
diagram tried tohto riešenia a obrázok 5 sekvenčný diagram, aby bol ilustrovaný postup pri 
syntaktickej analýze. 
 




Obrázok 5: Sekvenčný diagram paralelnej syntaktickej analýzy s rozpoznaním blokov 
na začiatku 
Inštancia triedy ParalleParser predstavuje paralelný syntaktický analyzátor, ktorý pri 
syntaktickej analýze najskôr vykoná lexikálnu analýzu (pri vytvorení inštancie triedy Mediator, 
ktorá terminály načíta pomocou lexikálneho analyzátora generovaného nástrojom JFlex – trieda 
Scanner), potom overí, pravidlá z tabuľky 3 (volaním metódy checkBlockOrdering()) 
a nakoniec pre každý rozpoznaný blok spustí syntaktický analyzátor generovaný nástrojom CUP 
v novom vlákne (vlákno predstavuje inštancia triedy ParserThred a inštancia triedy Parser 
predstavuje syntaktický analyzátor generovaný nástrojom CUP). Lexikálny analyzátor ktorý vracia 
terminály daného bloku je trieda BlockScanner, ktorá pozná len index začiatku a konca bloku 
a preto terminály žiada podľa pozície od inštancie triedy Mediator. Nakoniec sa čaká na ukončenie 
práce syntaktických analyzátorov, spustených vo vláknach a podľa výsledkov syntaktických 
analyzátorov sa vyhodnocuje či bol daný reťazec prijatý alebo nie (pasívne čakanie a vyhodnotenie 
podľa ich stavu po skončení je implementované v metóde waitingForParsers()). 
Výhody: 
• Veľkosť bloku sa dá zvoliť na základe načítaných terminálov – terminály sú v čase 
rozdeľovania reťazca na bloky už známe, preto sa dá zvoliť veľkosť bloku na základe napr. 
33 
počtu terminálov alebo veľkosti blokov alebo ďalších informácií, ktoré sa pri načítaní blokov 
dajú získať. 
• Už počas lexikálnej analýzy sa môže zistiť nesplnenie podmienok popísaných v tabuľke 3 – 
z tohto dôvodu nemusí dôjsť k syntaktickej analýze vôbec, čo by proces celej analýzy značne 
urýchlilo. 
Nevýhody: 
• Vyššia pamäťová náročnosť – terminály sa načítavajú do jednej kolekcie, čo môže znamenať 
veľkú požiadavku na súvislý blok pamäte (V prípade použitia java.util.ArrayList) 
alebo viac pamäte a pomalší náhodný prístup do kolekcie (v prípade použitia 
java.util.LinkedList). 
Možnosti optimalizácie: 
• Prispôsobiť veľkosť bloku k načítaným terminálom 
• Bloky pri načítaní rozdeľovať do viacerých kolekcií, aby nevznikala jedna veľká – tým sa 
však znemožní realizácia prvej možnosti.  
7.3.2 Paralelná syntaktická analýza s priebežnou analýzou blokov 
Paralelná syntaktická analýza s rozpoznaním blokov na začiatku, ktorá bola popísaná 
v predchádzajúcej kapitole vyžaduje prvotné spracovanie vstupného reťazca lexikálnym 
analyzátorom a až potom sa realizuje paralelne syntaktická analýza rozpoznaných blokov. Prístup 
popísaný v tejto kapitole je založený na myšlienke spracovávať bloky hneď po ich načítaní. 
To sa dá dosiahnuť tak, že pri načítaní vstupného reťazca lexikálnym analyzátorom, hneď 
po rozpoznaní bloku sa spustí paralelne syntaktický analyzátor pre rozpoznaný blok a lexikálna 
analýza bude pokračovať (toto je zmena oproti syntaktickej analýze po blokoch popísanej v kapitole 
7.2). Po rozpoznaní ďalšieho bloku sa paralelne spustí ďalší syntaktický analyzátor a tak syntaktická 
analýza blokov prebiehala súčasne s posunutým začiatkom spustenia syntaktických analyzátorov. 
Keď lexikálny analyzátor skončí, všetky bloky sú už spracovávané paralelne (niektoré už aj 
spracované) a je známe poradie blokov vo vstupnom reťazci, preto sa dajú overovať podmienky 
popísané v tabuľke 3. 




Obrázok 6: Diagram tried paralelného syntaktického analyzátora s priebežnou analýzou 
blokov 
 
Obrázok 7: Sekvenčný diagram paralelnej syntaktickej analýzy s priebežnou analýzou blokov 
Význam tried je rovnaký ako u riešenia v predchádzajúcej kapitole, tj. trieda ParalleParser 
predstavuje paralelný syntaktický analyzátor, trieda Mediator načíta terminály pomocou lexikálneho 
analyzátora generovaného nástrojom JFlex (trieda Scanner), ParserThred predstavuje vlákno na 
spracovanie bloky, trieda Parser je syntaktický analyzátor generovaný nástrojom CUP a lexikálny 
analyzátor ktorý vracia terminály daného bloku je trieda BlockScanner. Vzájomné volania 
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jednotlivých inštancií sa však líši. Na začiatku sa volá metóda readInput(), ktorá nemá za úlohu 
len spracovanie vstupného reťazca lexikálnym analyzátorom, ale tiež pri jeho spracovaní informuje 
o ukončení bloku inštanciu triedy MediatorObserver, ktorej je v metóde inform() predaný 
aktuálne prečítaný blok. V tejto metóde sa následne spustí syntaktický analyzátor na analýzu bloku. 
Blok je predávaný celý, nie len index jeho začiatku a konca, pretože teraz nie je potrebné pamätať si 
celý načítaný vstup v jednej kolekcii. 
Výhody: 
• Lexikálna a syntaktická analýza prebiehajú súčasne – kým lexikálny analyzátor spracováva 
ďalší blok, ten predchádzajúci je už analyzovaný syntaktickým analyzátorom 
Nevýhody: 
• Nie je možné prispôsobiť veľkosť bloku celému súboru 
Možnosti optimalizácie: 
• Použitie thread poolu – keďže vlákna so syntaktickou analýzou nie sú spúšťané súčasne je 
možné opakované použitie týchto vlákien a tým sa dá ušetriť čas potrebný na celkovú 
syntaktickú analýzu. 
7.3.3 Porovnanie výkonnosti navrhnutých riešení 
Na výber vhodného riešenia je potrebné porovnať ich výkonnosť, jak medzi sebou, tak aj so 
syntaktickým analyzátorom, ktorý nerobí syntaktickú analýzu po blokoch paralele, aby sa ukázalo, či 
paralelná syntaktická analýza má vôbec význam. Môže sa stať, že réžia operačného systému pri 
správe vlákien má vyššie časové nároky než sériové spracovanie. Pri testovaní sa kládol dôraz na 
zistenie vplyvu veľkosti bloku a vstupného reťazca na dobu jeho spracovania. 
Testovanie bolo rozdelené na testovanie malých a veľkých súborov. Za malé súbory sa 
považovali súbory s počtom terminálov do 10 000, veľké súbory boli s počtom terminálov nad 
10 000. Testovacie súbory boli odvodené z reálne použitého súboru kopírovaním blokov tohto 
súboru, aby sa nezmenila syntaktická správnosť dokumentu. 
Testovanie prebiehalo na počítači s touto konfiguráciou: 
 
Hardware 
Typ procesora Intel Pentium III Xeon, 2100 MHz (8 x 263) 
L1 Code cache 32 KB 
L1 Dátová cache 32 KB 
L2 Cache 3 MB (On-Die, ATC, Full-Speed) 
Názov základnej dosky LENOVO 8918DFG 
Typ zbernice Intel AGTL+ 
Šírka zbernice 64 bit 
Reálny takt 262 MHz 
Efektívny takt 262 MHz 
Šírka pásma 2100 MB/s 
Čipová sada základnej dosky Mobile Intel® GM965 Express Chipset 
Veľkosť operačnej pamäte 2048 MB 
Typ BIOS-u Phoenix (10/20/08) 
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Software 
Operačný systém Microsoft Windows XP Professional 
Servisný balík OS Service Pack 3 
Verzia kompilátora javy: 1.6.0 
Parametre pri kompilácií: žiadne 
Verzia JVM: 1.6.0_13 
Parametre pri spustení: žiadne 
Verzia nástroja JFlex 1.4.2 
Parametre pri spustení: žiadne 
Verzia nástroja CUP 11a beta 20060608 
Parametre pri spustení: žiadne 
Tabuľka 4: Popis platformy na ktorej prebiehalo testovanie implementácií paralelného 
syntaktického analyzátora. 
Výsledok testov zachytávajú nasledujúce grafy. 
 
Graf 2: Závislosť priemernej doby spracovávania na veľkosti bloku pri syntaktickej analýze 
blokov malých súborov rôznymi spôsobmi 
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Graf 3: Závislosť strednej doby spracovávania na veľkosti vstupného reťazca pri syntaktickej 
analýze blokov malých súborov rôznymi spôsobmi 
 
Graf 4: Závislosť priemernej doby spracovávania na veľkosti bloku pri syntaktickej analýze 
blokov veľkých súborov rôznymi spôsobmi 
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Graf 5: Závislosť strednej doby spracovávania na veľkosti vstupného reťazca pri syntaktickej 
analýze blokov veľkých súborov rôznymi spôsobmi 
 
Graf 6: Závislosť doby spracovania vstupného reťazca na jeho veľkosti a veľkosti bloku 
paralelného syntaktického analyzátora s rozpoznaním blokov na začiatku 
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Graf 7: Závislosť doby spracovania vstupného reťazca na jeho veľkosti a veľkosti bloku 
paralelného syntaktického analyzátora s priebežným rozpoznávaním blokov 
Graf 2 a graf 3 zobrazujú výsledky testovania paralelnej syntaktickej analýzy na reťazcoch 
s počtom terminálov menším ako 10 000. Z výsledkov vyplýva, že paralelná syntaktická analýza pre 
malé súbory a malé bloky nie je prínosom, práveže naopak. 
Preto je podstatné zamyslieť sa nad paralelnou syntaktickou analýzou veľkých súborov, kde 
vzájomné porovnanie oboch prístupov zobrazujú grafy 4 a 5. Z grafov je vidieť, že paralelná 
syntaktická analýza je s priebežným rozpoznávaním blokov je výkonnejšia. Výsledky však zobrazujú 
priemernú a strednú hodnotu (medián) z nameraných hodnôt, teda nezachytáva to najvhodnejšie 
nastavenie paralelného syntaktického analyzátora. Graf 4 síce zobrazuje závislosť doby spracovania 
vstupného reťazca na veľkosti bloku, z čoho vyplýva najvhodnejšie nastavenie veľkosti bloku, ale 
táto hodnota platí pre priemernú dobu spracovania. Z grafov 6 a 7, ktoré zobrazujú celý súbor 
nameraných hodnôt sa dá vyvodiť najvhodnejšia veľkosť bloku ako polovica veľkosti vstupného 
reťazca. Takáto veľkosť bloku sa dá dosiahnuť len pri použití paralelného syntaktického analyzátora 
s rozpoznávaním blokov na začiatku. Takejto implementácie budem ďalej hovoriť optimálne riešenie. 
Porovnanie priemernej doby spracovania paralelných syntaktických analyzátorov s pevne 
danou veľkosťou bloku s optimálnym riešením paralelného syntaktického analyzátora zachytávajú 




Graf 8: Porovnanie doby spracovania optimálne nastaveného paralelného 
syntaktického analyzátora s priemernou dobou spracovania z pohľadu veľkosti bloku. 
 
Graf 9: Porovnanie doby spracovania optimálne nastaveného paralelného syntaktického 
analyzátora a analyzátora s optimálnou veľkosťou bloku s priemernou dobou spracovania 
z pohľadu veľkosti súboru.  
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7.3.4 Výber implementácie paralelného analyzátora 
Namerané výsledky ukazujú, že najvhodnejšie sa javí použitie optimálneho riešenia paralelného 
syntaktického analyzátora. Ten pre veľké súbory u ktorých sa paralelná syntaktická analýza ukázala 
byť výhodná, analyzuje vstupný reťazec v dvoch paralelných vláknach z ktorých obe analyzujú 
približne rovnako veľké bloky. 
Aj vzhľadom na nevýhody, ktoré tento prístup má som sa rozhodol použiť túto implementáciu 
paralelného syntaktického analyzátora v ďalšej časti práce. 
7.4 Implementácia syntaxou riadeného editora 
Implementácia syntaxou riadeného editora je realizovaná na platforme Eclipse popísanej v kapitole 3. 
Postup pri implementácií sa pridŕžal doporučení a návodov uverejnených v [12]. Táto kapitola 
popisuje len dôležité kroky implementácie, pretože detaily je možno nájsť v programovej 
dokumentácií a zdrojovom kóde nachádzajúcom sa na priloženom CD. 
Popis implementácie je založený na existujúcom prázdnom projekte pre vytvorenie zásuvného 
modulu na platforme Eclipse. Popísané sú tieto hlavné kroky: 
• Vytvorenie textového editora 
• Vytvorenie zostavujúceho programu 
• Vytvorenie lexikálneho a syntaktického analyzátora z popisu gramatiky asembleru 
7.4.1 Vytvorenie textového editora 
Pre možnosť implementácie textového editora pre platformu Eclipse je potreba rozšíriť bod 
s identifikátorom org.eclipse.ui.editors. Preto ako prvý krok bolo pridanie tejto definície 
do súboru určeného na popis zásuvného modulu plugin.xml. 
<extension 
   point="org.eclipse.ui.editors"> 
   <editor 
      id="cz.vutbr.fit.isac.editors.ISACEditor" 
      name="ISAC Text Editor" 
      extensions="isac" 
      icon="icons/sample.gif" 
      contributorClass= 
      "org.eclipse.ui.texteditor.BasicTextEditorActionContributor" 
      class="cz.vutbr.fit.isac.editors.ISACEditor" 
      default="true"> 
   </editor> 
</extension> 
Význam jednotlivých atribútov je nasledujúci: 
@point – identifikátor časti platformy, ktorý sa rozširuje 
editor@id – identifikátor editora pre ďalšie prípadné použitie 
editor@name – Meno editora zobrazované užívateľovi 
editor@extensions – zoznam prípon súborov pre ktoré je editor určený (viaceré prípony sa 
oddeľujú čiarkou) 
editor@icon – ikona súborov, ktoré je editor určen 
editor@contributorClass – meno triedy obsluhujúcej akcie v editor. 
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editor@class – meno triedy, ktorá implementuje funkčnosť editora. 
editor@default – určuje, či má byť editor pre súbory s danou príponou prednastaveným editorom. 
Ďalším krkom je implementácia triedy ISACEditor, ktorá je potomkom triedy TextEditor 
tak, ako bolo popísané v kapitole 3.2. Diagram tried implementácie editora je znázornený na obrázku 
nasledujúcom obrázku. 
 
Obrázok 8: Diagram tried syntaxou riadeného editora pre jazyk ISAC 
Implementácia zariaďuje, aby sa pri vytvorení instancie editora správne nastavili hodnoty 
SourceViewerConfiguration a DocumentProvider. Vzhľadom na to, že pracujeme s bežnými 
textovými súbormi je použitá platformou ponúkaná implementáca 
org.eclipse.ui.editors.text.FileDocumentProvider pre typ DocumentProvider. 
Ďalšia požadovaná trieda SourceViewerConfiguration je implementovaná triedou 
ISACConfiguration, ktorá sa v prvom rade stará o vytvorenie triedy na úpravu zobrazenia. 
Inštancia triedy na úpravu zobrazenia PresentationReconciler ma za úlohu rozhodovať, ktoré 
časti dokumentu boli zmenené a ktoré sa majú znovu analyzovať a opraviť. Preto vyžaduje inštancie 
implementujúce rozhrania IPresentationDamager a IPresentationRepairer z balíčka 
org.eclipse.jface.text.presentation. Tieto dve rozhrania sú implementované triedou 
ISACTokenBasedDamagerAndRepairer, ktorá k svojej práci využíva triedu TokenScanner na 
načítanie terminálov zo súboru pre ktorý bol editor vytvorený. Implementácia triedy 
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ISACTokenBasedDamagerAndRepairer rozpoznáva zmenené oblasti na základe udalostí, ktoré sú 
spravované a predávaná platformou. Pri zmene v dokumente sa zneplatnia všetky bloky dokumentu, 
ktoré zmena zasiahla. Tým pádom je platformou vynútené obnovenie zobrazenia prislúchajúcej časti 
dokumentu. Vo fázy obnovenia zobrazenia bloku je realizovaná lexikálna aj syntaktická analýza 
bloku. Lexikálna analýza je po rozpoznaní terminálov aj podkladom na ich farebné zvýraznenie. 
Syntaktická analýza je využitá hlavne na nájdenie syntaktických chýb a ich zvýraznenie v dokumente. 
7.4.2 Vytvorenie zostavujúceho programu 
Zostavujúci program je potrebný na to, aby analyzoval všetky súbory v pracovnom priestore a nie len 
tie s ktorými sa aktuálne pracuje. Účel zostavujúceho programu je hlavne ten, aby kontroloval 
závislosti medzi súbormi. Kontrolu závislostí v celom pracovnom priestore nie je možné realizovať 
pri zmene každého súboru, preto platforma Eclipse ponúka možnosť práce s prírastkami. Za prírastok 
sa považuje každý nový, vymazaný alebo zmenený súbor (zmena sa prejaví až po uložení súboru). 
V prípade jazyka ISAC nie je potrebné riešiť závislosti, takže zostavujúci program je orientovaný na 
samotný súbor, počas čoho prebieha lexikálna a syntaktická analýza samotného súboru. 
Zostavujúci program k platforme Eclipse pridáva pomocou rozširujúceho bodu 
s identifikátorom org.eclipse.core.resources.builders. Zostavujúci program sa teda pridá pomocou 
takejto definície v plugin.xml. 
   <extension 
      point="org.eclipse.core.resources.builders"> 
      <builder hasNature="true"> 
         <run class="cz.vutbr.fit.isac.builder.ISACBuilder"/> 
      </builder> 
   </extension> 
Význam atribútov je nasledujúci: 
point – identifikátor časti platformy, ktorý sa rozširuje 
builder@hasNature – umožňuje nastaviť zostavujúci program použiteľný globálne alebo len 
k určitým projektom 
builder/run@class – trieda, ktorá implementuje zostavujúci program 
Implementácia zostavujúceho programu ďalej spočíva v implementovaní abstraktnej metódy 
protected IProject[] build(int kind, Map args, IProgressMonitor monitor) 
triedy IncrementalProjectBuilder. Implementácia je doporučené využitím návrhového vzoru 
visitor (návštevník), k čomu slúžia rozhrania IResourceDeltaVisitor (pre čiastočné zostavenie, 
pre prírastok) a IResourceVisitor (pre úplne zostavenie, pre projekt). Volanie metódy 
acept(IResourceVisitor visitor) alebo acept(IResourceDeltaVisitor visitor) 
(pre celý projekt alebo prírastok) spôsobí to, že sa postupne navštívi každý súbor v projekte alebo v 
prírastku a potom je možné analyzovať konkrétny súbor. Počas analýzy sa hľadajú a značkami 
označujú lexikálne a syntaktické chyby nájdené pomocou paralelného syntaktického analyzátora 
popísaného v kapitole 7.3. V tomto prípade sa analyzuje celý súbor a nie len zmenené časti, aj keď 
bol súbor modifikovaný, pretože nie je dostupná informácia o zmenách. Takáto funkčnosť slúži aj 
k tomu, aby užívateľ mohol spustiť zostavenie programu manuálne. 
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7.4.3 Vytvorenie lexikálneho a syntaktického analyzátora z popisu 
gramatiky asemblera 
Keďže jazyk ISAC slúži na popis softwarového a hardwarového vybavenia procesora je potreba 
vytvoriť syntaxou riadený editor tak, aby bol konfigurovateľný podľa popísanej gramatiky asembleru. 
Preto sa obdobným postupom ako v kapitole 7.4.1 vytvára nový editor špeciálne určený pre zdrojový 
kód asembleru. Obdobným spôsobom v predchádzajúcej kapitole sa vytvára aj zostavujúci program 
na kontrolu syntaktickej a lexikálnej analýzy zdrojových súborov asembleru. Rozdiel oproti 
implementácií popísanej v predchádzajúcej kapitole pre vytvorenie editora a zostavujúceho programu 
je v tom, že táto časť zásuvného modulu obsahuje mechanizmus, ktorý z popisu softwarového 
vybavenia, tj. z popisu gramatiky asembleru vytvorí lexikálny a syntaktický analyzátor pomocou 
ktorých sa realizuje analýza zdrojových súborov asembleru. Táto kapitola obsahuje len popis 
implementácie tohto mechanizmu, pretože implementácia editora a zostavujúceho programu pre jazyk 
asemblera je obdobná ako implementácia týchto častí pre jazyk ISAC. 
Po dohode so zastupiteľmi na projekte Lissom bol pre formát gramatiky generujúcej jazyk 
asemblera zvolený formát XML popísaný nasledujúcou DTD schémou: 
<!ELEMENT GRAMMAR (NONTERMINALS, TERMINALS, STARTNT, RULES)> 
<!ELEMENT NONTERMINALS (SYMB+)> 
<!ELEMENT SYMB (ID, NAME)> 
<!-- unikátny identifikátor identifikátoru --> 
<!ELEMENT ID (#PCDATA)> 
<!-- meno symbolu --> 
<!ELEMENT NAME (#PCDATA)> 
<!ELEMENT TERMINALS (SYMB+)> 
<!ELEMENT STARTNT > 
<!ELEMENT RULES (R+)> 
<!ELEMENT R (LNT, (T|NT)*)> 
<!-- odkazuje ID nonterminálu --> 
<!ELEMENT LNT (#PCDATA)> 
<!-- odkazuje ID terminálu --> 
<!ELEMENT T (#PCDATA)> 
<!-- odkazuje na ID nonterminálu --> 
<!ELEMENT NT (#PCDATA)> 
Načítanie gramatiky zo zdrojového súboru vo formáte XML realizuje trieda GrammerProcessor 
v metóde public void parse(InputStream grammerFile). Po vytvorení objektovej 
reprezentácie popisu gramatiky sa volaním metódy writeLexerSource generuje zdrojový súbor pre 
nástroj JFlex, čo slúži k vytvoreniu lexikálneho analyzátora. Syntaktický analyzátor sa vytvára 
pomocou zdrojových súborov generovaných metódou writeScannerSources , pričom vzniká 
zdrojový súbor pre nástroj JFlex a CUP. Vzhľadom, že nástroje JFlex a CUP generujú lexikálny 
a syntaktický analyzátor v zdrojom kóde jazyka Java sú tieto zdrojové kódy kompilované za behu 
aplikácie, k čomu sa používa knižnica Java Compiler Interface poskytovaná od Apache Software 
Foundation (http://commons.apache.org/jci/). Táto knižnica na kompiláciu zdrojových kódov využíva 
kompilátor platformy Eclipse, preto je zásuvný modul nezávislý na nastavení prostredia lokálneho 




Táto práca sa zaoberá návrhom a implementáciou syntaxou riadeného editora pre jazyk ISAC 
založeného na syntaktickej analýze po blokoch, popísanej v kapitole 6.4. V tejto kapitole je aj 
popísaná vlastnosť, ktorú musí gramatika spĺňať, aby sa dala použiť pre implementáciu syntaktického 
analyzátora realizujúceho syntaktickú analýzu po blokoch. Preto je v kapitole 7.1 analýza gramatiky 
generujúca jazyk ISAC a na základe tejto analýzy je vytvorená gramatika pomocou ktorej sa dá 
realizovať rozklad vety jazyka ISAC po častiach (blokoch). Syntaktická analýza blkov je založená na 
LALR syntaktickej analýze, pomocou syntaktického analyzátora generovaného nástrojom CUP. 
Takže len úpravou gramatiky a použitím stabilných a zaužívaných nástrojov bol realizovaný potrebný 
spôsob syntaktickej analýzy. 
Definovaním syntaktickej analýzy po blokoch sa ponúkla možnosť jednoducho implementovať 
paralelný syntaktický analyzátor založený práve na tomto prístupe. Návrh paralelného syntaktického 
analyzátora je popísaný v kapitole 6.5 a spôsoby možnej implementácie a demonštrácia jeho 
výkonnosti oproti sériovému syntaktickému analyzátoru sú zachytené v kapitole 7.3. Tento paralelný 
syntaktický analyzátor je v ďalšej časti úlohy aj prakticky využitý na analýzu zdrojových súborov 
jazyka ISAC v zásuvnom module syntaxou riadeného editora pre platformu Eclipse pre 
implementáciu zostavujúceho programu popísaného v kapitole 7.4.2. 
Kapitola 7.4 popisuje implementáciu zásuvného modulu pre platformu Eclipse, ktorý slúži ako 
syntaxou riadený editor pre jazyk ISAC a asembler mikroprocesoru popísaný týmto jazykom. Preto 
bolo potreba implementovať samotný textový editor so zvýrazňovaním terminálov jak gramatiky 
jazyka ISAC tak aj terminálov gramatiky asembleru. Ďalej bolo potreba implementovať pre 
gramatiku jazyka ISAC a gramatiku asembleru zostavujúci program, ktorý analyzuje vstupný súbor 
a informuje užívateľa o prípadných chybách v zdrojovom kóde. Posledná časť zásuvného modulu je 
implementovaná len pre gramatiku asembleru, pretože sa jedná o dynamické generovanie lexikálneho 
a syntaktického analyzátora pomocou nástrojov JFlex a CUP (pre gramatiku asembleru) a dynamickej 
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Príloha A: Zdrojové súbory testov pre testovanie výkonnosti lexikálnych analyzátorov 
Príloha B: Zdrojové súbory testov pre testovanie výkonnosti paralelného syntaktického analyzátora 
Priložené CD: CD obsahujúce túto technickú správu v elektronickej podobe a zdrojové súbory 




Testovací súbor LexerTest.java 
 
public class LexerTest { 
 
  private static Yylex scanner; 
 
  /** 
   * Runs the scanner on input files. 
   * 
   * @param argv   the command line, contains the filenames to run 
   *               the scanner on. 
   */ 
  public static void main(String argv[]) { 
    if (argv.length == 0) { 
      System.out.println("Usage : java Yylex <inputfile>"); 
    } 
    else { 
      long time; 
      Yylex scanner = null; 
      for (int i = 0; i < argv.length; i++) { 
        try { 
          scanner = getScanner(new java.io.FileReader(argv[i])); 
          time = System.nanoTime(); 
          Object val; 
          while ((val = scanner.yylex()) != null) { 
            System.out.println(val); 
          }; 
          System.out.println(argv[i] + " " + System.nanoTime()-time + " ns"); 
        } 
        catch (java.io.FileNotFoundException e) { 
          System.out.println("File not found : \""+argv[i]+"\""); 
        } 
        catch (java.io.IOException e) { 
          System.out.println("IO error scanning file \""+argv[i]+"\""); 
          System.out.println(e); 
        } 
        catch (Exception e) { 
          System.out.println("Unexpected exception:"); 
          e.printStackTrace(); 
        } 
      } 
    } 
  } 
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  /** 
   * Create new instane or reuse existing. 
   *  
   * @param file input file for scanner 
   */ 
  private static Yylex getScanner(java.io.Reader file) { 
    if (scanner == null) { 
      scanner = new Yylex(file); 
    }  
    else { 
      scanner.yyreset(file); 
    } 
    return scanner; 
  } 
} 
 
Testovací skript pre neoptimalizované použitie lexikálneho analyzátora 
#!/bin/kshb 
 
for file in `ls -rS $1 | egrep "(\.cpp|\.h)"` 
do 
    # echo processing file $file 
    java LexerTest "$1$file" 
done 
 




for file in `ls -rS $1/ | egrep "(\.cpp|\.h)"` 
do 
    par="$par$1$file "; 
done 
 
java LexerTest $par 
 
Spôsob spustenia testovacích skriptov: 




Testovací súbor ParallelParserTest.java pre testovanie výkonnosti paralelnej syntaktickej analýzy. 
 
public class ParallelParserTest { 
 
 public static void main(String[] args) throws IOException { 
  try { 
   String fileName = null; 
   int blockSize = 0; 
   if (args.length == 1) { 
    blockSize = 100000; 
    fileName = args[0]; 
   } 
   else if (args.length == 2) { 
    blockSize = Integer.parseInt(args[0]); 
    fileName = args[1]; 
   } 
   else { 
    System.err.println( 
      "Wrong arguments!\n" + 
      "Occured: block_size file_name"); 
    System.exit(1); 
   } 
    
   long start = System.currentTimeMillis(); 
   new ParallelParser(blockSize).parse(fileName); 
   System.out.println("duration: " +  
     (System.currentTimeMillis()-start)); 
  } catch(Exception e) { 
   System.err.println(e.toString()); 





Testovací skript pre použitie paralelného syntaktického analyzátora 
#!/bin/bash 
 
if [ $# -ne 2 ] && [ $# -ne 4 ]; 
then 
  echo "Unexpacted parameters." 
  echo "Parameters: tests_dir test_class [it_count it_mult]" 
  exit 1; 
fi 
 
# define test class name. Located in Example package. 
# allowed class names are: Controller1, Controller2 and Controller3 
testClass=$2; 
 
if [ $# = 2 ]; 
then 
  iteration_count=25; 
  iteration_multiplier=20000; 
else 
  iteration_count=$3; 
  iteration_multiplier=$4; 





while [ $i -ne $iteration_count ] 
do 
  i=$(($i+1)); 
  # define output file 
  out=$testClass"/2output_"$i".txt" 
  val=$(($i*$iteration_multiplier)) 
   
  echo "test parameters: $testClass $val" > $out 
  for file in `ls -rS $1/ | grep ".isac" | grep -v "small"` 
  do 
    echo $testClass $val $file 
 
    java -cp "java-cup-11a-runtime.jar;paralelSA-test.jar" 
tests.$testClass $val $1/$file >> $out 
  done 
done 
 
