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Abstract
The architectural frameworks are increasingly being used to design and document many kinds of complex systems.  This paper 
focuses at DODAF 2.0 to aid in the development of an executable architecture from a teaching management model (TMM) 
represented by a System of Systems (SoS). The principal goal is the using of a standard set of DoDAF artifacts (the Operational 
Activity Model OV-5, the Operational Rules and Operational State OV-6a and OV-6b, Logical Data Model OV-7) and the 
associated data to generate an executable model based on Petri Nets. With the TMM executable architecture develop from a 
particular teaching model that we call Agile School (AS) designed to function as a SoS.  It seeks to demonstrate through 
simulation the correct logic of AS and the feasibility of the application of this model.  And also, demonstrate how an architectural 
framework like DoDAF, could be used as a benchmark in the modeling and simulation of a SoS and the study of their feasibility.
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1. Introduction
An architectural representation from any architectural framework (FEAF, TOGAF, DODAF, Zachman, etc.) is a 
model.  D.T Ross defines a model as  "M is a model of A with respect to question set Q if and only if M may be used 
to answer questions about A in Q within tolerance T"1. This definition implies that an architecture represented by an 
architectural framework could be a model for a System or a System of Systems (SoS) if the architecture can be used 
to answer questions about the system with some specified tolerance. However, the architectural frameworks outputs 
are typically called artifacts or views of a system or SoS.  Those artifacts are created, as a result, of a pictorial 
representation and those artifacts are used as a model for a system. In many cases, a pictorial representation to a
System or SoS could be enough2,3. However, in other cases an executable simulation must be associated to the 
architectural artifact to be an appropriate model to answer a set of questions of a particular system. The executable 
architectures are commonly defined as executable dynamic simulations that can be generated automatically or semi-
automatically from an architectural artifact4,5,6. In the case where simulation is necessary, the executable architecture
can be used to create a link between the modelling of architectural artifacts and some modelling and simulation 
environments. In this work be shown how to do the mapping between the architectural artifacts (UML or SysML 
models) and the executable architectures. The paper is organized as follows. Section II discusses the importance of 
the architectural frameworks and its relationship with the executable architectures.  Section III discusses the 
methodology to mapping the static models into an executable architectural artifact, using in this case a Petri Net 
approach. Finally in section IV introduces the teaching management model based in System of Systems and its 
description.
2. Methodology
2.1. Executable architecture
UML and SysML dominate the modelling languages for development architectural descriptions. However, UML 
and SysML are weak in a formal semantic to build numerical and executable simulations models2,7. An approach to 
the application of executable architectures and their use to bridge the gap between architectural frameworks and 
modelling and simulation (M&S) technologies is the conversion of static architectural models, specified by different 
modelling languages, to executable models based on various executable formalisms 8, 9, see Fig. 1.
Executable architectures and the architectural frameworks: There are many models to analyse the dynamic and 
static aspects to a System or a System of Systems (SoS). Some of them are FEAF, Zachman, Goethals, Shekkerman, 
DODAF, TOGAF, between others. Each architectural framework has the necessary specifications and characteristics 
to create models or architectural artifacts.
Fig. 1. (Conversion of static architectural models, specified by different modeling languages, to executable models based on various executable 
formalisms.
According to authors like (Bingfeng Ge et al, 2012) 9, (Kelly Griendling andDimitri N. Mavris, 2011) 10, (Garcia, J. 
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2007) 11, (Erik Baumgarten., 2007) 12, (BAI Xiao-lil et al, 2008) 13, (Edwin A. Shuman., 2010) 14, between others. 
DODAF provides more flexibility and adaptability to the automated construction of executable models directly from 
the architectural data. This paper focuses at DODAF 2.0 to aid in the development of an executable architecture. The 
principal goal is the using of a standard set of DoDAF artifacts and the associated data to generate an executable 
model (Petri Nets).
DoDAF and executable architectures: DoDAF 2.0 includes 52 views, divided into eight-category views, but the 
artifacts are broad, diverse and beyond the scope of an executable architecture focus. A subset of DoDAF artifacts is 
enough to model an EA.10,13,14,15 The most relevant artifacts reported to create executable architectures are shown in 
Table 1.
Table 1. Mapping Between DoDAF Product Models and Modeling and Simulation Tools
Architectural Artifact Description Simulation Tool
OV-5 Operational activity model Markov chains, Petri 
nets, System 
dynamic10,16,12
OV-6a,b Operational rules and operational
state
Markov chains, Petri 
nets, System 
dynamic10,17
OV-7 Logical model data Petri nets 16,17
SV-1 System interface description Network models 12
SV-2 Systems communications description Network models 12
SV-4 Systems functionality description System dynamic 12
Sv-5 Operational activity to systems 
function traceability
System dynamic 12
According to the Table 1, to develop a petri net as an executable system model it is only necessary the artifacts OV-
5, OV-6a, OV-6b and OV-7. Each architectural artifact used to create the executable architecture has a set of 
specific models; see Fig 2, in a specific modelling language. The most common languages used to modelling the 
architectural artifacts are UML and SysML. However, the focus of interest is the mapping between the models in a 
specific modelling language and an executable element as a Petri net.
Fig. 2. Modeling languages and DoDAF artifacts.
3. Modeling and simulation
Modeling and simulation (M&S) is used today for both industry and academy. However, modeling and simulation 
are two different areas, and each approach has different specific objectives. But most of the times these two separate 
areas are taken together. In the area of systems, according to (Jose L. Risco et al, 2007) ”Modeling is more art than 
science and the level of abstraction plays a crucial role in model’s performance”18. It is difficult to develop a system 
model because it needs both; domain knowledge and simulation techniques. UML and SysML are widely accepted 
in the industry as modeling tools, but those modeling languages lacks simulation power. A modeling formalism for 
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executable architectures should holistically describe the elements of an executable architecture using standard 
mathematical notation. Petri Nets are a mathematically precise model, and so both the structure and the behavior of 
Petri net models can be described using mathematical concepts19.
The mapping process: Transform UML/SysML models into a formal simulation tool need a semantic for model 
mapping. Petri Nets (PNs) are a formal modeling method with a mathematical approach based on network models 
and good graphical representation of systems. With the PNs approach is possible analyze the dynamic aspects of 
systems structure through mathematical and computational simulations. PNs and UML/SysML describe in a
different way the operational objects and their associations in the systems models. However, PNs are a good 
approach to extend the UML/SysML static models to a dynamic environment16.
Petri Nets20 is a 5-tuple, PN = {P,T,F,W,Mo} where:
a) P = {p1, p2, ..., pm} is a finite set of places, 
b) T = {t1, t2, ..., tn} is a finite set of transitions, 
c) F 䎚(P ×T)䌾(T ×P) is a set of arcs (flow relation), 
d) :)ĺ^` is a weight function, 
e) Mo 3ĺ^` is the initial marking,
f) 3ŀ7 Ӿ and P䌾7Ӿ
Exist many approaches for mapping UML/SySML models into PNs, Zhaoxia Hu and Sol Shatz (2004) 21, proposed 
use the state-chart models and Colored Petri Nets (CPNs) with an Object Net Models (ONMs) and an Internal 
Linking Place (ILP) approaches. Tony Spiteri (2008) 22 proposed the use of activity diagrams as a natural model to 
mapping from UML/SysML models into a CPNs. John Anil Saldhana and Sol M. Shatz (2000) 23 proposed the use 
of collaboration and state-chart diagrams for mapping into Object Petri net Models (OPMs) and CPNs. BAI Xiao-lil 
et al (2008) 16 emphasizes in the object modeling approach; in the use of class diagrams; and the Extended Colored 
Petri Nets (ECPNs) as an approach to developing the executable components. All the approaches try to solve the 
synchronization, no determinism and parallelism aspects that the PNs and the UML/SysML cannot address by 
themselves.  In this work, we will use the approach proposed by John Anil Saldhana and Sol M. Shatz (2000) 22 that 
uses the activity diagrams for mapping into the CPNs. According to the methodology in 22 the steps suggested for 
mapping the activity diagram to CPNS are three: i) select from the model repository the activity diagram (OV-5 or 
OV-6), and select the logical data model (OV-7) as complementary information, ii) transform the activity diagram 
and the supplementary information in a model that is easier to understand and identify patterns that are important for 
the executable model 24, and iii) take the first-modeling approximation (second step) and transform it in a CPN.
4. Case study
The system architectures try to structure its components, its relationships and how the systems evolve in the time 
(Sage, 2005). A generic SoS architecture shows how are the structural and administrative relationships between the 
constituent systems. According to (Davendralingam & DeLaurentis) 25, a SoS architecture has a layered hierarchy in 
which is possible organizes the constituent systems. Thinking in a SoS as a set of operationally independent layers 
WKDWZRUNVWRJHWKHUWRDFKLHYHDFRPPRQJRDO$ILUVWOD\HUFDOOHGĮíOHYHOH[LVWWKHV\VWHPVDVLQGLYLGXDOQRGHVRU
fundamental blockVWREXLOGD6R6,QDVHFRQGOD\HUFDOOHGȕíOHYHODUHUHSUesented by systems clusters that come 
IURPWKHĮíOHYHOZKLFKSHUIRUPFROODERUDWLYHZRUNEHWZHHQWKHPWRDFKLHYHDSDUWLFXODUWDVN$WKLUGOD\HUFDOOHG
Ȗí OHYHO UHSUHVHQWV WKHFRPPRQJRDOV WKDWDUH VXEMHFW WR WKHFDSDELOLWLHVDQG UHTXLUHPHQWV IURP WKH Vystems and 
FOXVWHUVRIV\VWHPVLQWKHȕíOHYHODQGĮíOHYHO)LQDOO\WKHUHLVDIRXUWKOD\HUFDOOHGįíOHYHOLQZKLFKDUHIRXQG
the command and control policies for development, operation, and evolution of the SoS. Using the structural scheme 
to the SoS architecture, we present the teaching management system26, 27 specifications that are planned to operate as 
a SoS, see Fig 3 a. ,QĮíOHYHOLVSRVVLEOHILQGWKHVHWRIDYDLODEOHV\VWHPVWRDFKLHYHDVHWRIWHDFKLQJSURFHVVHV
those systems have a particular scheme of work in which the teaching processes are separated into a number of 
independent tasks (Authorship, Training, Evaluation, Learning). Each of those tasks is assigned its management and 
operation to a particular set of the sociotechnical system, and a set of support systems as a communication system, 
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document management system, and measurement system. ,Q WKH į í OHYHO LV SRVVLEOH IRXQG WKH FRQWURO DQG
command scheme, the management scheme, communications scheme, and evolution scheme to thHV\VWHPVLQWKHĮ
íOHYHO7KHPDQDJHPHQWHYROXWLRQDQGFRPPXQLFDWLRQVVFKHPHVDUHGHWHUPLQHGaccording a maturity model for 
educative processes called MEMORIA-PE © 26, and a comprehensive model of organizational systems architectures 
ARQUEOTIPOS 27, and organizational management model called POLO© 27. Those models allow to give meaning 
DQGRUGHU WR WKHSDUWLFXODUDFWLYLWLHVRIHDFKV\VWHP LQ WKHĮí OHYHO:LWK WKRVHPRGHOV LVSRVVLEOH WRPRGHO WKH
constituent systems organization and its relationships WKLV RUJDQL]DWLRQDO UHODWLRQVKLSV DUH FDOOHGȕí OHYHO WKRVH
systems relationships and partnerships work FRRSHUDWLYHO\WRDFKLHYHWKHJRDOVLQWKHȖíOHYHO
(a) (b)
Fig. 3. a) Hierarchical levels in the architectural design of SoS, b) General Scheme of operation
The goal is to manage a teaching process set using a SoS approach. The traditional approaches are supported in the 
teachers as the principal support in the teaching process manage. With this model the work is distributed in a set of 
support systems that provide robustness, see Fig 3 b. The SoS operates on a specific operating cycle, see Fig 4. This 
F\FOH ZRUNV DFFRUGLQJ WKH RSHUDWLRQ UXOHV GHILQHG LQ į -level. For this work, we only consider the first stage of 
Feasibility. However, the SoS consists in six stages immersed in an operation cycle (Feasibility, Initiation, Planning, 
Transition, Iteration and Accreditation).
Fig. 4. General operation scheme
The feasibility stage: According to operational aspects in the SoS extracted from the architectural artifacts  (OV-5, 
OV-6a,b and OV-7) and taking only the activity diagram from the feasibility stage, see Fig 5, is possible see how  
the interaction between the systems  is fundamental to achieving the goal of the stage of feasibility.  This stage 
consists in determining if the SoS has the capability to take more courses. The diagram shows the set of activities in 
which each system take part to achieve the goal for a particular stage.
Building a color petri net: According to the methodology exposed in 22 create a CPN is possible following three 
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particular steps. i) Select the activity diagram, see Fig 5, ii) With the activity diagram create the FMC (fundamental 
modeling concepts) an intermediate model, Fig 6 a, iii) and finally build the CPN with the support of FMC. The 
FMC provides structural information for the next step, and the CPN develop. The petri net build for the feasibility
model is shown in the Fig 6 b.   The dynamic model shows the feasibility process in which the SoS tries to verify if 
the capacity to supports additional tasks.  The process begins with a new petition to the SoS and continues with the 
confirmation of command system with the other systems (Teaching system, Evaluation system, Authorship system 
and Content management system) the resources available to take on new challenges.  In the model is possible see an 
executable specification from a static architectural diagram in which is possible determine additional facts that the 
static diagram cannot.  
Fig. 5. Feasibility activity diagram
Fig. 6. a) Fundamental modeling concepts, b) Feasibility petri net model
5. Discussion and conclusions
CPNs as a formal modeling approach to verify the dynamic aspects from a System of Systems, is a good tool to 
validate and testing the logic and the performance from static modeling artifacts. The system complexity is not a 
difficulty in terms of high-level interpretations of its dynamic, if and only if exist a good operational approximation 
model of the system in terms of its architecture, this architecture facilitates the dynamic analysis by creating 
executable architectures from the modeling documents (architectural artifacts). In this case using CPNs, a dynamic 
model was created from the activity diagram. The approach used in 22 who used the activity diagram as a basis for 
the CPNs creation, results in a natural transition between static model (activity diagram) and the dynamic model 
(CPNs), in contrast with other authors16,20,22 who use the statechart diagram or the class diagram whose transition to 
86   Darío J. Delgado et al. /  Procedia Computer Science  36 ( 2014 )  80 – 86 
CPNs is less natural. 
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