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Abstrakt
C´ılem je navrzˇen´ı a implemetace knihovny pro tvorbu aplikac´ı, ktere´ bude mozˇne´ ovla´dat
vzda´leneˇ prˇes WWW. Tato knihovna bude poskytovat virtualn´ı graficke´ uzˇivatelske´ rozhran´ı
a bude zajiˇst’ovat komunikaci se skutecˇny´m vzda´leny´m graficky´m uzˇivatelsky´m rozhran´ım,
ktere´ bude navrzˇeno jako applet aplikace v jazyce Java a se ktery´m bude mozˇne´ ovla´dat
vzda´lenou aplikaci. Na´vrh rˇesˇen´ı je zalozˇen na vzda´lene´m vola´n´ı metod (RMI), ktere´ bude
zajiˇst’ovat komunikaci mezi appletem a aplikac´ı beˇzˇ´ıci na serveru.
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Abstract
The goal is to design and to implement a library for developing Java applications controlled
over WWW. This library provides a virtual graphical user interface and it implements the
network communication with a real remote graphical user interface. The remote graphical
user interface is implemented as a Java applet. The proposed solution is based on the
Remote Method Invocation (RMI) framework that provides the communication between
the applet and the application running on the server.
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Kapitola 1
U´vod
Prˇi tvorbeˇ softwarovy´ch aplikac´ı s graficky´m uzˇivatelsky´m rozhran´ı se v soucˇasnosti pouzˇ´ıvaj´ı
dva za´kladn´ı prˇ´ıstupy k realizaci tohoto rozhran´ı. U loka´lneˇ instalovany´ch aplikac´ı se jedna´
desktopovou aplikaci a u aplikac´ı typu klient – server se pouzˇ´ıva´ prˇeva´zˇneˇ webove´ rozhran´ı.
Vy´hoda desktopove´ aplikace je, zˇe jej´ı uzˇivatelske´ rozhran´ı, i slozˇiteˇjˇs´ı rozhran´ı, lze
navrhnout a implementovat jednodusˇe. Vy´sledna´ aplikace zpravidla nemı´va´ zˇa´dna´ omezen´ı
pro vykona´va´n´ı sve´ho programu na pocˇ´ıtacˇi, kde byla instalovana´. Naproti ma´ nevy´hody,
protozˇe ma´ proble´m s prˇenositelnost´ı a se sd´ılen´ım mezi v´ıce uzˇivateli.
Webove´ aplikace s WWW rozhran´ım nemaj´ı proble´m s prˇenositelnost´ı ani se sd´ılen´ım
mezi uzˇivateli. Ale na´vrh uzˇivatelske´ho rozhran´ı pro tento typ aplikac´ı je slozˇite´ a vy´sledne´
uzˇivatelske´ rozhran´ı nenab´ız´ı takove´ mozˇnosti a takovou prˇ´ıveˇtivost prostrˇed´ı, jako nab´ız´ı
beˇzˇne´ desktopove´ aplikace. Je to da´no t´ım, zˇe HTML nenab´ız´ı takove´ graficke´ uzˇivatelske´
komponenty, ktere´ maj´ı beˇzˇne´ deskotopove´ aplikace standardneˇ. Mezi takove´ komponenty
patrˇ´ı Menu, PopupMenu, v´ıcesloupcove´ seznamy, editovatelne´ tabulky, zobrazen´ı stromovy´ch
struktur, za´lozˇky, komponenta pro vy´beˇr datumu a dalˇs´ı. Tyto pokrocˇile´ komponenty je
si nutne´, dosti slozˇiteˇ, pomoc´ı prostrˇedk˚u HTML/Javascript/CSS implementovat a nav´ıc
na´m zde kladou omezen´ı i neˇktere´ internetove´ prohl´ızˇecˇe, protozˇe maj´ı r˚uznou podporu pro
neˇktere´ vlastnosti a take´ chova´n´ı neˇktery´ch vlastnost´ı. Ale je i proble´m s prvky uzˇivatelske´
rozhran´ı, ktere´ HTML nab´ız´ı, a to v prˇ´ıpadeˇ pokud chceme prˇes tyto prvky zobrazit
v HTML vytvorˇene´ popumenu, tak se na´m tyto prvky zobraz´ı i v tomto popupmenu.
Pokud si vybereme pozitivn´ı vlastnosti z obou typ˚u prˇedchoz´ıch aplikac´ı, jako je vzhled a
jednoduchy´ na´vrh uzˇivatelske´ho rozhran´ı u beˇzˇny´ch deskotopovy´ch aplikac´ı a prˇenositelnost,
jednoduche´ mozˇnosti sd´ılen´ı aplikace mezi v´ıce uzˇivateli u webovy´ch aplikac´ı, tak na´m
vznikne vzda´leneˇ ovla´dana´ aplikace prˇes WWW. Implementace aplikace z˚ustane na serveru.
Uzˇivatelske´ rozhran´ı bude ve formeˇ appletu, ktery´ bude spusˇteˇn v prostrˇed´ı internetove´ho
prohl´ızˇecˇe. Nav´ıc na´m applet umozˇnˇuje vytvorˇit uzˇivatelske´ rozhran´ı, ktere´ bude neza´visle´
na platformeˇ ani na internetove´m prohl´ızˇecˇi. A nav´ıc vzhled cele´ho uzˇivatelske´ho rozhran´ı
bude stejne´ na jake´ jsme zvykl´ı v dane´m prostrˇed´ı (MS Windows, Mac OS, Linux). A im-
plementace takove´ho typu aplikace bude prob´ıhat tak, jako by to byla beˇzˇna´ desktopova´
aplikace. Jenom budu mı´t k dispozici ekvivalentn´ı knihovnu ke knihovneˇ AWT/Swing, takzˇe
bude mozˇne´ pouzˇ´ıt i sta´vaj´ıc´ı desktopovou aplikaci a pouhou zmeˇnou importovane´ knihovny,
lze vytvorˇit aplikaci, ktera´ bude ovla´dana´ vzda´leneˇ prˇes WWW.
C´ılem pra´ce je navrhnout a implementovat knihovnu, ktera´ umozˇn´ı tvorbu vzda´leneˇ
ovla´dany´ch aplikac´ı. Na´vrh je zalozˇen na aplikacˇn´ım rozhran´ı standardn´ı Javovske´ kni-
hovny AWT/Swing (kapitola 2), komunikace mezi klientskou a serverovou cˇa´st´ı vyuzˇ´ıva´
prostrˇedky RMI (popsane´ v kapitole 3). Navrzˇena´ architektura je popsa´na v kapitole 4 a
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implementacˇn´ı detaily jsou da´le rozebra´ny v kapitole 5. V kapitole 6 je popsa´na aplikace pro
demonstrova´n´ı funkcˇnosti syste´mu vzda´leneˇ ovla´dany´ch aplikac´ı. V prˇ´ıloha´ch je popis kom-
ponent pro tvorbu aplikac´ı ovla´dany´ch prˇes WWW a uka´zka srovna´n´ı ko´du aplikace napsane´
jako beˇzˇna´ deskotopova´ aplikace s pouzˇit´ım standardn´ı javovske´ knihovny AWT/Swing a
ko´du te´ stejne´ aplikace zapsane´ jako vzda´leneˇ ovla´dana´ aplikace.
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Kapitola 2
Tvorba GUI a applet˚u v jazyce
Java
V Javeˇ je mozˇne´ vytvorˇit graficke´ uzˇivatelske´ rozhran´ı pomoc´ı knihovny java.awt nebo
javax.swing. Prˇicˇemzˇ trˇ´ıdy, ktere´ jsou v knihovneˇ Swing, jsou odvozeny od trˇ´ıd z knihovny
Awt. Da´le se budu veˇnovat komponenta´m z knihovny Swing.
2.1 Kontejnery
Kontejner je spra´vce komponent, ktere´ chceme, aby se zobrazili na neˇjake´ jine´ komponenteˇ.
Nejcˇasteˇji se pouzˇ´ıvaj´ı: JFrame, JDialog, JApplet, JPanel.
Prˇicˇemzˇ kazˇda´ komponenta ma´ svoje specificke´ pouzˇit´ı:
JFrame – Obvykle se pouzˇ´ıva´ pro vytvorˇen´ı hlavn´ıho okna aplikace. Soucˇa´st´ı je JRootPane
(obra´zek 2.1), ktery´ je tvorˇen glassPane (Component) a layeredpane (JLayeredPane).
layeredpane je jesˇteˇ tvorˇen contentPane (Component) a volitelny´m menuBar (JMenuBar).
layeredpane je rodicˇ vsˇech komponent, ktere´ jsou zde umı´steˇny.
JDialog – Vyuzˇ´ıva´ se pro tvorbu moda´ln´ıch nebo nemoda´ln´ıch dialogovy´ch oken. Soucˇa´st´ı
je JRootPane.
JApplet – Je vhodny´ pro vlozˇen´ı do jine´ aplikace (prˇ. webova´ stra´nka). Nemu˚zˇe by´t pouzˇit
jako samostatny´ program. Soucˇa´st´ı je JRootPane. Vı´ce o appletech je na´psa´no da´le.
JPanel – Je vhodny´ pro umist’ova´n´ı souvisej´ıc´ıch komponent na JFrame, JDialog cˇi na
jiny´ JPanel.
2.2 Spra´vci rozvrzˇen´ı
Pokud si chceme zjednodusˇit na´vrh a rozmist’ova´n´ı komponent, ktere´ jsou vlozˇeny do kon-
tejneru, tak mu˚zˇeme vyuzˇ´ıt neˇktere´ho ze spra´vc˚u rozvrzˇen´ı, ktery´ se bude starat o umı´steˇn´ı
a velikost komponenty. T´ım je mozˇne´ vytva´rˇet flexibiln´ı uzˇivatelske´ rozhran´ı, jinak si takove´
chova´n´ı mus´ıme sami pracneˇ naprogramovat.
Java poskytuje neˇkolik spra´vc˚u rozvrzˇen´ı, kazˇdy´ z nich ma´ jine´ chova´n´ı a jinak se i
pouzˇ´ıva´. Pokud nechceme vyuzˇ´ıt sluzˇeb od zˇa´dne´ho ze spra´vc˚u rozvrzˇen´ı, mu˚zˇeme nastavit
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Obra´zek 2.1: Vrstvy JRootPane
jako spra´vce rozvrzˇen´ı null, potom jednotlive´ komponenty jsou umı´steˇny staticky podle
zadany´ch parametr˚u (velikost, pozice). Take´ ma´me mozˇnost si dalˇs´ı spra´vce rozvrzˇen´ı do-
programovat, aby vyhovovali podle nasˇich prˇedstav.
Da´le prˇedstav´ım neˇkolik za´kladn´ıch spra´vc˚u rozvrzˇen´ı: CardLayout, FlowLayout, Grid-
Layout, BorderLayout, GridBagLayout, BoxLayout.
2.2.1 CardLayout
Jedna´ se o nejjednodusˇ´ı spra´vce rozvrzˇen´ı. Umozˇnˇuje zobrazit v jednom okamzˇiku pouze
jednu komponentu. Velikost komponenty je urcˇena podle dostupne´ zobrazovac´ı plochy kon-
tejneru. Ktera´ komponenta bude zobrazena, mu˚zˇeme urcˇit pomoc´ı metod trˇ´ıdy CardLayout
next(), previous(), first(), last() a show(). Metoda first() zobraz´ı komponentu,
ktera´ je prvn´ı v seznamu. Metoda last() zobraz´ı komponentu, ktera´ je posledn´ı v seznamu.
Metody next(), previous() umozˇnˇuj´ı pr˚uchod seznamu doprˇedu nebo dozadu. Metoda
show() zobraz´ı konkretn´ı komponentu. Kazˇda´ komponenta mus´ı mı´t prˇiˇrazeny´ jedinecˇny´
na´zev.
2.2.2 FlowLayout
Tento spra´vce rozvrzˇen´ı usporˇa´da´va´ komponenty podle toho v jake´m jsou porˇad´ı vkla´da´ny
do kontejneru. Usporˇa´da´va´ je postupneˇ zleva doprava a shora dol˚u. Velikosti jednotlivy´ch
komponent nemeˇn´ı, ponecha´va´ je tak, jak byly nastaveny. Kolik komponent umı´st´ı na
jedine´m rˇa´dku, za´lezˇ´ı podle toho, jaka´ je sˇ´ıˇrka rˇa´dku. Umozˇnˇuje nastavit, jak se maj´ı rˇa´dky
s komponentami zarovna´vat pomoc´ı konstant trˇ´ıdy FlowLayout LEFT, CENTER, RIGHT.
2.2.3 GridLayout
Tento spra´vce rozvrzˇen´ı rozdeˇl´ı prostor na mrˇ´ızˇku rovnomeˇrny´ch buneˇk. Do kazˇde´ bunˇky
lze umı´stit jednu komponentu. Jak ma´ by´t prostor rozdeˇlen, lze urcˇit parametry trˇ´ıdy
GridLayout a to pocˇtem rˇa´dk˚u a sloupc˚u. Velikost kazˇde´ komponenty je upravena tak, aby
se vesˇla do bunˇky.
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2.2.4 BorderLayout
Tento spra´vce rozvrzˇen´ı rozdeˇl´ı plochu na peˇt oblast´ı, kam lze vkla´dat komponenty (sever,
jih, vy´chod, za´pad a strˇed). Kam bude jednotliva´ komponenta umı´steˇna, je urcˇeno kon-
stantou trˇ´ıdy BorderLayout NORTH, SOUTH, EAST, WEST, CENTER. Do kazˇde´ oblasti lze vlozˇit
pouze jednu komponentu. Velikost komponenty bude upravena podle velikosti jednotlive´
oblasti.
2.2.5 GridBagLayout
Tento spra´vce rozvrzˇen´ı je nejflexibilneˇjˇs´ı pro na´vrh uzˇivatelske´ho rozhran´ı, take´ je nejslozˇi-
teˇjˇs´ı na pouzˇit´ı. Podle na´zvu, tak jako GridLayout, rozdeˇluje plochu na mrˇ´ızˇku buneˇk. Ale
zde nen´ı vyzˇadova´no, aby kazˇda´ komponenta meˇla stejnou velikost, cˇ´ımzˇ se velikost kazˇde´ho
rˇa´dku a sloupce mu˚zˇe liˇsit. Take´ podporuje nastavova´n´ı omezen´ı GridBagConstraints,
ktere´ urcˇ´ı, do ktere´ bunˇky se komponenta vlozˇ´ı, a jak se bude komponenta v ra´mci bunˇky
chovat. Mozˇne´ je trˇeba zarovnan´ı, velikost, prˇ´ıpadneˇ jestli bude i jedna komponenta zo-
brazena i prˇes sousedn´ı bunˇky. Velikost komponent je veˇtsˇinou urcˇena uprˇednostnˇovany´mi
rozmeˇry, pokud je prostor dostatecˇneˇ velky´, jinak nastav´ı rozmeˇry, ktere´ budou vyhovovat.
Ale nikdy nestav´ı velikost mensˇ´ı, nezˇ jaka´ je minima´ln´ı velikost komponenty.
2.2.6 BoxLayout
Tento spra´vce rozvrzˇen´ı je zjednodusˇenou verz´ı GridBagLayout. Umozˇnˇuje zobrazovat kom-
ponenty pouze na jedine´m rˇa´dku nebo sloupci. Oproti ostatn´ım spra´vc˚um rozvrzˇen´ı, spra´vce
rozvrzˇen´ı BoxLayout vyuzˇ´ıva´ v´ıce i urcˇity´ch vlastnost´ı komponent, jako je minima´ln´ı a
maxima´ln´ı velikost komponenty. Da´le vyuzˇ´ıva´ odsazen´ı na ose X a Y. Velikost kompo-
nent nastavuje podle dostupne´ velikosti zobrazovane´ plochy, ale take´ prˇihl´ızˇ´ı k minima´ln´ı a
maxima´ln´ı velikosti komponent, takzˇe nenastav´ı velikost mensˇ´ı, nezˇ jaka´ je uda´na minima´ln´ı
velikost´ı. A naopak nenastav´ı velikost veˇtsˇ´ı, nezˇ jakou uda´va´ maxima´ln´ı velikost.
2.3 Graficke´ komponenty
Pro tvorbu graficke´ho uzˇivatelske´ho rozhran´ı ma´me k dispozici celou rˇadu prvk˚u graficke´ho
uzˇivatelske´ho rozhran´ı. Ru˚zne´ typy tlacˇ´ıtek ( JCheckbox, JToggleButton, JRadioButton,
JButton ...), editacˇn´ı pole (JTextField, JTextArea ...), staticke´ objekty (JLabel ...), prvky
pro tvorbu menu a popupmenu (JMenu, JMenuItem, JPopupMenu ...), slozˇiteˇjˇs´ı prvky pro
zobrazen´ı r˚uzny´ch seznamu˚ (JComboBox, JList, JTable, JTree ...) a spoustu dalˇs´ıch prvk˚u.
Prvky umı´st’ujeme na neˇjakou zobrazovanou plochu (JFrame, JPanel ...). Nastavujeme
jim, jake´ uda´losti budeme zpracova´vat.
2.4 Uda´losti
Pro zpracova´n´ı uda´lost´ı je mozˇne´ pouzˇ´ıt dva modely: model pozorovatele (nebo take´ vy-
davatel/odbeˇratel) a model dotazova´n´ı. Model dotazova´n´ı nen´ı prˇ´ıliˇs efektivn´ı, protozˇe je
nutne´ se opakovaneˇ dotazovat, zdali uzˇ neˇjaka´ uda´lost nastala a jestli se tedy ma´ prove´st jej´ı
obsluha. Model pozorovatele je mnohem lepsˇ´ı. Pokud neˇjaka´ uda´lost nastane, tak je mozˇne´
okamzˇiteˇ prove´st zpracova´n´ı uda´losti. V programovac´ıch jazyc´ıch se model pozorovatele
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nazy´va´ uda´lostmi rˇ´ızene´ programova´n´ı. V jazyce Java je tento model take´ pouzˇit. Tud´ızˇ
jen programujeme, co se bude d´ıt, kdyzˇ neˇjaka´ uda´lost nastane.
Nen´ı potrˇeba reagovat na vsˇechny uda´losti, ktere´ nastanou. Ma´me mozˇnost si vybrat
na jakou uda´lost budeme reagovat. Stacˇ´ı si jen vytvorˇit posluchacˇe (listener, objekt im-
plementuj´ıc´ı rozhran´ı EventListener) a prˇiˇradit ho komponenteˇ, u ktere´ chceme reagovat
na danou uda´lost. V Javeˇ existuj´ı rozsˇ´ıˇren´ı k obecne´mu rozhran´ı EventListener, deˇl´ı se
podle toho, na jake´ typy uda´losti se specializuj´ı. Pro uda´losti generovane´ mysˇ´ı se pouzˇije
rozhran´ı MouseListener, pro uda´lost´ı generovane´ neˇjakou akc´ı se pouzˇije ActionListener,
pro uda´losti generovane´ stisknut´ım neˇjake´ kla´vesy se pouzˇije KeyListener a mnohe´ dalˇs´ı.
Pokud implementujeme neˇjake´ pozˇadovane´ rozhran´ı posluchacˇe, pak uzˇ stacˇ´ı prˇedat
tento posluchacˇ komponenteˇ pouzˇit´ım metody addXXXListener(), kde XXX znacˇ´ı na´zev
implementovane´ho rozhran´ı (pro MouseListener to bude addMouseListener()). Protozˇe
kazˇde´ rozhran´ı posluchacˇe nab´ız´ı mnoho metod (kazˇda´ je na obsluhu jine´ uda´lost), ktere´ je
nutne´ implementovat, i kdyzˇ chceme reagovat pouze jen na jednu uda´lost, ma´me k dispozici
adapte´ry (prˇ. MouseAdapter), ktere´ implementuj´ı rozhran´ı posluchacˇe, tak zˇe na uda´lost
nijak nereaguj´ı. T´ım je da´n prostor k odvozen´ı a prˇekryt´ı jen metody, ktera´ na´s zaj´ıma´.
Kazˇde´ metodeˇ pro zpracova´n´ı uda´losti je samozrˇejmeˇ prˇeda´na informace o vznikle´
uda´losti a to ktera´ komponenta ji generuje. Ba´zova´ trˇ´ıda pro vsˇechny typy uda´losti je
java.util.EventObject, ostatn´ı trˇ´ıdy uda´lost´ı jsou od n´ı odvozeny, podle toho o jaky´
typ uda´losti se jedna´. Naprˇ´ıklad pro uda´losti generovane´ stisknut´ım kla´vesnice je prˇeda´n
objekt trˇ´ıdy KeyEvent, kde se dozv´ıme, ktere´ kla´vesa byla stisknuta a zdali nebylo za´rovenˇ
stisknuta kombinace kla´ves (prˇ. CTRL+S).
2.5 Applet
Applet je specia´ln´ı kontejner pro prvky graficke´ho uzˇivatelske´ho rozhran´ı, ktery´ mu˚zˇe by´t
vlozˇen jako soucˇa´st webove´ stra´nky, protozˇe poskytuje rozhran´ı pro komunikaci mezi ap-
pletem a prostrˇed´ım, ve ktere´m je spusˇteˇn. Protozˇe applet si je mozˇne´ sta´hnout jako
soucˇa´st ned˚uveˇryhodny´ch webovy´ch stra´nek, a pak je ko´d appletu spusˇteˇn na klientske´m
pocˇ´ıtacˇi, je nutne´ aby meˇl definovane´ omezen´ı, co mu˚zˇe prova´deˇt a co ne. Proto je ap-
plet spusˇteˇn v uzavrˇene´m prostrˇed´ı “p´ıskoviˇsteˇ” (sandbox), ktere´ mu odmı´tne vykona´vat
neˇjakou podezrˇelou cˇinnost. Toto prostrˇed´ı zajiˇst’uje virtua´ln´ı stroj jazyka Java.
Vy´hody appletu je rozsˇ´ıˇren´ı staticke´ho obsahu webovy´ch stra´nek. Umozˇnˇuje tvorˇit
slozˇiteˇjˇs´ı dynamicky´ obsah oproti Javascriptu a nav´ıc ko´d appletu je uzˇ zkompilova´n do
byte-ko´du, takzˇe je mnohem rychlejˇs´ı na interpretaci nezˇ Javascript.
Bezpecˇnostn´ı politika pro applety se liˇs´ı podle toho, jestli se jedna´ o d˚uveˇryhodny´ nebo
ned˚uveˇryhodny´ ko´d. Za d˚uveˇryhodny´ applet se povazˇuje ten, ktery´ je digita´lneˇ podepsa´n,
a potom ma´ veˇtsˇ´ı “p´ıskoviˇsteˇ” na hran´ı. Mu˚zˇe trˇeba prˇistupovat k loka´ln´ım soubor˚um.
Seznam omezen´ı pro ned˚uveˇryhodne´ applety:
• Nelze cˇ´ıst soubory na klientske´m souborove´m syste´mu.
• Nelze zapisovat do soubor˚u na klientske´m souborove´m syste´mu.
• Nelze mazat soubory na klientske´m souborove´m syste´mu a to bud’ metodou File.delete()
nebo vola´n´ım syste´move´ho prˇ´ıkazu rm nebo del.
• Nelze prˇejmenova´vat soubory na klientske´m souborove´m syste´mu a to bud’ metodou
File.renameTo() nebo vola´n´ım syste´move´ho prˇ´ıkazu mv nebo rename.
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• Nelze vytva´rˇet adresa´rˇe na klientske´m souborove´m syste´mu a to bud’ metodou File.mkdirs()
nebo vola´n´ım syste´move´ho prˇ´ıkazu mkdir.
• Nelze prohl´ızˇet obsah adresa´rˇ˚u.
• Nelze testovat, zdali neˇjaky´ soubor existuje cˇi ne.
• Nelze z´ıska´vat informace o neˇjake´m souboru jako je velikost, typ, datum a cˇas posledn´ı
modifikace.
• Nelze vytva´rˇet s´ıt’ove´ spojen´ı k jake´mukoli jine´mu pocˇ´ıtacˇi, kromeˇ toho odkud byl
applet stazˇen.
• Nelze poslouchat a prˇij´ımat s´ıt’ove´ spojen´ı na libovolne´m portu na klientske´m syste´mu.
• Nelze vytvorˇit okno na nejvysˇsˇ´ı u´rovni bez zobrazene´ho upozorneˇn´ı, zˇe okno bylo
vytvorˇeno ned˚uveˇryhodny´m appletem.
• Nelze jaky´mkoli zp˚usobem z´ıska´vat jme´no uzˇivatele nebo jme´no jeho domovske´ho
adresa´rˇe prˇes syste´move´ promeˇnne´ user.name, user.home, user.dir, java.home a
java.class.path.
• Nelze definovat jakoukoli syste´movou promeˇnou.
• Nelze spustit jaky´koli program pouzˇit´ım metody Runtime.exec().
• Nelze ukoncˇit interpret Javy pouzˇit´ım System.exit() nebo Runtime.exit().
• Nelze nacˇ´ıtat dynamicke´ knihovny na klientske´m syste´mu pouzˇit´ım metod load()
nebo loadLibrary() z trˇ´ıd Runtime nebo System.
• Nelze vytva´rˇet nebo jinak manipulovat s vla´kny, ktere´ nejsou ve stejne´ skupineˇ vla´ken
(ThreadGroup) jako applet.
• Nelze vytva´rˇet ClassLoader.
• Nelze vytva´rˇet SecurityManager.
• Nelze specifikovat funkce pro s´ıt’ovou kontrolu pomoc´ı ContentHandlerFactory,
SocketImplFactory nebo URLStreamHandlerFactory.
• Nelze definovat trˇ´ıdy, ktere´ jsou soucˇa´st´ı bal´ık˚u na klientske´m syste´mu.
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Kapitola 3
Remote Method Invokation (RMI)
Jedna´ se o distribuovanou technologii, ktera´ umozˇnˇuje vzda´lene´ vola´n´ı metod objekt˚u.
Podobny´ syste´m je vzda´lene´ vola´n´ı procedur (RPC).
3.1 Architektura
Distribuovany´ syste´m je tvorˇen registrem, ktery´ uchova´va´ odkazy na vzda´lene´ objekty.
Server aplikace, ktera´ nab´ız´ı objekty pro vzda´leny´ prˇ´ıstup, mus´ı odkaz na tyto objekty, pro
vzda´lene´ vola´n´ı, zaregistrovat v registru. Klient, ktery´ chce z´ıskat odkaz na vzda´leny´ objekt,
se nejdrˇ´ıve dota´zˇe registru, zdali pozˇadovany´ objekt je registrova´n, a pokud je registrova´n,
tak mu vra´t´ı odkaz na pozˇadovany´ objekt. Komunikace mezi jednotlivy´mi cˇa´stmi je zajiˇsteˇn
pomoc´ı RMI protokolu. Na obra´zku 3.1 je jesˇteˇ web server, ktery´ zde vystupuje jako zp˚usob
distribuce ko´du pro klienta pomoc´ı URL protokolu (HTTP, FTP, ...).
Obra´zek 3.1: RMI architektura
3.2 Architektura s firewall
Standardneˇ se RMI snazˇ´ı nava´zat prˇ´ıme´ spojen´ı prˇes internet ke vzda´lene´mu pocˇ´ıtacˇi, jenzˇe
takove´ pokusy mohou blokovat firewally. Ale RMI poskytuje jesˇteˇ dva alternativn´ı zp˚usoby
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spojen´ı pomoc´ı HTTP mechanizmu, cozˇ umozˇn´ı klientovi za firewallem volat vzda´lene´
metody.
RMI vola´n´ı je posla´no v teˇle HTTP POST pozˇadavku, a potom vy´sledek je vra´cen
v HTTP odpoveˇdi. Pozˇadavek je mozˇne´ poslat dveˇma zp˚usoby, za´lezˇ´ı co umozˇn´ı firewall.
Prvn´ı mozˇnost je, zˇe HTTP dotaz bude posla´n hostiteli na libovolny´ port, na ktere´m RMI
server posloucha´. Nebo firewall umozˇnˇuje poslat HTTP pozˇadavky jen na zna´me´ HTTP
porty, pak je HTTP dotaz posla´n hostiteli na port 80, kde posloucha´ HTTP server a zde
bude spusˇteˇn skript, ktery´ tento pozˇadavek zpracuje t´ım, zˇe se spoj´ı s RMI serverem a prˇeda´
RMI vola´n´ı ke zpracova´n´ı. Po zpracovan´ı RMI serverem je vy´sledek prˇeda´n zpeˇt skriptu a
ten vytvorˇ´ı HTTP odpoveˇd’.
Obra´zek 3.2: RMI architektura prˇes firewall
Vzda´lene´ vola´n´ı metod objektu prˇes HTTP pozˇadavky je pomalejˇs´ı nezˇ, kdyby byly
pos´ıla´ny prˇes prˇ´ıme´ spojen´ı.
3.3 RMI protokol
Prˇenos zpra´v se prova´d´ı pomoc´ı dvou proud˚u (vy´stupn´ı a vstupn´ı). Vy´znam proud˚u je ve
vztahu ke klientovi. Vy´stupn´ı proud se pouzˇ´ıva´ pro odchoz´ı zpra´vy a vstupn´ı proud pro
prˇ´ıjem prˇ´ıchoz´ıch zpra´v.
3.3.1 Vy´stupn´ı proud
Proud je tvorˇen hlavicˇkou a pak na´sleduje seznam zpra´v. Specifikace forma´tu vy´stupn´ıho
proudu je prˇebra´na z dokumentu [1, JavaTM Remote Method Invocation Specification].
Out:
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Header Messages
HttpMessage
Header:
0x4a 0x52 0x4d 0x49 Version Protocol
Version:
0x00 0x01
Protocol:
StreamProtocol
SingleOpProtocol
MultiplexProtocol
StreamProtocol:
0x4b
SingleOpProtocol:
0x4c
MultiplexProtocol:
0x4d
Messages:
Message
Messages Message
Jsou definova´ny trˇi typy odchoz´ıch zpra´v:
Call – vola´n´ı metody
Ping – testova´n´ı zdali vzda´leny´ pocˇ´ıtacˇ je prˇipraven
DgcAck – potvrzen´ı, zˇe klient prˇijal vzda´lene´ objekty v na´vratove´ hodnoteˇ
Message:
Call
Ping
DgcAck
Call:
0x50 CallData
Ping:
0x52
DgcAck:
0x54 UniqueIdentifier
CallData:
ObjectIdentifier Operation Hash Argumentsopt
ObjectIdentifier:
ObjectNumber UniqueIdentifier
UniqueIdentifier:
Number Time Count
Arguments:
Value
Arguments Value
Value:
Object
Primitive
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HttpMessage:
HttpPostHeader Header Message
HttpReturn:
HttpResponseHeader Return
3.3.2 Vstupn´ı proud
Specifikace forma´tu zpra´v pro vstupn´ı proud je prˇebra´na z dokumentu [1, JavaTM Remote
Method Invocation Specification].
Jsou definova´ny trˇi typy prˇ´ıchoz´ıch zpra´v:
ReturnData – vy´sledek vola´n´ı metody
HttpReturn – vy´sledek v HTTP protokolu
PingAck – odpoveˇd’ na Ping
In:
ProtocolAck Returns
ProtocolNotSupported
HttpReturn
ProtocolAck:
0x4e
ProtocolNotSupported:
0x4f
Returns:
Return
Returns Return
Return:
ReturnData
PingAck
ReturnData:
0x51 ReturnValue
PingAck:
0x53
ReturnValue:
0x01 UniqueIdentifier Valueopt
0x02 UniqueIdentifier Exception
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3.3.3 Typy hodnot pouzˇity´ch v RMI protokolu
Pouzˇity´ typ Typ v Javeˇ
Count short
Exception java.lang.Exception
Hash long
Hostname UTF
Number int
Object java.lang.Object
ObjectNumber long
Operation int
PortNumber int
Primitive byte, int, short, long...
Time long
3.4 Prˇenos parametr˚u
Aby bylo mozˇne´ prˇena´sˇet parametry pro vola´n´ı vzda´lene´ metody nebo na´vratove´ hodnoty,
mus´ı tyto parametry implementovat rozhran´ı java.io.Serializable. Parametry, ktere´
nejsou poskytova´ny pro vzda´leny´ prˇ´ıstup, jsou prˇeda´ny jako kopie. Tedy nejsou prˇeda´ny
referenc´ı, jak to by´va´ obvykle´ v Javeˇ. Proto prˇed vola´n´ım vzda´lene´ metody jsou pro tyto
parametry a na´vratovou hodnoty vytvorˇeny kopie, ktere´ jsou pak serializovane´.
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Kapitola 4
Na´vrh architektury pro vzda´lene´
ovla´da´n´ı aplikac´ı
Architektura bude navrzˇena jako klient-server architektura, kde klienta bude prˇedstavovat
applet spusˇteˇny´ v prostrˇed´ı internetove´ho prohl´ızˇecˇe a server bude aplikace s virtua´ln´ım
graficky´m uzˇivatelsky´m rozhran´ım. Navrzˇena´ architektura je na obra´zku 4.1.
Obra´zek 4.1: Architektura
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Klient bude tvorˇen z:
• appletu
• periodicke´ho dotazova´n´ı
• RMI
Server bude tvorˇen z:
• vlastn´ı aplikace
• virtua´ln´ıho graficke´ho uzˇivatelske´ rozhran´ı
• fronty prˇ´ıkaz˚u
• fronty zpra´v
• RMI
4.1 Komunikace klient-server
Komunikaci mezi klientem a serverem bude zajiˇst’ovat RMI (Remote Method Invocation),
ktere´ zajist´ı prˇenos zpra´v pra´veˇ vola´n´ım vzda´lene´ metody. Komunikacˇn´ı rozhran´ı prˇes RMI,
ktere´ bude poskytovat server, umozˇn´ı z´ıskat seznam prˇ´ıkaz˚u a signalizovat vzniklou uda´lost
na klientovi.
Rozhran´ı poskytovane´ serverem:
interface ServerAppInterface extends Remote
{
List<Command> getCommands() throws RemoteException;
void event(Event e) throws RemoteException;
}
Protozˇe RMI umozˇnˇuje jen volat metody server aplikace, je nutne´, aby se applet ak-
tivneˇ dotazoval (polling) server aplikace, zdali ma´ obdrzˇet zpra´vu. Tato funkcˇnost bude
zajiˇsteˇna cˇa´st´ı appletu pro periodicke´ vola´n´ı getCommands() a pote´ pokud jsou neˇjake´
prˇ´ıkazy obdrzˇeny, bude informovat applet.
4.2 Reprezentace vzda´leny´ch objekt˚u
Vytvorˇen´ı vzda´leny´ch objekt˚u se bude prova´deˇt obecny´m mechanismem pomoc´ı objektu
Class, ktery´ umozˇn´ı vytvorˇit instanci trˇ´ıdy, kterou objekt trˇ´ıdy Class popisuje. Podobneˇ
se bude postupovat prˇi vola´n´ı metod vzda´leny´ch objekt˚u. Pouzˇije se objekt trˇ´ıdy Method,
ktery´ popisuje metodu trˇ´ıdy. Zavola´n´ı popisovane´ metody se provede metodou invoke().
Takzˇe pro zavola´n´ı vzda´lene´ metody na´m bude stacˇit popis trˇ´ıdy, textovy´ na´zev metody,
popis parametr˚u metody a hodnoty parametr˚u.
Prˇ´ıklad vytvorˇen´ı instance a vola´n´ı metody
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// vyvtorˇenı´ instance
Class jbutton = javax.swing.JButton.class;
javax.swing.JButton obj = (javax.swing.JButton)jbutton.newInstance();
// vola´nı´ metody
Class[] parameterType = { String.class };
Object[] args = { ‘‘Hello World!’’ }
jbutton.getMethod(‘‘setText’’, parameterType).invoke(obj, args);
Protozˇe nelze pouzˇ´ıt prˇ´ımou referenci na vzda´leny´ objekt, mus´ıme si pomoct rˇeteˇzcovou
identifikac´ı, ktera´ bude stejna´ pro klientsky´ i serverovy´ objekt. A na obou cˇa´stech se bude
tato identifikace prˇeva´deˇt na kontre´tn´ı objekt.
4.3 Popis klienta
Applet bude vykona´vat prˇ´ıkazy, ktere´ mu posˇle server, jako trˇeba vytvorˇ tlacˇ´ıtko na pozici
x,y a nastav popis na “abc”. Bude se tedy jednat o prˇ´ıkazy pro vytvorˇen´ı a u´pravu vzhledu
graficke´ho uzˇivatelske´ho rozhran´ı, ale take´ zde budou prˇ´ıkazy pro nastaven´ı uda´lost´ı, ktere´
maj´ı by´t pos´ıla´ny zpeˇt na server. Budou to uda´losti vznikaj´ıc´ı prˇi neˇjake´ akci uzˇivatele,
jako je kliknut´ı na tlacˇ´ıtko cˇi jine´ akci. Posla´n´ı uda´losti zpeˇt na server bude provedeno
prostrˇednictvy´m vola´n´ım vzda´lene´ metody serveru event(). V parametru funkce bude
prˇeda´na uda´lost Event.
Forma´t uda´losti:
class Event
{
String srcObjId; // identifikace zdrojove´ho objektu
String evId; // identifikace uda´losti
Class evDispClass; // typ objektu (dorucˇovatele), ktery´ bude
// obsluhovat tuto uda´lost
Object[] evData; // hodnoty uda´lostı´
List<UpdateCommand> updCommands; // synchronizacˇnı´ prˇı´kazy
}
Soucˇa´st´ı uda´losti jsou i synchronizacˇn´ı prˇ´ıkazy, ktere´ generuje klient, aby beˇhem obsluhy
uda´losti meˇl server k dispozici aktua´ln´ı stav uzˇivatelske´ho rozhran´ı, jaky´ byl v dobeˇ vzniku
uda´losti na klientovi.
Forma´t synchronizacˇn´ıho prˇ´ıkazu:
class UpdateCommand
{
String objId; // identifikace objektu
String method; // na´zev volane´ metody (jedno parametrova´)
Class valClass; // typ hodnoty
Object val; // hodnota
}
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4.4 Popis serveru
Server prˇij´ıma´ zpra´vy od klienta prostrˇednictv´ım RMI a zarˇazuje si je do fronty zpra´v, kde
cˇekaj´ı na zpracova´n´ı. Z fronty zpra´v si zpra´vu vyzvedne virtua´ln´ı graficke´ rozhran´ı a prˇeda´
ji ke zpracova´n´ı vlastn´ı aplikaci. Aplikace beˇhem zpracova´n´ı zpra´vy mu˚zˇe prostrˇednictv´ım
virtua´ln´ıho graficke´ho rozhran´ı generovat prˇ´ıkazy, ktere´ budou meˇnit uzˇivatelske´ rozhran´ı.
Tyto prˇ´ıkazy jsou vkla´da´ny do fronty prˇ´ıkaz˚u. Seznam teˇchto prˇ´ıkaz˚u je posla´n prˇes RMI
klientovi.
Za´klad pro tvorbu prˇ´ıkaz˚u. Identifikuje objekt, ktere´mu je prˇ´ıkaz urcˇen.
class Command
{
String objId; // identifikace objektu
}
Prˇ´ıkazy, ktere´ generuje server jsou:
CreateComponent – Vytvorˇ´ı komponentu podle zadane´ho typu.
class CreateComponentCommand extends Command
{
Class<?> objClass; // typ objektu, ktery´ ma´ by´t vytvorˇen
}
AssociateComponent – Vytvorˇ´ı vazbu mezi dveˇma komponentami. Veˇtsˇinou se jedna´
o umı´steˇn´ı jedne´ komponenty do jine´. Naprˇ´ıklad JButton do JPanel. Jesˇteˇ obsahuje
popis metody, kterou ma´ pouzˇ´ıt, naprˇ´ıklad u JPanel ma´ pouzˇ´ıt add() a JScrollPane
ma´ pouzˇ´ıt setViewportView().
class AssociateComponentCommand extends Command
{
String methodName; // na´zev volane´ metody
Class<?>[] parameterType; // typy parametru˚ volane´ metody
Object[] parameters; // hodnoty parametru˚ volane´ metody
String assocObjId; // identifikace nadrˇazene´ komponenty
}
SetAttributeComponent – Prˇ´ıkaz pro zavola´n´ı neˇjake´ metody komponenty, obvykle
se jedna´ o nastaven´ı neˇjake´ vlastnosti. Prˇ´ıkaz obsahuje identifikaci komponenty a
popis metody, kterou chceme zavolat. Popis metody se skla´da´ z na´zvu metody, typy
parametr˚u metody a hodnoty parametr˚u, ktere´ chceme nastavit.
class SetAttributeComponentCommand extends Command
{
String methodName; // na´zev volane´ metody
Class<?>[] parameterType; // typy parametru˚ volane´ metody
Object[] parameters; // hodnoty parametru˚ volane´ metody
}
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CreateModel – Vytvorˇ´ı model, ktery´ vyuzˇ´ıvaj´ı neˇktere´ komponenty (JComboBox – List-
Model, JTable – TableModel), podle zadane´ho typu.
class CreateModelCommand extends Command
{
Class<?> objClass; // typ objektu, ktery´ ma´ by´t vytvorˇen
}
AssociateModel – Vytvorˇ´ı vazbu mezi komponentou a modelem. Obsahuje identifikaci
komponenty a identifikaci modelu a popis metody komponenty, ktera´ se ma´ pouzˇ´ıt.
class AssociateModelCommand extends Command
{
String methodName; // na´zev volane´ metody
Class<?>[] parameterType; // typy parametru˚ volane´ metody
Object[] parameters; // hodnoty parametru˚ volane´ metody
String assocObjId; // identifikace nadrˇazene´ komponenty
}
SetAttributeModel – Prˇ´ıkaz pro zavola´n´ı neˇjake´ metody komponenty, obvykle se jedna´
o nastaven´ı neˇjake´ vlastnosti. Prˇ´ıkaz obsahuje identifikaci modelu a popis metody,
kterou chceme zavolat. Popis metody se skla´da´ z na´zvu metody, typy parametr˚u
metody a hodnoty parametr˚u, ktere´ chceme nastavit.
class SetAttributeModelCommand extends Command
{
String methodName; // na´zev volane´ metody
Class<?>[] parameterType; // typy parametru˚ volane´ metody
Object[] parameters; // hodnoty parametru˚ volane´ metody
}
SetEvent – Slouzˇ´ı pro nastaven´ı odeb´ıra´n´ı neˇktere´ uda´losti, ktera´ nastane nad zadanou
komponentou. Prˇ´ıkaz obsahuje identifikaci komponenty, identifikaci EventHandler,
ktery´ se ma´ pouzˇ´ıt, a popis metody, ktera´ se ma´ zavolat.
class SetEventCommand extends Command
{
String methodName; // na´zev volane´ metody
Class<?>[] parameterType; // parametry volane´ metody
String evObjId; // identifikace obsluhy uda´losti
Class evObjClass; // typ obsluhy uda´losti (pro vytvorˇenı´ instance)
}
RegisterEvent – Slouzˇ´ı pro registraci uda´lost´ı, ktere´ se maj´ı pos´ılat ke zpracova´n´ı na
server. Prˇ´ıkaz obsahuje identifikaci komponenty a identifikaci EventHandler.
class RegisterEventCommand extends Command
{
String evObjId; // identifikace obsluhy uda´losti
}
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ConfirmEvent – Slouzˇ´ı pro potvrzen´ı, zˇe uda´lost, ktera´ byla posla´na na server ke zpra-
cova´n´ı, uzˇ byla zpracova´na. Prˇ´ıkaz obsahuje identifikaci uda´losti, ktera´ byla zpra-
cova´na.
class ConfirmEventCommand extends Command
{
String evObjId; // identifikace obslouzˇene´ uda´losti
}
Ve vy´cˇtu generovany´ch prˇ´ıkaz˚u jsou prˇ´ıkazy pro komponenty a pro modely, protozˇe pro
identifikaci komponent z knihovny AWT/Swing lze vyuzˇ´ıt vlastnost name, kterou nab´ız´ı
za´kladn´ı trˇ´ıda Component, od ktere´ jsou pak odvozeny vesˇkere´ prvky uzˇivatelske´ho rozhran´ı.
Modely nemaj´ı zˇa´dnou vhodnou vy´choz´ı trˇ´ıdu, takzˇe je nutne´ si odvodit vlastn´ı trˇ´ıdy a
sjednotit je implementac´ı rozhran´ı Identifiable.
interface Identifiable
{
String getId();
void setId(String objId);
}
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Kapitola 5
Realizace
Celkova´ architektura navrzˇene´ho syste´mu je zna´zorneˇna na obra´zku 5.1. Cely´ syste´m lze
rozdeˇlit na serverovou a klientskou cˇa´st. V te´to kapitole se budeme veˇnovat podrobneˇjˇs´ımu
popisu obou teˇchto cˇa´st´ı.
Obra´zek 5.1: Ja´dro syte´mu
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5.1 Klient
Pomoc´ı cˇasovacˇe si klient zajist´ı, aby periodicky prova´deˇl z´ıska´va´n´ı prˇ´ıkaz˚u pomoc´ı vzda´lene´-
ho vola´n´ı getCommnads(). Z´ıskane´ prˇ´ıkazy jsou vykona´ny (CommandHandler).
Uda´losti, ktere´ vzniknou nad uzˇivatelsky´m rozhran´ı, zpracova´vaj´ı posluchacˇi, kterˇ´ı sig-
nalizuj´ı, zˇe dosˇlo ke zmeˇneˇ uzˇivatelske´ho rozhran´ı a tuto zmeˇnu prˇedaj´ı spra´vci zmeˇn
(ModificationManager). Take´ kontroluj´ı zdali tato uda´lost je registrova´na serverovou ap-
likac´ı a pokud ano, tak generuj´ı uda´lost, ktera´ bude prostrˇednictv´ım odes´ılatele uda´lost´ı
(EventSender) posla´na na server. Odes´ılatel uda´losti k dane´ uda´losti jesˇteˇ prˇilozˇ´ı synchro-
nizacˇn´ı prˇ´ıkazy od spra´vce zmeˇn a pak ji odesˇle na server vzda´leny´m vola´n´ı event(). Identi-
fikaci odeslane´ uda´losti prˇeda´ spra´vci odeslany´ch uda´lost´ı (SentEventManager) a on provede
zablokova´n´ı uzˇivatelske´ho rozhran´ı, aby uzˇivatel nemohl vytva´rˇet dalˇs´ı uda´losti dokud tato
uda´lost nebude serverovou aplikac´ı zpracova´na. Zpracova´n´ı uda´losti je od serveru signali-
zova´no potvrzovac´ım prˇ´ıkazem (ConfirmEvent).
RMI – Slouzˇ´ı pro vola´n´ı vzda´leny´ch metod.
ServerApp – Poskytuje rozhran´ı serveru, prˇes toto rozhran´ı se prova´d´ı vola´n´ı event() a
getCommands().
CommandHandler – Prova´d´ı zpracova´n´ı prˇ´ıkaz˚u, ktere´ obdrzˇ´ı od server aplikace. Typy
prˇ´ıkaz˚u, ktere´ zpracova´va´ jsou:
CreateComponent – Vytvorˇ´ı komponentu podle zadane´ Class a prˇiˇrad´ı ji identi-
fikaci, ktera´ je stejna´ jak u klientske´ komponenty tak i u serverove´ komponenty.
AssociateComponent – Vytvorˇ´ı vazbu mezi dveˇma komponentami. Veˇtsˇinou se
jedna´ o umı´steˇn´ı jedne´ komponenty do jine´. Naprˇ´ıklad JButton do JPanel. Jesˇteˇ
obsahuje popis metody, kterou ma´ pouzˇ´ıt, naprˇ´ıklad u JPanel ma´ pouzˇ´ıt add()
a JScrollPane ma´ pouzˇ´ıt setViewportView().
SetAttributeComponent – Prˇ´ıkaz pro zavola´n´ı neˇjake´ metody komponenty, ob-
vykle se jedna´ o nastaven´ı neˇjake´ vlastnosti. Prˇ´ıkaz obsahuje identifikaci kompo-
nenty a popis metody, kterou chceme zavolat. Popis metody se skla´da´ z na´zvu
metody, typy parametr˚u metody a hodnoty parametr˚u, ktere´ chceme nastavit.
CreateModel – Vytvorˇ´ı model, ktery´ vyuzˇ´ıvaj´ı neˇktere´ komponenty (JComboBox
– ListModel, JTable – TableModel), podle zadane´ Class a prˇiˇrad´ı ji identifikaci,
ktera´ je stejna´ jak u klientske´ho modelu tak i u serverove´ho modelu.
AssociateModel – Vytvorˇ´ı vazbu mezi komponentou a modelem. Obsahuje identi-
fikaci komponenty a identifikaci modelu a popis metody komponenty, ktera´ se
ma´ pozˇ´ıt.
SetAttributeModel – Prˇ´ıkaz pro zavola´n´ı neˇjake´ metody komponenty, obvykle se
jedna´ o nastaven´ı neˇjake´ vlastnosti. Prˇ´ıkaz obsahuje identifikaci modelu a popis
metody, kterou chceme zavolat. Popis metody se skla´da´ z na´zvu metody, typy
parametr˚u metody a hodnoty parametr˚u, ktere´ chceme nastavit.
SetComponentEvent – Slouzˇ´ı pro nastaven´ı odeb´ıra´n´ı neˇktere´ uda´losti, ktera´ na-
stane nad zadanou komponentou. Prˇ´ıkaz obsahuje identifikaci komponenty, iden-
tifikaci EventHandler, ktery´ se ma´ pouzˇ´ıt, a popis metody, ktera´ se ma´ zavolat.
RegisterEvent – Slouzˇ´ı pro registraci uda´lost´ı, ktere´ se maj´ı pos´ılat ke zpracova´n´ı
na server. Prˇ´ıkaz obsahuje identifikaci komponenty a identifikaci EventHandler.
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ConfirmEvent – Slouzˇ´ı pro potvrzen´ı, zˇe uda´lost, ktera´ byla posla´na na server
ke zpracova´n´ı, uzˇ byla zpracova´na. Prˇ´ıkaz obsahuje identifikaci uda´losti, ktera´
byla zpracova´na. Soucˇa´st´ı zpracova´n´ı tohoto prˇ´ıkazu je odblokova´n´ı uzˇivatelske´
rozhran´ı, ktere´ bylo zablokova´no prˇed odesla´n´ım uda´losti na sever ke zpracova´n´ı.
ComponentManager – Spra´vce komponent uchova´va´ seznam vytvorˇeny´ch klientsky´ch
komponent a poskytuje prˇevod identifikace na konkretn´ı komponentu.
ModelManager – Spra´vce model˚u uchova´va´ seznam vytvorˇeny´ch klientsky´ch model˚u a
poskytuje prˇevod identifikace na konkretn´ı model.
EventManager – Spra´vce obsluh uda´lost´ı uchova´va´ seznam vytvorˇeny´ch obsluh uda´lost´ı
a poskytuje prˇevod identifikace na konkretn´ı obsluhu uda´losti.
EventHandlerManager – Spra´vce registrovany´ch uda´lost´ı obsahuje seznam registrova-
ny´ch uda´lost´ı, ktere´ maj´ı by´t posla´ny na server ke zpracova´n´ı.
SentEventManager – Spra´vce odeslany´ch uda´lost´ı obsahuje seznam odeslany´ch uda´lost´ı
na server ke zpracova´n´ı, a ktere´ jesˇteˇ nebyli potvrzeny, zˇe jsou zpracova´ny.
Timer – Cˇasovacˇ slouzˇ´ı pro zajiˇsteˇn´ı pravidelne´ho opakovan´ı volan´ı z´ıska´n´ı a zpracova´n´ı
prˇ´ıkaz˚u ze serveru.
Applet – Na appletu jsou umı´st’ova´ny prvky uzˇivatelske´ho rozhran´ı, ktere´ jsou viditelne´
uzˇivateli a se ktery´mi mu˚zˇe pracovat.
EventHandler – Obsluha vznikle´ uda´losti. Pokud je tato uda´lost registrovana´, tak se
posˇle ke zpracova´n´ı na server. Pokud je to uda´lost, ktera´ vnikla uzˇivatelskou zmeˇnou
neˇktere´ komponenty, tak se tato zmeˇna ulozˇ´ı k pozdeˇjˇs´ımu odesla´n´ı na server. Nejle´pe
jako soucˇa´st neˇjake´ uda´losti, ktera´ je posla´na na server ke zpracova´n´ı.
ModificationManager – Spra´vce uzˇivatelsky´ch zmeˇn neˇktery´ch komponent. Na´sledneˇ
pak generuje prˇ´ıkazy pro synchronizaci stavu klientsky´ch a serverovy´ch komponent.
EventSender – Soucˇa´st pro odes´ıla´n´ı uda´losti na server. K uda´losti prˇilozˇ´ı zmeˇny k syn-
chronizaci, aby serverova´ aplikace meˇla k dispozici aktua´ln´ı data ke zpracova´n´ı uda´losti.
Naprˇ´ıklad vyplneˇny´ text v neˇjake´m editovatelne´m textove´m poli. Prˇed odesla´n´ım
uda´losti provede zablokova´n´ı uzˇivatelske´ho rozhran´ı dokud nebude uda´lost zpracova´na.
5.2 Server
Du˚lezˇita´ cˇa´st je zde smycˇka zpra´v (EventLoop), ktera´ umozˇnˇuje tvorˇit uda´lostmi rˇ´ızenou
aplikaci. Smycˇka zpra´v cˇeka´ na prˇ´ıchoz´ı uda´lost a azˇ je neˇjaka´ uda´lost signalizovana´,
vyzvedne si ji u spra´vce uda´lost´ı (EventManager) a provede jej´ı zpracova´n´ı t´ım, zˇe nejdrˇ´ıv
provede synchronizaci pomoc´ı synchronizacˇn´ıch prˇ´ıkaz˚u, ktere´ jsou soucˇa´sti uda´losti, a pak
uda´lost prˇeda´ zadane´mu dorucˇovateli uda´lost´ı. Ktery´ dorucˇovatel uda´lost´ı ma´ by´t pouzˇit, je
prˇeda´no ve strukturˇe Event. Prˇes dorucˇovatele je uda´lost prˇeda´na c´ılove´mu objektu a jeho
posluchacˇ˚um. Beˇhem zpracova´n´ı uda´lost´ı aplikac´ı mu˚zˇou by´t generova´ny prˇ´ıkazy pro zmeˇnu
uzˇivatelske´ho rozhran´ı. Prˇ´ıkazy jsou prˇeda´va´ny spra´vci prˇ´ıkaz˚u (CommandManager), ktery´
je pak prˇeda´ klientovi, azˇ si o neˇ pozˇa´da´ vzda´len´ım vola´n´ım getCommands(). Po ukoncˇen´ı
obsluhy uda´losti mus´ı smycˇka zpra´v poslat potvrzovac´ı prˇ´ıkaz (ConfirmEvent), ktery´m in-
formuje klienta, zˇe tato uda´lost byla zpracova´na.
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RMI – Slouzˇ´ı pro prˇ´ıjem vzda´leny´ch vola´n´ı z klienta.
ServerAppListener – Implementace rozhran´ı serveru.
CommandManager – Spra´vce prˇ´ıkaz˚u, ktere´ maj´ı by´t odesla´ny na klienta.
ComponentManager – Spra´vce komponent a model˚u, ktere´ jsou vytvorˇeny. Poskytuje
prˇevod identifikace na konkretn´ı komponentu cˇi model.
EventManager – Spra´vce uda´lost´ı, ktere´ poslal klient ke zpracova´n´ı.
EventLoop – Smycˇka zpra´v, ktera´ zajiˇst’uje odeb´ıran´ı prˇ´ıchoz´ıch uda´lost´ı a prˇeda´va´ je
aplikaci ke zpracova´n´ı. Prˇed t´ım nezˇ prˇeda´ uda´lost aplikaci ke zpracova´n´ı, tak provede
synchronizaci podle prˇilozˇeny´ch prˇ´ıkaz˚u.
EventDispatcher – Dorucˇen´ı uda´losti registrovany´m posluchacˇ˚um. Zajiˇst’uje prˇevod for-
ma´tu dorucˇene´ uda´losti na uda´lost, ktera´ je pak prˇeda´na posluchacˇ˚um.
Application – Implementace libovolne´ aplikace, ktera´ vyuzˇ´ıva´ vzda´leneˇ ovla´dane´ uzˇiva-
telske´ rozhran´ı.
5.3 Stavba server knihovny
Knihovna pro tvorbu vzda´leneˇ ovla´dany´ch aplikac´ı je vytvorˇena tak, aby odpov´ıdala kni-
hovneˇ AWT/Swing, takzˇe je mozˇne´ zmeˇnit pouze importovane´ bal´ıky z AWT/Swing na
bal´ıky se vzda´leneˇ ovla´dany´mi komponentami. A t´ım bude prˇevedena desktopova´ aplikace
na vzda´leneˇ ovla´danou aplikaci.
Hierarchie vzda´leneˇ ovla´dany´ch komponent je v prˇ´ıloze na obra´zku A.1.
Pu˚vodneˇ bylo mysˇleno, zˇe pro reprezentaci uda´lost´ı budou vyuzˇity typy z knihovny
AWT/Swing, ale protozˇe neˇktere´ typy uda´lost´ı se omezuj´ı jen na zdrojovy´ typ komponenty
java.awt.Component, tak je nutne´ si tyto uda´losti implementovat a zmeˇnit typ zdrojove´
komponenty na obecny´ typ Object. Samozrˇejmeˇ pokud jsou zmeˇneˇny typy uda´lost´ı, je
nutne´ implementovat pro tyto uda´losti i rozhran´ı posluchacˇ˚u a adapte´r˚u.
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Kapitola 6
Interaktivn´ı editor aplikace
ovla´dane´ prˇes WWW
Pro demonstrova´n´ı funkcˇnosti syste´mu vzda´lene´ho ovla´da´n´ı aplikace prˇes WWW je vytvo-
rˇena aplikace (Interaktivn´ı editor aplikace ovla´dane´ prˇes WWW), ktera´ bude demonstrovat
funkcˇnost te´to knihovny. Vytvorˇena´ aplikace je interaktivn´ı a vesˇkere´ zmeˇny nad uzˇivatel-
ske´m rozhran´ı se projev´ı v appletu na klientovi a naopak zmeˇny v appletu se take´ projev´ı
v editoru (ve formula´rˇi i v seznamu vlastnost´ı).
Obra´zek 6.1: Interaktivn´ı editor
6.1 Mozˇnosti editoru
• Lze vytva´rˇet prvky uzˇivatelske´ho rozhran´ı, ktere´ maj´ı by´t zobrazeny v appletu na
klientovi.
• Lze nastavovat jednotlive´ atributy u kazˇde´ho prvku uzˇivatelske´ho rozhran´ı.
• Lze registrovat uda´losti, o ktery´ch ma´ klientsky´ applet informovat editor.
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Obra´zek 6.2: Vytvorˇene´ vzda´lene´ uzˇivatelske´ rozhran´ı
• Vesˇkere´ uzˇivatelske´ zmeˇny v appletu na klientovi se projev´ı i v editoru.
6.2 Cˇa´sti editoru
Panel komponent uzˇivatelske´ho rozhran´ı – Jednotlive´ komponenty, ktere´ lze umı´stit
do vy´sledne´ho formula´rˇe.
Tabulka s vlastnostmi a uda´lostmi – Vlastnosti, ktere´ lze nastavit, a uda´losti, ktere´ si
lze zaregistrovat. Zmeˇna atributu komponety se projev´ı i ve vzda´lene´ komponenteˇ.
Seznam signalizovany´ch uda´lost´ı – Vy´pis zaregistrovany´ch uda´lost´ı, ktere´ nastaly.
Panel pro umı´st’ova´n´ı prvk˚u uzˇivatelske´ho rozhran´ı – Zde je videˇt uzˇivatelske´ roz-
hran´ı, ktere´ se zobrazuje u klienta.
K dispozici ma´me sadu komponent uzˇivatelske´ho rozhran´ı, ktere´ lze umı´stit do vytva´rˇe-
ne´ho formula´rˇe. U kazˇde´ho prvku uzˇivatelske´ho rozhran´ı ma´me mozˇnost nastavovat neˇktere´
jeho atributy a take´ registrovat uda´losti, o ktery´ch chceme by´t informova´ni.
Seznam dostupny´ch prvk˚u uzˇivatelske´ho rozhran´ı:
JButton – beˇzˇne´ tlacˇ´ıtko
JRadioButton – prˇep´ınacˇ, automaticky je umı´steˇn do ButtonGroup
JCheckBox – zasˇkrta´vac´ı tlacˇ´ıtko
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JToggleButton – stavove´ tlacˇ´ıtko (zma´cˇknute´, nezma´cˇknute´)
JTextField – vstupn´ı jednorˇa´dkove´ textove´ pole
JTextArea – vstupn´ı v´ıcerˇa´dkove´ textove´ pole
JScrollPane – panel, ktery´ umozˇn´ı zobrazit posuvn´ıky a rˇ´ıdit tak vlozˇenou komponentu
JPanel – kontejner na prvky uzˇivatelske´ho rozhran´ı
JLabel – staticky´ textovy´ popisek
6.3 Popis obsluhy editoru
Spusˇteˇn´ı editoru
Editor lze spustit bez parametr˚u a pote´ bude poslouchat na vsˇech s´ıt’ovy´ch rozhran´ı a
bude poslouchat na vy´choz´ım portu 3232. Editoru lze vnutit adresu a port, na ktere´m ma´
poslouchat, stacˇ´ı do parametru na prˇ´ıkazove´ rˇa´dce napsat trˇeba:
java remoteguibuilder.Main 147.229.66.44 5678
Spusˇteˇn´ı appletu
Applet si je nutne´ prˇes internetovy´ prohl´ızˇecˇ sta´hnout pra´veˇ z takove´ adresy, na ktere´
posloucha´ i editor. Je to da´no bezpecˇnostn´ım omezen´ım appletu, ktery´ pak mu˚zˇe nava´zat
s´ıt’ove´ spojen´ı jen s pocˇ´ıtacˇem, odkud byl tento applet stazˇen. Adresa, na kterou se ma´
applet prˇipojit, je prˇeda´na jako parametr appletu. Tyto parametry jsou napsa´ny v HTML
stra´nce, ve ktere´ je umı´steˇn i applet.
Prˇ´ıklad:
<applet code=‘‘remotegui/client/ClientApplet.class’’ width=400 height=300>
<!-- nastavit vhodne parametry -->
<param name=‘‘host’’ value=‘‘192.168.0.57’’ />
<param name=‘‘port’’ value=‘‘3232’’ />
</applet>
Vy´beˇr prvku pro umı´steˇn´ı na formula´rˇ
V panelu prvk˚u si vybereme prvek, ktery´ chceme umı´stit na formula´rˇ a pote´ levy´m kliknut´ım
ve formula´rˇi se na´m na zvolene´ pozici objev´ı vybrany´ prvek. Pokud chceme umı´stit neˇktere´
komponenty do jine´ komponenty jako trˇeba do JPanel nebo JScrollPane, tak to mu˚zˇeme
prove´st tak, zˇe na komponenteˇ, kam chceme prvek umı´stit, klikneme levy´m tlacˇ´ıtkem na
mysˇi.
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Nastaven´ı vlastnost´ı, uda´lost´ı
V panelu prvk˚u vybereme mozˇnost “Select” a pravy´m kliknut´ım na pozˇadovany´ prvek se
zobraz´ı v za´lozˇka´ch tabulka se seznamem vlastnost´ı, ktere´ lze zmeˇnit, a s uda´lostmi, ktere´
si lze zaregistrovat, a pak editor bude o teˇchto uda´lostech informova´n. U´prava libovolne´
vlastnosti se okamzˇiteˇ projev´ı jak na formula´rˇi tak i na vzda´lene´m uzˇivatelske´m rozhran´ı.
Forma´t neˇktery´ch typ˚u vlastnost´ı
Boolean : true/false
Barva : r,g,b,a (jednotlive´ barvy se zada´vaj´ı cˇ´ıslem od 0 do 255)
Pozice : x,y,w,h (jednotlive´ u´daje jsou celocˇ´ıselne´ kladne´ hodnoty)
Interakce nad appletem
Vytvorˇene´ uzˇivatelske´ rozhran´ı si lze ihned vyzkousˇet v appletu na klientovi. Uzˇivatelske´
zmeˇny se projev´ı zpeˇt i v editoru, ale azˇ pokud nastane neˇjaka´ registrovana´ uda´lost.
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Kapitola 7
Za´veˇr
Navrzˇeny´ a vytvorˇeny´ syste´m pro tvorbu vzda´leneˇ ovla´dany´ch aplikac´ı je schopen fungo-
vat jako webova´ aplikace s uzˇivatelsky´m rozhran´ım jako ma´ beˇzˇna´ deskotopova´ aplikace.
Protozˇe struktura a forma´t knihovny komponent pro tvorbu vzda´leneˇ ovla´dany´ch aplikac´ı
odpov´ıda´ standardn´ı javovske´ knihovneˇ AWT/Swing, lze pouzˇ´ıt ko´d jizˇ hotove´ aplikace
s uzˇivatelsky´m rozhran´ım, vytvorˇeny´m pomoc´ı AWT/Swing, a zmeˇnit pouze importovane´
bal´ıky. A ma´me hotovou vzda´leneˇ ovla´danou aplikaci. V prˇ´ıloze B je prˇ´ıklad implementace
aplikace pomoc´ı AWT/Swing a knihovny pro tvorbu vzda´leneˇ ovla´dany´ch aplikac´ı (Re-
moteGUI), ktery´ demonstruje jednoduchost prˇevodu. Syste´m je pouzˇitelny´ i tam, kde je
komunikace omezova´na firewall, protozˇe komunikaci zprostrˇedkova´va´ RMI, ktere´ je schopno
komunikaci zabalit do HTTP protokolu.
Sta´vaj´ıc´ı knihovna komponent zat´ım nab´ız´ı pouze za´kladn´ı komponety, ze ktery´ch nelze
vytvorˇit plnohodnotne´ uzˇivatelske´ rozhran´ı, takzˇe bude potrˇeba tuto knihovnu rozsˇ´ıˇrit
o dalˇs´ı komponenty (JDialog, JComboBox, JList, JMenu, ..) a prˇidat podporu pro spra´vce
rozvrzˇen´ı. Da´lˇs´ı mozˇnost´ı rozsˇ´ıˇren´ı je vyrˇesˇen´ı mozˇnosti v´ıceuzˇivatelske´ho prˇ´ıstupu k aplikaci
(mozˇne´ rˇesˇen´ı je pro kazˇde´ho uzˇivatele vytvorˇit jednu instanci programu nebo v ra´mci jed-
noho programu spustit dalˇs´ı vla´kno). Da´le je potrˇeba testovat aktivitu klienta a serveru,
v prˇ´ıpadeˇ klienta jestli uzˇ aplikaci neukoncˇil (potrˇeba pos´ılat zpra´vy, zˇe je klient sta´le ak-
tivn´ı), v prˇ´ıpadeˇ serveru pokud nen´ı uzˇ k dispozici (nezdarˇ´ı se sta´hnout seznam prˇ´ıkaz˚u).
V obou prˇ´ıpadech je nutne´ danou aplikaci ukoncˇit. Da´le je potrˇeba rozsˇ´ıˇrit syste´m a dalˇs´ı
typy prˇ´ıkaz˚u (RemoveAssociateComponent – zrusˇen´ı vazby mezi komponentama, Unreg-
isterEvent – zrusˇen´ı registrace odeb´ırany´ch uda´lost´ı, DeleteComponent – smaza´n´ı kompo-
nenty).
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Dodatek A
Prˇ´ılohy
A.1 Rozdeˇlen´ı do bal´ık˚u
Jednotlive´ cˇa´sti cele´ho syste´mu jsou deˇleny do bal´ık˚u.
remotegui.common – Obsahuje definice typu objekt˚u, ktere´ jsou spolecˇne´ pro obeˇ cˇa´sti
jak klientskou tak serverovou (prˇ´ıkazy, uda´losti, rozhran´ı serveru).
remotegui.client – Obsahuje implementaci klientske´ cˇa´sti ja´dra syste´mu pro vzda´lene´
ovla´da´n´ı komponent.
remotegui.client.components – Obsahuje implementaci upraveny´ch komponent a im-
plementaci posluchacˇ˚u pro zpracova´n´ı uda´lost´ı.
remotegui.server – Obsahuje implementaci serverove´ cˇa´sti ja´dra syste´mu pro vzda´lene´
ovla´da´n´ı komponent.
remotegui.server.components – Obsahuje implementaci knihovny vzda´leneˇ ovla´dany´ch
komponent. Odpov´ıda´ bal´ıku java.awt a javax.swing.
remotegui.server.components.text – Obsahuje komponenty pro tvorbu komponent pra-
cuj´ıc´ıch s textem. Odpov´ıda´ bal´ıku javax.swing.text.
remotegui.server.components.event – Obsahuje implementace uda´lost´ı, posluchacˇ˚u a
adapte´r˚u. Odpov´ıda´ bal´ıku java.awt.event a javax.swing.event.
remotegui.server.components.dispatch – Obsahuje implementaci dorucˇovatel˚u uda´lost´ı.
A.2 Popis knihovny komponent
Bal´ık remotegui.server.components obsahuje komponenty pro tvorbu vzda´leneˇ ovla´dane´ho
uzˇivatelske´ho rozhran´ı.
RemoteComponent – Za´klad pro tvorbu vzda´leneˇ ovla´dany´ch komponent. Poskytuje
identifikaci a prostrˇedky pro generovan´ı prˇ´ıkaz˚u. Nema´ ekvivalent na klientovi.
Component – Za´kladn´ı trˇ´ıda pro tvorbu komponent. Odpov´ıda´ java.awt.Component.
Container – Za´kladn´ı trˇ´ıda pro tvorbu komponent, ktere´ mohou obsahovat dalˇs´ı kompo-
nenty. Odpov´ıda´ java.awt.Contanier.
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Obra´zek A.1: Hierarchie
JComponent – Za´klad pro tvorbu komponent, ktere´ maj´ı odpov´ıdat komponenta´m z kni-
hovny Swing. Odpov´ıda´ javax.swing.JComponent.
AbstractButton – Za´klad pro tvorbu tlacˇ´ıtek. Odpov´ıda´ javax.swing.AbstractButton.
JButton – Beˇzˇne´ tlacˇ´ıtko. Odpov´ıda´ javax.swing.JButton.
JToggleButton – Tlacˇ´ıtko reprezentuj´ıc´ı stav zapnuto/vypnuto. Odpov´ıda´ komponenteˇ
javax.swing.JToggleButton.
JRadioButton – Tlacˇ´ıtko se stavem zapnuto/vypnuto. Vhodne´ pro tvorbu prˇep´ınacˇ˚u.
Odpov´ıda´ javax.swing.JRadioButton.
JCheckBox – Tlacˇ´ıtko se stavem zapnuto/vypnuto zobrazene´ jako zatrha´vac´ı ra´mecˇek.
Odpov´ıda´ javax.swing.JCheckBox.
JLabel – Komponenta pro zobrazen´ı staticke´ho textu. Odpov´ıda´ javax.swing.JLabel.
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JPanel – Komponenta, do ktere´ je mozˇne´ vkla´dat jine´ komponenty a deˇlit tak uzˇivatelske´
rozhran´ı do logicky´ch celk˚u. Odpov´ıda´ javax.swing.JPanel.
JScrollPane – Komponenta pro zobrazen´ı vertika´ln´ıch a horizonta´ln´ıch posuvn´ık˚u. Lze
jimi ovla´dat jinou komponentu, ktera´ byla do te´to komponenty vlozˇena. Pouzˇ´ıva´ se
trˇeba v kombinaci s JTextArea. Odpov´ıda´ javax.swing.JScrollPane.
JTextComponent – Za´kladn´ı komponenta pro zobrazen´ı editovatelne´ho textu. Odpov´ıda´
javax.swing.text.JTextComponent.
JTextArea – Komponenta pro zobrazen´ı v´ıcerˇa´dkove´ho editovatelne´ho textu. Odpov´ıda´
javax.swing.JTextArea.
JTextField – Komponenta pro zobrazen´ı jednorˇa´dkove´ho editovatelne´ho textu. Odpov´ıda´
javax.swing.JTextField.
MainFrame – Komponenta, ktera´ reprezentuje hlavn´ı okno aplikace. Snazˇ´ı se tva´rˇit,
zˇe odpov´ıda´ javax.swing.JFrame, ale ve skutecˇnosti se prˇeva´d´ı na objekt trˇ´ıdy
javax.swing.JApplet, ktery´ na klientovi tvorˇ´ı hlavn´ı okno.
ButtonGroup – Komponenta pro tvorbu prˇep´ınacˇ˚u. Odpov´ıda´ javax.swing.ButtonGroup.
Bal´ık remotegui.server.components.event obsahuje trˇ´ıdy pro zpracova´n´ı uda´lost´ı ze
vzda´leneˇ ovla´dane´ho uzˇivatelske´ho rozhran´ı.
ActionEvent – Reprezentace uda´losti, ktera´ vznikla neˇjakou akc´ı (naprˇ. stisk tlacˇ´ıtka).
Odpov´ıda´ java.awt.event.ActionEvent.
ActionListener – Rozhran´ı, ktere´ prˇij´ıma´ uda´losti ActionEvent ke zpracova´n´ı. Odpov´ıda´
rozhran´ı java.awt.event.ActionListener.
CaretEvent – Reprezentace uda´losti, ktera´ vznikla zmeˇnou textove´ho kurzoru. Odpov´ıda´
javax.swing.event.CaretEvent.
CaretListener – Rozhran´ı, ktere´ prˇij´ıma´ uda´losti CaretEvent ke zpracova´n´ı. Odpov´ıda´
rozhran´ı javax.swing.event.CaretListener.
FocusEvent – Reprezentace uda´losti, ktera´ vznikla zmeˇnou aktivn´ı komponenty. Odpov´ıda´
trˇ´ıdeˇ javax.swing.event.FocusEvent.
FocusListener – Rozhran´ı, ktere´ prˇij´ıma´ uda´losti FocusEvent ke zpracova´n´ı. Odpov´ıda´
rozhran´ı java.awt.event.FocusListener.
FocusAdapter – Implementace rozhran´ı FocusListener. Implementace odpov´ıda´ stan-
dardn´ı trˇ´ıdeˇ java.awt.event.FocusAdapter.
InputEvent – Reprezentace uda´losti, ktera´ vznikla neˇjakou vstupn´ı akc´ı (stisk mysˇi, stisk
kla´vesy). Odpov´ıda´ java.awt.event.InputEvent.
KeyEvent – Obsahuje informace o uda´losti, ktera´ vznikla stiskem kla´vesy. Odpov´ıda´
java.awt.event.KeyEvent.
KeyListener – Rozhran´ı, ktere´ prˇij´ıma´ uda´losti KeyEvent ke zpracova´n´ı. Odpov´ıda´ rozhran´ı
java.awt.event.KeyListener.
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KeyAdapter – Implementace rozhran´ı KeyListener. Implementace odpov´ıda´ standardn´ı
trˇ´ıdeˇ java.awt.event.KeyAdapter.
MouseEvent – Obsahuje informace o uda´losti, ktera´ vznikla stiskem mysˇi. Odpov´ıda´
java.awt.event.MouseEvent.
MouseListener – Rozhran´ı, ktere´ prˇij´ıma´ uda´losti MouseEvent ke zpracova´n´ı. Odpov´ıda´
rozhran´ı java.awt.event.MouseListener.
MouseAdapter – Implementace rozhran´ı MouseListener. Implementace odpov´ıda´ stan-
dardn´ı trˇ´ıdeˇ java.awt.event.MouseAdapter.
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Dodatek B
Uka´zka pouzˇit´ı knihovny
Uka´zka aplikace s pouzˇit´ım knihovny AWT/Swing. Aplikace ma´ zadany´ text prˇeve´st na
text psany´ velky´mi p´ısmeny.
import java.awt.event.*;
import javax.swing.*;
public class AWTSwingApp
{
public static void main(String[] args)
{
(new AppForm()).setVisible(true);
}
}
import java.awt.event.*;
import javax.swing.*;
public class AppForm extends JFrame
{
private JTextField text1;
private JTextField text2;
private JButton btn;
public AppForm()
{
text1 = new JTextField();
text2 = new JTextField();
btn = new JButton();
text1.setBounds(5, 5, 150, 20);
text1.setText(‘‘hello world!’’);
text2.setBounds(5, 60, 150, 20);
btn.setBounds(30, 30, 100, 25);
btn.setText(‘‘Convert’’);
btn.addActionListener(new ActionListener()
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{
public void actionPerformed(ActionEvent evt)
{
text2.setText( text1.getText().toUpperCase() );
}
});
this.setLayout(null);
this.add(text1);
this.add(btn);
this.add(text2);
}
}
Obra´zek B.1: Aplikace vytvorˇena´ pomoc´ı AWT/Swing
Ta sama´ aplikace zapsana´ pomoc´ı knihovny RemoteGUI.
import java.net.InetAddress;
import remotegui.server.ServerAppListener;
public class RemoteGUIApp
{
public static void main(String[] args)
{
String thisAddress = ‘‘’’;
try
{
thisAddress = (InetAddress.getLocalHost()).toString();
}
catch(Exception e)
{
}
int thisPort = 3232;
ServerAppListener.create(thisPort);
(new AppForm()).setVisible(true);
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}
}
import remotegui.server.components.event.*;
import remotegui.server.components.*;
public class AppForm extends MainFrame
{
private JTextField text1;
private JTextField text2;
private JButton btn;
public AppForm()
{
text1 = new JTextField();
text2 = new JTextField();
btn = new JButton();
text1.setBounds(5, 5, 150, 20);
text1.setText(‘‘hello world!’’);
text2.setBounds(5, 60, 150, 20);
btn.setBounds(30, 30, 100, 25);
btn.setText(‘‘Convert’’);
btn.addActionListener(new ActionListener()
{
public void actionPerformed(ActionEvent evt)
{
text2.setText( text1.getText().toUpperCase() );
}
});
this.add(text1);
this.add(btn);
this.add(text2);
}
}
Rozd´ıly jsou minima´ln´ı, postacˇ´ı jen zmeˇnit importovane´ bal´ıky a z deskotopove´ aplikace
je aplikace ovla´dana´ prˇes WWW.
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Obra´zek B.2: Vzda´leneˇ ovla´dana´ aplikace
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