Traffic Simulator for the Geo-location Database for Vehicular Cognitive Radio Operation in DTV Spectrum by Lessard, Bennett Andrew
Worcester Polytechnic Institute
Digital WPI
Major Qualifying Projects (All Years) Major Qualifying Projects
March 2010
Traffic Simulator for the Geo-location Database for
Vehicular Cognitive Radio Operation in DTV
Spectrum
Bennett Andrew Lessard
Worcester Polytechnic Institute
Follow this and additional works at: https://digitalcommons.wpi.edu/mqp-all
This Unrestricted is brought to you for free and open access by the Major Qualifying Projects at Digital WPI. It has been accepted for inclusion in
Major Qualifying Projects (All Years) by an authorized administrator of Digital WPI. For more information, please contact digitalwpi@wpi.edu.
Repository Citation
Lessard, B. A. (2010). Traffic Simulator for the Geo-location Database for Vehicular Cognitive Radio Operation in DTV Spectrum.
Retrieved from https://digitalcommons.wpi.edu/mqp-all/3327
               
 
 
Traffic Simulator for the Geo-location Database for Vehicular Cognitive 
Radio Operation in DTV Spectrum 
 
A Major Qualifying Project Report: 
Submitted to the Faculty of the 
WORCESTER POLYTECHNIC INSTITUTE 
In partial fulfillment of the requirements for the Degree of Bachelor of Science by 
 
 
______________________________________ 
Bennett Lessard 
 
Date: March 15, 2010 
Approved: 
 
______________________________________ 
Professor Alexander Wyglinski, Major Advisor 
 
   
Lessard: Geo‐location Database for Traffic Simulation of VDSA 
 
ii 
 
Abstract 
This project created a database that provides a matrix of available broadcast frequencies  in the Digital 
Television Spectrum, 600 MHz  to 750 MHz, along  the entire  length of  Interstate 90  in Massachusetts. 
This  database  can  be  adapted  to  fit  into  a  hardware  implementation  of  wireless  vehicle‐to‐vehicle 
communications radio  to aid  in  frequency selection. The second  tool created  is a simulated stretch of 
two  lane  bidirectional  traffic.  This  simulator  not  only  simulates  the  traffic  environment,  but  also 
simulates propagations of warning signals created by vehicle to vehicle communications. The simulator 
addresses  three  different  tasks;  it  first  looks  at  collision  avoidance  through  early  hazard  detection, 
bandwidth usage and blocking percentage of broadcasts by vehicles based on frequency availability, and 
a simulator that provides a plotting tool that graphs data from the simulator as it is running to provide a 
visual understanding of how different variables correlate. Data gathered from these simulators indicate 
that by using  the 150 MHz band of  the  spectrum,  little  to no blocking of  signals will occur when  the 
bandwidth  of  broadcasts  are  on  the  order  of  10  KHz  or  100  KHz,  providing  more  than  adequate 
bandwidth for data transmission.  
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Executive Summary 
A  technology  that  is  on  the  verge  of  becoming  reality  is  everyday  activity  is  vehicle  to  vehicle 
communications.  Currently  vehicles  have  technology  that will  detect  lane  shifts,  sensor  that  turn  on 
headlights when  it becomes  too dark out, along with a  variety of other  safety equipment. However, 
there  is  limited  advancement  in  the  implementation  and  integration  of  vehicle  to  vehicle 
communications  in  the  United  States.  This  is  not  to  say  that  companies  are  not  avidly  pursing  the 
technology.  Many  different  ideas  have  been  circulated  and  concepts  considered.  The  difficulty  in 
designing a method  for vehicle  to vehicle communications  is  the  scalability. The method needs  to be 
able to work  in  low traffic density situations where an  infrastructure  is not available, as well as  in high 
density traffic situations in large cities where there is often chaos on stretches of highway. Not only does 
the device need  to be scalable, but during  the  first  few years of  its  implementation  there will not be 
many vehicles with  the new  technology. Older vehicles will still be running without any knowledge of 
the communications that may be occurring around them. This causes problems with  informed vehicles 
versus uniformed vehicles. An uninformed vehicle does not have any idea of the communications going 
on,  and  does  not  know when  an  incident  is  up  ahead, while  an  informed  vehicle  knows  about  the 
incident and  is most  likely taking precautions to avoid  it. This  issue will be common place until all new 
vehicles have the capability to become informed when a broadcast occurs.  
There are politics associated with  this  technology as well.  If a  car company  is  the  first  to develop an 
accepted  technology, there will need to be standards such  that each car company will  implement the 
device in their vehicles either using the exact technology developed, or a modification which is still able 
to successfully communicate with the other methods.  In addition there are questions that need  to be 
addressed,  as  with  any  new  technology  about  the  safety  of  these  systems.  Anyone  with  enough 
knowledge as to the functionality of the vehicle communication system who gains access to it could alter 
the  device  such  that  it  provides  faulty  information.  This  is  essentially  hacking  into  a  network.  One 
concern with this device will be safety and accessibility of the network to outside devices.  
One method of creating a vehicle network considered is using a Global Positioning Satellite, or GPS.  GPS 
would be only a portion of  the  technology used  in  the  communications. GPS has become a  common 
technology in vehicles, which would be a solid foundation to build upon. It would provide location aware 
data  for each vehicle. When a warning message  is  received by  the vehicle, a portion of  the  incoming 
data could be the coordinate location of the incident. The second half of the system, the broadcasting of 
messages, would tie in with this information. The arguments for the broadcast method centers around 
the  frequency  range  that  will  be  used  for  broadcasting  the  warning  messages.  Some  propositions 
include using wireless local area networks, similar to wireless computer networking. This would involve 
using  the gigahertz  frequency  range  for broadcasting. Other  suggestions  include  tapping  into existing 
cellular networks to communicate this data.  
Using the existing cellular network is considered vehicle to infrastructure communications. The objective 
of  this  project  was  to  create  strictly  vehicle  to  vehicle  communications,  and  not  rely  on  any 
infrastructures  for  communications. A nominal  idea  for  a broadcast  frequency  is  the newly  available 
digital television spectrum (DTV). This frequency range, from 600 MHz to 750 MHz, has been opened to 
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use since the switch from analog television broadcasting to digital television broadcasting. This 150 MHz 
band  of  the  spectrum  is  still  in  use  by  various  primary  license  holders.  This  means  that  individual 
companies have  rights  to a  certain portion of  that  frequency band. Any other broadcasts must avoid 
using  those  primary  bands  while  in  their  broadcast  range.  This  is  where  the  database  of  available 
broadcast  channels  comes  into play. The DTV  spectrum  represents  television  channels number  thirty 
five through channel sixty. Each channel was provided a section of the frequency spectrum to broadcast 
their station. Some broadcasts still exist, as can be seen in Figure E1. 
 
Figure E1: This is a plot showing broadcasting television stations in the DTV spectrum. 
This is a spectrum reading from just outside of Worcester Massachusetts. All the areas that are marked 
as  broadcasting  television  stations would  have  to  be  avoided,  since  they  are maintained  by  primary 
license holders. Data just like that in Figure E1 was taken the entire stretch of Interstate 90 the length of 
Massachusetts. This data was then manipulated using MATLAB, and was merged from spectrum data to 
a database that listed which channels were in use and which channels were open for broadcasting based 
on the mile marker on the interstate highway. An excerpt of this database can be seen in Figure 7.  
As mentioned before,  the  issue with using  this portion of  the  spectrum  is  that certain portion of  the 
spectrum cannot be used, since it belongs to primary license holders. Not only is this a problem, but as 
location is changed, the used frequency bands change. In Western Massachusetts near Pittsfield, there 
is only one channel broadcasting, which provides a large portion of the spectrum available to broadcast. 
But as  location of  the measurements changed, and moved  closer  to Boston,  the number of available 
channels dwindled, making spectrum availability scarce compared to how it original was measured.  
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Merging  the  database  with  a  GPS  device  would  make  the  job  of  the  radio  easier  by  eliminating 
frequencies from the bands that need to be checked. Before a broadcast can be performed, the radio 
has  to  check  and  make  sure  that  there  is  an  available  frequency.  It  cannot  just  select  an  arbitrary 
frequency and begin broadcasting as mentioned before. By allowing the radio to be  location aware,  it 
can  cut  radio  computation  times  down  by  eliminating  the  primary  license  holder  channels  from  the 
bands that will be searched, aiding in messaging speed. 
The second aspect of this project is the traffic simulation. This tool creates a ten mile stretch of highway 
and pushes 500  cars  through  it. During  the execution of  the  simulation  three different  things  can be 
measured. The first  is collision detection and message propagation testing. This takes the vehicles that 
are on  the  road and creates  incidents. When an  incident occurs, vehicles will begin broadcasting  this 
information  to  vehicles  farther  down  the  road.  Each  broadcast  must  select  an  open  frequency  to 
broadcast,  and  then  must  pass  the  information  of  the  incident  to  the  next  unit.  Data  from  this 
simulation measures how  long  it  takes drivers  to  react  to an  incident. This  includes stopping distance 
based on driver speed, as well as reaction time based on a random exponential variable generated each 
time  a  driver must  react.  This  simulates  possible  distractions  and  different  driver  skill  levels. At  the 
completion of one iteration of this simulation, a text output is created that provides data on when and 
where incident occurred, and how long it took this message to propagate. 
Another portion of the simulation deals with variable bandwidth broadcasts, and blocking percentages 
for  broadcasting.  This  simulation  addresses  potential  differences  in  desired  bandwidths  for 
broadcasting. This could be  the difference between only broadcasting binary data  to pass on minimal 
information  to  more  complicated  multi‐media  broadcasts  that  have  been  considered.  During  the 
execution  of  this  simulator,  the  frequency  spectrum  shows  each  individual  broadcast  by  every  car 
sending messages at each instant. It also measures the success rate of all the broadcasts. This is the way 
blocking is measured, and addresses the issue of spectrum scarcity either from primary license holders, 
or from multiple vehicle broadcasts.  
The  last simulator provides a real time graphical representation of the events on the road. During the 
execution of the simulation a plot  is provided of the number of cars on the road at any given time, as 
well as the number of cars broadcasting. This simulator was created with the  idea that  it could be the 
basis of future simulation work, since many more functionalities can be added to the simulation.  
The  database  tool  allows  for  future  work  in  hardware  development  to  be  aided  if  location  aware 
technology  is  available.  The  simulation  tools  provide  scalability  testing  for  the  hardware 
implementations. It is difficult and expensive to create hundreds of radios and then take them all onto a 
highway and test their functionality. By creating a simulator that address the basic functionalities of the 
hardware  implementations,  testing  for  scalability  can  be  performed  to  measure  propagation  times 
based  on  required  computations  by  the  hardware.  This  would  provide  any  future  work  with  a 
foundation for testing any prototypes created. 
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Chapter 1 
 
Introduction 
 
 
Modern  society  is dependent on multiple wireless  communication methods on  a daily basis. Cellular 
phones have come a  long way  since  their conception. Sizes have decreased along with  the quality of 
service  increasing. Global positioning satellites help created safer  traveling by eliminating  the need  to 
look at maps and drive at the same time, as well as aid in accuracy of directions. Wireless routers have 
helped increase the popularity of laptops, as well as make the functionality of laptops that much more 
valuable. Many  college  campuses have  implemented wireless  access points  around  the  campus  such 
that  internet  connectivity  can  happen  anywhere.  All  these  technologies  have  made  life  easier  by 
increasing mobility of the individual. The next step in wireless communications is moving from personal 
wireless communications to vehicular wireless communications. Vehicles already receive GPS data while 
moving,  and  cell  phones  are  functional  while  traveling  in  a  vehicle.  Both  of  these  technologies  are 
initiated by the human interface. The next step in wireless vehicle networks is creating vehicle networks 
that function without the need for human direction.  
Wireless vehicle‐to‐vehicle communications  is the direction that  is being pursued by many automotive 
companies  and  individual  researches. Both of  the  situations  that will be discussed  illustrate how  the 
technology  that  is  the goal of  this project  could aid  in  creating  traveling on highways  safer by giving 
drivers warnings  of  problems  before  they  have  to  deal with  them. One  functionality  of  this  type  of 
system could be alerting drivers of incidents before they are within the line of sight of a driver, accident 
prevention can become easier. Consider the following situation shown in Figure 1; there is an accident 
on a highway that has closed one of the two lanes of that highway. The accident was at the top of a hill, 
so  the accident  is not easily visible. With a  system  that could  relay  the  information about a  situation 
ahead of a driver, the driver would slow down as they approach the hill. When they find that the  lane 
they are driving  in  is closed, the driver  is able to merge  into the open  lane easily because they are not 
traveling at a high rate of speed.  
Lessard: Geo‐location Database for Traffic Simulation of VDSA 
 
10 
 
 
Figure 1: Vehicle‐to‐Vehicle communications, collision avoidance through early alerting. 
Another situation where a technology that could relay traffic hazards ahead would be beneficial might 
be if there was a large dead animal in a lane of a highway. Swerving drivers ahead would alert the cars 
behind them that swerving was happening ahead. This would buy the driver time to slow down so they 
would be able to safely avoid any issues upon reaching the obstruction.  This can be seen in Figure 2. 
 
Figure 2: Swerving alerting is useful for animals in the road. 
Another  motivation  for  this  project  deals  with  the  limitations  on  the  frequency  spectrum.  Figure  # 
displays  exactly  how  full  the  spectrum  is. With  these  limitations  on  the  broadcasting  frequencies  it 
becomes difficult to create new technologies because many frequencies are currently in use and are not 
open  to  use.  The  section  highlighted  is  the  digital  television  broadcasting  spectrum.  Since  the 
changeover from analog to digital television that was mandated by the US Government by June 12, 2009 
this spectrum space has been opened up to outside use [15]. Considered spectral “white space,” these 
portion of the spectrum has multiple uses. It has been opened up for safety communications, including 
fire, police and rescue. Portions of the spectrum have also been auctioned off to companies to provide 
new wireless broadband services. However, this portion of the spectrum  is also open to use as  long as 
the  frequencies used by  the primary  license holders are not operated on.  In Figure 3, notice how  the 
frequency spectrum has been broken into hundreds of sections, each holding a specific operation within 
the frequency ranges. The arrows show the DTV spectrum area where the hardware portion of this MQP 
is interested in operating.  
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Figure 3: United States Frequency Allocations Spectrum [12]  
1.1 Project Goals 
The  focus of  this project will be on  the creation of a  simulator  that highlights  traffic movement on a 
highway and create a database of available channels along Interstate 90 in Massachusetts. 
•  The simulator should not only simulate  traffic movement on a highway, but also  implements 
propagation of vehicle‐to‐vehicle communications based on traffic  incident occurrences. These 
simulators will create data that can be used in analyzing the feasibility of a hardware product on 
a  large scale, as well as analyze  the DTV spectrum  feasibility as a broadcasting portion of  the 
spectrum for consumer vehicle broadcasts.   
• The  second goal  is  to  create a  functional database  the outlines which  television channels are 
open and which are  in use  throughout  Interstate 90  in Massachusetts. This will be done on a 
mile by mile basis.  Since  data was  gathered more  frequently  than  every mile,  averaging will 
occur along with other data analysis to create this database.  
This  project  will  look  at  the  DTV  spectrum  through  the  frames  created  by  the  simulators  and  the 
database  of  available  channels.  It  will  decide  the  feasibility  of  this  portion  of  the  spectrum  for 
broadcasting, and will provide statistics provided by the simulations created as a portion of this product. 
There  are  many  competing  solutions  to  the  wireless  vehicle  to  vehicle  issue,  many  of  which  have 
extensive research. These all have flaws the need to be addressed when moving to a large scale. That is 
not to say that this method is without issues that need addressing. The DTV spectrum provides its own 
issues  specific  to  this  portion  of  the  frequency  spectrum.  The  next  section  outlines  the  information 
gathered concerning other methods and important information to consider when creating a technology 
for vehicle to vehicle communications. 
1.2 Competing Solutions 
There are a variety of solutions offered throughout many technical documents. Many car companies are 
also  experimenting with  vehicle‐to‐vehicle  communication.  Their  findings  and  developments  are  not 
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well documented,  since  competition between  individual  companies  for  the  first  functioning design  is 
intense. Current documented developments  include using multiple mediums  for networking  including 
vehicles and the creation or reuse infrastructures [6]. Altering existing communication methods to fit the 
model of vehicle communications  is another area that has received considerable focus by researchers. 
Using the existing cellular network, the  internet and global positioning satellites are a few of the  ideas 
currently  in  circulation.  Methods  often  focus  on  a  combination  of  multiple  mediums  to  achieve  a 
successful  method  for  vehicle  to  vehicle  communications  [1].  The  main  technology  that  has  been 
considered to have the highest potential feasibility for implementation is the WAVE system. 
WAVE, or wireless  access  in  a  vehicular network,  is  an  attempt by  the  IEEE  to  create  a  standard  for 
wireless  vehicular  networking. WAVE  or  IEEE  802.11p  is  just  one  layer  of  the  dedicated  short  range 
communication  standards.  However,  the  key  difference  between  WAVE  and  these  other  DSRC 
communications  is  that  WAVE  cannot  rely  on  the  same  MAC  addressing.  The  other  802.11  MAC 
protocols are too time consuming since they require multiple handshakes to establish a connection. V2V 
communication needs to be almost  instantaneous [16]. This  issue  is the main focus  in trying to create 
this standard. The positive aspect of this technology is that it has been tested in depth. 802.11 protocols 
are used in WLAN everywhere. 
1.3 Project Contributions 
The completion of this project has provided products that contribute to the research concerning the use 
of the DTV spectrum for vehicle‐to‐vehicle communications. 
• The simulation data outlines propagation  times  for  the  flooding broadcast method, as well as 
detects  when  collisions  are  avoided  by  the  use  of  the  early  alert  warning  system  created 
through the vehicle communications.  
• Variable bandwidth  requirements are observed  to analyze spectrum usage and scarcity based 
on primary license holder frequency bands and wireless broadcast frequency consumption from 
multiple vehicles broadcasting. The bandwidths of the broadcasts are observed at 10 KHz, 100 
KHz, 1 MHz and 10 MHz 
• The database of available channels provides a basis for  location aware systems with the aid of 
GPS.  Databases  similar  to  the  one  created  in  this  project  could  be  created  throughout  the 
country and would allow  for a universal system to access data that provides a  list of available 
broadcast channels which relate to the precise location of the vehicle.  
1.4 Report Organization 
The remainder of this report aims to outline the  importance of vehicle‐to‐vehicle communications and 
provide  a  tutorial  of  the  current  state  of  the  art,  as  well  as  potential  directions  the  technology  is 
considering. Chapter 2 will be a discussion of vehicle‐to‐vehicle networking, with the focus on literature 
on the topics included in these networks. It will also outlines methods that have been considered when 
creating  the project contributions. Chapter 3 will outline  the proposed solutions and design decisions 
made  in order to create both the geolocation database and the traffic simulation. Chapter 4 and 5 will 
discuss  in  detail  the  geolocation  spectrum  database  and  the  traffic  simulator  respectively.  This  will 
include code snippets of both methods, and various plots to show the functionality and achievements in 
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each area. Chapter 6 will draw conclusions from the work performed  in this project and then highlight 
potential future work in the area of the simulator and the database.  
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Chapter 2  
 
Vehicle­to­Vehicle Communications 
 
 
Vehicle  communications  can  be  broken  down  into  three  basic  mediums;  Vehicle  to  vehicle 
communication, vehicle to infrastructure, and infrastructure to vehicle. All three of these methods have 
been  researched  and  developed  in  past  work.  A  literature  survey  is  a  way  to  gain  background 
information  about wireless  communications  for  vehicular  networks,  and  gain  a  background  of what 
developments worked, what methods are being considered and what way is industry trying to take this 
developing technology. Figure 4 presents these broadcast methods in a pictorial example.  
 
Figure 4: Vehicle‐to‐vehicle network and infrastructure networking examples [6]. 
Vehicle‐to‐vehicle  communications, or V2V,  requires  the vehicle  to become autonomous. There  is no 
infrastructure  to  relay on. This  is  important  for a  few  reasons. First of all,  it eliminates  the high costs 
associated with building an  infrastructure  that would aid  the  vehicles  in  communicating  information. 
Any strictly V2V communication will rely heavily on multi‐hop ad hoc routing. The cars create their own 
queries, attempting to access other vehicles surrounding them to either obtain or pass on information. 
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This information is then passed on, hoping from vehicle to vehicle until all vehicles in the area become 
informed  of  the  data  that  is  being  presented.  Important  things  to  consider  in  such  a  network  are 
message propagation  speeds, broadcast  efficiency,  and  security. Message  propagation  refers  to  how 
quickly  the  information  is passed between nodes  in  the network. This  is  important because  there will 
have to be a protocol for broadcasting information. If the protocol does not allow for communications at 
a  rate  fast  enough  to  keep  up  with  fast  moving  traffic  the  information  will  be  useless.  Broadcast 
efficiency  refers  to how successful broadcasts are. This  is a measure of how often  the broadcasts are 
received  without  the  attempt  timing  out  or  one  vehicle  becoming  no  longer  within  range  of  the 
message. Lastly, since there is not external network that is controlling and maintaining the system, it is 
important  that  this  network  is  secure  [6].  If  it  can  be  easily  manipulated  by  outside  sources  it  will 
become ineffective and instead of providing safety information, it will cause far more problems than it 
will help. 
Vehicle‐to‐infrastructure  and  infrastructure‐to‐vehicle networks  are  the other  two possibilities. These 
two networks would work together in most cases. It would be hard to have a successful network that is 
composed  of  just  one  of  the  two.  These  networks  would  most  likely  still  include  some  V2V 
communications,  as  shown  in  Figure  3,  but  the  majority  of  the  technical  functionality  would  be 
performed  through  an  infrastructure.  A  couple  of  technologies  that  use  infrastructure  to  facilitate 
wireless communications include cell phones, car radios, and wireless access points for computers.  
2.1 Vehicle Communication Methods 
Since the goal of V2V communication is to establish a warning system of incidents that occur out of the 
line of sight of a driver, a frequency that requires communicating devices to be in direct line of sight is 
almost certainly out of the question. This method is useful when implementing short range technology 
such as lane holding and collision avoidance for when the driver is unable to react as fast as is required. 
However,  if  an  incident  has  occurred  around  a  corner,  the  desired  result  is  a  successful  warning 
communication. Therefore the idea of short range communication using infrared is not plausible.  
A broadcast method  is needed  to pass  this  information  from vehicle  to vehicle. Whatever  the system 
might be, it would have to tie in with the cars system. This means that the radio that is broadcasting the 
information needs to be able to measure how hard the brake pedal  is being pressed. By knowing how 
hard the pressure is on the pedal, it can determine whether the driver is just slowing down to get off the 
highway, or whether  a warning message needs  to be broadcast  about  slowing  cars. Other  areas  the 
system would most likely need to tie in would be the accelerator to measure acceleration rates, and the 
steering wheel  to measure swerving. While  there are many other areas  the system could  link with  to 
provide additional information, these three areas are the most important since they represent the three 
areas where drivers react to avoid collisions and accidents. 
Since the way the system works with the vehicle has been addressed, next the broadcast method needs 
to be determined. Wireless  local area networks or WLAN  is an area that has been heavily researched. 
The major drawback of  this  technology  is  the  current designs  for WLANs have  issues with multipath 
fading. The  two main  technologies  considered are  the WiMAX  and Wi‐Fi  [1]. The  challenge with  this 
method resides  in the requirement of the  infrastructure‐based approach. Since a WLAN requires base 
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stations to maintain an area of coverage, each car would be provided with an IP address. This is a logical 
way to provide V2V communication, since wireless communication in a wireless network would function 
similarly whether the nodes are vehicles or computers. However, the challenge which  is the source of 
the  issue  is  that  vehicles  are mobile  nodes. Not  only  are  they mobile  nodes  but  they  travel  at  high 
speeds. Therefore they would be entering and leaving base station broadcasting areas often.  
A  second broadcast method  that has  received  consideration  is using existing  cellular networks. Since 
there  is an  infrastructure already  in place  it would make the deployment of this device  less expensive 
than  creating  an  entirely  new  infrastructure.  The  issue with  this method  is  that by  including  vehicle 
communications in the cellular frequencies the towers will become overloaded and will cause failures in 
cellular phone calls. This would be a critical issue that needs to be addressed before this is implemented 
[8].  
Dedicated Short‐Range Communication (DSRC) is a method that has been considered a favorite for the 
technology  of  the  future  vehicular  wireless  networks.  IEEE  is  heading  the  call  to  standardize  the 
technology under the title 802.11p. Wireless access in a vehicular environment, WAVE, operates in the 
5.9 GHz range, and operates on a variation of the  IEEE 802.11a MAC protocol  [6].  It would be able  to 
support the vehicle speeds, all the way up to a maximum of 120 MPH and a broadcast range between 
300  and  1000  meters.  The  data  transmission  speed  is  very  high,  6  Mbps,  which  would  provide  for 
adequate data transmission of more than just binary data [6]. Not only does it provide a large range and 
a high data speed, but it also can be integrated into a vehicle ad hoc network or an vehicle to network 
infrastructure[6].  
The  idea of creating platoons  is not new to the V2V conversation. Automated Highway Systems  (AHS) 
often require or assume that vehicles will group themselves into platoons. This is a group of cars that are 
traveling together that are constantly sharing  information to provide up to date  information. When an 
incident occurs a protocol will be  initiated and then entire platoon will become aware of the  incident 
[10]. 
Data delivery methods must also be considered when creating a V2V technology. The user  interface  is 
not a portion of this project, but  is something that must be addressed. Data could be passed as  just a 
few bytes of  information, or as  complicated as a multimedia broadcast. A video of an  incident  could 
provide a driver with a better  idea of the problem ahead [7]. This may seem  like a great  idea, but this 
requires high bandwidth capabilities, processing power within the vehicle, and could be very distracting 
to a driver, causing more problems than it cures.  
2.1.2 Methods to Consider 
When  observing  other  methods  and  ideas  for  creating  V2V  networks,  some  ideas  stuck  out  as 
potentially useful. The idea of “data mules” was particularly intriguing. This is the use of cars traveling in 
the opposite direction to pass the information on to vehicles farther down the road [7]. This would aid in 
broadcasting a message, especially if the size of the message was large, as in a multimedia file. This idea 
also  brings  about  the  concept  of  informed  vehicles  versus  uninformed  vehicles,  as  well  as  the 
implementation  process  of  any  technology.  When  a  technology  such  as  vehicle  to  vehicle 
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communications inevitably comes out, not all cars will be capable of communicating. Those who are in 
cars with capabilities to obtain and send warning messages would be  informed of  issues ahead, while 
others without  the  technology will  remain unaware of any problems  [9]. This points out a  couple of 
things. First the technology must not be specific to one vehicle, and must be easily portable to all makes 
and models of vehicles. Secondly the cost of such a device must be considered. If it is a technology that 
will be required in all vehicles it cannot overpower the cost of a car. Obviously this does not mean that 
the technology will cost tens of thousands of dollars. Rather the point is that this cannot be s device that 
will cost more than a couple hundred dollars.  
Another method that his technology can be used for is data harvesting. While this term appears to have 
negative  connotations,  it  could be used  to benefit drivers. By  creating  an  infrastructure  that  all  cars 
report to, various information could be gathered including incident occurrence and prorogation success 
of the technology in the real world setting [5]. This information can be taken and used to produce more 
successful and functional technology.  
2.1.3 Broadcast Information 
A  lot  of  talk  has  centered  on  hazard  broadcasts.  But  what  exactly  is  this  information  that  is  being 
broadcast? The possibilities are essentially endless. However, there are certain necessities that need to 
be addressed before  the niceties are added  to a system. There are basically  three areas of broadcast 
information: traffic conditions and alerts, location‐aware services, and service directories [2]. The most 
important  of  the  three  is  traffic  conditions  and  alerts.  There  could  be  a  variety  or  messages  from 
warning  messages  to  emergency  messages.  A  warning  might  be  that  there  are  a  large  number  of 
vehicles  up  ahead  that  are  using  their  windshield  wipers.  This  would  indicate  that  you  are  driving 
towards a storm. An emergency message might be that there are vehicles ahead that are slamming on 
their brakes.  Location‐aware  services  consist of  road  conditions might be  road work  ahead, where  a 
broadcast tower would pass this information on to vehicles as they enter an area. The most superfluous 
communications would be service directories. This could be gas prices off an exit, or which restaurants 
are  available.  This  could  be  done  by  these  companies  providing  a  broadcast  of  their  prices  and 
availabilities, and when a vehicle queries about this information the data is passed on by other vehicles 
in the area.  
2.1.4 Dynamic Spectrum Access 
The thing that makes the DTV spectrum so interesting for broadcasting V2V information is the necessity 
for dynamic spectrum access. As mentioned before, certain portions of the frequency spectrum will be 
off  limits  to  broadcasting.  This  availability  is  also  based  on  geographic  location.  Since  a  vehicle  is  a 
mobile  unit,  it  will  be  traveling  through  a  variety  of  spectrum  availabilities  and  scarcities.  Dynamic 
spectrum  access  is  the  ability of  the  radio within  the  vehicle  to obtain  a  frequency  for broadcasting 
variably; meaning that it can broadcast on one frequency and then without much difficulty realize that it 
must change to another frequency to accommodate for used frequencies. This can be done by simply 
performing  a  Fourier  transform  on  the  entire  150 MHz  spectrum,  and  then  determining where  the 
available  channels are  located. This method  requires a  large amount of processing power, and many 
radios do not have  the capabilities of making a spectrum sweep  that  large  in one pass. To aid  in  this 
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power  detection,  the  geolocation  spectrum  database  can  provide  the  radio  with  the  necessary 
information [11, 17]. 
Figure 5 gives a graphical  representation of how dynamic  spectrum access works.  In  the  case of  this 
example, four devices are broadcasting within the portion of the spectrum where two primary  license 
holders  are  also  broadcasting.  These  four  broadcasts,  A,  B,  C  and  D  have  chosen  their  broadcast 
frequencies at  time  t seconds. However, as  time passes a new conflicting broadcast  is  found which  is 
using the same band as both A and B. A and B broadcasts quickly detect this conflict, and adapt to a new 
frequency to avoid conflicting with the newly found broadcast.  
 
Figure 5: Dynamic spectrum access allows for broadcasts to adapt to new primary spectrum usage and 
relocate broadcasts to open frequencies.  
2.1.5 Simulation Parameter Considerations 
There  are  many  parameters  that  need  to  be  considered  when  creating  the  simulations.  There  are 
currently traffic simulations in existence. One of these methods is SUMO, Simulation of Urban Mobility. 
This  is  an  open  source  simulator  created  in  Germany  [2].  Some  of  the  parameters  that  should  be 
considered  are  response  time, dropping  rate,  accuracy, efficiency,  and  the  effects of  vehicle density. 
Response time  is a measure of how  long  it takes for an average successful communication.   This  is the 
time between when a “query is initiated and the time at which its corresponding reply is received [2].” 
This data  is  important  to  include  in  the simulation since  it  is essentially a measure of the propagation 
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delay  between  broadcasts.  By  obtaining  an  accurate  measure  of  this  time  from  a  hardware 
implementation, the simulation results can be created more accurately.  
Dropping rate is how often a query is unable to go through. This could be from a few different events. 
Either  there  are  no  vehicles  in  the  area,  or  that  the  query  simply  timed  out  during  its  attempt  to 
broadcast.  This  could  happen  if  the  desired  connection  point  is  currently  broadcasting with  another 
device, making the connection impossible.  
Accuracy and efficiency go hand in hand. Accuracy is a measure of how close the broadcast connection 
time  is  the  average  connection  time.  The  higher  the  accuracy,  the  better  the  system  is  operating. 
Efficiency  is  the percentage concerned with  the number of messages that reached their  target on the 
first broadcast attempt versus  the  total number of broadcasts.  If  there are 100 broadcasts, and 79 of 
them  reached  their  target  on  the  first  attempt,  the  system would  be  operating  at  a  79%  efficiency.  
 
2.2 Spectrum Survey  
In order  to  create a geolocation  spectrum database,  spectrum data was needed. Once  this data was 
obtained it would be possible to merge the data into a database of available channels based on location. 
The spectrum data was gathered by driving a vehicle across the entire length of Interstate 90 on three 
occasions, June 6, 11, and 12 of 2009. The data was gathered using a spectrum analyzer connected to a 
laptop running SQUIRREL and a D‐220 Mni‐Discone antenna as can be seen in Figure 6.  
 
Figure 6: The setup used to take the spectrum data across Interstate 90 in Massachusetts [11]. 
Frequency spectrum data was gathered by taking snapshots of the frequency spectrum the entire length 
of  Interstate 90  in Massachusetts. This data provides  the  complete  spectrum  for  the  frequency band 
from  600  MHz  to  750  MHz.  From  this  data,  the  availability  of  channels  for  broadcasting  can  be 
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extrapolated  and  used  to  create  a  database  of  available  channels  based.  This  database  gives  the 
available frequencies at any given location of a vehicle on Interstate 90. 
 
Figure 7: A Map of the survey locations for Interstate 90 in Massachusetts from West Stockbridge to 
Boston [11]. 
2.2.1 Spectrum Occupancy Quantification 
Creating the geolocation spectrum database requires a method to take the real world data provided by 
the spectrum survey performed on  Interstate 90 and move  from decibel power  levels  to whether  the 
channel is available to broadcast on or not. When considering the method for determining the available 
frequencies  from the data survey, the two that were tested were threshold based and averaging. The 
threshold method allows for the user to set a certain power level that cannot be exceeded. The data is 
then  checked,  and  whenever  the  threshold  is  crossed  that  frequency  is  considered  off  limits  to 
broadcasts. Whenever  the power  level  is below  the  set  threshold  it  is  considered  fine  to broadcast. 
Using the threshold method to determine the available frequencies is good because it allows for a very 
accurate  determination  of  when  the  power  level  at  any  given  frequency  crosses  into  an  area  that 
indicates a “used” channel. However, it has a drawback as well. It will determine that a channel is “used” 
when  there are  small  spikes  in  the  frequency  spectrum,  seen  in Figure 8. This  the  threshold method 
using a threshold set to ‐95 dB. 
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Figure 8: Threshold Method used in determining where occupied channels are located 
2.2.2 Averaging  
The  second  method  considered  was  using  an  averaging  algorithm.  This  method  surveys  multiple 
consecutive points, and checks to see if they are all within a certain range of the average value. If they 
are, the algorithm checks the next points, and determines  if these points are within a certain range of 
the previous average. If they are, then a running average is maintained until points fall out of range of 
this average.  If  the new points  selected are outside  the  range of  the average,  then a new average  is 
started, and the old average is saved for all the data points that it supported. Figure 9 shows an example 
of the averaging method.  
 
Figure 9: Averaging Method in determining where occupied channels are located 
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The averaging method works well, finding where the channel is occupied and where there is open space. 
However,  this  is  far more complicated  than  the database requires. The database  is made of ones and 
zeros. Either the space  is available for broadcast or not available. The averaging method not only find 
when they are available, but also finds at what average power level the used channels are broadcasting.  
Since calculating the available channels is not part of the computing power that the device will need, it is 
not important how fast the code is that computes the availability, but rather how accurate is the code. 
2.3 Chapter Summary 
Although there are many potential ways to create a vehicle wireless network, there are drawbacks and 
challenges associated with each. WAVE shows great potential, although the issues surrounding 
acknowledge times needs to be addressed. IEEE is taking the necessary steps to fulfill this requirement 
and potentially solve this problem. Cell phone networks solve the problem of having to create a new 
infrastructure, but using cell phone towers for both cell phone coverage and wireless vehicle 
communications is going to cause many problems with blocking in high density traffic and cell phone use 
areas.  
Using dynamic spectrum access in the digital television spectrum is a method that also shows promise in 
vehicle‐to‐vehicle communications. It does not require an infrastructure to function, and is able to avoid 
the issue of primary license holder channels by avoiding these broadcast through dynamic access. In 
addition to this method, the networking capabilities are enhance through the use of a geo‐location 
database created by a spectrum survey. Spectrum surveys are simple to perform and only need to use a 
spectrum occupancy quantification method to convert the survey data to a database of available 
channels. Through both of these tools vehicle networks can be created using the DTV spectrum.  
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Chapter 3 
 
Proposed Solutions 
 
 
The goal of this project is to create and provide the research and development community with tools for 
assessing different vehicular communication networking architectures. This will be achieved through the 
creation of the traffic simulation. In addition to this tool, the geo‐location database will be  included to 
show how future work in spectrum analysis can help provide a spectrum map of areas to create faster 
broadcast frequency selections.  
3.1 Design Decisions 
After performing the background research concerning the various topics that are important in creating a 
useful geo‐location database and a simulation of traffic and warning signal propagation, the creation of 
both  a  database  and  a  traffic  simulator was  ready  to  begin.  The  following  sections will  outline  the 
choices that were made when determining what methods would be used to create both aspects of the 
project, as well as the logistical challenges associated with both.  
3.1.1 Geolocation Database Design 
When attempting to merge the data from the spectrum survey into a database of available channels, a 
few methods challenges had to be overcome. The first challenge dealt with how to visualize the data. 
MATLAB provided the ability to plot the spectrum power data, as shown in Figure 10. At first glance, it is 
hard to determine exactly what is going on.  
It is obvious that there are certain areas that need to be avoided if the device is not to broadcast on the 
same frequency as any primary channel. The most apparent method to use was to establish a threshold 
and provide all the frequencies that fell under the threshold as open for broadcast. Using this method 
made sense because it would easily identify when the power levels exceeded an open channel’s power 
limit. However the data  is very noisy, and using a threshold creates false positives. More time  is spent 
trying  to  find  an  exact  threshold  to  eliminate  false  positives  as was writing  the  code  to  create  the 
database with a threshold.  
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Figure 10: A plot of data from one spectrum survey point.  
 
The next method considered was  to obtain averages of  the data. This would eliminate  false positives 
from a spike in the spectrum. Averaging was able to identify where channels were in the spectrum, but 
still had a couple of issues. First was that the averaging method was far more complicated, and the code 
to  implement  it  took much  longer  to write  and  troubleshoot.  The  second  issue  is  that  this method 
provides  far more  information  than  is necessary. Not only does  it give  the open channels, but  it also 
provides the average power level of the channel.  Since this isn’t necessary, it was an overkill method.  
 
Figure 11: A spectrum survey point with the averaging method applied. 
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Since  it  is already known  the exact  frequencies  that  the primary  license holders broadcast on, all  the 
data  points  contained  within  a  single  channels  broadcast  range  would  be  considered  as  a  set.  The 
average of the power level of each television channel would be taken, and then this average would be 
put  through a  threshold  test.  If  the average power of a channel exceeded a power  limit,  than  it was 
considered occupied.  If  the power average was not over  this  threshold  limit,  it was considered open. 
Chapter 4 will outline the code that was used to create the database.  
3.1.2 Simulation Design 
The simulator went through many stages of design. The first stage of the simulator was deciding which 
language was going to be used. MATLAB and C were dismissed as possible languages for the simulator, 
MATLAB because of its inability to create graphical interfaces, and C because of a lack of familiarity with 
the graphical interface, and because Java was designed as an object oriented language. Java was a good 
choice of language because it has user friendly GUI interfaces, and because classes could be created for 
both the car and the highway with hundreds of instances of the cars could be made for execution of the 
simulation.  
The first attempt at a simulator provided only text outputs, with no visualization. The text outputs were 
only partly useful, especially since the validity of the data could not be ensured. Once troubleshooting 
the simulator became too difficult with just a text output, a visualization method was created. The first 
screen shot was nowhere near the current screen display. 
 
Figure 12: Initial simulator screen without any frequency domain graphics. 
After developing this visualization method,  it was clear that certain aspects of the simulation were not 
functioning  as  thought. However, with  a  visualization method now  intact,  progress on  the  simulator 
began to move along quickly, with the implementation of the frequency domain visualization. Once the 
first simulator was complete, the second simulator was created. The second simulator is the bandwidth 
and blocking simulator. It was created by taking the code that controlled the movement of the vehicles 
and  fitting  it  to  a  new  frequency  operation.  The  same  technique  was  used  in  creating  the  third 
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simulator. All  three  simulators use  similar control code  for  the  traveling of  the vehicles, but different 
methods and functionality to determine frequency usage and different display methods.  
3.2 Logistics 
All the data used in creating the geo‐location spectrum is gathered from the real world spectrum. This 
cannot be said for the simulator. One issue is that all the data is simulated. Data that would increase the 
functionality of the simulator is providing a real world hardware time for connection between two nodes 
in a wireless vehicle network. With this data, the propagation of messaging between cars could be 
established and measured using real world data. Another piece of data that would aid in creating a more 
realistic simulator is the exact bandwidth requirement for broadcasting data. With this value the 
bandwidth and blocking simulator could determine what the maximum number of vehicles broadcasting 
at any one time could be based on spectrum availability. This would allow for feasibility testing for any 
hardware implementations.  
3.3 Chapter Summary 
When  taking  data  from  a  spectrum  survey,  it  is  important  to  this  about  the  big  picture.  Since  each 
channel’s broadcast  frequencies were  known,  it was  easy  to  average  the  value of  each  channel  and 
determine if  it was occupied at a given location in the spectrum survey. When creating a database like 
the one created in this project it is important to try multiple methods since sometimes the most obvious 
method is not always the easiest or the most accurate.  
The  simulator  experience  difficulties  at  each  step.  The  code  is  fairly  extensive  and  the  number  of 
variables is large. Creating a realistic highway scenario requires many variable considerations. To create 
an environment where patterns can be measured and observed it makes sense to create a visualization 
method. Had a method of viewing  the highway not been made  the advances wouldn’t have been  so 
rapid. This  is not  to  say  that  there were not  snags along  the way;  far  from  it. However by creating a 
method  to  visualize  the  occurrences,  it was  easier  to  see where  problems  existed  and  troubleshoot 
them, instead of having to stare at lines of code forever to see if a problem became apparent.  
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Chapter 4 
 
Proposed Vehicular Communications Simulator 
 
 
A  geolocation  spectrum  database  is  a matrix  of  available  and  used  channels  in  the  digital  television 
frequency spectrum based on geographic location. This is a useful tool to obtain because it can provide a 
radio which is aware of its location the exact channels that it can broadcast, as well as eliminate certain 
frequency bands  that are off  limits  to  the  radio broadcasts. The  simulations designed  for  this project 
implement  traffic  patterns  and  vehicle‐to‐vehicle  communications  in  addition  to  including  the  geo‐
location database information. The flow chart in Figure 13 shows the relationship between the database 
and the simulator. 
 
Figure 13: The geo‐location database is used to assist in frequency selection in the traffic simulator by 
providing real‐world spectrum data. 
 This chapter will discuss the methods used to  implement the functionality of this simulator, as well as 
walk through the visual aspect of the simulation. A flow chart of the outlining how the code functions 
will also be included to aid in the concept picture of the simulation functionality.  
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4.1 Spectrum Analysis 
When a car has created an  incident  that needs  to be broadcast,  there  is a protocol  that needs  to be 
followed  to  select  a  broadcast  frequency.  Since  the  frequency  spectrum  used  will  be  the  digital 
television  spectrum, each  radio needs  to know which  frequencies are  in use by a  licensed  frequency 
holder. The  radio has  to be able  to  identify when  an  incident  transmission  is occurring and on what 
frequency  the  transmission  is  broadcasting.    Additionally  this  system  must  not  interfere  with  the 
transmissions being made by  licensed TV  stations  in  the area. Figure 14  shows an example of where 
broadcasting would be acceptable at mile 34 on Interstate 90. 
 
Figure 14: Acceptable broadcast frequencies at mile 34 on Interstate 90. 
The areas of the spectrum where the television channels are broadcasting is off limits for broadcasting. 
This  limits the availability of spectrum space for broadcasting, making broadcast frequency selection a 
more  complicated  process.  To  determine  when  it  is  acceptable  to  broadcast,  an  algorithm  was 
developed with the averaging and threshold methods discussed in chapter 2. As mentioned in chapter 3, 
a  combination  of  the  two methods was  ultimately  chosen  as  the  determining method.  The  code  in 
Figure  9  shows  how  the  data  was  interpreted  from  the  spectrum  survey  and  changed  into  the 
geolocation  database.  The  code  takes  the  value  from  the  spectrum  data  gathered  and  stores  it  in  a 
running average. The ‘if’ statement checks to see if a new channel has been reached. Since the channels 
are of uniform  size,  the beginning and end values are known. The  ‘if’  statement only executes  if  the 
current channel has been completely surveyed.  
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for z=1:1:7500
   sum=j(z)+sum; 
   div=div+1; 
   if round((z-100)/300)==(z-100)/300 
      ave(ave_counter)=sum/div; 
      sum=0; 
      div=0; 
      ave_counter=ave_counter+1; 
   end 
end 
Figure 15: Portion of the MATLAB Code used to create the geolocation spectrum database, the 
averaging method. 
After  the  average power  for  each  channel  has been determined using  the  code  above, which  is  the 
averaging portion of the code, the threshold method  is applied to the data. The code snippet below  is 
from the same code in Figure 16. 
for z=1:1:length(ave)
    if ave(z)>-112 
       channels(z,q)=1; 
    else 
       channels(z,q)=0; 
    end 
end 
Figure 16: Portion of MATLAB Code used to create the geolocation spectrum database, the threshold 
method 
This code looks at each channels average power. If the power exceeds the threshold set at ‐112 dB, then 
a  1  is  stored  in  that  channels  location. A  1  is  associated with  a  channel  that  is  currently  used  by  a 
primary  license holder.  If  the  threshold  is  not  exceeded,  a  0  is  stored  in  the matrix  location.  This  is 
associated with an open channel.  
4.2 DTV Spectrum Database  
As mentioned before, a database desired will provide the frequencies that are available for broadcast. 
The database will be created from ones and zeros; a one indicating a frequency that is used, and a zero 
as  an  open  frequency  channel.  Once  all  the  channels  and  miles  were  completed,  the  geolocation 
database was completed, providing all the available channels across interstate 90. A portion of the DTV 
Spectrum Database is below in Table 17. 
 Table 17: Geolocation Database for I‐90 for channels 35 through 41 at mile markers 117 through 121 
Channels  Mile 117  Mile 118  Mile 119  Mile 120  Mile 121 
35  0  1  0  1  1 
36  0  0  0  0  1 
37  0  1  0  1  1 
38  1  1  1  1  1 
39  1  1  1  1  1 
40  0  0  0  1  1 
41  1  1  1  1  1 
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This database shows a section of Interstate 90 from mile 117 to mile 121, a few miles outside of Boston, 
MA.  The  channel  usage  as  travel  progresses  from western Massachusetts  towards Boston  increases, 
limiting the availability of the frequency spectrum. This can be seen pretty clearly in this snapshot. In a 
small  stretch  from mile  117  to mile  121  the  number  of  available  channels  from  channels  35  to  42 
decreases from four to zero. This  is not the entire frequency spectrum that  is being considered  in the 
broadcast  range, but  the  snapshot proves  the point of  the  databases  availability.  The  total  available 
bandwidth  across  the  entire  stretch  of  highway  can  be  seen  below  in  Figure  18.  Notice  how  the 
availability drastically decreases the close to Boston the measurements became. 
 
Figure 18: Total available bandwidth across the entire spectrum survey from W. Stockbridge to Boston 
[11]. 
4.3 Traffic Simulation 
Since developing multiple radios and testing them  in real world situations is not within the budget and 
feasibility of  this project, a  traffic  simulator  is needed  to  test  the propagation  times based on  results 
from  the  hardware  implementations.  The  goals  of  the  traffic  simulation were  to  create  a  simulated 
environment of a highway, detect incidents and create an alerting method to pass incident detection to 
nearby cars, and detect if  incident broadcasts are too slow or if cars cannot react fast enough to avoid 
collisions. In addition to simulating these parameters, there is a visualization component. By creating an 
applet  of  the  simulated  stretch  of  highway,  it  is  possible  to  watch  cars  travel  along  the  stretch  of 
highway and interact with each other throughout the simulation period.  
Using  the  same  highway  simulation,  three  different  simulations were  created  that  analyze  different 
aspects of the project. The first is a spectrum analysis, which generates data based on incident reporting 
and is a first look at how the simulation performs. The second is a tool used to determine the blocking 
percentage of incident broadcasts based on broadcast bandwidth requirements. The data gathered from 
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this simulator will help assess the feasibility of certain propagation methods based on spectrum usage 
and  the number of vehicles on  the  road at any given  time. The  third and  final  simulation provides a 
graphical  representation of  the number of vehicles on  the  road and  the number of vehicles  that are 
broadcasting information throughout the execution of the simulation. The next sections will discuss the 
simulation platform, parameters, the final implementation and associated functionality, and the results 
gained  from  the  combination  of  the  simulation  program  and  the  data  gathered  from  the  hardware 
implementation.  
4.3.1 Platform and Functionality 
When beginning  to design  the  simulator,  two  languages were  considered.  The  first being C,  and  the 
other Java. After considering the pros and cons of each language, and the familiarity with both, Java was 
the  language of  choice.  The object oriented nature of  the  language  is perfect  for  the  simulation. By 
making a class that represents the cars, and a class that will represent the highway,  instances of each 
can created to make a working simulation. In addition to the classes of code used to create and control 
the cars and the highway, a code created to generate random exponential variables was adapted to fit 
the project simulation. The next issue that needed to be addressed was how to test the code to ensure 
that  it was  functioning as expected.  It was difficult  to determine  if everything was going as expected 
when  the only output of the code was a text  file with  the results. The decision was made to port  the 
events of the simulation to a visualization of the traffic movement. This included creating individual cars 
moving and interacting and a representation of the highway. 
When  creating  a  simulated  highway  environment,  a  few  things were  taken  into  consideration when 
designing  the simulator. The simulator had  to provide enough variability and unpredictability  just  like 
real travel. If every time the simulator ran the results were identical, then it would not be as useful as a 
simulator  that  provided  different  results  every  time.  To  ensure  this  level  of  unpredictability,  certain 
variables were  created with  random  variables.  These  include when  cars  enter  the highway, what on 
ramp  they enter via, and what  the  traveling  speed  is of  the vehicles. The  flow chart below  shows on 
overview of the major blocks of the code. Each will be discussed briefly here, and in depth  later in this 
chapter.  
After  the  variables  have  been  initialized  for  both  the  cars  and  the  highway,  the  clock  begins  to 
increment. At each increment of the clock the simulator checks to see if there are any cars that have an 
assigned  ‘enter  the highway’  time equal  to  the current clock  time.  If  there  is such a car,  it enters  the 
highway. After all the cars have been checked, any cars that are on the highway are moved based on the 
speed they have been assigned during the initialization period. During this time any potential collisions 
resulting  in  faster moving cars approaching  slow moving cars are avoided  through  lane  changing and 
slowing of car speeds.  
 
Lessard: Geo‐location Database for Traffic Simulation of VDSA 
 
32 
 
 
Figure 19: Major functional blocks of the traffic simulation code 
After all cars have been moved, the simulator checks to see if any cars have reached their destinations. 
Each car  is assigned an on and off ramp that  it will enter and  leave the highway.  If there are any such 
cars that have reached their destinations they will be removed  from the highway. Once this has been 
completed, a quick check is done to see if all cars have completed their trips. Assuming not all cars are 
done,  the  code  checks  to  see  if  any  incidents  are  going  to  be  created.  If  so,  the warning  broadcast 
algorithms are performed. This includes the alerting of cars that are behind the car creating the incident, 
as well as frequency selection for broadcast frequency determination.   Once this has been completed, 
the clock  is  incremented, and the simulator returns to checking for any new cars that are entering the 
highway. 
4.4 Vehicular Wireless Routing 
Since  the  proposed  solution  does  not  involve  any  infrastructure  involvement  in  creating  the  V2V 
network,  then  the  propagation  methods  of  the  transmissions  will  not  deal  with  any  infrastructure 
holding the signal and repeating it for passing vehicles. This means that a propagation method needs to 
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be devised such that an  incident broadcast can pass  information to nearby cars. There are a few basic 
propagation methods considered when creating the propagation method for the simulator.  
4.4.1 Single Broadcast 
The simplest method of propagation, single broadcasting works by each car passing on the information 
to the first car it makes a link with. This method involves one car detecting or creating an incident. For 
example a car might slam on the breaks to avoid an animal in the middle of the road. When this occurs, 
the car’s radio will begin to look for another radio to communicate the incident. When a valid recipient 
is  found,  the  information  is passed on, and  the  receiving  radio alerts  the driver and  then passes  this 
information  on  to  the  next  car  radio.  This  propagation  method  is  often  referred  to  as  multi‐hop 
propagation  [3].  In  Figure  20  the  first  car  creates  the  incident,  and  then  passes  the  information 
generated during the  incident to the first car, which  in turn passes the  information on to the next car 
until all the cars have heard of the incident. 
 
Figure 20: Multi‐Hop propagation method, incident alerting for V2V networks based on single 
broadcasts 
While this method appears to work well and has benefits, there are some key drawbacks that make  it 
flawed. The benefits of this method include that it is fairly simple to implement, it uses a smaller portion 
of  the  frequency  spectrum  since  each  car only broadcasts once,  and  it would work well  in  a  low  to 
medium density traffic situation. However, the problems with this method are critical. The propagation 
speed  is questionable.  If  there are many cars  in an area,  the message  is going  to be  relayed multiple 
times to make it a short distance down the interstate. When cars are traveling upwards of 80 miles per 
hour, the propagation delay needs to be small. This method also has problems in very low density traffic 
situations.  If there are no cars within the broadcast range, when the broadcast  is unsuccessful the car 
just forgets about the incident. While this is not a drastic problem since in a low density traffic situation 
collisions between vehicles is minimal, it is important to avoid single vehicle incidents.  
4.4.2 Flooding 
The next method considered is called flooding. The flooding method is similar to the single broadcast or 
multi‐hop  method,  except  that  instead  of  each  car  broadcasting  one  time,  each  car  broadcasts 
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repeatedly until the number of broadcasts has reached a pre‐determined number, or the message has 
been  passed  on  to  all  the  cars  in  the  area.  In  Figure  21  the  first  car  creates  the  incident  and  then 
broadcasts to the first car. After the first broadcast, it then passes the information onto the next car at 
the same time as the alerted car passes the information onto another.  
 
Figure 21: Flooding propagation method, incident alerting for V2V networks based on multiple 
broadcast per vehicle. 
This methods benefits and disadvantages are essentially the opposite of the single broadcast method. 
This  method’s  benefits  are  fairly  clear.  The  propagation  speed  is  very  high  since  the  number  of 
broadcasts exponentially increases as more cars are alerted, making this method very effective in low to 
high  density  traffic  situations.  Also,  in  very  low  density  situations,  a  car  will  continue  to  broadcast 
information even if no one is around to hear it, taking care of the issue of missing a broadcast that the 
single broadcast method presents.  
This method  is  not without  serious  problems.  In  a  high  density  traffic  situation  in  a  location where 
spectrum availability  is  low there  is a probably chance that the spectrum will become overloaded and 
the  cars will  be  jockeying  for  a band  to broadcast. Also, messages may  propagate  for  too  long.  The 
incident  could  be  over,  but  since  cars  continue  to  broadcast,  false  warning  messages  could  be 
presented.  
4.4.3 Controlled Multi­Hop 
A combination of single broadcasting and flooding would then make sense as a propagation method. In 
this hybrid single broadcast‐flooding method, a car creates an  incident.  It then passes the  information 
on to the first car it can find, and then issues a second broadcast to a car farther down the road. Figure 
16 shows how  this method would be  implemented on  the road. By broadcasting  to  the  first available 
car, and  then  to a car much  farther down  the road,  the propagation begins  in  two platoons. The  first 
being the ones closest to the original incident, and the second being a group farther down the road. This 
allows  for  faster  propagation  than  single  broadcasts, while  avoiding  the  problem  of  overloading  the 
frequency spectrum of flooding. 
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Figure 22: Controlled multi‐hop broadcasting, incident alerting for V2V networks in a hybrid single 
broadcast and flooding. 
This  is not  to  say  there are not  flaws with  this method. The method  to determine where  the  second 
broadcast will occur is unknown, and may require a considerable amount of processing power to create 
the second broadcast. While this method leaves many questions unanswered, it does propose a method 
that could prove to be useful in later developments of this project. 
4.5 Simulation Parameters 
When creating this simulation there were many parameters to take into consideration. Since the goal of 
the simulation was to create a working  interstate simulation, the cars needed to travel at appropriate 
speeds  [2].  Since  not  all  cars  travel  at  65 mph,  the  speeds  of  the  simulated  vehicles  needed  to  be 
variable. To accommodate this, random number generators provided  in Java’s source code were used. 
The random number generator selected chooses a random  integer from zero to a user assigned value. 
By taking this  integer value and mapping  it to a speed, cars can be given different speeds, making the 
simulated  environment  like  an  actual  stretch of  road.  The main  parameters  that  are  included  in  the 
simulation at both the road level and the car level are shown in the flow chart below. Both the road and 
the  cars  are  initialized with  the  values  shown  next  to  them  in  the  chart,  and  then  the  clock which 
controls the timing of the simulator is set to zero and the simulation begins to execute. 
Each  instance  of  a  car  creates  many  other  parameters.  The  important  parameters  that  make  the 
simulation  realistic are  the  location  the car enters  the stretch of highway, as well as  the  time  the car 
enters the highway. These variables choose which on ramp the car enters the highway, as well as what 
time during the simulation execution the car enters. Assigning each car a time when they will enter the 
highway  enables  cars  to  be  entering  at  different  locations  and  different  times  throughout  the 
simulation, aiming to make the simulation similar to a real life highway. Both variables are generated in 
a  similar  manner  as  the  speeds  of  the  vehicles,  using  the  random  number  generator.  All  these 
parameters can be seen in the flow chart below. 
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Initialize Cars
Initialize Road
Each Car Contains:
A tag, driver speed, on 
location, off location, 
current location, time on, 
time off, status (off road, 
on road, finished travel), 
and incident potential
The road is an array of 
integers. The size of the 
array is the length of the 
road by 4, representing 
the number of lanes.
Set Clock to zero
 
Figure 23: Initialization flow chart for simulation car class. 
In addition to the simulation parameters that apply to the vehicles, there are parameters that apply to 
the  stretch  of  highway.  The  highway  represents  a  ten mile  stretch  of  Interstate  90.  There  is  also  a 
parameter  set  by  the  user  defining  the  number  of  vehicles  that  will  travel  on  the  road  during  the 
execution of the simulation. The highway  is created using the variable ‘road,’ a two‐dimensional array. 
The road array is 4800 integers long by 4 integers wide. The 4800 integers long represent every possible 
location along  the  ten mile stretch  that  the cars can be  located within, while  the 4  integers wide  is a 
representation of the lane the car is in. Figure 24 shows how this array is represented visually. 
 
Figure 24: Representation of the integer array ‘road’ where rows of the array correspond with the car 
traveling direction. 
4.6 Simulation, Implementation and Functionality 
In this section the simulation screen will be introduced to allow for familiarization with how each of the 
three simulator applications works. An in‐depth look at how exactly the code functions will be addressed 
after  these  introductions.  The  first  simulation  that will  be  introduced  is  the  highway  and  frequency 
spectrum simulation. Figure 25 takes a look at what the screen looks like upon execution of the code.  
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Figure 25: Displays the directions that cars travel along the highway. Represents a bidirectional highway 
The section of the screen that is highlighted with the dotted box is a portion of the interstate. Cars travel 
along these stretches of road. The road acts in a similar manner to reading a book. When a car reaches 
the end of a length of the road traveling from left to right, it moves down to the next line and continues 
traveling. Since this is simulating cars traveling in both directions, east and west, some cars move in the 
opposite direction. The direction of movement is indicated by the arrows in the blow up section of the 
road. Figure 26 shows the same section of road, but highlights where the cars enter and exit using the 
on and off ramps shown with small boxes on the road.  
 
Figure 26: Simulation screen‐On and Off Ramps 
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Below  the  interstate  are  the  frequency  spectrums.  These  are  a  simulated  portion  of  the  frequency 
spectrum  that  the  cars  are  allowed  to  broadcast within.  The  ten mile  stretch  is  separated  into  two 
different  frequency  spectrums. This allows  for  the user  to view  the open  spectrum  selection process 
used by the vehicles. This means that when a vehicle  leaves one of the  frequency spectrums,  it might 
have to change the center frequency  it  is broadcasting on to avoid a primary  license holder using that 
portion  of  the  spectrum.  These  portions  of  the  frequency  spectrum  that  are  not  available  for 
broadcasting by the vehicles is shown as a blue box, as can be seen in Figure 27. The first two graphs are 
frequency spectrum one, which is associated with the first half of the highway, and the last two graphs 
are  frequency  spectrum  two,  which  is  associated  with  the  second  half  of  the  highway.  When  cars 
attempt to broadcast they will have to search the frequency spectrum the coordinates with the portion 
of  the  road  it  is on, and avoid  these blue boxes.  If a broadcast were  to occur within one of  the used 
portions of  the spectrum,  it would become clear  that an  issue with  the  frequency selection algorithm 
has occurred.  
 
Figure 27: Frequency Spectrums and Used Frequencies‐Outlines how the frequency spectrum is 
represented in the simulator 
Once  the  simulation has begun execution,  cars will  start  to enter  the highway. Cars are  classified by 
direction traveling, eastbound and westbound. These two categories are then broken down  into three 
subcategories. A normal car is a car that has not created an incident or is not within range of an incident 
that has been passed onto other cars during  its travel. The second type of car  is one that  is within the 
range of an  incident and has heard about  this  incident  through  the broadcast propagation. The  final 
classification of vehicle is the car that created the incident. This car is the one responsible for the initial 
broadcast. To aid in the visualization process, both eastbound and westbound cars have different colors 
based on the classification, shown in Figure 28. 
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Figure 28: Close up of the car classifications and color scheme legend in the traffic simulation 
Based on events during the simulation, cars will change color to match the current status of the car. If a 
car  is  traveling  eastbound  in  the  normal  status,  and  then  causes  an  incident,  it will  turn  red.  If  this 
incident becomes obsolete, meaning that the duration of the event has passed, the car will return to the 
normal state. The frequency spectrum  is updated based on the broadcasting events of the vehicles on 
the highway. It also follows the same color scheme. A normal car will not be broadcasting, so there are 
no blue or orange spikes to indicate a normal broadcast. If a car creates an incident, then a red spike will 
be shown where the center frequency for an eastbound car  is broadcasting, and a maroon spike for a 
westbound car. The same holds true for a car that has heard about an incident and is now broadcasting 
the incident. A green spike represents an eastbound vehicle that is broadcasting after hearing about an 
incident,  and  a  cyan  spike  is  associated  with  westbound  cars.  A  snapshot  of  the  highway  and  the 
frequency  spectrums  can  be  seen  in  Figure  29  and  Figure  30.  This  Figure  shows  how  the  color 
association between the spectrum and vehicles appears on the simulator screen.  
During the time a car is traveling on the road, it has to make decisions about which lane it will travel in. 
To simplify the process of creating the simulation, some real‐life issues were ignored. For example, it is 
assumed that cars reach their maximum speed as assigned by the random number generator as soon as 
they enter the highway.  
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Figure 29: Snapshot of Road Simulator Executing 
 
 
Figure 30: Snapshot of the Frequency Simulator Executing 
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Figure 31: Flow chart of car entering the highway process. Cars start at step one and follow one of three 
paths based on their environment. If there are no cars in the first lane the car can enter the highway as 
shown in step 2a. If there is a car in the first lane but the second lane is clear, the cars shift as in step 2b. 
Finally if there are no open lanes, the car waits for an opening as in step 2c.  
Despite the instantaneous acceleration, the code in Figure 32 aids in making the simulation realistic. If a 
car  is  entering  the highway,  it will  check  to  see  if  a  car  is  in  the  first  lane.  This  is what  the  first  ‘if’ 
statement handles. The variable  ‘road’    is an  integer array, with the values at any  location  in the array 
representing  the  tag  number  of  the  car  that  is  currently  in  that  location. 
“road[cars[x].loc_on][0]” checks to see if the first lane in the exact location the car is trying to 
enter is open. The lane is open if the value of this location is zero. If the values of this is zero, than the 
tag of the car entering the highway is stored into this location, and then the status of the car is changed 
to ‘1,’ which indicates the car is now on the highway. When the cars status is zero, it indicates the car is 
off  the highway.  If  the  lane  is clear,  the car will enter  the highway and begin  traveling at  its assigned 
speed. If a car is in the first lane, that car will check to see if the second lane is open. If the second lane is 
open, the car will change  lanes and the car will enter the highway  in the first  lane. This can be seen  in 
the second if statement. Finally if there are cars in both lanes at the on ramp at the exact time a car is 
trying to get on the highway, the car will simply wait until they have passed and get on the highway. This 
is shown with the third  if statement. If both  lanes are full,  i.e. not equal to zero, than the time the car 
will enter the highway is incremented by one.  
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//if the first lane is open: 
if(road[cars[x].loc_on][0]==0&&cars[x].direction==0){ 
 road[cars[x].loc_on][0]=cars[x].car_tag; 
 cars[x].status=1; //status tells if the car is on the road or not 
 cars[x].cur_lane=0; //cur_lane tells what lane the car is in 
 cars[x].prev_lane=0; //the last lane the car was in 
} 
//if the first lane isn’t open but the second is: 
if(road[cars[x].loc_on][0]!=0 && road[cars[x].loc_on][1]==0){ 
//the getCar method takes in an integer location of a car and the            
//array of all the cars, and returns the car that is in the desired 
//location if any 
 cars[getCar(road[cars[x].loc_on][0],cars)].cur_lane=1; 
 road[cars[x].loc_on][0]=cars[x].car_tag; 
 cars[x].status=1;  
 cars[x].cur_lane=0; 
 cars[x].prev_lane=0; 
} 
//if both lanes are not open:  
if(road[cars[x].loc_on][0]!=0&&road[cars[x].loc_on][1]!=0){ 
      cars[x].time_on++; 
}  
Figure 32: Code snippet, outlines how cars check to see if they can enter the highway 
A similar process occurs during regular travel. As cars move along the road, they might find a car ahead 
moving slower. To avoid a collision, cars will change lanes whenever it is possible. If a lane change is not 
available, the car will slow down to the speed of the car ahead of them to prevent a collision, and then 
change  lanes  and  return  to  their original  speed when  the other  lane  becomes  available.  This makes 
traveling similar  to real  life  travel on a highway, although  it does assume maximum aggressiveness of 
the drivers in passing, and collision avoidance at all costs. It is important to mention that this only refers 
to  cars  traveling  under  the  normal  status.  Cars  that  have  been  alerted  of  an  incident  may  cause 
collisions. When an incident occurs, the car will slow down drastically. If the car or cars behind that car 
do not hear about the incident fast enough a collision will be recorded in the reporting.  
Determining whether a  collision will occur or not  is another aspect of  the  simulation. The  simulation 
takes  real‐world data  concerning  stopping  times  for  vehicles based on  their  current  speed, assuming 
ideal road conditions. The simulator uses a look‐up table to determine how far the car will travel when it 
slams on  the breaks.  In addition  to  that  stopping distance,  the  simulator uses a  random exponential 
variable generator to provide with a reaction time variable. Random exponential follow the exponential 
curve, with the majority of the values being small, and a far fewer amount of the values being large. This 
representation  of  driver  reaction  time  is  fairly  realistic.  For  the  most  part,  drivers  will  paying  full 
attention. However, someone might be multitasking, shaving or putting on lipstick on the way to work. 
This person will not react nearly as quickly as a person who is alert. By providing both these values, the 
car stopping distance can be accurately calculated to determine when and if a collision will happen. 
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Table 33: Stopping distances based on vehicles traveling speed [15]. 
MPH 
Stopping Distance 
(ft) 
50 119 
55 144 
60 171 
65 201 
70 233 
75 268 
80 305 
85 344 
90 386 
 
Based  on  the  values  in  table  18,  the  simulator  uses  the  following  code  to  determine  the  stopping 
distance of a car. This distance is calculated by accessing the lookup table with the current speed of the 
car, and then multiplying the current speed of the car with the reaction time of the driver and dividing 
by 60 squared. The 60 square is the conversion factor from reaction time in seconds to reaction time in 
hours to keep the units constant with the travel speed in mph.  
//method reactionTime returns the stopping distance for a driver based on their 
//travel speed and a random exponential variable generated in the class 
RandomExp 
public static double reactionTime(Car car){ 
 RandomExp RE = new RandomExp(); 
 double stopdistance; 
 if(car.current_speed>=10) 
  stopdistance = stoppingTimes[car.current_speed-10]+RE.getExp(RE) 
*(car.current_speed*5)/(60^2); 
 else 
  stopdistance = 0; 
 return stopdistance; 
} 
Figure 34: Code that obtains the random exponential variable and stopping times to calculate stopping 
distance 
Propagation  of  alerting  signals  is  done  using  the  flooding  broadcast  method.  Since  it  is  the  fastest 
propagation  method,  it  will  be  the  most  interesting  when  observing  propagation  speed  and  when 
observing blocking percentages in high frequency usage areas and high broadcasting densities. The code 
functions by  first detecting an  incident. An  incident occurs  randomly  in a  sense. This means  that  the 
exact location of the incident is unknown. However, the time the incident will occur is known, as well as 
the  car  that will  create  the  incident. When an  instance of each  car  is  created,  they are  set  into  two 
categories, those who will create incidents and those who will not. Far fewer cars create incidents than 
do not, on  the order of  1/50.  Those  cars  that will  create  an  incident  travel  along  the  road  and  at  a 
certain  time, generated  randomly,  the  incident begins. When  the  incident begins,  the  first  thing  that 
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happens  is  the  car  changes  color  to match  its  status. Next  it  begins  the  broadcasting  protocol.  This 
includes  finding  the  first  available  car  behind  it  and  passing  on  the  information  associated with  the 
incident,  including  a  location,  car  that  created  the  incident  and  a  time  stamp. All  this  information  is 
stored and later included in the data output. If there is no car within range, then the car will attempt to 
broadcast again after a short delay. If still nothing, the car will assume that no one is near enough to be 
bothered by the incident, and the broadcasting ends. The cars that are alerted of the incident begin to 
broadcast  the  information after a  short delay, and  so on until  the message has become obsolete. An 
obsolete message occurs after propagating for “twenty seconds” as time is defined within the simulator. 
Since  the simulator does not  run  in  real  time, a  time scale  is used  to keep  track of exact  times. Each 
iteration of  loop  that controls movement  is considered a second, and  the cars move according  to  the 
time that has elapsed and the speed they are moving.  
 
Figure 35: Flow Chart of the car alert method. The car travels normally in step 1, until an incident is 
created in step 2. Once in step 2, the car slows down, and proceeds to step 3 where it checks for cars in 
its local area to broadcast a warning. If a car is in the area it will receive the warning and take any 
actions to avoid a collision as in step 4. Once the incident is over driving returns to normal (step 5). 
Once this simulator has completed one execution it will export the data gathered during the simulation 
to a text file containing the broadcast and incident information, including the time that each car created 
an  incident and how  long  it  took other cars nearby  to hear about  the  incident. The main goal of  this 
simulator was to create the highway and car simulator, and then build  in delays based on the real‐life 
data gathered from the hardware implementation.  
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The key features of this simulation can be summed up by the following list: 
• Simulates traffic movement along a 10 mile stretch of highway 
• Detects when cars can enter the highway based on lane availability 
• Creates incidents during the simulation 
• Takes the incidents and uses propagation algorithms to facilitate information sharing 
• Detects collisions due to inability to stop in time using lookup tables and reaction time 
• Uses simple frequency selection algorithms to select open broadcast frequencies 
The next  simulator uses  the  same highway, but  introduces new algorithms  for  frequency  selection  to 
take  into  account  possible  bandwidth  requirements  for  single  broadcasts,  as well  as  uses  real‐world 
frequency  spectrum  data  obtained  from  the  frequency  database  created  earlier  in  the  project.  The 
applet screen maintains the same setup with the highway at the top and the frequency spectrum at the 
bottom. However, in this case the frequency spectrum is not broken into two components, and is much 
larger. Since the frequency range that this project is broadcasting within is 150 MHz wide, the plot has 
to be able to represent this much space while still being able to show individual broadcasts which are on 
the order of kilohertz. The blue boxed sections in the Figure below of the spectrum are representations 
of the primary license holders used portion of the spectrum, and the red boxes are individual broadcasts 
by vehicles. Since the goal of this simulation is to determine broadcast success rates based on blocking 
percent and spectrum availability,  it  is not  important to make the color scheme of the cars match the 
color of the frequency spectrum broadcasts.  
 
Figure 36: Broadcast Bandwidth Simulation‐Tests frequency consumption 
The creation of this simulator is an attempt to simulate real world broadcasting properties, including the 
percent of broadcasts  that are unable  to occur because of  frequency overloading,  takes  into account 
delays after radios are unable to broadcast. Determining when blocking occurs is done with a portion of 
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code  shown below.  The method  is  called  checkSafeBroadcast.  It  requires  an  integer  array which  is  a 
representation of the frequency domain, and a second  integer which  is the center of the broadcasting 
frequency that the car  is attempting to use.  It then checks the  frequency spectrum around the center 
frequency using the bandwidth of the broadcast.  
public static boolean checkSafeBroadcast(int[] freq,int center){ 
 boolean broadcast = true;//ture if can broadcast, false if cannot 
 int band_2=0; //variable that is half the size of the broadcast freq 
 if(bandwidth%2==0) 
  band_2 = bandwidth/2; 
 else 
  band_2 = (bandwidth-1)/2; 
//checks frequency array to see if it is completely open 
 for(int x=0;x<bandwidth;x++){ 
  if(freq[center-band_2+x]!=0){ 
   broadcast = false;    
//If any vales are not zero, then broadcasting cannot 
//be performed in this frequency range 
  } 
 } 
 return broadcast;//Return the result of checking for broadcasting 
availability 
} 
Figure 37: Code that determines if the broadcast can be performed.  
During one execution of the simulator, each broadcast will select a  frequency  in a way that separates 
broadcasts by  the  largest possible  value.  For example,  if  there  is a 40 MHz  section of  the  frequency 
spectrum that  is currently not  in use, the center frequency for a broadcast would be selected 20 MHz 
from the used frequency spectrum. Figure 38 is a pictorial representation of the algorithm.  
 
 
Figure 38: Frequency Selection Algorithm 
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Using this algorithm to select the broadcasting frequency ensures that the broadcasts are the farthest 
away from each other, providing the least interference between consecutive broadcasts. The only issue 
that needs to be addressed with this method  is bandwidth  limitations. If the bandwidth of the desired 
broadcast  is  larger  than  the  largest  available portion of  the  frequency  spectrum,  then  the broadcast 
must be blocked. This  is where the simulation comes  into action. Broadcast attempts are made, and  if 
the algorithm can find a portion of the spectrum that the broadcast can fit within, then the broadcast 
attempt  is  successful.  If  there  is  no  spectrum  portion  large  enough,  blocking  occurs,  and  the 
broadcasting radio must wait before attempting another broadcast.  
The  data  gathered  from  this  simulator  is  on  multiple  levels.  It  looks  at  the  blocking  percentage  of 
broadcasts based on a variable bandwidth requirement for each broadcast, as well as a variable amount 
of spectrum availability. In some cases, only 20% of the spectrum might be in use, while in other cases as 
much  as  75%  of  the  spectrum  might  be  in  use  by  primary  license  holders,  making  the  spectrum 
availability scarce, and the blocking percentage reacts accordingly.  
The final simulator  is the basis of the future work on the simulation. Using the same highway setup as 
the  first  two simulators,  this particular analysis simulator  looks at  the number of cars on  the highway 
and the number of cars that are broadcasting at the same time. Since the simulator  inserts a variable 
number of cars onto the highway and lets the simulator run until all the cars have exited, the graphs in 
Figure # peak fairly quickly and then decay slowly until no cars are left.  The plot has time on the x‐axis, 
and number of cars on the y‐axis. Additional plots can be added to this simulator as deemed valuable to 
the analysis of the simulator. This simulator will be discussed heavily  in the future work section of this 
chapter.  
 
Figure 39: Graphical Analysis Simulator 
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One interesting aspect of this simulation is the variations on the number of cars broadcasting during the 
simulation.  Each  time  the  simulator  is  run,  the  plot  of  the  number  of  cars  broadcasting  differs 
significantly. Below are three different executions of the simulation, with just the two plots shown. 
 
Figure 40: Broadcasting Cars Plots. Plot A has a smaller peak number of cars broadcasting, but the 
broadcast lasts longer, where as B and C have a rapid increase and decay in the number of cars 
broadcasting. 
Depending on the location of the events, and the number of cars in the immediate area, the number of 
broadcasts can sharply  jump  like the bottom two plots  in Figure 40, or  it can be more  level as can be 
seen  in  the  top plot. At  this point,  this  simulator has no  added  functionality besides what has been 
shown. In the future more developments to this simulation would prove to be useful in analysis of this 
system.  
 
4.7 Results 
A  few  results  can  be  drawn  from  these  simulations.  From  the  three  simulations,  basic  data  can  be 
gathered. The  first deals with  signal propagation. The  first  simulator  shows how  the alerting process 
occurs, and how cars can successfully pass warning  information on to vehicles behind them. When an 
incident occurred cars were able to slow down when necessary, and avoid collisions by  lane changing 
when necessary. Only in situations when a vehicle was directly behind the car that would be creating an 
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incident did collisions occur. This is similar to a person tailgating and then causing a second accident by 
colliding with a car ahead. 
The second simulator deals with blocking percentages based on the size of broadcast bandwidth. When 
the bandwidth of broadcasts was only 10 KHz, there was no blocking for the entirety of the simulation. 
When the bandwidth was  increased to 100 KHz, the blocking percent for most cases was only around 
1%. However, when there were spikes in the number of cars broadcasting, as can be seen in Figure 21, 
there  were  much  higher  blocking  percentages.  This  is  because  cars  will  try  to  rebroadcast  after  an 
unsuccessful broadcast. The highest blocking percentage seen in 25 trials was 7.3%.  
As the bandwidth  increased by another factor of ten to 1 MHz, the blocking percentages became very 
high.  These  percentages  ranged  from  as  low  as  10%  to  as  high  as  59%.  The  blocking  was  highly 
dependent on the curve of the number of cars broadcasting at any given time.  
The last simulator provided more visual results then statistical results. It can be seen that the number of 
cars on the road is not an exact correlation to the number of cars broadcasting. Figure 22 shows three of 
the different curves, and how there is a variance in each curve. 
Ultimately,  this  simulator  created  a  useful  tool  to  analyze  vehicle  to  vehicle  communications.  Once 
hardware data for broadcast times become available, this  information could be added to  increase the 
validity of the data produced by the simulator. The next section outlines  the  future direction some of 
these simulators can take.  
4.8 Chapter Summary 
The creation of the geo‐location database provides a connection between real world data and the 
simulation domain. The database created provides accurate frequency spectrum usage along Interstate 
90. This was helpful in the bandwidth and blocking simulator. The database was used to create the 
frequency spectrum that can be seen in the screen shot of the simulator. The database could also be a 
useful tool for future researchers and developers who wish to use dynamic spectrum access and the 
digital television spectrum to create a method of vehicle‐to‐vehicle communications.  
The simulator provides a second tool that can aid in research and development of a hardware 
implementation of V2V communications. The code that is used to implement the simulator mirrors 
realistic situations, including the merging of vehicles on the highway, car travel, propagation of warning 
messages, and selection of a broadcast frequency through dynamic spectrum access. The traffic 
simulator demonstrates dynamic spectrum access by changing the frequency spectrum availability 
during the execution of the simulation. Any broadcasts in the same frequency range as a newly 
appearing broadcast must relocate. During the execution of the simulation this change can be seen, 
demonstrating the possibility of dynamic spectrum access in the DTV spectrum for use in wireless 
vehicle networks.  
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Chapter 5 
 
Conclusion 
 
 
Based on the data gathered from the simulator, and the observations through the creation process of 
the simulators,  it appears that with the aid of vehicle to vehicle communications hazard warnings can 
pass from vehicles at a rate which would provide for advanced alerting. Drivers would be able to know 
an  incident was ahead of  them before  they were on  top of  the problem and having  to deal with  the 
issue on  the  fly.  It  is  important  to  include  the  fact  that  the simulation data  is not  the exact hardware 
data.  However,  based  on  many  executions  of  the  simulator,  traffic  patterns  show  how  passing  of 
information is beneficial to drivers. 
The data gathered from the bandwidth simulator proves a couple things. First of all, if only binary data is 
being sent through the radio, using only a few kilohertz of bandwidth, then blocking will not occur at a 
high rate or possibly even at all when using the DTV spectrum. However, if broadcasts begin to include 
multimedia  files,  possibly  containing  video  of  the  situation,  blocking  percentages will  become much 
higher if this portion of the spectrum is chosen. Ultimately, analysis throughout this project of the DTV 
spectrum proves that it can be used to broadcast data, and primary license holders should not have any 
effect on  the success  rate of  this product, whether  that be  in  the number of holders, or  interference 
from these broadcasts.  
The database of  available  channels  can be  useful  if GPS  technology  is  included  in  the  prototype. By 
including location aware information the spectrum can be used more effectively by the hardware. This is 
another area of future work for this project. 
The products of this project have created a foundation for future work  in the DTV spectrum  including 
the expansion of the available channel database, further work on the simulations, and farther work  in 
the hardware implementation of algorithms and the coordination of the GPS location aware capabilities 
to create a more efficient product.  
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5.1 Future Work 
The variable bandwidth and the graphical analysis simulators are the main focus of the future work on 
the  simulation portion of  this project. These  two are particularly useful  since  they address  real‐world 
functionality, along with data  that can be useful  for determining possible bandwidth  requirements as 
well as the possible numbers of broadcasting vehicles at any time on the road. Future work for all the 
simulators includes managing the porting of the source code from the United States to Japan. Since the 
operating systems for each country are written  in different  languages (English and Japanese) there are 
often  issues when moving  code written on one platform  to  another.  Since  Toyota  is  responsible  for 
sponsoring  this  program,  these  simulators  need  to  be moved  to  their  computers  at  the  end  of  the 
project.  
• Future  work  on  the  variable  bandwidth  simulator  includes  making  each  radio  broadcast  a 
variable  bandwidth.  The  simulator  currently  assumes  that  each  broadcast  is  of  uniform 
bandwidth, which might not be the case. By giving each broadcast a variable bandwidth, analysis 
can be performed on simulations with this property as well as uniform bandwidth broadcasts.  
• The  largest  portion  of  the  future  work  deals  with  the  graphical  analysis  portion  of  the 
simulation. The goal of this simulator is to create a 24 hour simulation. This would take a look at 
traffic densities on the highway not based on a number of cars pushed onto the highway, but 
rather  create  a  certain  density  on  the  highway  based  on  the  time  of  day.  For  example,  the 
density of cars on the highway at 3 AM would be far lower than the density at either 8 AM or 5 
PM during rush hour when people are traveling to and from work. This simulator would take a 
24 hour time period, simulate the travel, and then provide a graphical and statistical output of 
the data. This would take the plot shown  in Figure 41 and possibly make  it  look  like the Figure 
below.  
• Data  for  this  simulation would  also be  exported  at  the  completion of  the  simulation  so  that 
analysis  could  be  performed  on  the  data.  These  are  just  a  couple  of  ways  that  future 
development is considered. The code will be open for future project groups to take and alter to 
fit future needs of the simulator, and apply this tool to a hardware  implementation which can 
provide real world data to make the simulator provide results based on the real data. 
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Figure 41: Possible future Simulation data 
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 Appendices 
 
 
A.1 Java Class Car, used in the basic traffic simulator 
package simulator; 
  
import java.util.Random; 
import java.io.FileWriter; 
import java.io.PrintWriter; 
import java.util.ArrayList; 
  
public class Car { 
  
//Initialize variables to be used in instances of 'Car' 
 
public int[] incident_report = new int[6]; 
public int direction,prev_lane,car_tag,status,driver_speed, current_speed, average_speed,loc_on,loc_off; 
public int broadcastFreq,time_on,time_off,incident,cur_location,cur_lane,spectrum; 
public Random gen = new Random(); 
public Random timeon = new Random(); 
public boolean accident,accidentClear; 
public static boolean firstRun=false; 
public static int clock = 0; 
public static boolean cars_exit=false; 
public static int[] frequencyOpen1 = new int[2400]; 
public static int[] frequencyOpen2 = new int[2400]; 
public static int[][] channels = new int[10][4]; 
public static int[] stoppingTimes = new int[9]; 
  
//Class Car instance method: Provides all the information that is related to each car on the road 
  
public Car(int current_car_id, int length){ 
    this.direction = gen.nextInt(2); 
        this.car_tag=current_car_id; 
        this.accidentClear=false; 
        this.driver_speed=(gen.nextInt(9)+10); 
        this.current_speed=this.driver_speed; 
        this.loc_on=gen.nextInt(10)*((length‐1)/20); 
        if(loc_on==0){ 
                loc_on=1; 
        } 
        this.loc_off=(gen.nextInt(9)+12)*((length‐1)/20); 
        this.incident=gen.nextInt(5)+1; 
        if(this.direction==1){ 
          int temp = this.loc_off; 
          this.loc_off = this.loc_on; 
          this.loc_on = temp; 
          if(this.incident==1){ 
            this.incident_report[0]=this.loc_off+(int)((this.loc_on‐this.loc_off)/2); 
          } 
        } 
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        if(this.incident==1&&this.direction==0){ 
            this.incident_report[0]=this.loc_on+(int)((this.loc_off‐this.loc_on)/2); 
        } 
        this.cur_location=loc_on; 
        this.cur_lane=‐1; 
        this.prev_lane=cur_lane; 
        this.average_speed=0; 
        this.time_on=timeon.nextInt(200)+1; 
        this.time_off=0; 
        this.accident=false; 
        this.spectrum=0; 
        if(this.incident!=1){ 
            this.incident_report[0]=0; 
        } 
        for(int x=1;x<6;x++){ 
            this.incident_report[x]=0; 
        } 
        this.status=0; 
        this.broadcastFreq=0; 
} 
 
public static Car[] clocking(Car[] cararray,int[][] road, int clock, int length){ 
  if(!firstRun){ 
    stoppingTimeSetup(); 
    channels = usedChannels(); 
    firstRun=true; 
     
  } 
  if(!cars_exit){ 
    frequencyOpen1 = broadcastInit1(); 
    frequencyOpen2 = broadcastInit2(); 
    road = RoadSetup(road,cararray); 
    //Checks to see if the current time is the time which each car in the array has been assigned to enter the road 
    for(int x=0;x<cararray.length;x++){ 
      cararray = CarEntering(cararray,road,x,clock);     
    }   
    /*Next we check to see if any cars are going to be leaving the road at this time. This is determined by incrementing there 
location 
        in the road array by the given speed. If the current location of the car is equal to the predetermined exit location 
    for that car, then it is removed from the road array, and the associated values with that car instance are edited for 
simulation 
        logging*/ 
    for(int x=0;x<cararray.length;x++){ 
      cararray = CarLeaving(cararray,road,x); 
    } 
 
    alterFreq(clock); 
 
    for(int x=0;x<cararray.length;x++){ 
      if(cararray[x].status==1&&cararray[x].incident_report[2]!=0){ 
        if(cararray[x].direction==0&&cararray[x].cur_location<=2400‐cararray[x].current_speed|| 
         
  cararray[x].direction==1&&cararray[x].cur_location<=2400+cararray[x].current_speed){ 
          cararray[x].spectrum=1; 
          frequencyOpen1[cararray[x].broadcastFreq]=0; 
          cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                   frequencyOpen1[cararray[x].broadcastFreq]=2; 
        } 
      if(cararray[x].direction==0&&cararray[x].cur_location>2400‐cararray[x].current_speed|| 
          cararray[x].direction==1&&cararray[x].cur_location>2400+cararray[x].current_speed){ 
          cararray[x].spectrum=2; 
          frequencyOpen2[cararray[x].broadcastFreq]=0; 
          cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                   frequencyOpen2[cararray[x].broadcastFreq]=2; 
        } 
      } 
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    } 
    //Next for each car that is on the highway, they move a given distance based on their given speed. It also 
    //then checks to see if the car is actually able to move along the highway. If there is a car ahead, it must slow down 
    //to avoid a collision, or move into other lane. 
    //FOR CARS MOVING LEFT TO RIGHT 
    for(int x=0;x<cararray.length;x++){ 
      if(cararray[x].status==1&&cararray[x].direction==0){  //Checks to see if this car is on the road 
        for(int z=1;z<cararray[x].current_speed;z++){ 
          if((cararray[x].cur_lane==0)&&(road[cararray[x].cur_location+z][0]!=0)){ 
            if(road[cararray[x].cur_location+z][1]==0){ 
              cararray[x].cur_lane=1; 
                } 
              } 
              if((cararray[x].cur_lane==1)&&(road[cararray[x].cur_location+z][1]!=0)){ 
                if(road[cararray[x].cur_location+z][0]==0){ 
                  cararray[x].cur_lane=0; 
                } 
              } 
           
  if((cararray[x].cur_lane==1)&&(road[cararray[x].cur_location+z][0]!=0)&&(road[cararray[x].cur_location+z][1]!=0)){ 
                int speeda=cararray[getCar(road[cararray[x].cur_location+z][0],cararray)].current_speed;           
                int speedb=cararray[getCar(road[cararray[x].cur_location+z][1],cararray)].current_speed; 
                if(speeda>=speedb){ 
                  cararray[x].current_speed=speeda; 
                  cararray[x].cur_lane=0; 
                } 
                else{ 
                  cararray[x].current_speed=speedb; 
                  cararray[x].cur_lane=1; 
                }   
                 
              }  
             } 
        cararray[x].cur_location=cararray[x].cur_location+cararray[x].current_speed; 
      } 
    } 
    //FOR CARS MOVING RIGHT TO LEFT 
    for(int x=0;x<cararray.length;x++){ 
           if(cararray[x].status==1&&cararray[x].direction==1){  //Checks to see if this car is on the road 
             for(int z=cararray[x].current_speed;z>0;z‐‐){ 
               if((cararray[x].cur_lane==2)&&(road[cararray[x].cur_location‐z][2]!=0)){ 
                 if(road[cararray[x].cur_location‐z][3]==0){ 
                   cararray[x].cur_lane=3; 
                 } 
               } 
               if((cararray[x].cur_lane==3)&&(road[cararray[x].cur_location‐z][3]!=0)){ 
                 if(road[cararray[x].cur_location‐z][2]==0){ 
                   cararray[x].cur_lane=2; 
                 } 
               } 
               if((cararray[x].cur_lane==3)&&(road[cararray[x].cur_location‐z][3]!=0)&&(road[cararray[x].cur_location‐
z][2]!=0)){ 
                 int speeda=cararray[getCar(road[cararray[x].cur_location‐z][2],cararray)].current_speed;           
                 int speedb=cararray[getCar(road[cararray[x].cur_location‐z][3],cararray)].current_speed; 
                 if(speeda>=speedb){ 
                   cararray[x].current_speed=speeda; 
                   cararray[x].cur_lane=2; 
                 } 
                 else{ 
                   cararray[x].current_speed=speedb; 
                   cararray[x].cur_lane=3; 
                 }   
                    
               }  
             } 
             cararray[x].cur_location=cararray[x].cur_location‐cararray[x].current_speed; 
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           } 
           road = InitRoad(length,road); 
           road = RoadSetup(road,cararray); 
         } 
         //This is the incident occurrence code. It checks to see if the predetermined incident time 
         //is happening. If it is, the incident report is filled out for the broadcasting car 
         //cararray = IncidentOccur(cararray,road); 
         for(int x=0;x<cararray.length;x++){ 
           if(cararray[x].direction==0){ 
             
if((cararray[x].incident_report[0]<=cararray[x].cur_location)&&(cararray[x].incident_report[0]!=0)&&!cararray[x].accident){ 
                    cararray[x].accident=true; 
                    if(cararray[x].cur_location<=2400){ 
                     cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                      frequencyOpen1[cararray[x].broadcastFreq]=2;  
                     cararray[x].spectrum=1; 
                    } 
                    else{ 
                     cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                      frequencyOpen2[cararray[x].broadcastFreq]=2;  
                     cararray[x].spectrum=2; 
                    } 
                     
                    cararray[x].incident_report[1]=1; 
                   cararray[x].incident_report[2]=1; 
                   cararray[x].incident_report[3]=cararray[x].cur_location; 
                   cararray[x].incident_report[4]=clock; 
                   cararray[x].incident_report[5]=cararray[x].car_tag; 
                   cararray[x].current_speed=cararray[x].current_speed‐8; 
                   int dist_begin = cararray[x].cur_location; 
                   if(dist_begin>200){ 
                        dist_begin=200; 
                   } 
               } 
           } 
           if(cararray[x].direction==1){ 
              
             
if((cararray[x].incident_report[0]>=cararray[x].cur_location)&&(cararray[x].incident_report[0]!=0)&&!cararray[x].accident){ 
               //System.out.println(cararray[x].incident_report[0]+" "+cararray[x].cur_location); 
               cararray[x].accident=true; 
               if(cararray[x].cur_location<=2400){ 
                      cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                       frequencyOpen1[cararray[x].broadcastFreq]=2; 
                      cararray[x].spectrum=1; 
                     } 
                     else{ 
                      cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                       frequencyOpen2[cararray[x].broadcastFreq]=2; 
                      cararray[x].spectrum=2; 
                     } 
                    cararray[x].incident_report[1]=1; 
                   cararray[x].incident_report[2]=1; 
                   cararray[x].incident_report[3]=cararray[x].cur_location; 
                   cararray[x].incident_report[4]=clock; 
                   cararray[x].incident_report[5]=cararray[x].car_tag; 
                   cararray[x].current_speed=cararray[x].current_speed‐8; 
                   int dist_begin = cararray[x].cur_location; 
                   if(dist_begin>200){ 
                        dist_begin=200; 
                   } 
               } 
           } 
         } 
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         //Checks to see if a car should be alerted of an incident. If the car is within a certain range of the car, and the time 
         //the incident has been present isn't too long, then a car is alerted. 
         for(int x=1;x<cararray.length;x++){ 
           if(cararray[x].accident&&(clock‐cararray[x].incident_report[4]<20)){ 
            int dist_begin = cararray[x].cur_location; 
             if(dist_begin>200){ 
               dist_begin=200; 
             }   
             boolean alert=false; 
             //For cars traveling from left to right 
             if(cararray[x].direction==0){ 
               for(int y=1;y<dist_begin;y++){ 
                 int lane=‐1; 
                 if(road[cararray[x].cur_location‐y][0]!=0 && !alert){ 
                   lane=0; 
                 } 
                 if(road[cararray[x].cur_location‐y][1]!=0 && !alert){ 
                   lane=1; 
                 } 
                 if(lane==0){ 
                   int caralerted =getCar(road[cararray[x].cur_location‐y][0],cararray); 
                   /*if(cararray[caralerted].status!=3){   
                     System.out.println("y: "+y*20); 
                     if(reactionTime(cararray[caralerted])>y*30){ 
                       System.out.println("HERE"); 
                       cararray[caralerted].current_speed=0; 
                       cararray[caralerted].status=3; 
                       cararray[x].current_speed=0; 
                       cararray[x].status=3; 
                     } 
                   }*/ 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].accident=true; 
                     if(cararray[x].cur_location<=2400){ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                                frequencyOpen1[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=1; 
                              } 
                              else{ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                                frequencyOpen2[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=2; 
                              } 
                     cararray[caralerted].incident_report[1]=1; 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                      cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                      alert=true; 
                   } 
                 } 
                 if(lane==1){ 
                   int caralerted =getCar(road[cararray[x].cur_location‐y][0],cararray); 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].incident_report[1]=1; 
                     if(cararray[x].cur_location<=2400){ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                                frequencyOpen1[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=1; 
                              } 
                              else{ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                                frequencyOpen2[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=2; 
                              } 
                     cararray[caralerted].incident_report[2]=2; 
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                   cararray[caralerted].incident_report[3]=cararray[x].incident_report[3];
                     cararray[caralerted].incident_report[4]=clock+1; 
                     cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                     alert=true; 
                   } 
                 } 
               } 
             } 
             //For cars traveling from right to left 
             if(cararray[x].direction==1){ 
               for(int y=1;y<dist_begin;y++){ 
                 int lane=‐1; 
                 if(road[cararray[x].cur_location+y][2]!=0 && !alert){ 
                   lane=2; 
                 } 
                 if(road[cararray[x].cur_location+y][3]!=0 && !alert){ 
                   lane=3; 
                 } 
                 if(lane==2){ 
                   int caralerted =getCar(road[cararray[x].cur_location+y][2],cararray); 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].accident=true; 
                     if(cararray[x].cur_location<=2400){ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                                frequencyOpen1[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=1; 
                              } 
                              else{ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                                frequencyOpen2[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=2; 
                              } 
                     cararray[caralerted].incident_report[1]=1; 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                      cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                      alert=true; 
                   } 
                 } 
                 if(lane==3){ 
                   int caralerted =getCar(road[cararray[x].cur_location+y][3],cararray); 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].incident_report[1]=1; 
                     if(cararray[x].cur_location<=2400){ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                                frequencyOpen1[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=1; 
                              } 
                              else{ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                                frequencyOpen2[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=2; 
                              } 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                     cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                     alert=true; 
                   } 
                 } 
               } 
             } 
           }   
         } 
         for(int x=1;x<cararray.length;x++){ 
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           if(cararray[x].incident_report[2]==1||cararray[x].incident_report[2]==2){
             if(clock‐cararray[x].incident_report[4]>21){ 
               cararray[x].accidentClear=true; 
               cararray[x].current_speed=cararray[x].driver_speed; 
              if(cararray[x].incident_report[2]==2){ 
                 cararray[x].incident_report[2]=0; 
               } 
               if(cararray[x].spectrum==1){ 
                 frequencyOpen1[cararray[x].broadcastFreq]=0; 
                   cararray[x].broadcastFreq=0; 
               } 
               if(cararray[x].spectrum==2){ 
                 frequencyOpen2[cararray[x].broadcastFreq]=0; 
                   cararray[x].broadcastFreq=0; 
               } 
             } 
           }   
         } 
         //The below code is used in the data logging process. It keeps track of the average speed of each car during each clock cycle 
         //if an event has occurred by that car, or if that car was alerted on an event. If a car is alerted of an event, the location of 
         //the event will be logged 
         for(int z=1;z<cararray.length;z++){ 
           if(cararray[z].status==1){ 
             cararray[z].average_speed=cararray[z].average_speed+cararray[z].current_speed; 
           } 
         } 
         //The next lines check to see if all cars have made it off the highway. Once all the cars have made it off the 
         //highway, the boolean value of cars_exit becomes true, and the while loop ends 
        } 
        return cararray; 
  } 
public static Car[] IncidentHear(Car[] cars, int[][] road){ 
 
   
  return cars; 
} 
 
public static Car[] CarLeaving(Car[] cars, int[][] road, int x){ 
  if(cars[x].status==1&&cars[x].direction==0){  //Checks to see if this car is on the road 
        if(cars[x].cur_location+cars[x].current_speed>=cars[x].loc_off){   //Checks to see if the off location has been reached 
                cars[x].status=2; 
                cars[x].time_off=clock; 
                cars[x].average_speed=cars[x].average_speed/(cars[x].time_off‐cars[x].time_on); 
                road[cars[x].cur_location][cars[x].cur_lane]=0; 
        } 
  } 
  if(cars[x].status==1&&cars[x].direction==1){  //Checks to see if this car is on the road 
        if(cars[x].cur_location‐cars[x].current_speed<=cars[x].loc_off){   //Checks to see if the off location has been reached 
            cars[x].status=2; 
            cars[x].time_off=clock; 
            cars[x].average_speed=cars[x].average_speed/(cars[x].time_off‐cars[x].time_on); 
            road[cars[x].cur_location][cars[x].cur_lane]=0; 
    } 
} 
  return cars; 
} 
public static Car[] CarEntering(Car[] cars, int[][] road, int x, int time){ 
 
  if (cars[x].time_on==time){ 
 
    if(road[cars[x].loc_on][0]==0&&cars[x].direction==0){ 
                road[cars[x].loc_on][0]=cars[x].car_tag; 
                cars[x].status=1; 
                cars[x].cur_lane=0; 
                cars[x].prev_lane=0; 
        } 
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        if(road[cars[x].loc_on][2]==0&&cars[x].direction==1){
            road[cars[x].loc_on][2]=cars[x].car_tag; 
            cars[x].status=1; 
            cars[x].cur_lane=2; 
            cars[x].prev_lane=2; 
        } 
  } 
        if(cars[x].direction==0){ 
          if(road[cars[x].loc_on][0]!=0 && road[cars[x].loc_on][1]==0){ 
                  cars[getCar(road[cars[x].loc_on][0],cars)].cur_lane=1; 
                  road[cars[x].loc_on][0]=cars[x].car_tag; 
                  cars[x].status=1; 
                  cars[x].cur_lane=0; 
                  cars[x].prev_lane=0; 
          } 
          if(road[cars[x].loc_on][0]!=0&&road[cars[x].loc_on][1]!=0){ 
                  cars[x].time_on++; 
          } 
        } 
        if(cars[x].direction==1){ 
          if(road[cars[x].loc_on][2]!=0 && road[cars[x].loc_on][3]==0){ 
                cars[getCar(road[cars[x].loc_on][2],cars)].cur_lane=3; 
                road[cars[x].loc_on][2]=cars[x].car_tag; 
                cars[x].status=1; 
                cars[x].cur_lane=2; 
                cars[x].prev_lane=2; 
          } 
          if(road[cars[x].loc_on][2]!=0&&road[cars[x].loc_on][3]!=0){ 
                cars[x].time_on++; 
          } 
        } 
  return cars; 
}   
//Sets up the car's ID #'s on the road 
public static int[][] RoadSetup(int[][] road, Car[] cars){ 
 
  for(int x=0;x<cars.length;x++){ 
         if(cars[x].status==1||cars[x].status==3){ 
           cars[x].prev_lane=cars[x].cur_lane; 
           road[cars[x].cur_location][cars[x].cur_lane]=cars[x].car_tag; 
         } 
     
   } 
   
   return road; 
} 
//Method that creates an array of cars. This contains a list of every car that will enter the road 
public static Car[] CreateCars(int num_Cars, Car[] cararray,int length){ 
        int car_id=1; 
        for(int i=0;i<num_Cars;i++){ 
                cararray[i]= new Car(car_id,length); 
                car_id++; 
                } 
        return cararray; 
        } 
//Initializes the road values to 0. This allows for the road array to show a two lane road and where the cars are 
//located on the road at any given time 
public static int[][] InitRoad(int road_length, int[][] road){ 
        for(int a=0;a<road_length;a++){ 
                 road[a][0]=0; 
                 road[a][1]=0; 
                 road[a][2]=0; 
                 road[a][3]=0; 
        } 
        return road; 
} 
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//getCar method gives the location in the array of a car based on its car_tag. This is used in the main method
//when dealing with car collisions and lane changes 
public static int getCar(int cartag, Car[] cararray){ 
        int val=0; 
        for(int z=0;z<cararray.length;z++){ 
                 if(cararray[z].car_tag==cartag){ 
                        val=z; 
                 } 
        }          
        return val; 
} 
public static void printRoad(int[][] road,int length)throws Exception{ 
                String lane1 = new String("[ "); 
                for(int z=1;z<length‐2;z++){ 
                        lane1= lane1+road[z][0]+" "; 
                } 
                lane1=lane1+road[length‐1][0]+" ]"; 
                String lane2 = new String("[ "); 
                for(int z=1;z<length‐2;z++){ 
                        lane2=lane2+road[z][1]+" "; 
                } 
                lane2=lane2+road[length‐1][1]+" ]"; 
                PrintWriter pw = new PrintWriter(new FileWriter("Road.txt")); 
                pw.print(lane1); 
                pw.println(); 
                pw.print(lane2); 
                pw.println(); 
        } 
  
//This method prints to a text file all the critical incident information, including incident location and time 
//The car that caused the incident 
public static void Data(Car[] cararray)throws Exception{ 
         ArrayList<Integer> cars_w_events = new ArrayList<Integer>(1); 
         PrintWriter pw = new PrintWriter(new FileWriter("Simulation.txt")); 
            for(int a=1;a<cararray.length;a++){ 
                if(cararray[a].incident_report[1]==1){ 
                         cars_w_events.add(a); 
                         }    
                 } 
            for (int i=0;i<cars_w_events.size();i++){ 
                        if(cararray[cars_w_events.get(i)].incident_report[1]==1){ 
                        String event = "Car Tag: "+printCarTag(cars_w_events.get(i),cararray); 
                        pw.print(event); 
                        pw.println(); 
                        String event1 = "Event Time: "+printEventTime(cars_w_events.get(i),cararray); 
                        pw.print(event1); 
                        pw.println(); 
                        String event2 = "Event Location: "+printEventLocation(cars_w_events.get(i),cararray); 
                        pw.print(event2); 
                        pw.println(); 
                        String event3 = "Event Direction: "+cararray[cars_w_events.get(i)].direction; 
                        pw.print(event3); 
                        pw.println(); 
                        String event4 = "Hear or Send?: "+printHearSend(cars_w_events.get(i),cararray); 
                        pw.print(event4); 
                        pw.println(); 
                        pw.println(); 
                        } 
                 } 
            pw.println(); 
            pw.close(); // Without this, the output file may be empty 
          } 
        //The next methods are used in printing data to the text file 
public static int printCarTag(int car_num, Car[] cararray){ 
         int cartag = cararray[car_num].car_tag; 
         return cartag; 
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        } 
public static int printEventTime(int car_num, Car[] cararray){ 
         int eventTime = cararray[car_num].incident_report[4]; 
         return eventTime; 
        } 
public static int printEventLocation(int car_num, Car[] cararray){ 
         int eventLoc = cararray[car_num].incident_report[3]; 
         return eventLoc; 
        } 
public static String printHearSend(int car_num, Car[] cararray){ 
         String hearsend = new String(""); 
         int event = cararray[car_num].incident_report[2]; 
         int event1 = cararray[car_num].incident_report[5]; 
         if(event==2){ 
                 hearsend = "Heard from car:"+event1; 
         } 
         else{ 
                 hearsend = "Sent"; 
         } 
         return hearsend; 
        } 
public static int[][] usedChannels(){ 
  int[][] channels = new int[4][10]; 
  for(int x=0;x<4;x++){ 
    for(int y=0;y<10;y++){ 
      if(y%3==1){ 
        channels[x][y]=1; 
      } 
      else{ 
        channels[x][y]=0; 
      } 
    } 
  } 
  return channels; 
} 
 
//600MHz‐700MHz, 10000 broadcasting channels. Each television channel is equal to  
//300 broadcasting channels. 
public static int[] broadcastInit1(){ 
  int[] broadcast = new int[2400]; 
  int[][]  channels = Highway.getChannels(); 
  int[] temp = new int[channels[0].length]; 
  for(int y=0;y<channels.length;y++){ 
    for(int x=0;x<temp.length;x++){ 
      temp[x]=channels[y][x]; 
    } 
  } 
  for(int x=0;x<broadcast.length;x++){ 
    broadcast[x]=temp[(int)x/(broadcast.length/temp.length)]; 
    if(x<175){ 
      broadcast[x]=1; 
    } 
  } 
   
  return broadcast; 
} 
public static int[] broadcastInit2(){ 
  int[] broadcast = new int[2400]; 
  for(int x=0;x<broadcast.length;x++){ 
    if(x>175&&x<345){ 
      broadcast[x]=1; 
    } 
    if(x>1000&&x<1230){ 
      broadcast[x]=1; 
    } 
    if(x>1520&&x<1810){ 
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      broadcast[x]=1; 
    } 
    if(x>2200){ 
      broadcast[x]=1; 
    } 
  } 
  return broadcast; 
} 
public static int openFreq(int[] frequency){ 
  int counter = 0; 
  ArrayList<Integer> freqs = new ArrayList<Integer> (4); 
  ArrayList<Integer> size = new ArrayList<Integer> (4); 
  for(int x=0;x<frequency.length;x++){ 
    if(frequency[x]==0){ 
      counter++; 
    } 
    if(frequency[x]!=0){ 
      freqs.add(x‐1); 
      size.add(counter); 
      counter=0; 
    } 
    if(x==frequency.length‐1){ 
      freqs.add(x‐1); 
      size.add(counter); 
    } 
  } 
  int place =0; 
  for(int x=1;x<size.size();x++){ 
    if(size.get(x)>size.get(place)){ 
      place=x; 
    } 
  } 
 
   
  int holder; 
  if(place‐1<0){ 
    holder = (int)0+(freqs.get(place)/2); 
  } 
  else{ 
    holder = (int)(freqs.get(place‐1)+(freqs.get(place)‐freqs.get(place‐1))/2); 
  } 
 
return holder; 
} 
public static int[] getFreq1(){ 
  return frequencyOpen1; 
} 
public static int[] getFreq2(){ 
  return frequencyOpen2; 
} 
public static void alterFreq(int time){ 
  if(time>50&&time<75){ 
    for(int x=0;x<frequencyOpen1.length;x++){ 
      if(x>500&&x<600){ 
        frequencyOpen1[x]=1; 
        frequencyOpen2[x]=1; 
      } 
    } 
  } 
  if(time>85&&time<112){ 
    for(int x=0;x<frequencyOpen1.length;x++){ 
      if(x>1950&&x<2050){ 
        frequencyOpen1[x]=1; 
        frequencyOpen2[x]=1; 
      } 
    } 
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  } 
  if(time>200){ 
    for(int x=0;x<frequencyOpen1.length;x++){ 
      if(x<800){ 
        frequencyOpen1[x]=1; 
        frequencyOpen2[x]=1; 
      } 
    } 
  } 
} 
public static double reactionTime(Car car){ 
  RandomExp RE = new RandomExp(); 
  double stopdistance; 
  if(car.current_speed>=10) 
    stopdistance = stoppingTimes[car.current_speed‐10]+RE.getExp(RE)*(car.current_speed*5); 
  else 
    stopdistance = 0; 
  return stopdistance; 
} 
public static void stoppingTimeSetup(){ 
  stoppingTimes[0] = 119; 
  stoppingTimes[1] = 144; 
  stoppingTimes[2] = 171; 
  stoppingTimes[3] = 201; 
  stoppingTimes[4] = 233; 
  stoppingTimes[5] = 268; 
  stoppingTimes[6] = 305; 
  stoppingTimes[7] = 344; 
  stoppingTimes[8] = 386; 
} 
} 
 
 
A.2 Highway Class, used in the basic traffic simulator 
package simulator; 
 
import java.applet.Applet; 
import java.awt.Panel; 
import java.awt.Color; 
import java.awt.Graphics; 
import java.awt.TextField; 
 
 
 
@SuppressWarnings("serial") 
public class Highway extends Applet{ 
    public Car[] cars = new Car[1]; 
        public Panel panel; 
        public Color color; 
        public TextField tf; 
        public boolean all_done=false; 
        public int num_cars=500; 
        public int cars_left=num_cars; 
        public int road_length=4801; 
        public int clock=0; 
        public static int[][] channels; 
        int road[][] = new int[road_length][4]; 
 
public void init(){ 
                panel = new Panel(); 
                tf= new TextField(cars_left); 
                add(panel); 
                Car cararray[] = new Car[num_cars]; 
                channels = Car.usedChannels(); 
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               // Channels c = new Channels(); 
               // int[] look = c.channelReturn(); 
                cars=Car.CreateCars(num_cars,cararray,road_length); 
                repaint(); 
        } 
public void paint(Graphics g){ 
          drawRoad(g,road_length); 
          //Draw Cars 
                for(int x=0;x<cars.length;x++){ 
                    for(int loc=1200;loc<4801;loc=loc+1200){ 
                      drawCars(g, cars,loc,x); 
                    } 
                } 
                 
                drawFrequency(g,cars,channels,road_length); 
                g.setColor(Color.BLACK); 
                g.drawString("Current Time: "+clock, 50, 430); 
                //Increments the clock and then access the class car 
                if(!all_done){ 
                   
                  clock++; 
                  cars=Car.clocking(cars, road,clock,road_length); 
                  try { 
                          Thread.sleep(50); 
                  } catch (InterruptedException e) { 
                          e.printStackTrace(); 
                  } 
                  int over=0; 
                  for(int y=0;y<cars.length;y++){ 
                    if(cars[y].status!=2){ 
                      over++; 
                    } 
                  } 
                  if(over==0&!all_done){ 
                          all_done=true; 
                          try{ 
                                  Car.Data(cars); 
                          } 
                          catch(Exception e){ 
                                   
                          } 
                  } 
                  repaint(); 
                } 
         } 
public static void drawRoad(Graphics g,int length){ 
  g.drawString("INTERSTATE 290",530,10); 
  for(int x=0;x<8;x++){ 
      g.fillRect(0, (50*x)+17, 1200, 3); 
      g.drawLine(0, (50*x)+40, 1200, (50*x)+40); 
      g.fillRect(0, (50*x)+60, 1200, 3); 
      if(x/2==(double)x/2){ 
        g.setColor(Color.RED); 
        g.fillRect(0, (50*x)+63, 1200, 7); 
      } 
      else{ 
        g.setColor(Color.LIGHT_GRAY); 
        g.fillRect(0, (50*x)+63, 1200, 7); 
      } 
      g.setColor(Color.BLACK); 
  } 
        //Draw On ramps 
    for(int y=0;y<10;y++){ 
            if((int)y*((length‐1)/20)<1200){ 
                    g.fillRect((int)y*((length‐1)/20), 20, 10, 10);                         
            } 
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            if(((int)y*((length‐1)/20)>=1200)&&((int)y*((length‐1)/20)<2400)){
                    g.fillRect((int)y*((length‐1)/20)‐1200, 120, 10, 10);                           
            } 
            if(((int)y*((length‐1)/20)>=2400)&&((int)y*((length‐1)/20)<=3600)){ 
                    g.fillRect((int)y*((length‐1)/20)‐2400, 170, 10, 10);                           
            } 
    } 
    //Draw off ramps 
    for(int y=9 ;y<21;y++){ 
            g.setColor(Color.PINK); 
            if(((int)y*((length‐1)/20)>=2400)&&((int)y*((length‐1)/20)<=3600)){ 
                    g.fillRect((int)y*((length‐1)/20)‐2400, 250, 10, 10); 
            } 
            if(((int)y*((length‐1)/20)>3600)&&((int)y*((length‐1)/20)<=4800)){ 
                    g.fillRect((int)y*((length‐1)/20)‐3600, 350, 10, 10);                           
            } 
    } 
} 
 
public static void drawCars(Graphics g,Car[] cars, int location, int x){ 
  if((cars[x].status==1||cars[x].status==3)&&cars[x].direction==0){ 
    if(cars[x].cur_location>location‐1200 && cars[x].cur_location<location){ 
      if(cars[x].accident&&!cars[x].accidentClear){ 
        g.setColor(Color.RED); 
        g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 
10); 
          } 
          if(cars[x].accident&&cars[x].accidentClear){ 
              g.setColor(Color.BLUE); 
              g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 10); 
          } 
          if(cars[x].incident_report[2]==0){ 
            g.setColor(Color.BLUE); 
            g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 10); 
          } 
          if(cars[x].incident_report[2]==2){ 
            g.setColor(Color.GREEN); 
            g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 10); 
          } 
          if(cars[x].status==3){ 
            g.setColor(Color.YELLOW); 
            g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 10); 
          } 
    } 
  } 
  if(cars[x].status==1&&cars[x].direction==1){ 
    if(cars[x].cur_location>location‐1200 && cars[x].cur_location<location){ 
      if(cars[x].accident&&!cars[x].accidentClear){ 
        g.setColor(Color.MAGENTA); 
        g.fillRect(cars[x].cur_location‐location+1200, ((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 
4, 10); 
          } 
          if(cars[x].accident&&cars[x].accidentClear){ 
              g.setColor(Color.ORANGE); 
              g.fillRect(cars[x].cur_location‐location+1200, ((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 4, 10); 
          } 
          if(cars[x].incident_report[2]==0){ 
            g.setColor(Color.ORANGE); 
            g.fillRect(cars[x].cur_location‐location+1200,((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 4, 10); 
          } 
          if(cars[x].incident_report[2]==2){ 
            g.setColor(Color.CYAN); 
            g.fillRect(cars[x].cur_location‐location+1200, ((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 4, 10); 
          } 
          if(cars[x].status==3){ 
            g.setColor(Color.DARK_GRAY); 
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            g.fillRect(cars[x].cur_location‐location+1200, ((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 4, 10); 
          } 
    } 
  } 
   
} 
 
public static void drawFrequency(Graphics g,Car[] cars,int[][] channels, int road_length){ 
  g.setColor(Color.BLACK); 
  g.fillRect(10, 450, 4, 75); 
  g.fillRect(10, 525, 1200, 4); 
  g.drawString("Frequency Spectrum 1", 10, 546); 
  g.fillRect(10, 550, 4, 75); 
  g.fillRect(10, 625, 1200, 4); 
  g.fillRect(10, 650, 4, 75); 
  g.fillRect(10, 725, 1200, 4); 
  g.drawString("Frequency Spectrum 2", 10, 746); 
  g.fillRect(10, 750, 4, 75); 
  g.fillRect(10, 825, 1200, 4); 
  g.drawString("EASTBOUND CARS",100,850); 
  g.drawString("<‐Normal Car",15,880); 
  g.drawString("<‐Hear Incident",105,880); 
  g.drawString("<‐Cause Incident",205,880); 
  g.drawString("WESTBOUND CARS",500,850); 
  g.drawString("<‐Normal Car",405,880); 
  g.drawString("<‐Hear Incident",505,880); 
  g.drawString("<‐Cause Incident",605,880); 
  g.setColor(Color.BLUE); 
  g.fillRect(10, 870, 4, 12); 
  g.setColor(Color.GREEN); 
  g.fillRect(100, 870, 4, 12); 
  g.setColor(Color.RED); 
  g.fillRect(200, 870, 4, 12); 
  g.setColor(Color.ORANGE); 
  g.fillRect(400, 870, 4, 12); 
  g.setColor(Color.CYAN); 
  g.fillRect(500, 870, 4, 12); 
  g.setColor(Color.MAGENTA); 
  g.fillRect(600, 870, 4, 12); 
   
  int[] freq1 = new int[2400]; 
  int[] freq2 = new int[2400]; 
  freq1 = Car.getFreq1(); 
  freq2 = Car.getFreq2(); 
  for(int x=0;x<freq1.length;x++){ 
    if(freq1[x]==1){ 
      g.setColor(Color.BLUE); 
      if(x<1200){ 
        g.fillRect(10+x, 475, 1, 50); 
      } 
      else{ 
        g.fillRect(10+x‐1200, 575, 1, 50); 
      } 
    } 
  } 
  for(int x=0;x<freq2.length;x++){ 
    if(freq2[x]==1){ 
      g.setColor(Color.BLUE); 
      if(x<1200){ 
        g.fillRect(10+x, 675, 1, 50); 
      } 
      else{ 
        g.fillRect(10+x‐1200, 775, 1, 50); 
      } 
    } 
  } 
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  for(int x=0;x<cars.length;x++){ 
    if(cars[x].accident&&cars[x].broadcastFreq!=0){ 
      if(cars[x].direction==0){ 
        if(cars[x].incident_report[2]==1){ 
          g.setColor(Color.RED); 
        } 
        else{ 
          g.setColor(Color.GREEN); 
        } 
      } 
      if(cars[x].direction==1){ 
        if(cars[x].incident_report[2]==1){ 
          g.setColor(Color.MAGENTA); 
        } 
        else{ 
          g.setColor(Color.CYAN); 
        } 
      } 
      if(cars[x].broadcastFreq<1200){ 
        g.fillRect(10+cars[x].broadcastFreq, 455+(cars[x].spectrum‐1)*200, 1, 70); 
      } 
      else{ 
        g.fillRect(10+cars[x].broadcastFreq‐1200, 555+(cars[x].spectrum‐1)*200, 1, 70); 
      } 
    } 
  } 
} 
 
public static int[][] getChannels(){ 
  return channels; 
} 
} 
 
A.3 Car Class used in bandwidth simulation 
package simulator_variableband; 
  
import java.util.Random; 
import java.io.FileWriter; 
import java.io.PrintWriter; 
import java.util.ArrayList; 
  
public class Car { 
  
//Initialize variables to be used in instances of 'Car' 
 
public int[] incident_report = new int[6]; 
public int direction,prev_lane,car_tag,status,driver_speed, current_speed, average_speed,loc_on,loc_off; 
public int broadcastFreq,time_on,time_off,incident,cur_location,cur_lane,spectrum; 
public Random gen = new Random(); 
public Random timeon = new Random(); 
public boolean accident,accidentClear,broadcasting; 
public static boolean first = true; 
public static boolean firstRun=false; 
public static int clock = 0; 
public static boolean cars_exit=false; 
public static int[] frequencyOpen1 = new int[15600]; 
public static int[] frequencyOpen2 = new int[15600]; 
public static int[][] channels = new int[10][4]; 
public static int[] stoppingTimes = new int[9]; 
//Variables for broadcasting data 
public static int blocking =0; 
public static int broadcast_attempts =0; 
public static int broadcast_success = 0; 
public static int bandwidth = 100; //actual bandwidth = bandwidth*10k  
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//Class Car instance method: Provides all the information that is related to each car on the road 
  
public Car(int current_car_id, int length){ 
    this.direction = gen.nextInt(2); 
        this.car_tag=current_car_id; 
        this.accidentClear=false; 
        this.driver_speed=(gen.nextInt(9)+10); 
        this.current_speed=this.driver_speed; 
        this.loc_on=gen.nextInt(10)*((length‐1)/20); 
        if(loc_on==0){ 
                loc_on=1; 
        } 
        this.loc_off=(gen.nextInt(9)+12)*((length‐1)/20); 
        this.incident=gen.nextInt(5)+1; 
        if(this.direction==1){ 
          int temp = this.loc_off; 
          this.loc_off = this.loc_on; 
          this.loc_on = temp; 
          if(this.incident==1){ 
            this.incident_report[0]=this.loc_off+(int)((this.loc_on‐this.loc_off)/2); 
          } 
        } 
        if(this.incident==1&&this.direction==0){ 
            this.incident_report[0]=this.loc_on+(int)((this.loc_off‐this.loc_on)/2); 
        } 
        this.cur_location=loc_on; 
        this.cur_lane=‐1; 
        this.prev_lane=cur_lane; 
        this.average_speed=0; 
        this.time_on=timeon.nextInt(200)+1; 
        this.time_off=0; 
        this.accident=false; 
        if(this.incident!=1){ 
            this.incident_report[0]=0; 
        } 
        for(int x=1;x<6;x++){ 
            this.incident_report[x]=0; 
        } 
        this.status=0; 
        this.broadcastFreq=0; 
        this.broadcasting=false; 
} 
 
public static Car[] clocking(Car[] cararray,int[][] road, int clock, int length){ 
  if(!firstRun){ 
    stoppingTimeSetup(); 
    firstRun=true; 
     
  } 
  if(!cars_exit){ 
    frequencyOpen1 = freqSetup(frequencyOpen1); 
    //frequencyOpen2 = broadcastInit2(); 
    road = RoadSetup(road,cararray); 
    //Checks to see if the current time is the time which each car in the array has been assigned to enter the road 
    for(int x=0;x<cararray.length;x++){ 
      cararray = CarEntering(cararray,road,x,clock);     
    }   
    /*Next we check to see if any cars are going to be leaving the road at this time. This is determined by incrementing there 
location 
        in the road array by the given speed. If the current location of the car is equal to the predetermined exit location 
    for that car, then it is removed from the road array, and the associated values with that car instance are edited for 
simulation 
        logging*/ 
    for(int x=0;x<cararray.length;x++){ 
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      cararray = CarLeaving(cararray,road,x);
    } 
 
    //alterFreq(clock); 
 
    for(int x=0;x<cararray.length;x++){ 
      if(cararray[x].status==1&&cararray[x].incident_report[2]!=0&&cararray[x].accident){ 
        //System.out.println(cararray[x].broadcastFreq+" "+cararray[x].car_tag+" 
"+cararray[x].incident_report[0]); 
        if(cararray[x].broadcastFreq!=0){ 
          frequencyOpen1 = clearFreq(frequencyOpen1,cararray[x].broadcastFreq); 
          cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
          frequencyOpen1 = freqData(frequencyOpen1,cararray[x].broadcastFreq); 
          broadcast_attempts‐‐; 
           
          //if(checkSafeBroadcast(frequencyOpen1,cararray[x].broadcastFreq)){ 
          //  broadcast_success‐‐; 
          //} 
        } 
      } 
    } 
    //Next for each car that is on the highway, they move a given distance based on their given speed. It also 
    //then checks to see if the car is actually able to move along the highway. If there is a car ahead, it must slow down 
    //to avoid a collision, or move into other lane. 
    //FOR CARS MOVING LEFT TO RIGHT 
    for(int x=0;x<cararray.length;x++){ 
      if(cararray[x].status==1&&cararray[x].direction==0){  //Checks to see if this car is on the road 
        for(int z=1;z<cararray[x].current_speed;z++){ 
          if((cararray[x].cur_lane==0)&&(road[cararray[x].cur_location+z][0]!=0)){ 
            if(road[cararray[x].cur_location+z][1]==0){ 
              cararray[x].cur_lane=1; 
                } 
              } 
              if((cararray[x].cur_lane==1)&&(road[cararray[x].cur_location+z][1]!=0)){ 
                if(road[cararray[x].cur_location+z][0]==0){ 
                  cararray[x].cur_lane=0; 
                } 
              } 
           
  if((cararray[x].cur_lane==1)&&(road[cararray[x].cur_location+z][0]!=0)&&(road[cararray[x].cur_location+z][1]!=0)){ 
                int speeda=cararray[getCar(road[cararray[x].cur_location+z][0],cararray)].current_speed;           
                int speedb=cararray[getCar(road[cararray[x].cur_location+z][1],cararray)].current_speed; 
                if(speeda>=speedb){ 
                  cararray[x].current_speed=speeda; 
                  cararray[x].cur_lane=0; 
                } 
                else{ 
                  cararray[x].current_speed=speedb; 
                  cararray[x].cur_lane=1; 
                }   
                 
              }  
             } 
        cararray[x].cur_location=cararray[x].cur_location+cararray[x].current_speed; 
      } 
    } 
    //FOR CARS MOVING RIGHT TO LEFT 
    for(int x=0;x<cararray.length;x++){ 
           if(cararray[x].status==1&&cararray[x].direction==1){  //Checks to see if this car is on the road 
             for(int z=cararray[x].current_speed;z>0;z‐‐){ 
               if((cararray[x].cur_lane==2)&&(road[cararray[x].cur_location‐z][2]!=0)){ 
                 if(road[cararray[x].cur_location‐z][3]==0){ 
                   cararray[x].cur_lane=3; 
                 } 
               } 
               if((cararray[x].cur_lane==3)&&(road[cararray[x].cur_location‐z][3]!=0)){ 
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                 if(road[cararray[x].cur_location‐z][2]==0){
                   cararray[x].cur_lane=2; 
                 } 
               } 
               if((cararray[x].cur_lane==3)&&(road[cararray[x].cur_location‐z][3]!=0)&&(road[cararray[x].cur_location‐
z][2]!=0)){ 
                 int speeda=cararray[getCar(road[cararray[x].cur_location‐z][2],cararray)].current_speed;           
                 int speedb=cararray[getCar(road[cararray[x].cur_location‐z][3],cararray)].current_speed; 
                 if(speeda>=speedb){ 
                   cararray[x].current_speed=speeda; 
                   cararray[x].cur_lane=2; 
                 } 
                 else{ 
                   cararray[x].current_speed=speedb; 
                   cararray[x].cur_lane=3; 
                 }   
                    
               }  
             } 
             cararray[x].cur_location=cararray[x].cur_location‐cararray[x].current_speed; 
 
              
           } 
           road = InitRoad(length,road); 
           road = RoadSetup(road,cararray); 
         } 
         //This is the incident occurrence code. It checks to see if the predetermined incident time 
         //is happening. If it is, the incident report is filled out for the broadcasting car 
         //cararray = IncidentOccur(cararray,road); 
         for(int x=0;x<cararray.length;x++){ 
           if(cararray[x].direction==0){ 
             
if((cararray[x].incident_report[0]<=cararray[x].cur_location)&&(cararray[x].incident_report[0]!=0)&&!cararray[x].accident){ 
                    cararray[x].accident=true; 
                    cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                    cararray[x].broadcasting = checkSafeBroadcast(frequencyOpen1,cararray[x].broadcastFreq); 
                    frequencyOpen1 = freqData(frequencyOpen1,cararray[x].broadcastFreq); 
                cararray[x].incident_report[1]=1; 
                   cararray[x].incident_report[2]=1; 
                   cararray[x].incident_report[3]=cararray[x].cur_location; 
                   cararray[x].incident_report[4]=clock; 
                   cararray[x].incident_report[5]=cararray[x].car_tag; 
                   cararray[x].current_speed=cararray[x].current_speed‐8; 
                   int dist_begin = cararray[x].cur_location; 
                   if(dist_begin>200){ 
                        dist_begin=200; 
                   } 
               } 
           } 
           if(cararray[x].direction==1){ 
              
             
if((cararray[x].incident_report[0]>=cararray[x].cur_location)&&(cararray[x].incident_report[0]!=0)&&!cararray[x].accident){ 
               //System.out.println(cararray[x].incident_report[0]+" "+cararray[x].cur_location); 
               cararray[x].accident=true; 
 
               cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                    frequencyOpen1 = freqData(frequencyOpen1,cararray[x].broadcastFreq); 
              
             cararray[x].incident_report[1]=1; 
             cararray[x].incident_report[2]=1; 
             cararray[x].incident_report[3]=cararray[x].cur_location; 
             cararray[x].incident_report[4]=clock; 
             cararray[x].incident_report[5]=cararray[x].car_tag; 
             cararray[x].current_speed=cararray[x].current_speed‐8; 
             int dist_begin = cararray[x].cur_location; 
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             if(dist_begin>200){ 
               dist_begin=200; 
               } 
             } 
           } 
         } 
      
         //Checks to see if a car should be alerted of an incident. If the car is within a certain range of the car, and the time 
         //the incident has been present isn't too long, then a car is alerted. 
         for(int x=1;x<cararray.length;x++){ 
           if(cararray[x].accident&&(clock‐cararray[x].incident_report[4])<20){ 
            int dist_begin = cararray[x].cur_location; 
             if(dist_begin>200){ 
               dist_begin=200; 
             }   
             boolean alert=false; 
             //For cars traveling from left to right 
             if(cararray[x].direction==0){ 
               for(int y=1;y<dist_begin;y++){ 
                 int lane=‐1; 
                 if(road[cararray[x].cur_location‐y][0]!=0 && !alert){ 
                   lane=0; 
                 } 
                 if(road[cararray[x].cur_location‐y][1]!=0 && !alert){ 
                   lane=1; 
                 } 
                 if(lane==0){ 
                   int caralerted =getCar(road[cararray[x].cur_location‐y][0],cararray); 
                   /*if(cararray[caralerted].status!=3){   
                     System.out.println("y: "+y*20); 
                     if(reactionTime(cararray[caralerted])>y*30){ 
                       System.out.println("HERE"); 
                       cararray[caralerted].current_speed=0; 
                       cararray[caralerted].status=3; 
                       cararray[x].current_speed=0; 
                       cararray[x].status=3; 
                     } 
                   }*/ 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].accident=true; 
                     cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                     frequencyOpen1 = freqData(frequencyOpen1,cararray[x].broadcastFreq);; 
                   } 
                   cararray[caralerted].incident_report[1]=1; 
                   cararray[caralerted].incident_report[2]=2; 
                   cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                      cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                      alert=true; 
                 } 
   
                 if(lane==1){ 
                   int caralerted =getCar(road[cararray[x].cur_location‐y][0],cararray); 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].incident_report[1]=1; 
                     cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                     frequencyOpen1 = freqData(frequencyOpen1,cararray[x].broadcastFreq); 
                              } 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                     cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                     alert=true; 
                   } 
                 } 
               } 
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             //For cars traveling from right to left
             if(cararray[x].direction==1){ 
               for(int y=1;y<dist_begin;y++){ 
                 int lane=‐1; 
                 if(road[cararray[x].cur_location+y][2]!=0 && !alert){ 
                   lane=2; 
                 } 
                 if(road[cararray[x].cur_location+y][3]!=0 && !alert){ 
                   lane=3; 
                 } 
                 if(lane==2){ 
                   int caralerted =getCar(road[cararray[x].cur_location+y][2],cararray); 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].accident=true; 
                     cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                             frequencyOpen1 = freqData(frequencyOpen1,cararray[x].broadcastFreq); 
                     cararray[caralerted].incident_report[1]=1; 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                      cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                      alert=true; 
                   } 
                 } 
                 if(lane==3){ 
                   int caralerted =getCar(road[cararray[x].cur_location+y][3],cararray); 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].incident_report[1]=1; 
                     cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                             frequencyOpen1 = freqData(frequencyOpen1,cararray[x].broadcastFreq); 
 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                     cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                     alert=true; 
                   } 
                 } 
               } 
             } 
           } 
         } 
         //Stops cars from broadcasting if they have been braodcasting for 10 seconds 
         for(int x=1;x<cararray.length;x++){ 
           if(cararray[x].incident_report[2]==1||cararray[x].incident_report[2]==2){ 
             if(clock‐cararray[x].incident_report[4]>11){ 
               cararray[x].accidentClear=true; 
               cararray[x].current_speed=cararray[x].driver_speed; 
               cararray[x].incident_report[4]=0; 
               cararray[x].incident_report[2]=0; 
               frequencyOpen1 = clearFreq(frequencyOpen1,cararray[x].broadcastFreq); 
               cararray[x].broadcastFreq=0; 
             } 
           }   
         } 
         //The below code is used in the data logging process. It keeps track of the average speed of each car during each clock cycle 
         //if an event has occurred by that car, or if that car was alerted on an event. If a car is alerted of an event, the location of 
         //the event will be logged 
         for(int z=1;z<cararray.length;z++){ 
           if(cararray[z].status==1){ 
             cararray[z].average_speed=cararray[z].average_speed+cararray[z].current_speed; 
           } 
         } 
         //The next lines check to see if all cars have made it off the highway. Once all the cars have made it off the 
         //highway, the boolean value of cars_exit becomes true, and the while loop ends 
    } 
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        return cararray; 
  } 
public static Car[] IncidentHear(Car[] cars, int[][] road){ 
 
   
  return cars; 
} 
 
public static Car[] CarLeaving(Car[] cars, int[][] road, int x){ 
  if(cars[x].status==1&&cars[x].direction==0){  //Checks to see if this car is on the road 
        if(cars[x].cur_location+cars[x].current_speed>=cars[x].loc_off){   //Checks to see if the off location has been reached 
                cars[x].status=2; 
                cars[x].time_off=clock; 
                cars[x].average_speed=cars[x].average_speed/(cars[x].time_off‐cars[x].time_on); 
                road[cars[x].cur_location][cars[x].cur_lane]=0; 
        } 
  } 
  if(cars[x].status==1&&cars[x].direction==1){  //Checks to see if this car is on the road 
        if(cars[x].cur_location‐cars[x].current_speed<=cars[x].loc_off){   //Checks to see if the off location has been reached 
            cars[x].status=2; 
            cars[x].time_off=clock; 
            cars[x].average_speed=cars[x].average_speed/(cars[x].time_off‐cars[x].time_on); 
            road[cars[x].cur_location][cars[x].cur_lane]=0; 
    } 
} 
  return cars; 
} 
public static Car[] CarEntering(Car[] cars, int[][] road, int x, int time){ 
 
  if (cars[x].time_on==time){ 
 
    if(road[cars[x].loc_on][0]==0&&cars[x].direction==0){ 
                road[cars[x].loc_on][0]=cars[x].car_tag; 
                cars[x].status=1; 
                cars[x].cur_lane=0; 
                cars[x].prev_lane=0; 
        } 
        if(road[cars[x].loc_on][2]==0&&cars[x].direction==1){ 
            road[cars[x].loc_on][2]=cars[x].car_tag; 
            cars[x].status=1; 
            cars[x].cur_lane=2; 
            cars[x].prev_lane=2; 
        } 
  } 
        if(cars[x].direction==0){ 
          if(road[cars[x].loc_on][0]!=0 && road[cars[x].loc_on][1]==0){ 
                  cars[getCar(road[cars[x].loc_on][0],cars)].cur_lane=1; 
                  road[cars[x].loc_on][0]=cars[x].car_tag; 
                  cars[x].status=1; 
                  cars[x].cur_lane=0; 
                  cars[x].prev_lane=0; 
          } 
          if(road[cars[x].loc_on][0]!=0&&road[cars[x].loc_on][1]!=0){ 
                  cars[x].time_on++; 
          } 
        } 
        if(cars[x].direction==1){ 
          if(road[cars[x].loc_on][2]!=0 && road[cars[x].loc_on][3]==0){ 
                cars[getCar(road[cars[x].loc_on][2],cars)].cur_lane=3; 
                road[cars[x].loc_on][2]=cars[x].car_tag; 
                cars[x].status=1; 
                cars[x].cur_lane=2; 
                cars[x].prev_lane=2; 
          } 
          if(road[cars[x].loc_on][2]!=0&&road[cars[x].loc_on][3]!=0){ 
                cars[x].time_on++; 
Lessard: Geo‐location Database for Traffic Simulation of VDSA 
 
77 
 
          } 
        } 
  return cars; 
} 
//Sets up the car's ID #'s on the road 
public static int[][] RoadSetup(int[][] road, Car[] cars){ 
 
  for(int x=0;x<cars.length;x++){ 
         if(cars[x].status==1||cars[x].status==3){ 
           cars[x].prev_lane=cars[x].cur_lane; 
           if(cars[x].cur_location>4800){ 
           } 
             road[cars[x].cur_location][cars[x].cur_lane]=cars[x].car_tag; 
       } 
     
   } 
   
   return road; 
} 
//Method that creates an array of cars. This contains a list of every car that will enter the road 
public static Car[] CreateCars(int num_Cars, Car[] cararray,int length){ 
        int car_id=1; 
        for(int i=0;i<num_Cars;i++){ 
                cararray[i]= new Car(car_id,length); 
                car_id++; 
                } 
        return cararray; 
        } 
//Initializes the road values to 0. This allows for the road array to show a two lane road and where the cars are 
//located on the road at any given time 
public static int[][] InitRoad(int road_length, int[][] road){ 
        for(int a=0;a<road_length;a++){ 
                 road[a][0]=0; 
                 road[a][1]=0; 
                 road[a][2]=0; 
                 road[a][3]=0; 
        } 
        return road; 
} 
//getCar method gives the location in the array of a car based on its car_tag. This is used in the main method 
//when dealing with car collisions and lane changes 
public static int getCar(int cartag, Car[] cararray){ 
        int val=0; 
        for(int z=0;z<cararray.length;z++){ 
                 if(cararray[z].car_tag==cartag){ 
                        val=z; 
                 } 
        }          
        return val; 
} 
  
//This method prints to a text file all the critical incident information, including incident location and time 
//The car that caused the incident 
public static void Data(Car[] cararray)throws Exception{ 
         ArrayList<Integer> cars_w_events = new ArrayList<Integer>(1); 
         PrintWriter pw = new PrintWriter(new FileWriter("Simulation.txt")); 
            for(int a=1;a<cararray.length;a++){ 
                if(cararray[a].incident_report[1]==1){ 
                         cars_w_events.add(a); 
                         }    
                 } 
            for (int i=0;i<cars_w_events.size();i++){ 
                        if(cararray[cars_w_events.get(i)].incident_report[1]==1){ 
                        String event = "Car Tag: "+printCarTag(cars_w_events.get(i),cararray); 
                        pw.print(event); 
                        pw.println(); 
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                        String event1 = "Event Time: "+printEventTime(cars_w_events.get(i),cararray);
                        pw.print(event1); 
                        pw.println(); 
                        String event2 = "Event Location: "+printEventLocation(cars_w_events.get(i),cararray); 
                        pw.print(event2); 
                        pw.println(); 
                        String event3 = "Event Direction: "+cararray[cars_w_events.get(i)].direction; 
                        pw.print(event3); 
                        pw.println(); 
                        String event4 = "Hear or Send?: "+printHearSend(cars_w_events.get(i),cararray); 
                        pw.print(event4); 
                        pw.println(); 
                        pw.println(); 
                        } 
                 } 
            pw.println(); 
            pw.close(); // Without this, the output file may be empty 
          } 
        //The next methods are used in printing data to the text file 
public static int printCarTag(int car_num, Car[] cararray){ 
         int cartag = cararray[car_num].car_tag; 
         return cartag; 
        } 
public static int printEventTime(int car_num, Car[] cararray){ 
         int eventTime = cararray[car_num].incident_report[4]; 
         return eventTime; 
        } 
public static int printEventLocation(int car_num, Car[] cararray){ 
         int eventLoc = cararray[car_num].incident_report[3]; 
         return eventLoc; 
        } 
public static String printHearSend(int car_num, Car[] cararray){ 
         String hearsend = new String(""); 
         int event = cararray[car_num].incident_report[2]; 
         int event1 = cararray[car_num].incident_report[5]; 
         if(event==2){ 
                 hearsend = "Heard from car:"+event1; 
         } 
         else{ 
                 hearsend = "Sent"; 
         } 
         return hearsend; 
        } 
//600MHz‐700MHz, 10000 broadcasting channels. Each television channel is equal to  
//300 broadcasting channels. 
public static int[] broadcastInit1(){ 
  int[] broadcast = new int[15600]; 
  int[][]  channels = Highway.getChannels(); 
  int[] temp = new int[channels[0].length]; 
  for(int y=0;y<channels.length;y++){ 
    for(int x=0;x<temp.length;x++){ 
      temp[x]=channels[y][x]; 
    } 
  } 
  for(int x=0;x<broadcast.length;x++){ 
    broadcast[x]=temp[(int)x/(broadcast.length/temp.length)]; 
    if(x<175){ 
      broadcast[x]=1; 
    } 
  } 
   
  return broadcast; 
} 
public static int[] broadcastInit2(){ 
  int[] broadcast = new int[15600]; 
  for(int x=0;x<broadcast.length;x++){ 
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    if(x>175&&x<345){ 
      broadcast[x]=1; 
    } 
    if(x>1000&&x<1230){ 
      broadcast[x]=1; 
    } 
    if(x>1520&&x<1810){ 
      broadcast[x]=1; 
    } 
    if(x>2200){ 
      broadcast[x]=1; 
    } 
  } 
  return broadcast; 
} 
public static int openFreq(int[] frequency){ 
  int counter = 0; 
  ArrayList<Integer> freqs = new ArrayList<Integer> (4); 
  ArrayList<Integer> size = new ArrayList<Integer> (4); 
  for(int x=0;x<frequency.length;x++){ 
    if(frequency[x]==0){ 
      counter++; 
    } 
    if(frequency[x]!=0&&x!=0){ 
      freqs.add(x‐1); 
      size.add(counter); 
      counter=0; 
    } 
    if(x==frequency.length‐1&&frequency[x]==0){ 
      freqs.add(x‐1); 
      size.add(counter); 
    } 
  } 
  int place =0; 
  for(int x=1;x<size.size();x++){ 
    if(size.get(x)>size.get(place)){ 
      place=x; 
    } 
  } 
 
   
  int holder; 
  if(place‐1<0){ 
    holder = (int)0+(freqs.get(place)/2); 
  } 
  else{ 
    holder = (int)(freqs.get(place‐1)+(freqs.get(place)‐freqs.get(place‐1))/2)+1; 
  } 
return holder; 
} 
 
public static int[] freqSetup(int[] freq){ 
  if(first){ 
    int[] freq1 = new int[15600]; 
     
    for(int x=0;x<freq1.length;x++){ 
      if(x>=1800&&x<2400){ 
        freq1[x]=1; 
      } 
      if(x>=2400&&x<3000){ 
        freq1[x]=1; 
      } 
      if(x>=3600&&x<4200){ 
        freq1[x]=1; 
      } 
      if(x>=4200&&x<4800){ 
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        freq1[x]=1;
      } 
      if(x>=4800&&x<5400){ 
        freq1[x]=1; 
      } 
      if(x>=7200&&x<7800){ 
        freq1[x]=1; 
      } 
      if(x>=7200&&x<7800){ 
        freq1[x]=1; 
      } 
      if(x>=12000&&x<12600){ 
        freq1[x]=1; 
      } 
    } 
    freq = freq1; 
    first=false; 
  } 
  return freq; 
} 
public static int[] freqData(int[] freq,int center){ 
  broadcast_attempts++; 
  int band_2=0; 
  boolean block = false; 
  if(bandwidth%2==0){ 
    band_2 = bandwidth/2; 
  } 
  else{ 
    band_2 = (bandwidth‐1)/2; 
  } 
  for(int x=0;x<bandwidth;x++){ 
    if(center‐band_2+x>0&&!block){ 
      if(freq[center‐band_2+x]!=0){ 
        block = true; 
      } 
      if(block){ 
        System.out.println("x:"+x+"block:"+blocking); 
        blocking++; 
      } 
         
       
    } 
  } 
  if(!block){ 
    for(int x=0;x<bandwidth;x++){ 
      if(center‐band_2+x>0){ 
      freq[center‐band_2+x]=2; 
      } 
    } 
    broadcast_success++; 
  } 
   
   
  return freq; 
} 
 
public static boolean checkSafeBroadcast(int[] freq,int center){ 
  boolean broadcast = true; 
  int band_2=0; 
  if(bandwidth%2==0){ 
    band_2 = bandwidth/2; 
  } 
  else{ 
    band_2 = (bandwidth‐1)/2; 
  } 
  for(int x=0;x<bandwidth;x++){ 
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    if(freq[center‐band_2+x]!=0){ 
      broadcast = false; 
    } 
  } 
  return broadcast; 
} 
public static int[] clearFreq(int[] freq, int center){ 
  int band_2=0; 
  if(bandwidth%2==0){ 
    band_2 = bandwidth/2; 
  } 
  else{ 
    band_2 = (bandwidth‐1)/2; 
    System.out.println(band_2); 
  } 
  if(center!=0){ 
    for(int x=0;x<bandwidth;x++){ 
      if(center‐band_2+x>0&&center‐band_2+x<freq.length){ 
        freq[center‐band_2+x]=0; 
      } 
    } 
  } 
  return freq; 
} 
 
public static int[] getFreq1(){ 
  return frequencyOpen1; 
} 
public static int[] getFreq2(){ 
  return frequencyOpen2; 
} 
public static void alterFreq(int time){ 
  if(time>50&&time<75){ 
    for(int x=0;x<frequencyOpen1.length;x++){ 
      if(x>500&&x<600){ 
        frequencyOpen1[x]=1; 
        frequencyOpen2[x]=1; 
      } 
    } 
  } 
  if(time>85&&time<112){ 
    for(int x=0;x<frequencyOpen1.length;x++){ 
      if(x>1950&&x<2050){ 
        frequencyOpen1[x]=1; 
        frequencyOpen2[x]=1; 
      } 
    } 
  } 
  if(time>200){ 
    for(int x=0;x<frequencyOpen1.length;x++){ 
      if(x<800){ 
        frequencyOpen1[x]=1; 
        frequencyOpen2[x]=1; 
      } 
    } 
  } 
} 
public static double reactionTime(Car car){ 
  RandomExp RE = new RandomExp(); 
  double stopdistance; 
  if(car.current_speed>=10) 
    stopdistance = stoppingTimes[car.current_speed‐10]+RE.getExp(RE)*(car.current_speed*5); 
  else 
    stopdistance = 0; 
  return stopdistance; 
} 
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public static void stoppingTimeSetup(){ 
  stoppingTimes[0] = 119; 
  stoppingTimes[1] = 144; 
  stoppingTimes[2] = 171; 
  stoppingTimes[3] = 201; 
  stoppingTimes[4] = 233; 
  stoppingTimes[5] = 268; 
  stoppingTimes[6] = 305; 
  stoppingTimes[7] = 344; 
  stoppingTimes[8] = 386; 
} 
public static int getBlock(){ 
  return blocking; 
} 
public static int getAttempts(){ 
  return broadcast_attempts; 
} 
public static int getSuccess(){ 
  return broadcast_success; 
} 
 
} 
 
A.4 Highway Class, Used in bandwidth simulation 
package simulator_variableband; 
 
import java.applet.Applet; 
import java.awt.Panel; 
import java.awt.Color; 
import java.awt.Graphics; 
import java.awt.TextField; 
 
 
 
@SuppressWarnings("serial") 
public class Highway extends Applet{ 
    public Car[] cars = new Car[1]; 
        public Panel panel; 
        public Color color; 
        public TextField tf; 
        public boolean all_done=false; 
        public int num_cars=250; 
        public int cars_left=num_cars; 
        public int road_length=4801; 
        public int clock=0; 
        public static int[][] channels; 
        int road[][] = new int[road_length][4]; 
 
public void init(){ 
                panel = new Panel(); 
                tf= new TextField(cars_left); 
                add(panel); 
                Car cararray[] = new Car[num_cars]; 
               //channels = Car.usedChannels(); 
               // Channels c = new Channels(); 
               // int[] look = c.channelReturn(); 
                cars=Car.CreateCars(num_cars,cararray,road_length); 
                repaint(); 
        } 
public void paint(Graphics g){ 
          drawRoad(g,road_length); 
          //Draw Cars 
                for(int x=0;x<cars.length;x++){ 
                    for(int loc=1200;loc<4801;loc=loc+1200){ 
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                      drawCars(g, cars,loc,x); 
                    } 
                } 
                 
                //drawFrequency(g,cars,channels,road_length); 
                g.setColor(Color.BLACK); 
                g.drawString("Current Time: "+clock, 50, 430); 
                double blocking = Car.getBlock(); 
              double attempts = Car.getAttempts(); 
              double good; 
              if((attempts+blocking)==0){ 
                good =0; 
              } 
              else{ 
                good = (attempts‐blocking)/(attempts+blocking); 
                if(good<0){ 
                  good=‐good; 
                } 
              } 
              g.drawString("Current Broadcast Attempts: "+attempts, 250, 430); 
              g.drawString("Current Broadcasts Bloced: "+blocking, 450, 430); 
              g.drawString("Current Broadcasts Success Rate: "+good*100+"%", 650, 430); 
              int[] freq = Car.getFreq1(); 
              int line = 0; 
              g.setColor(Color.BLACK); 
              g.fillRect(8, 500, 2, 388); 
              for(int x=0;x<freq.length;x++){ 
                if(x%1200==0){ 
                  line++; 
                  g.setColor(Color.BLACK); 
                  g.fillRect(5, 495+line*30, 1210, 2); 
                } 
                 
                if(freq[x]==1){ 
                  g.setColor(Color.BLUE); 
                  g.fillRect(10+x‐(1200*(line‐1)),475+line*30,  1, 20); 
                } 
                if(freq[x]==2){ 
                  g.setColor(Color.RED); 
                  g.fillRect(10+x‐(1200*(line‐1)),475+line*30,  1, 20); 
                } 
              } 
                //Increments the clock and then access the class car 
                if(!all_done){ 
                   
                  clock++; 
                  cars=Car.clocking(cars, road,clock,road_length); 
                 try { 
                          Thread.sleep(10); 
                  } catch (InterruptedException e) { 
                          e.printStackTrace(); 
                  } 
                  int over=0; 
                  for(int y=0;y<cars.length;y++){ 
                    if(cars[y].status!=2){ 
                      over++; 
                       
                    } 
                  } 
                  if(over==0&!all_done){ 
                          all_done=true; 
                          try{ 
                                  Car.Data(cars); 
                          } 
                          catch(Exception e){ 
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                          } 
                  } 
                  repaint(); 
                } 
         } 
public static void drawRoad(Graphics g,int length){ 
  g.drawString("INTERSTATE 290",530,10); 
  for(int x=0;x<8;x++){ 
      g.fillRect(0, (50*x)+17, 1200, 3); 
      g.drawLine(0, (50*x)+40, 1200, (50*x)+40); 
      g.fillRect(0, (50*x)+60, 1200, 3); 
      if(x/2==(double)x/2){ 
        g.setColor(Color.RED); 
        g.fillRect(0, (50*x)+63, 1200, 7); 
      } 
      else{ 
        g.setColor(Color.LIGHT_GRAY); 
        g.fillRect(0, (50*x)+63, 1200, 7); 
      } 
      g.setColor(Color.BLACK); 
  } 
        //Draw On ramps 
    for(int y=0;y<10;y++){ 
            if((int)y*((length‐1)/20)<1200){ 
                    g.fillRect((int)y*((length‐1)/20), 20, 10, 10);                         
            } 
            if(((int)y*((length‐1)/20)>=1200)&&((int)y*((length‐1)/20)<2400)){ 
                    g.fillRect((int)y*((length‐1)/20)‐1200, 120, 10, 10);                           
            } 
            if(((int)y*((length‐1)/20)>=2400)&&((int)y*((length‐1)/20)<=3600)){ 
                    g.fillRect((int)y*((length‐1)/20)‐2400, 170, 10, 10);                           
            } 
    } 
    //Draw off ramps 
    for(int y=9 ;y<21;y++){ 
            g.setColor(Color.PINK); 
            if(((int)y*((length‐1)/20)>=2400)&&((int)y*((length‐1)/20)<=3600)){ 
                    g.fillRect((int)y*((length‐1)/20)‐2400, 250, 10, 10); 
            } 
            if(((int)y*((length‐1)/20)>3600)&&((int)y*((length‐1)/20)<=4800)){ 
                    g.fillRect((int)y*((length‐1)/20)‐3600, 350, 10, 10);                           
            } 
    } 
} 
 
public static void drawCars(Graphics g,Car[] cars, int location, int x){ 
  if((cars[x].status==1||cars[x].status==3)&&cars[x].direction==0){ 
    if(cars[x].cur_location>location‐1200 && cars[x].cur_location<location){ 
      if(cars[x].accident&&!cars[x].accidentClear){ 
        g.setColor(Color.RED); 
        g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 
10); 
          } 
          if(cars[x].accident&&cars[x].accidentClear){ 
              g.setColor(Color.BLUE); 
              g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 10); 
          } 
          if(cars[x].incident_report[2]==0){ 
            g.setColor(Color.BLUE); 
            g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 10); 
          } 
          if(cars[x].incident_report[2]==2){ 
            g.setColor(Color.GREEN); 
            g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 10); 
          } 
          if(cars[x].status==3){ 
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            g.setColor(Color.YELLOW); 
            g.fillRect(cars[x].cur_location‐location+1200, (cars[x].cur_lane*20)+(100*(location/1200‐1))+23, 4, 10); 
          } 
    } 
  } 
  if(cars[x].status==1&&cars[x].direction==1){ 
    if(cars[x].cur_location>location‐1200 && cars[x].cur_location<location){ 
      if(cars[x].accident&&!cars[x].accidentClear){ 
        g.setColor(Color.MAGENTA); 
        g.fillRect(cars[x].cur_location‐location+1200, ((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 
4, 10); 
          } 
          if(cars[x].accident&&cars[x].accidentClear){ 
              g.setColor(Color.ORANGE); 
              g.fillRect(cars[x].cur_location‐location+1200, ((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 4, 10); 
          } 
          if(cars[x].incident_report[2]==0){ 
            g.setColor(Color.ORANGE); 
            g.fillRect(cars[x].cur_location‐location+1200,((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 4, 10); 
          } 
          if(cars[x].incident_report[2]==2){ 
            g.setColor(Color.CYAN); 
            g.fillRect(cars[x].cur_location‐location+1200, ((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 4, 10); 
          } 
          if(cars[x].status==3){ 
            g.setColor(Color.DARK_GRAY); 
            g.fillRect(cars[x].cur_location‐location+1200, ((cars[x].cur_lane‐2)*20)+(100*(location/1200‐1))+73, 4, 10); 
          } 
    } 
  } 
   
} 
 
public static void drawFrequency(Graphics g,Car[] cars,int[][] channels, int road_length){ 
  g.setColor(Color.BLACK); 
  g.fillRect(10, 450, 4, 75); 
  g.fillRect(10, 525, 1200, 4); 
  g.drawString("Frequency Spectrum 1", 10, 546); 
  g.fillRect(10, 550, 4, 75); 
  g.fillRect(10, 625, 1200, 4); 
  g.fillRect(10, 650, 4, 75); 
  g.fillRect(10, 725, 1200, 4); 
  g.drawString("Frequency Spectrum 2", 10, 746); 
  g.fillRect(10, 750, 4, 75); 
  g.fillRect(10, 825, 1200, 4); 
  g.drawString("EASTBOUND CARS",100,850); 
  g.drawString("<‐Normal Car",15,880); 
  g.drawString("<‐Hear Incident",105,880); 
  g.drawString("<‐Cause Incident",205,880); 
  g.drawString("WESTBOUND CARS",500,850); 
  g.drawString("<‐Normal Car",405,880); 
  g.drawString("<‐Hear Incident",505,880); 
  g.drawString("<‐Cause Incident",605,880); 
  g.setColor(Color.BLUE); 
  g.fillRect(10, 870, 4, 12); 
  g.setColor(Color.GREEN); 
  g.fillRect(100, 870, 4, 12); 
  g.setColor(Color.RED); 
  g.fillRect(200, 870, 4, 12); 
  g.setColor(Color.ORANGE); 
  g.fillRect(400, 870, 4, 12); 
  g.setColor(Color.CYAN); 
  g.fillRect(500, 870, 4, 12); 
  g.setColor(Color.MAGENTA); 
  g.fillRect(600, 870, 4, 12); 
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  int[] freq1 = new int[2400]; 
  int[] freq2 = new int[2400]; 
  freq1 = Car.getFreq1(); 
  freq2 = Car.getFreq2(); 
  for(int x=0;x<freq1.length;x++){ 
    if(freq1[x]==1){ 
      g.setColor(Color.BLUE); 
      if(x<1200){ 
        g.fillRect(10+x, 475, 1, 50); 
      } 
      else{ 
        g.fillRect(10+x‐1200, 575, 1, 50); 
      } 
    } 
  } 
  for(int x=0;x<freq2.length;x++){ 
    if(freq2[x]==1){ 
      g.setColor(Color.BLUE); 
      if(x<1200){ 
        g.fillRect(10+x, 675, 1, 50); 
      } 
      else{ 
        g.fillRect(10+x‐1200, 775, 1, 50); 
      } 
    } 
  } 
  for(int x=0;x<cars.length;x++){ 
    if(cars[x].accident&&cars[x].broadcastFreq!=0){ 
      if(cars[x].direction==0){ 
        if(cars[x].incident_report[2]==1){ 
          g.setColor(Color.RED); 
        } 
        else{ 
          g.setColor(Color.GREEN); 
        } 
      } 
      if(cars[x].direction==1){ 
        if(cars[x].incident_report[2]==1){ 
          g.setColor(Color.MAGENTA); 
        } 
        else{ 
          g.setColor(Color.CYAN); 
        } 
      } 
      if(cars[x].broadcastFreq<1200){ 
        g.fillRect(10+cars[x].broadcastFreq, 455+(cars[x].spectrum‐1)*200, 1, 70); 
      } 
      else{ 
        g.fillRect(10+cars[x].broadcastFreq‐1200, 555+(cars[x].spectrum‐1)*200, 1, 70); 
      } 
    } 
  } 
} 
 
public static int[][] getChannels(){ 
  return channels; 
} 
} 
 
8.5 Car class used in data plotting simulator 
package sim_plot; 
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import java.util.Random; 
import java.io.FileWriter; 
import java.io.PrintWriter; 
import java.util.ArrayList; 
  
public class Car { 
  
//Initialize variables to be used in instances of 'Car' 
public static ArrayList<Integer> carsOn = new ArrayList<Integer> (10); 
public static ArrayList<Integer> carsbroadcasting = new ArrayList<Integer> (10); 
public int[] incident_report = new int[6]; 
public int direction,prev_lane,car_tag,status,driver_speed, current_speed, average_speed,loc_on,loc_off; 
public int broadcastFreq,time_on,time_off,incident,cur_location,cur_lane,spectrum; 
public Random gen = new Random(); 
public Random timeon = new Random(); 
public boolean accident,accidentClear; 
public static boolean firstRun=false; 
public static int clock = 0; 
public static boolean cars_exit=false; 
public static int[] frequencyOpen1 = new int[2400]; 
public static int[] frequencyOpen2 = new int[2400]; 
public static int[][] channels = new int[10][4]; 
public static int[] stoppingTimes = new int[9]; 
  
//Class Car instance method: Provides all the information that is related to each car on the road 
  
public Car(int current_car_id, int length){ 
    this.direction = gen.nextInt(2); 
        this.car_tag=current_car_id; 
        this.accidentClear=false; 
        this.driver_speed=(gen.nextInt(9)+10); 
        this.current_speed=this.driver_speed; 
        this.loc_on=gen.nextInt(10)*((length‐1)/20); 
        if(loc_on==0){ 
                loc_on=1; 
        } 
        this.loc_off=(gen.nextInt(9)+12)*((length‐1)/20); 
        this.incident=gen.nextInt(5)+1; 
        if(this.direction==1){ 
          int temp = this.loc_off; 
          this.loc_off = this.loc_on; 
          this.loc_on = temp; 
          if(this.incident==1){ 
            this.incident_report[0]=this.loc_off+(int)((this.loc_on‐this.loc_off)/2); 
          } 
        } 
        if(this.incident==1&&this.direction==0){ 
            this.incident_report[0]=this.loc_on+(int)((this.loc_off‐this.loc_on)/2); 
        } 
        this.cur_location=loc_on; 
        this.cur_lane=‐1; 
        this.prev_lane=cur_lane; 
        this.average_speed=0; 
        this.time_on=timeon.nextInt(200)+1; 
        this.time_off=0; 
        this.accident=false; 
        this.spectrum=0; 
        if(this.incident!=1){ 
            this.incident_report[0]=0; 
        } 
        for(int x=1;x<6;x++){ 
            this.incident_report[x]=0; 
        } 
        this.status=0; 
        this.broadcastFreq=0; 
} 
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public static Car[] clocking(Car[] cararray,int[][] road, int clock, int length){ 
  if(!firstRun){ 
    stoppingTimeSetup(); 
    channels = usedChannels(); 
    firstRun=true; 
     
  } 
  if(!cars_exit){ 
    frequencyOpen1 = broadcastInit1(); 
    frequencyOpen2 = broadcastInit2(); 
    road = RoadSetup(road,cararray); 
    //Checks to see if the current time is the time which each car in the array has been assigned to enter the road 
    for(int x=0;x<cararray.length;x++){ 
      cararray = CarEntering(cararray,road,x,clock);     
    }   
    /*Next we check to see if any cars are going to be leaving the road at this time. This is determined by incrementing there 
location 
        in the road array by the given speed. If the current location of the car is equal to the predetermined exit location 
    for that car, then it is removed from the road array, and the associated values with that car instance are edited for 
simulation 
        logging*/ 
    for(int x=0;x<cararray.length;x++){ 
      cararray = CarLeaving(cararray,road,x); 
    } 
 
    alterFreq(clock); 
 
    for(int x=0;x<cararray.length;x++){ 
      if(cararray[x].status==1&&cararray[x].incident_report[2]!=0){ 
        if(cararray[x].direction==0&&cararray[x].cur_location<=2400‐cararray[x].current_speed|| 
         
  cararray[x].direction==1&&cararray[x].cur_location<=2400+cararray[x].current_speed){ 
          cararray[x].spectrum=1; 
          frequencyOpen1[cararray[x].broadcastFreq]=0; 
          cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                   frequencyOpen1[cararray[x].broadcastFreq]=2; 
        } 
      if(cararray[x].direction==0&&cararray[x].cur_location>2400‐cararray[x].current_speed|| 
          cararray[x].direction==1&&cararray[x].cur_location>2400+cararray[x].current_speed){ 
          cararray[x].spectrum=2; 
          frequencyOpen2[cararray[x].broadcastFreq]=0; 
          cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                   frequencyOpen2[cararray[x].broadcastFreq]=2; 
        } 
      } 
    } 
    //Next for each car that is on the highway, they move a given distance based on their given speed. It also 
    //then checks to see if the car is actually able to move along the highway. If there is a car ahead, it must slow down 
    //to avoid a collision, or move into other lane. 
    //FOR CARS MOVING LEFT TO RIGHT 
    for(int x=0;x<cararray.length;x++){ 
      if(cararray[x].status==1&&cararray[x].direction==0){  //Checks to see if this car is on the road 
        for(int z=1;z<cararray[x].current_speed;z++){ 
          if((cararray[x].cur_lane==0)&&(road[cararray[x].cur_location+z][0]!=0)){ 
            if(road[cararray[x].cur_location+z][1]==0){ 
              cararray[x].cur_lane=1; 
                } 
              } 
              if((cararray[x].cur_lane==1)&&(road[cararray[x].cur_location+z][1]!=0)){ 
                if(road[cararray[x].cur_location+z][0]==0){ 
                  cararray[x].cur_lane=0; 
                } 
              } 
           
  if((cararray[x].cur_lane==1)&&(road[cararray[x].cur_location+z][0]!=0)&&(road[cararray[x].cur_location+z][1]!=0)){ 
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                int speeda=cararray[getCar(road[cararray[x].cur_location+z][0],cararray)].current_speed;          
                int speedb=cararray[getCar(road[cararray[x].cur_location+z][1],cararray)].current_speed; 
                if(speeda>=speedb){ 
                  cararray[x].current_speed=speeda; 
                  cararray[x].cur_lane=0; 
                } 
                else{ 
                  cararray[x].current_speed=speedb; 
                  cararray[x].cur_lane=1; 
                }   
                 
              }  
             } 
        cararray[x].cur_location=cararray[x].cur_location+cararray[x].current_speed; 
      } 
    } 
    //FOR CARS MOVING RIGHT TO LEFT 
    for(int x=0;x<cararray.length;x++){ 
           if(cararray[x].status==1&&cararray[x].direction==1){  //Checks to see if this car is on the road 
             for(int z=cararray[x].current_speed;z>0;z‐‐){ 
               if((cararray[x].cur_lane==2)&&(road[cararray[x].cur_location‐z][2]!=0)){ 
                 if(road[cararray[x].cur_location‐z][3]==0){ 
                   cararray[x].cur_lane=3; 
                 } 
               } 
               if((cararray[x].cur_lane==3)&&(road[cararray[x].cur_location‐z][3]!=0)){ 
                 if(road[cararray[x].cur_location‐z][2]==0){ 
                   cararray[x].cur_lane=2; 
                 } 
               } 
               if((cararray[x].cur_lane==3)&&(road[cararray[x].cur_location‐z][3]!=0)&&(road[cararray[x].cur_location‐
z][2]!=0)){ 
                 int speeda=cararray[getCar(road[cararray[x].cur_location‐z][2],cararray)].current_speed;           
                 int speedb=cararray[getCar(road[cararray[x].cur_location‐z][3],cararray)].current_speed; 
                 if(speeda>=speedb){ 
                   cararray[x].current_speed=speeda; 
                   cararray[x].cur_lane=2; 
                 } 
                 else{ 
                   cararray[x].current_speed=speedb; 
                   cararray[x].cur_lane=3; 
                 }   
                    
               }  
             } 
             cararray[x].cur_location=cararray[x].cur_location‐cararray[x].current_speed; 
 
              
           } 
           road = InitRoad(length,road); 
           road = RoadSetup(road,cararray); 
         } 
         //This is the incident occurrence code. It checks to see if the predetermined incident time 
         //is happening. If it is, the incident report is filled out for the broadcasting car 
         //cararray = IncidentOccur(cararray,road); 
         for(int x=0;x<cararray.length;x++){ 
           if(cararray[x].direction==0){ 
             
if((cararray[x].incident_report[0]<=cararray[x].cur_location)&&(cararray[x].incident_report[0]!=0)&&!cararray[x].accident){ 
                    cararray[x].accident=true; 
                    if(cararray[x].cur_location<=2400){ 
                     cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                      frequencyOpen1[cararray[x].broadcastFreq]=2;  
                     cararray[x].spectrum=1; 
                    } 
                    else{ 
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                     cararray[x].broadcastFreq = openFreq(frequencyOpen2);
                      frequencyOpen2[cararray[x].broadcastFreq]=2;  
                     cararray[x].spectrum=2; 
                    } 
                     
                    cararray[x].incident_report[1]=1; 
                   cararray[x].incident_report[2]=1; 
                   cararray[x].incident_report[3]=cararray[x].cur_location; 
                   cararray[x].incident_report[4]=clock; 
                   cararray[x].incident_report[5]=cararray[x].car_tag; 
                   cararray[x].current_speed=cararray[x].current_speed‐8; 
                   int dist_begin = cararray[x].cur_location; 
                   if(dist_begin>200){ 
                        dist_begin=200; 
                   } 
               } 
           } 
           if(cararray[x].direction==1){ 
              
             
if((cararray[x].incident_report[0]>=cararray[x].cur_location)&&(cararray[x].incident_report[0]!=0)&&!cararray[x].accident){ 
               //System.out.println(cararray[x].incident_report[0]+" "+cararray[x].cur_location); 
               cararray[x].accident=true; 
               if(cararray[x].cur_location<=2400){ 
                      cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                       frequencyOpen1[cararray[x].broadcastFreq]=2; 
                      cararray[x].spectrum=1; 
                     } 
                     else{ 
                      cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                       frequencyOpen2[cararray[x].broadcastFreq]=2; 
                      cararray[x].spectrum=2; 
                     } 
                    cararray[x].incident_report[1]=1; 
                   cararray[x].incident_report[2]=1; 
                   cararray[x].incident_report[3]=cararray[x].cur_location; 
                   cararray[x].incident_report[4]=clock; 
                   cararray[x].incident_report[5]=cararray[x].car_tag; 
                   cararray[x].current_speed=cararray[x].current_speed‐8; 
                   int dist_begin = cararray[x].cur_location; 
                   if(dist_begin>200){ 
                        dist_begin=200; 
                   } 
               } 
           } 
         } 
         //Checks to see if a car should be alerted of an incident. If the car is within a certain range of the car, and the time 
         //the incident has been present isn't too long, then a car is alerted. 
         for(int x=1;x<cararray.length;x++){ 
           if(cararray[x].accident&&(clock‐cararray[x].incident_report[4]<20)){ 
            int dist_begin = cararray[x].cur_location; 
             if(dist_begin>200){ 
               dist_begin=200; 
             }   
             boolean alert=false; 
             //For cars traveling from left to right 
             if(cararray[x].direction==0){ 
               for(int y=1;y<dist_begin;y++){ 
                 int lane=‐1; 
                 if(road[cararray[x].cur_location‐y][0]!=0 && !alert){ 
                   lane=0; 
                 } 
                 if(road[cararray[x].cur_location‐y][1]!=0 && !alert){ 
                   lane=1; 
                 } 
                 if(lane==0){ 
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                   int caralerted =getCar(road[cararray[x].cur_location‐y][0],cararray); 
                   /*if(cararray[caralerted].status!=3){   
                     System.out.println("y: "+y*20); 
                     if(reactionTime(cararray[caralerted])>y*30){ 
                       System.out.println("HERE"); 
                       cararray[caralerted].current_speed=0; 
                       cararray[caralerted].status=3; 
                       cararray[x].current_speed=0; 
                       cararray[x].status=3; 
                     } 
                   }*/ 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].accident=true; 
                     if(cararray[x].cur_location<=2400){ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                                frequencyOpen1[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=1; 
                              } 
                              else{ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                                frequencyOpen2[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=2; 
                              } 
                     cararray[caralerted].incident_report[1]=1; 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                      cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                      alert=true; 
                   } 
                 } 
                 if(lane==1){ 
                   int caralerted =getCar(road[cararray[x].cur_location‐y][0],cararray); 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].incident_report[1]=1; 
                     if(cararray[x].cur_location<=2400){ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                                frequencyOpen1[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=1; 
                              } 
                              else{ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                                frequencyOpen2[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=2; 
                              } 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                     cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                     alert=true; 
                   } 
                 } 
               } 
             } 
             //Checks to see if there is a car within range of an incident 
             //For cars traveling from right to left 
             if(cararray[x].direction==1){ 
               for(int y=1;y<dist_begin;y++){ 
                 int lane=‐1; 
                 if(road[cararray[x].cur_location+y][2]!=0 && !alert){ 
                   lane=2; 
                 } 
                 if(road[cararray[x].cur_location+y][3]!=0 && !alert){ 
                   lane=3; 
                 } 
                 if(lane==2){ 
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                   int caralerted =getCar(road[cararray[x].cur_location+y][2],cararray); 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].accident=true; 
                     if(cararray[x].cur_location<=2400){ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                                frequencyOpen1[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=1; 
                              } 
                              else{ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                                frequencyOpen2[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=2; 
                              } 
                     cararray[caralerted].incident_report[1]=1; 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                      cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                      alert=true; 
                   } 
                 } 
                 if(lane==3){ 
                   int caralerted =getCar(road[cararray[x].cur_location+y][3],cararray); 
                   if(cararray[caralerted].incident_report[2]==0){ 
                     cararray[caralerted].incident_report[1]=1; 
                     if(cararray[x].cur_location<=2400){ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen1); 
                                frequencyOpen1[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=1; 
                              } 
                              else{ 
                               cararray[x].broadcastFreq = openFreq(frequencyOpen2); 
                                frequencyOpen2[cararray[x].broadcastFreq]=2; 
                               cararray[x].spectrum=2; 
                              } 
                     cararray[caralerted].incident_report[2]=2; 
                     cararray[caralerted].incident_report[3]=cararray[x].incident_report[3]; 
                     cararray[caralerted].incident_report[4]=clock+1; 
                     cararray[caralerted].incident_report[5]=cararray[x].car_tag; 
                     alert=true; 
                   } 
                 } 
               } 
             } 
           }   
         } 
         for(int x=1;x<cararray.length;x++){ 
           if(cararray[x].incident_report[2]==1||cararray[x].incident_report[2]==2){ 
             if(clock‐cararray[x].incident_report[4]>21){ 
               cararray[x].accidentClear=true; 
               cararray[x].current_speed=cararray[x].driver_speed; 
              if(cararray[x].incident_report[2]==2){ 
                 cararray[x].incident_report[2]=0; 
               } 
               if(cararray[x].spectrum==1){ 
                 frequencyOpen1[cararray[x].broadcastFreq]=0; 
                   cararray[x].broadcastFreq=0; 
               } 
               if(cararray[x].spectrum==2){ 
                 frequencyOpen2[cararray[x].broadcastFreq]=0; 
                   cararray[x].broadcastFreq=0; 
               } 
             } 
           }   
         } 
         //The below code is used in the data logging process. It keeps track of the average speed of each car during each clock cycle 
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         //if an event has occurred by that car, or if that car was alerted on an event. If a car is alerted of an event, the location of 
         //the event will be logged 
         for(int z=1;z<cararray.length;z++){ 
           if(cararray[z].status==1){ 
             cararray[z].average_speed=cararray[z].average_speed+cararray[z].current_speed; 
           } 
         } 
         //The next lines check to see if all cars have made it off the highway. Once all the cars have made it off the 
         //highway, the boolean value of cars_exit becomes true, and the while loop ends 
        } 
        return cararray; 
  } 
public static Car[] CarLeaving(Car[] cars, int[][] road, int x){ 
  if(cars[x].status==1&&cars[x].direction==0){  //Checks to see if this car is on the road 
        if(cars[x].cur_location+cars[x].current_speed>=cars[x].loc_off){   //Checks to see if the off location has been reached 
                cars[x].status=2; 
                cars[x].time_off=clock; 
                cars[x].average_speed=cars[x].average_speed/(cars[x].time_off‐cars[x].time_on); 
                road[cars[x].cur_location][cars[x].cur_lane]=0; 
        } 
  } 
  if(cars[x].status==1&&cars[x].direction==1){  //Checks to see if this car is on the road 
        if(cars[x].cur_location‐cars[x].current_speed<=cars[x].loc_off){   //Checks to see if the off location has been reached 
            cars[x].status=2; 
            cars[x].time_off=clock; 
            cars[x].average_speed=cars[x].average_speed/(cars[x].time_off‐cars[x].time_on); 
            road[cars[x].cur_location][cars[x].cur_lane]=0; 
    } 
} 
  return cars; 
} 
public static Car[] CarEntering(Car[] cars, int[][] road, int x, int time){ 
 
  if (cars[x].time_on==time){ 
 
    if(road[cars[x].loc_on][0]==0&&cars[x].direction==0){ 
                road[cars[x].loc_on][0]=cars[x].car_tag; 
                cars[x].status=1; 
                cars[x].cur_lane=0; 
                cars[x].prev_lane=0; 
        } 
        if(road[cars[x].loc_on][2]==0&&cars[x].direction==1){ 
            road[cars[x].loc_on][2]=cars[x].car_tag; 
            cars[x].status=1; 
            cars[x].cur_lane=2; 
            cars[x].prev_lane=2; 
        } 
  } 
        if(cars[x].direction==0){ 
          if(road[cars[x].loc_on][0]!=0 && road[cars[x].loc_on][1]==0){ 
                  cars[getCar(road[cars[x].loc_on][0],cars)].cur_lane=1; 
                  road[cars[x].loc_on][0]=cars[x].car_tag; 
                  cars[x].status=1; 
                  cars[x].cur_lane=0; 
                  cars[x].prev_lane=0; 
          } 
          if(road[cars[x].loc_on][0]!=0&&road[cars[x].loc_on][1]!=0){ 
                  cars[x].time_on++; 
          } 
        } 
        if(cars[x].direction==1){ 
          if(road[cars[x].loc_on][2]!=0 && road[cars[x].loc_on][3]==0){ 
                cars[getCar(road[cars[x].loc_on][2],cars)].cur_lane=3; 
                road[cars[x].loc_on][2]=cars[x].car_tag; 
                cars[x].status=1; 
                cars[x].cur_lane=2; 
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                cars[x].prev_lane=2; 
          } 
          if(road[cars[x].loc_on][2]!=0&&road[cars[x].loc_on][3]!=0){ 
                cars[x].time_on++; 
          } 
        } 
  return cars; 
} 
//Sets up the car's ID #'s on the road 
public static int[][] RoadSetup(int[][] road, Car[] cars){ 
 
  for(int x=0;x<cars.length;x++){ 
         if(cars[x].status==1||cars[x].status==3){ 
           cars[x].prev_lane=cars[x].cur_lane; 
           road[cars[x].cur_location][cars[x].cur_lane]=cars[x].car_tag; 
         } 
     
   } 
   
   return road; 
} 
//Method that creates an array of cars. This contains a list of every car that will enter the road 
public static Car[] CreateCars(int num_Cars, Car[] cararray,int length){ 
        int car_id=1; 
        for(int i=0;i<num_Cars;i++){ 
                cararray[i]= new Car(car_id,length); 
                car_id++; 
                } 
        return cararray; 
        } 
//Initializes the road values to 0. This allows for the road array to show a two lane road and where the cars are 
//located on the road at any given time 
public static int[][] InitRoad(int road_length, int[][] road){ 
        for(int a=0;a<road_length;a++){ 
                 road[a][0]=0; 
                 road[a][1]=0; 
                 road[a][2]=0; 
                 road[a][3]=0; 
        } 
        return road; 
} 
//getCar method gives the location in the array of a car based on its car_tag. This is used in the main method 
//when dealing with car collisions and lane changes 
public static int getCar(int cartag, Car[] cararray){ 
        int val=0; 
        for(int z=0;z<cararray.length;z++){ 
                 if(cararray[z].car_tag==cartag){ 
                        val=z; 
                 } 
        }          
        return val; 
} 
public static void printRoad(int[][] road,int length)throws Exception{ 
                String lane1 = new String("[ "); 
                for(int z=1;z<length‐2;z++){ 
                        lane1= lane1+road[z][0]+" "; 
                } 
                lane1=lane1+road[length‐1][0]+" ]"; 
                String lane2 = new String("[ "); 
                for(int z=1;z<length‐2;z++){ 
                        lane2=lane2+road[z][1]+" "; 
                } 
                lane2=lane2+road[length‐1][1]+" ]"; 
                PrintWriter pw = new PrintWriter(new FileWriter("Road.txt")); 
                pw.print(lane1); 
                pw.println(); 
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                pw.print(lane2); 
                pw.println(); 
        } 
  
//This method prints to a text file all the critical incident information, including incident location and time 
//The car that caused the incident 
public static void Data(Car[] cararray)throws Exception{ 
         ArrayList<Integer> cars_w_events = new ArrayList<Integer>(1); 
         PrintWriter pw = new PrintWriter(new FileWriter("Simulation.txt")); 
            for(int a=1;a<cararray.length;a++){ 
                if(cararray[a].incident_report[1]==1){ 
                         cars_w_events.add(a); 
                         }    
                 } 
            for (int i=0;i<cars_w_events.size();i++){ 
                        if(cararray[cars_w_events.get(i)].incident_report[1]==1){ 
                        String event = "Car Tag: "+printCarTag(cars_w_events.get(i),cararray); 
                        pw.print(event); 
                        pw.println(); 
                        String event1 = "Event Time: "+printEventTime(cars_w_events.get(i),cararray); 
                        pw.print(event1); 
                        pw.println(); 
                        String event2 = "Event Location: "+printEventLocation(cars_w_events.get(i),cararray); 
                        pw.print(event2); 
                        pw.println(); 
                        String event3 = "Event Direction: "+cararray[cars_w_events.get(i)].direction; 
                        pw.print(event3); 
                        pw.println(); 
                        String event4 = "Hear or Send?: "+printHearSend(cars_w_events.get(i),cararray); 
                        pw.print(event4); 
                        pw.println(); 
                        pw.println(); 
                        } 
                 } 
            pw.println(); 
            pw.close(); // Without this, the output file may be empty 
          } 
        //The next methods are used in printing data to the text file 
public static int printCarTag(int car_num, Car[] cararray){ 
         int cartag = cararray[car_num].car_tag; 
         return cartag; 
        } 
public static int printEventTime(int car_num, Car[] cararray){ 
         int eventTime = cararray[car_num].incident_report[4]; 
         return eventTime; 
        } 
public static int printEventLocation(int car_num, Car[] cararray){ 
         int eventLoc = cararray[car_num].incident_report[3]; 
         return eventLoc; 
        } 
public static String printHearSend(int car_num, Car[] cararray){ 
         String hearsend = new String(""); 
         int event = cararray[car_num].incident_report[2]; 
         int event1 = cararray[car_num].incident_report[5]; 
         if(event==2){ 
                 hearsend = "Heard from car:"+event1; 
         } 
         else{ 
                 hearsend = "Sent"; 
         } 
         return hearsend; 
        } 
public static int[][] usedChannels(){ 
  int[][] channels = new int[4][10]; 
  for(int x=0;x<4;x++){ 
    for(int y=0;y<10;y++){ 
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      if(y%3==1){ 
        channels[x][y]=1; 
      } 
      else{ 
        channels[x][y]=0; 
      } 
    } 
  } 
  return channels; 
} 
 
//600MHz‐700MHz, 10000 broadcasting channels. Each television channel is equal to  
//300 broadcasting channels. 
public static int[] broadcastInit1(){ 
  int[] broadcast = new int[2400]; 
  int[][]  channels = Highway.getChannels(); 
  int[] temp = new int[channels[0].length]; 
  for(int y=0;y<channels.length;y++){ 
    for(int x=0;x<temp.length;x++){ 
      temp[x]=channels[y][x]; 
    } 
  } 
  for(int x=0;x<broadcast.length;x++){ 
    broadcast[x]=temp[(int)x/(broadcast.length/temp.length)]; 
    if(x<175){ 
      broadcast[x]=1; 
    } 
  } 
   
  return broadcast; 
} 
public static int[] broadcastInit2(){ 
  int[] broadcast = new int[2400]; 
  for(int x=0;x<broadcast.length;x++){ 
    if(x>175&&x<345){ 
      broadcast[x]=1; 
    } 
    if(x>1000&&x<1230){ 
      broadcast[x]=1; 
    } 
    if(x>1520&&x<1810){ 
      broadcast[x]=1; 
    } 
    if(x>2200){ 
      broadcast[x]=1; 
    } 
  } 
  return broadcast; 
} 
public static int openFreq(int[] frequency){ 
  int counter = 0; 
  ArrayList<Integer> freqs = new ArrayList<Integer> (4); 
  ArrayList<Integer> size = new ArrayList<Integer> (4); 
  for(int x=0;x<frequency.length;x++){ 
    if(frequency[x]==0){ 
      counter++; 
    } 
    if(frequency[x]!=0){ 
      freqs.add(x‐1); 
      size.add(counter); 
      counter=0; 
    } 
    if(x==frequency.length‐1){ 
      freqs.add(x‐1); 
      size.add(counter); 
    } 
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  } 
  int place =0; 
  for(int x=1;x<size.size();x++){ 
    if(size.get(x)>size.get(place)){ 
      place=x; 
    } 
  } 
  int holder; 
    if(place‐1<0){ 
      holder = (int)0+(freqs.get(place)/2); 
    } 
    else{ 
      holder = (int)(freqs.get(place‐1)+(freqs.get(place)‐freqs.get(place‐1))/2); 
    } 
return holder; 
} 
public static int[] getFreq1(){ 
  return frequencyOpen1; 
} 
public static int[] getFreq2(){ 
  return frequencyOpen2; 
} 
public static void alterFreq(int time){ 
  if(time>50&&time<75){ 
    for(int x=0;x<frequencyOpen1.length;x++){ 
      if(x>500&&x<600){ 
        frequencyOpen1[x]=1; 
        frequencyOpen2[x]=1; 
      } 
    } 
  } 
  if(time>85&&time<112){ 
    for(int x=0;x<frequencyOpen1.length;x++){ 
      if(x>1950&&x<2050){ 
        frequencyOpen1[x]=1; 
        frequencyOpen2[x]=1; 
      } 
    } 
  } 
  if(time>200){ 
    for(int x=0;x<frequencyOpen1.length;x++){ 
      if(x<800){ 
        frequencyOpen1[x]=1; 
        frequencyOpen2[x]=1; 
      } 
    } 
  } 
} 
public static double reactionTime(Car car){ 
  RandomExp RE = new RandomExp(); 
  double stopdistance; 
  if(car.current_speed>=10) 
    stopdistance = stoppingTimes[car.current_speed‐10]+RE.getExp(RE)*(car.current_speed*5); 
  else 
    stopdistance = 0; 
  return stopdistance; 
} 
public static void stoppingTimeSetup(){ 
  stoppingTimes[0] = 119; 
  stoppingTimes[1] = 144; 
  stoppingTimes[2] = 171; 
  stoppingTimes[3] = 201; 
  stoppingTimes[4] = 233; 
  stoppingTimes[5] = 268; 
  stoppingTimes[6] = 305; 
  stoppingTimes[7] = 344; 
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  stoppingTimes[8] = 386; 
} 
public static ArrayList<Integer> carsOnRoad(Car[] car){ 
  int carsOnTheRoad = 0; 
  for(int x=0;x<car.length;x++){ 
    if(car[x].status==1){ 
      carsOnTheRoad++; 
    } 
  } 
  carsOn.add(carsOnTheRoad); 
return carsOn; 
} 
public static ArrayList<Integer> carsBroadcasting(Car[] car){ 
  int carsbroadcast = 0; 
  for(int x=0;x<car.length;x++){ 
    if(car[x].accident&&!car[x].accidentClear){ 
      carsbroadcast++; 
    } 
  } 
  carsbroadcasting.add(carsbroadcast); 
return carsbroadcasting; 
} 
 
 
} 
 
 
A.7 RandomExp class, used to created random exponential variables 
package sim_plot; 
 
// An example of generating an array of exponential 
// random numbers. 
 
import java.util.Calendar; 
import java.util.GregorianCalendar; 
public class RandomExp { 
  public static int seed; 
  public static final int n = 100; 
  public RandomExp(){ 
 
 // Initiate the seed from the current time 
    GregorianCalendar t = new GregorianCalendar(); 
    int t1 = t.get(Calendar.SECOND); 
    int t2 = t.get(Calendar.MINUTE); 
    int t3 = t.get(Calendar.HOUR_OF_DAY); 
    int t4 = t.get(Calendar.DAY_OF_MONTH); 
    int t5 = t.get(Calendar.MONTH); 
    int t6 = t.get(Calendar.YEAR); 
    seed = t6 + 65*(t5+12*(t4+31*(t3+24*(t2+60*t1)))); 
    if ((seed%2) == 0) seed = seed‐1; 
 
 // Put the exponential random numbers in the array 
     
  } 
 
// Method to generate an exponential random number from a 
// uniform random number in [0,1]. 
 
   
  public  double getExp(RandomExp RE){ 
    return RE.rane(); 
  } 
  public  double rane() { 
    return ‐Math.log(1‐ranf()); 
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  } 
 
// Method to generate a uniform random number in [0,1] 
// following x(i+1)=a*x(i) mod c with a=pow(7,5) and 
// c=pow(2,31)‐1. Here the seed is a global variable. 
 
  public  double ranf() { 
    final int a = 16807, c = 2147483647, q = 127773, 
      r = 2836; 
    final double cd = c; 
    int h = seed/q; 
    int l = seed%q; 
    int t = a*l‐r*h; 
    if (t > 0) seed = t; 
    else seed = c+t; 
    return seed/cd; 
  } 
} 
 
A.8 MATLAB Code used to create the geolocation database 
function [  ] = OpenChannel()
%Code Used to create the geolocation database 
load('M:\MQP\A Term\MATLAB Work\TV3_MA_I90.mat'); 
power=M; 
for q=1:1:137 
    j=power(:,q*4); 
    ave_counter=1; 
    sum=0; 
    div=0; 
    for z=1:1:7500 
        sum=j(z)+sum; 
        div=div+1; 
        if round((z-100)/300)==(z-100)/300 
            ave(ave_counter)=sum/div; 
            sum=0; 
            div=0; 
            ave_counter=ave_counter+1; 
        end 
    end 
    ave(ave_counter)=sum/div; 
    for z=1:1:length(ave) 
        if ave(z)>-112 
            channels(z,q)=1; 
        else 
            channels(z,q)=0; 
        end 
    end 
end 
save('AvailableChannels.mat','channels'); 
end 
 
A.9 MATLAB Code used in the averaging method 
function [] = sim2(power,mile,f)
x = round(mile);  %Provieds a rounded value of the desired mile 
a = power;   %Power, which is sig_energy is stored into a 
place=1;     %place is a place holder which is initialized here 
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down = true;  
%Iterates through frequency power values and checks for changes, creates 
%an array of terms which corresponds to the point number where a change 
%will occur.  
for z=3:5:7499 
    %b is an array of data points where the characteristic of the freqeuncy 
    %data changes 
    if a(z-2,x)>-107 && a(z-1,x)>-107 && a(z,x)>-107 && a(z+1,x)>-107 && 
down==1 
        b(place)=z;   
        place=place+1;  
        down = 2;  
    end 
  
    % Next if loop checks for an area of little or no TV station use 
    if a(z-2,x)<-107 && a(z-1,x)<-107 && a(z,x)<-107 && a(z+1,x)<-107 && 
down==2 
        b(place)=z; 
        place=place+1; 
        down = 1; 
    end 
end 
place=1;    %resets place 
vplace=1;   %initializes vplace, a place holder for the 'val' array 
sum=0;      %initializes sum to 0 
div=0;      %initializes div to 0 
%this for loop generates an array of values that are the average for either 
%a broadcasting TV station or the average value of the frequencies where it 
%will be acceptable to broadcast 
for z=1:1:7500   
    sum=sum+a(z,x); %creates a running sum of the values in sig_energy 
    div=div+1;      %incriments the number of terms in the sum variable 
    if place>length(b) %Stops out of bounds error 
        place=place-1; 
    end 
%If the place holder in b is equal to the current term number, then divide 
%'sum' by the number of terms in 'div,' providing an average value to be 
%stored in the array 'val' 
    if b(place)==z 
        val(vplace)=sum/div; 
        place=place+1; 
        vplace=vplace+1; 
        sum=0; %reset sum and div to 0 
        div=0; 
    end 
    if z==7500 %At the last point, create the average for the end terms 
        val(vplace)=sum/div; 
    end 
         
end 
%The next for loop looks at the averages in 'val' and dertermines if these 
%averages are a minimal shift in value to remove data anomolies. 
for i=1:1:length(val)-1 
    if val(i)>-112 && val(i+1)>-112 && i+1<length(val) 
        val(i+1)=val(i); 
    end 
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end 
for i=1:1:length(val) 
    disp(val(i)); 
end 
  
place=1; 
vplace=1; 
%Stores the average power values from val into u, which will be used for 
%plotting 
for z=1:1:7500 
    if vplace>length(val) 
        vplace=vplace-1; 
    end 
    u(z)=val(vplace); 
    if b(place)==z 
        place=place+1; 
        vplace=vplace+1; 
        if place>length(b) 
            place=place-1; 
        end 
  
    end 
end 
plot(f,power(:,x),'red') 
hold on 
plot(f,u,'LineWidth',3); 
hold off 
disp(length(b)); 
disp(length(val)); 
for z=1:1:length(b) 
    h(z)=f(b(z)); 
end 
fid = fopen('OpenFreq.txt', 'w'); 
fprintf(fid, '%-9.0f %-10.0f\n', h); 
fclose(fid); 
end 
 
 
