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Abstract
This thesis investigates existing game development methodologies, through the process of
researching game and system development models. The results indicate that these method-
ologies are engineered to solve specific problems, and most are suitable only for specific game
genres. Different approaches to building games have been proposed in recent years. However,
most of these methodologies focus on the design and implementation phase. This research
aims to enhance game development methodologies by proposing a novel game development
methodology, with the ability to function in generic game genres, thereby guiding game
developers and designers from the start of the game development phase to the end of the
implementation and testing phase.
On a positive note, aligning development practice with universal standards makes it far eas-
ier to incorporate extra team members at short notice. This increased the confidence when
working in the same environment as super developers. In the gaming industry, most game
development proceeds directly from game design to the implementation phase, and the re-
searcher observes that this is the only industry in which this occurs. It is a consequence of
the game industry’s failure to integrate with modern development techniques.
The ultimate aim of this research to apply a new game development methodology using most
game elements to enhance success. This development model will align with different game
genres, and resolve the gap between industry and research area, so that game developers
can focus on the important business of creating games. The primary aim of Agent Oriented
i
Agile Base (AOAB) game development methodology is to present game development tech-
niques in sequential steps to facilitate game creation and close the gap in the existing game
development methodologies.
Agent technology is used in complex domains such as e-commerce, health, manufacturing,
games, etc. In this thesis we are interested in the game domain, which comprises a unique
set of characteristics such as automata, collaboration etc. Our AOAB will be based on a
predictive approach after adaptation of MaSE methodology, and an adaptive approach using
Agile methodology.
To ensure proof of concept, AOAB game development methodology will be evaluated against
industry principles, providing an industry case study to create a driving test game, which
was the problem motivating this research. Furthermore, we conducted two workshops to in-
troduce our methodology to both academic and industry participants. Finally, we prepared
an academic experiment to use AOAB in the academic sector. We have analyzed the feed-
backs and comments and concluded the strengths and weakness of the AOAB methodology.
The research achievements are summarized and proposals for future work outlined.
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Chapter 1
Introduction
1
21.1 Motivation and Problem Formulation
Many researchers combine agents and games. This is because many games use agents or
multi agents to represent players and Non-Play Characters (NPC) in games. In reality, most
game development companies do not follow a specific lifecycle when developing games. They
mainly deal with standard software engineering methodologies such as Waterfall or Agile
methodology. From a search of the literature, we observed that it is not easy to find a
”common solution for a common problem in games”. Creating such a methodology would,
however, make the communication between developers easier and documentation more un-
derstandable, easy to follow, covering all the game elements.
The literature in reviews this study focuses on finding the best game development method-
ologies. We encountered limitation when searching for generic game development method-
ologies. Most existing methodology has been created to solve specific problems, such as
’INGENIAS’, which merge Multi Agent System (MAS) and Role Playing Games (RPG)
[67]. Furthermore, there is no standard methodology covering the entire game life cycle,
which is easy to use and generic to the most game genres. Furthermore, we found that
in some cases there is a gap between the industrial and academic sectors. After recogniz-
ing these problems, we began a survey of existing AOSE methodologies; specifically Gaia,
MESSAGE, Promethus, MAS-CommonKAS, O-MaSE, Tropos and MaSE. We compiled a
comparative study of these methodologies, selecting MaSE as part of the AOAB methodol-
ogy. MaSE covers the predictive approach, while Agile covers the adaptive approach. Finally,
we needed to prove our AOAB methodology by presenting different evaluation methods that
would be useful to evaluate game development methodologies.
31.2 Thesis Objective
During my PhD research work, which took place around three years ago, the author con-
ducted an intensive literature review of the game types and classifications, searching the
most popular game development methodologies. A critical analysis was conducted to find
the weaknesses in current game development methodologies.
Using software engineering methodologies and other Object Oriented methodologies were not
believed to be suitable options, and so a new customized game development methodology
was required. However, existing methodologies provide a good grounding. AOAB is a new
generic game development methodology and is easy to use, fitting with different game genres.
AOAB provides start to end development phases and steps, which provide the game designer
and developer with a sequence of steps to follow. Furthermore, AOAB also bridges the gap
between the academic developer and the industry sector. As a first step, we analyzed the
agent in general, prepared a critical evaluation framework to compare AOSE methodologies
and the MaSE methodology selected for adaptation to the AOAB methodology.
The second step, required focus on current software engineering methodologies, which have
been used in game development methodology. After a critical analysis of the problems
encountered with previous game development methodologies, we selected the Agile method-
ology to created an Agent Oriented Agile Base Game Development Methodology (AOAB).
Finally, we focused on the individual AOAB phases: the requirement phase, creating Game
Design Documents (GDD), analysis, design, implementation and an evaluation phase in
AOAB. The evaluation phase focused on expert and end user evaluators, who used differ-
ent criteria such as playability, quality, usability and enjoyment to evaluate games in each
iteration before the game’s final release.
41.3 Research Question
The main research question of this thesis is:
”Can we create a game development methodology that could be generic, standard and easy to
use for different game genres?”
The main objective of the thesis is to propose a game development methodology, namely
AOAB methodology. The life cycle of AOAB game creation is clear, and the overall goal of
the game is easy to identify. The documentation of the game is hierarchical, and organised
by each iteration. Moreover, the GDD template provides most of the information needed
by organisations, from a structural perspective. This investigative work began in 2011 and,
from previous work, it is observed that most game developers use Agile methodology in
general and, in some cases, create their own methodology that fits with their requirements
or specific game genres.
Initially, a literature review was carried out to determine current techniques and method-
ologies. A strong relation was observed between games and agents. The focus was then
on gaining a clear idea of the common and special characteristics of building a game. The
proposed AOAB methodology aims to be as standard and generic as possible, and combines
agent and Agile methodologies. This unique combination requires wide knowledge of a va-
riety of technologies and sciences. However, the research does not covers all aspect related
to agent, Agile and game. For example, the research did not address agent communication
language.
Once a complete methodology was established, AOAB was evaluated by sharing the method-
ology with different types of peoples through conducting workshops and participating in a
conference in order to obtain feedback and evaluate the methodology in a real life context.
The industry experiment removes the gap between the academy and industry sectors. In the
workshops, participants were invited from both academia and industry as well as some In-
dies, to participate in the workshops and complete the questionnaire to provide their opinion
of AOAB. It was clear from this feedback that AOAB fills most of the gaps between industry
5and academia. On the other hand, AOAB is not suitable for building small games, as it is
designed to use more than one iteration and covers many details that are not necessary when
building small games. AOAB is designed to facilitate the easy creation of a new version of
game following game release by creating strong documentation. In the academic case study,
students were happy to create diagrams in their work, rather than just textural descriptions,
and AOAB outlines simple steps to make this easy for students to do.
1.4 Research Methodology
Selection of a particular research methodology is an important decision that will directly
affect the achievement of the research objective and the research outcome. There are many
research methodologies available to meet the research aims, complicating the possibility of
selecting the methodology that will most effectively meet our requirements and the demands
of scientific investigation. Despite making a decision regarding method selection, it is often
necessary to use a combination of methods to fully understand a problem [56]. However, no
standard procedures or rules can be applied to design the research, although there is a set of
considerations that can be used as guidelines to align the research aims and methodologies.
The classification of the research question(s), the data collection methods, the nature of
the problem statement, the research subjects, and the available resources are all criteria
providing important input into the research design process [101].
Our research methodology comprises the following main steps:
1. Literature review and problem definition of current game development methodologies
and a critical analysis of AI in games.
Deliverable: Publish two conference papers.
2. Perform intensive analysis of AOSE methodologies and select a suitable methodology
MaSE to adapt to the game development methodology by using a common evaluation
6framework.
Deliverable: Publish the third conference paper.
3. Intensive work on the evaluation phases in AOAB. We have identified that the evalua-
tion game is an important component of the game industry, specifically prior to game
release. We have produced a generic evaluation framework that encompasses impor-
tant measures such as playability, usability, enjoyment...etc.
Deliverable: Publish the fourth and fifth conference papers and submit first journal
paper.
4. Study the current game development methodologies, which are based on software en-
gineering methodologies; select Agile game development methodology to adapt the
proposed methodology.
Deliverable: Publish the sixth conference paper.
5. Finalize all AOAB phases and produce the final version of AOAB.
Deliverable: Publish the sixth and seventh conference papers and submit second journal
paper.
6. Evaluate the AOAB using suitable evaluation methods, such as a case study, exper-
iment and presenting a workshop for both the academic and industry sectors. The
evaluation section will describe the research methods for use in the evaluation, de-
scribing why these particular methods are appropriate for the evaluation.
Havner et al [68] designed a research framework model for an information science framework
as shown in Figure 1.1. His Model was established in two complementary stages. Design
science addressing research through the construction and evaluation of artifact design to fulfill
the requirements identified. Behavioral science addresses research through the development
and justification of requirements.
7Figure 1.1: Information System Research Framework for Hevner[68]
Figure 1.2 depicts a map of our research plan, establishing requirements and objectives in
the context of the Haven information system framework.
Figure 1.2: Our Research Methodology in Context of Hevner Framework
81.5 Contribution of Thesis
In this thesis, novel game development is introduced based on Agile and MaSE method-
ology. This thesis presents five main contributions. The first contribution is to enhance
the game development methodology by providing a novel game development methodology,
termed the AOAB methodology. AOAB is a hybrid methodology, which covers both adap-
tive and predictive approaches. Agile represents an adaptive approach, and MaSE represents
a predictive approach. The second contribution proves the validity of the AOAB method-
ology, helping the developer and programmer to use different evaluation methods. The aim
of the AOAB methodology is to ensure it is general and usable with different game genres.
The third contribution is to investigate the effect of a proposed new methodology to create
cooperation between the game industry and researchers by adding additional features such
as time management, team work policy, and project management. In this thesis, we propose
an investigation of how the game designer and developer deals with game creation from the
first prototype until the point of the final game release. The fourth contribution is to intro-
duce new and complete coverage of the evaluation phase into game design. The evaluation
phase prior to final game release plays an important role throughout the game industry. We
consider these problems in association with the evaluation phase, because it is an important
component of game creation and can resolve problems prior to final game release. Further-
more, the game development life cycle focuses on combining all the required Agent-UML
(AUML) diagrams to facilitate the work and provide for straight forward documentation in
the game update, or in the creation of new versions of games. The final contribution is to
create a generic Game Design Document (GDD) template to suit different game genres for
use by Indie game developers and expert game developers.
In this research, the work done to ensure the validity of the contribution is summarized as
follows:
9• Create a novel game development methodology, which is a hybrid between the adaptive
and predictive approach.
• Evaluate the AOAB using different evaluation methods according to general and stan-
dard methodologies.
• The AOAB should be suitable for industrial and academic use.
• The AOAB needs to cover the full life cycle and direct more attention to the method-
ology evaluation phase.
• Create a generic GDD template suitable for different game genres and for all game
developers.
The proposed AOAB game development methodology is evaluated in many ways to investi-
gate its strengths and weaknesses. The results provide an outline for future work.
1.6 Thesis Outline
This thesis is comprised of ten chapters, including this one. It is also arranged as follows:
Chapter Two: This contains a critical analysis of the current literature regarding computer
gaming, and presents the relationship between the game and the agent. The chapter reviews
different game genres and classifications according to different criteria. The primary goal of
the chapter is to analyze the AI techniques used in the game by conducting a critical review
of known AI requirements in games. The second part of the chapter surveys the game engine
and architecture, which helps us to select the best game engine for our work.
Chapter Three: This chapter contains the literature of agents and intelligent agents in
games. Both this and the previous chapter provide information to be used in the creation
of a game development methodology. The review focuses on agent types, architecture and
agents in games. Furthermore, it presents the compression between agent and object. In
this chapter, we present AUML and select Agenttool3 software as part of our work.
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Chapter Four: This chapter presents the starting point for our AOAB methodology cre-
ation. In the first part of the chapter, we present the Agile methodology, which is usually
used in game development. The second part of the chapter focuses on a survey of exist-
ing AOSE methodologies; such as Gaia, Tropos, MaSE and Prometheus. We also make a
comparative study between MaSE and Tropos to select the best one for use in the game
development methodology. The final part of this chapter focuses on the game development
methodology framework (GDMF), which is based on a critical analysis and evaluation frame-
work to select AOSE methodology that will match game methodology requirements.
Chapter Five : The first part of this chapter presents an extensive analysis and devel-
opment of AOAB, establishing problems with the current game development methodology.
The second part of this chapter focuses on the AOAB suggested, which was adopted from
MaSE and Agile methodologies. The final part of this chapter presents the completed phases
of AOAB with a full description.
Chapter Six : This chapter presents a comparative study of the different evaluation meth-
ods available to evaluate new methodologies. The evaluation methods are then used to eval-
uate and assess the AOAB methodology, which covers three aspects of the evaluation. First
by employing a survey approach, and second, by pursuing a formal experimental approach.
Finally, by following a case study approach. Furthermore, we have created a procedural
framework to evaluate AOAB and combine it with different evaluation time scales. The next
two chapters will cover the evaluation methods to evaluate the AOAB in detail.
Chapter Seven : This chapter offers a case study approach of the industry sector, including
introduction of full details of the game, beginning with creating a concept paper and GDD,
and continuing until the game’s final release. Furthermore, this chapter provides proof of
use of the AOAB methodology, with its deployment techniques in the industry sector. In
this chapter, we use 3Dunity as a game engine and Agenttool3 as AUML software, to create
a complete and comprehensive game.
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Chapter Eight : This chapter covers the second and third evaluation methods for evalu-
ating AOAB. The first part covers formal experimental study for undergraduate students in
two groups, working to create a mobile game. The first group uses AOAB, while the second
uses the Agile methodology. The second part of this chapter covers a survey approach by
conducting two workshops. The participants of the workshops are drawn from academic and
industry sectors. The results, as indicated in this workshop have involved critical analysis.
Chapter Nine : This chapter outlines the conclusion of AOAB, which includes strengths
and weakness following the AOAB methodology evaluation. Furthermore, it includes a
critical analysis of the AOAB methodology, based on the results from previous evaluation
methods as covered in the two previous chapters.
Chapter Ten : This chapter concludes the overall work delivering recommendations for
future enhancement and work.
Appendix A : Contains the template for the GDD. This template facilitates the work of
the game designer and developer. In this template, we organize and cover all the important
aspects that need to be specified as general for games of different genres.
Appendix B : Contains game evaluation criteria tables.
Appendix C : Contains the game competition poster.
Appendix D: Contains the industry section in detail. This section contains diagrams re-
quired for the analysis and design phase. It also includes a snapshot of implemented games,
some Java Script codes and communication messages that have been provided to the player.
Appendix E: This contains the details of the mobile computing course, which comprises
part of the academic evaluation.
Appendix F: This contains all the materials used in both workshops, such as: the work-
shop details, invitation letters, questionnaires, pictures, the software tools required for the
workshops and finally a feedback table to conclude the positive and negative comments made
by the participants.
Chapter 2
The Structure of Computer Games
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2.1 Chapter Overview
Computer games are an increasingly popular application within the domain of AI research.
Computer gaming is also a big and growing industry, with a huge variety of games currently
available. Recently AI has been used to resolve the issues that affect classical gaming.
Computer game design involves the design of behavior, platforms, and decision making
processes. AI fields have been used in new generation computer games, such as autonomous
agents, decision making tools, scheduling, path finding and learning. The success or failure
of games now depends on integrating some form of AI into the games. The game developers
face a challenge when incorporating AI into the games. The main goal of AI in games
is not only to find the optimal behavior required to win the game, but also to make the
game believable, enjoyable and as fun as possible. In this chapter, we will begin with game
definition and classification. We will then cover the AI in gaming in detail. Game engines
are an important component of game creation. We have presented the most popular game
engine, and this chapter will cover game architecture and game engineering.
2.2 Game Definition and Classification
We define a game in general as ”structured playing usually undertaken for enjoyment and
sometimes used as an educational tool”. Many other authors define a game as
”A game as an activity that must have the following characteristics: fun, separate, uncertain,
non-productive, governed by rules, fictitious” [14].
”A game is a system that players engage in an artificial conflict, defined by rules, those
results in a quantifiable outcome”[118].
”A game is a form of art in which participants; termed players, decisions making in order
to control resources through game tokens in the pursuit of a goal”[44].
”A game is an activity among one or more independent decision-makers seeking to achieve
their objectives in some limiting context” [16].
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”A game is a form of play with goals and structure” [96].
However, Crawford’s definition is the most suitable definition of a game, because he mentions
the relationship between the game and its agents. A game according to his definition is
”An interactive, goal-oriented activity, with active agents to play against, in which players,
including active agents and NPC can interfere with each other”[45]. We have observed
that games could be defined in a variety of different ways. Furthermore, games could also
be classified into many types. A huge variety of games are currently available. Devising a
single game classification is a complex process, because there are many different categories of
classification, as shown in Figure 2.1 [55][43][92]. Decisions regarding choices of classification
are based on different criteria as follows:
Figure 2.1: Game Classification
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• Depend on the game environment such as Outdoor games (play activity) and Indoor
games, which include a table game, such as a Board game and Card games and /or
into one of these three sub categories:
– Party games that require physical action or stunts
– Trivia games that require questions and answers
– Skill and Action games that require players to throw, roll, balance and build
• Depend on the audience for whom the game is targeted; i.e. children’s games, family
games or adult games.
• Depend on the number of players, such as single player e.g. Puzzle, or two players or
multi players.
• Depend on what the player does. This is referred to as game play.
• Depend on criteria employed such as:
– Action games: games played through a series of levels (set in a virtual world) with
a variety of enemies. In most action games the player is the first person shooter
(FPS) as in games such as Street fighter and Mortal Kombat.
– Sports Games: games that portray different kinds of sports, creating virtual rep-
resentations of sporting activities. Some simulation games simulate a sport’s
environment such as Astro Race.
– Adventure Games: games that tend to be plot based. Adventure games involve
activities such as exploration, information gathering and problem solving. [77].
Puzzle games are also an example of adventure games. Solving puzzles can unlock
access to new areas in the game world.
– Strategy Games: games that depend on creating a military-type battle scenario.
The design is not focused only on characters, but also on resources (building
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of defensive, offensive units and troops) and the need to organize and manage
battles. Star Craft II: Wings of Liberty is a popular strategy game.
– Role Playing Games (RPGs): these games assume the role of characters acting
in a fictional setting. The main RPG is played with a handful of participants,
mostly face-to-face. RPGs generally require the player to undertake a quest.
Dragon Quest and Pokemon are examples of an RPG.
– Real Time Strategy Games (RTS): This is a game in which the players focus on
logistics and resource production, and manage combat and war. These games
usually involve quick decision making and fast reflexes. Players need to command
armies and gather resources at the same time. This can prove immensely chal-
lenging, and most RTS games have developed many in game tools to help players
deal with this task. Common examples of RTS games are Age of Empires, Age
of Empires 3 and Empire Earth.
2.3 Artificial Intelligence in Games
Many AI techniques and concepts are used with games. The most popular techniques include
the finite state machine, scripting fuzzy logic agent, etc., and a few game developers use
decision trees, neural networks and genetic algorithms [126]. We need to present the most
important AI criteria and explain how they are linked to game requirements. In general,
game AI focuses on creating the appearance of intelligence in many ways. Table 2.1 shows
the main AI criteria for games and explains how they are linked to AI techniques [24].
Table 2.1: AI Requirements Criteria.
AI requirement AI Criteria
Manage game world FSM, FuSM, Script
Optimal solution GA
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Path finding A*, Streeing
Decision making NN, Agent, Fuzzy logic
Learning NN, GA
Developing game strategy GA
This section explores the use of AI, as used with games:
1. Finite State Machine (FSM) in Games
FSM is a set of a finite number of states, each set for input, output and state transition
function. The FSM in games divides the game object’s behavior into logical states. In
this case, the object has only a single state for each different type of behaviour. FSM
is realised by simple if-then statements, it uses graphical representations, which are
part of the nine diagrams defined by the Unified Modeling Language (UML)[150].
In a game’s AI, the possible ways in which to use an FSM are endless. FSM could be
used to specify module unit behaviors in an RTS. In addition, it could use be used to
parse input from the human player or even to simulate the emotion of a NPC [133].
FSM is a natural choice for game developers when designing NPCs. It is used in most
commercial computer games and video games like Age of Empires, and in FPS video
games, such as Quake, Quake 2, Doom, and Half Life or in RTS game like Enemy
Nations. The games that currently use FSM could also use other options, such as
fuzzy state and Neural Network.
2. Fuzzy Logic in Games
Boolean logic contains only true or false statements, while fuzzy logic allows interme-
diate values, such as ‘rather hot’ or ‘very fast’, to describe continuous or overlapping
states that can arise in mathematics. Fuzzy logic can represent a concept using the
smallest number of fuzzy values. The fuzzy logic used in decisions can be based on
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incomplete or erroneous data, which could not be used in Boolean logic. It is useful
for decision making, behavior selection and input/output filtering.
Fuzzy logic is used to determine how frightening something is for the player, for the
NPC to decide how much they reveal to the ”player”. The most common use of this
technology on commercial games is in video games such as Platoon Leader; real time
tactic action games such as SWAT 2; and strategy games such as CCTP. If we impose
a nonlinear problem or no simple solution, or if NN is not applicable then fuzzy logic
is appropriate.
3. Neural Network in Games
Neural Networks (NN)contain a number of relative components linked to a system, and
which will be able to produce output based on the identification of patterns in data.
Many games that use neural networks can ”learn” through experience or training and
include the ability to make decisions.
A neural network can also be improved continuously, which means the player will be
challenged to change the style of the strategy of play, meaning they must not reuse the
same strategy. Neural network has been used in adventure games such as Battle-cruiser
3000AD; racing games such as Dirt Track Racing, and strategy games such as Fields
of Battle. The most interesting application of a neural network in AI is ‘Battle-cruiser
3000AD’. In this game a neural network controls the NPC.
4. Genetic Algorithm in Games
Genetic Algorithm (GA) is used to find an optimal solution, and can be effectively used
in machine learning to evaluate and find a solution to specific problems. GA starts
with a small number of initial strategies, creating an entire population, seeking out
solutions and evaluating each population to solve a problem. GA is a suitable solution
when a problem or game contains a large enough search domain. It is also useful for
solving nonlinear problems.
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GA is used in RTS to adapt the computer strategy, to exploit the human player’s
weakness and define the behavior of individual units rather than a group. ‘Cloak,
Dagger, DNA’ (CDD) are examples of GA use in RTS games. In CDD, the players
share in the ’DNA’ that is responsible for monitoring and storing performance. GA is
used in RPG or FTS to evolve behaviors associated with characters and events.
5. Intelligent Agent in Games
This is a software agent seen in an environment and acting in that environment to
attain goals using an evaluative function, also called a heuristic function, to help the
agent to decide on the best value. In addition, agents have studied many problems in
AI. Games are ideal environments for agents because they use realistic environments,
but there is a limitation in available information, as decisions must be made under time
and pressure constraints. Generally, agents in games use a sets of FSMs and any other
techniques or any combination of some or all of the techniques that resolve specific
problems and make it possible to send messages.
The agent has the ability to take decisions and perform tasks to attain their goals
as humans do. Every game that includes an AI can be said to be using some form
of agent. In FTS or RPG, the monster would be an active agent and more suited
to simply reacting to what is happening in the game. Strategy games need to be
planned carefully, especially when planning a movement that will happen later in the
game. A good architecture for an RTS agent is necessary to ensure success. In Empire
Earth, the RTS contains several components called managers. There are managers
for civilizations, buildings, units, resources, research and combat. The civilization
manager is the highest level manager responsible for the player’s development and
for coordinating between other managers. The other managers are lower-level and
responsible for sending requests and reports to each other. Weddle et al [142] creates
Figure 2.2 which shows the links between the most popular agent characteristics and
the most popular games.
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Figure 2.2: Link Between Popular Agent Characteristics and Popular Games [142].
6. Machine Learning in Games
This is a process of learning in games, which generally implies the adaptation of be-
havior for opponent players in order to improve performance. Machine learning may
help to cover the search space in computer games and search efficiently for successful
combinations of parameters[116]. Machine learning can either take place online or of-
fline.
Machine learning is also used in NPC. Machine learning can be employed to automate
the creation of intelligent NPC behavior. Machine learning appears in old games such
as Tic-Tac-Toe, Backgammon, Go, Othello, and Checkers. Recently, machine learning
techniques have begun to appear in video games, as well as in fights, in first- and third
person shooter games and also in strategy games.[29]
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7. Fuzzy State Machine (FuSM) in Games
There is a mix between fuzzy logic and FSM. Instead of only using an ”on” or ”off”
state, we add ”almost on” or a ”little on”. FuSM are increasingly used in game play
because they add interesting and varied responses to the NPC. Therefore, the player can
interact with the NPC that can depict various degrees of ‘mad’, ‘wounded’ or ‘helpful’,
and the player can also test different experiences and obtain different outcomes in
similar situations when playing a game.
FuSMs were used in FPS to make the enemy appear intelligent. Based on the elements
in the battle situation, fuzzy logic is used to enable enemy characters to run away when
losing a battle[116]. Also, they are used in CCTP, which is an RTS game. FuSM is used
in RPG, to target the points of NPC and agents, and is ideal for controlling the behavior
of game characters and for imbuing them with variable actions and reactions.[77]
Table 2.2 shows the links between the popular AI in games.
Table 2.2: AI In Games.
AI Game type Game name
FSM, FuSM FPS- RTS Doom, Quake, unreal, CCTP
GA RTS CDD
Agent Action game RTS S.W.A.T2, CCTP, Empire Earth
NN
Racing, Action, Adventure,
Strategy games
Dirt Track Racing, Battle-cruiser
3000AD, Heavy Gear
GA RTS CDD
Fuzzy logic Adventure, Strategy games SWAT, CCTP
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2.4 Game Engine
Game engine is a software system designed for the creation and development of video games.
The core functionality that is typically provided by a game engine includes a rendering engine
(“renderer”) for 2-D or 3-D graphics, a physics engine for collision detection and response,
and a scene graph for the management of both static and animation models, sound, script-
ing, artificial intelligence, networking, streaming, memory management, threading, etc. [98]
There are many game engines available and the majority are user friendly. Modern games
are frequently developed using game engines, which can be deployed on personal computers,
game consoles, pocket PCs and mobile devices [110], and combine several technologies from
the area of computer science, such as: graphics, artificial intelligence, network programming,
languages and algorithms. Game engines are designed to manage multiple levels of program-
ming expertise. They are divided into roll-your own versions (lowest level), mostly ready
game engines (mid level) and point and click engines (highest level). In the following, we
will explain the most popular game engine.
2.4.1 3DUnity
Point and click engines are becoming more common because they include a full tool chain
that allows the user to point and click to create a game. 3DUinty is an example of this game
engine. It is a free game engine development tool for individual and professional use, which
is one of the best game engines on the market. It is very easy for developers to use and
they can easily get to it. Because of the friendly interface it is relatively easy to understand
almost all the sections within a few minutes of using it. There are many tutorials available
online to find out about it. It has a very high graphic quality and always keeps improving.
The graphics almost look real and have real time lighting and shadows, and more. 3DUnity
has great realistic physics such as rigid body. Colliders and soft bodies help to make the
game more real, making it easy to attach them to the game. With plug-ins in the asset store
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it becomes much easier to make the game more realistic. It is easy for most users to use
3DUnity as any additional help required is provided by 3DUnity solutions on the asset store.
Using 3DUnity one click is enough to publish the game to multiple platforms, such as Xbox
360, PS3, Wii, Mac, Pc, Linux, Web, Adobe Flash, Android and IOS. With all the platforms
supported it is easy to distribute the game [9]. The Unity engine’s scripting/programming is
built on Mono, an open source .NET implementation. There are three programming language
choices: C Sharp, Unity Script (which is basically Javascript), and Boo (a language intended
to be similar to Python) [1].
3DUnity also allows the game to be developed in multiple platforms. The advantages are
the following:
• Provide students with a degree of freedom in developing games for the platform of their
choice.
• Learn about the strengths and constraints of different platforms, for example user
interface, viewing screen size, resolutions, resources such as memory and processor
power, storage for saving and loading the game, in game development [149].
For our game creation, we have selected 3DUnity as the game engine because it operates at
a high level and can be published easily to many platforms.
2.4.2 Unreal Development Kit (UDK)
UDK is an example of a mostly ready game engine that is instantly ready for prime time,
out of the box, with rendering, input, GUI and physics. The UDK engine was used for
the AI, graphics and every other feature of the game aside from the physics. This was
outsourced another engine called ‘Havok’ to power the physics in the game; this is an example
use of middle ware. UDK has two version one is the free for non-commercial use, and
for commercially usable. UDK is a somewhat daunting for people who are new to game
development, although it is not impossible to learn how to use it, but it requires extra
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learning. It is anticipated that in the new UDK version the interface will be much better
and more intuitive. The graphics are pretty mind blowing, the lights are advanced in the
game engine, and can dynamically render the light maps and illuminations for runtime, and
most of the other staff. This makes it possible to use hundreds of objects and textures from
the game to create new levels, but importing one’s own data is also an option. UDK supports
two different programming languages: Kis-met, used for basic scripting, and script for other
scripting. The developers can work only on PC, and their work can be published to iOS,
Android, Xbox, PS3 and Windows [3].
2.4.3 XNA
Microsoft XNA is one of the best options in the game industry currently. It’s a .NET
programming package that lets the user prepare any small to medium sized game they are
capable of coding, and then it allows the user to share their creation with the world on Xbox
Live [15].
Brains is an A.I library for use with XNA games. It consists of a few building blocks to get
the user quickly up and running with an A.I prototype that is simple to implement into the
game. It is currently only 2D but would not require too much modification to support 3D.
Brains A.I will also contain a list of Agent types. This type is used to provide autonomous
behaviors to the game. An Agent stores some simple positioning properties, such as Position,
Radius and the Cells the Agent is currently in. It also stores the desired orientation and the
desired position of the Agent for use with a Locomotion controller. An Agent can store a
set of feelers, which can be used to poke data around the world [6].
2.4.4 Blender 3D
Blender 3D is an open source freeware program maintained by the Blender Foundation.
Learning Blender is not easy but it has limitless possibilities and provides an understanding
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of the complexities of computer animation. Blender has developed over time and its devel-
opment has evolved new releases (versions) of the program that have been made available.
The program reached a stage where the developers called for a complete overhaul of the
Graphical User Interface (GUI) [2]. Blender is used to make real-time interactive content
and is written from scratch in C++ as a mostly independent component; it includes support
for features such as Python scripting and OpenAL 3D sound.
Simulations of realistic physics behavior in blender are possible due to the Blender Game
Engine (BGE) module. This module uses a system of graphical logic blocks (called logic
bricks) to control behavior and visualize objects located in the 3D scene. All the object at-
tributes and methods (functions) of the BGE are available for users through Blender Python
API, and all of these can be used in the custom controllers implemented in the Python
programming language[128].
2.4.5 Game Maker
Game maker is a game engine created by YoYo company and it uses the Android, Browser,
iOS, Mac, PC and Windows Phone platforms. Game Maker is primarily used for 2D game
creations with flexibility in design, and can be bad or good depending on user requirements.
Its interface hides most of the coding involved and lets users input data rather than writing
lines of code, but those who want to dive into coding can do so in advanced areas of the
program. If the user is prepared to undertake programming then it is possible to customize
the creation into many genres, but if the user is concerned about programming, then there
will be restrictions on sidescroller and top down perspective games [7].
2.5 Game Architecture
One of the important considerations in the game research area is the architecture of the game
that the developer will use. We have adopted general game architecture from [27] as shown
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in the Figure 2.3. This game logic holds the game’s story. The audio and graphics are the
modules that help the writer to narrate the story to the player. The event-handler and the
input modules supply the game logic with the player’s next action. The level data module
is a storage module for details about static behavior, and the dynamics module configures
the dynamic behavior of the game’s characters [27].
Figure 2.3: General Game Architecture[27].
2.6 Game Engineering
Contemporary game creation is an incredibly complex task, much more difficult than some-
one might initially imagine. This is because of the increased complexity combined with the
multidisciplinary nature of the process of game development (art, sound, gameplay, control
systems, artificial intelligence, human factors, among many others). The interaction with
traditional software development creates a scenario that also increases this complexity. To
make this connection, we need a methodology to take into account software engineering ex-
pertise in the field of gaming. As we know, the gaming industry is a very powerful sector
within the entertainment industry, earning billions of dollars in profit and creating trillions
of hours of fun [112].
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There is a strong relationship between agent and games as explained previously in this chap-
ter. The proposed AOAB will combine the concept of agent with the creation of a generic
game development methodology. In the following two chapters, we will explain the agent in
general and later we will explain AOSE methodologies in detail.
2.7 Summary
In this chapter, an analysis of the use of AI in commercial gaming and in research games is
presented. The main goal when using AI in games is to simulate intelligent behavior and to
make the games believable, challenging and fun at the same time. It also helps to find the
most optimal action for the available information.
In terms of marketing, the focus is on features, such as graphics and physics known to include
AI features in commercial games. Some of the AI techniques used were FSM, Agent and
decision making, because they are simple. Other AIs need extra resources faster CPUs and
extra run time, such as GA and NN. In addition, many games could be used with more than
one set of AI techniques, depending on the game requirements.
Furthermore, some AI concepts could linked together, for example NN could be used with
fuzzy logic. In conclusion, the aims is to enable academics and commercial experts to use
standard design and implementation features in game AI.
Chapter 3
Agents Technology: An overview
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3.1 Chapter Overview
Nowadays software agents have evolved to a stage at which they have the ability to act
autonomously, proactively and cooperatively. These new developments make it possible to
delegate intelligent agents for use in games. These agents can learn the preferences of a
player and search for offers that match those preferences. The concept of an agent is become
important in AI, games and computer science.
The aim of this chapter is to introduce the most important theoretical and practical issues
related to agent. This chapter began with an explanation of agent technology, and the
agent typology is presented with an explanation of the relationship between them. However,
knowing the difference between agent and object will help the user attain a clear vision. One
of the main and important elements used in the game is the Multi Agent System(MAS).
Furthermore, we have presented a description of agent communication and the platform.
Agent modeling language will be used in our AOAB methodology. The final section explains
the agent oriented service and intelligent agents used in games.
3.2 Agent Technology Overview
The term agent has many definitions and yet no consensus has been reached about what it
means. A simple definition of an agent is a software unit that possesses autonomous behavior
toward its own service and relationships with other agents. However, the most common
definition in the software agent community is that stated by Wooldridge and Jennings [147].
They state that an agent is a software program that has the following properties:
• Autonomy: The agents operate without the direct intervention of humans or others,
and have control over their actions and internal states;
• Social ability: Agents interact with other agents (and possibly humans) via exerting
some form of control over their actions and internal states;
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• Reactivity: Agents perceive their environment (which may be the physical world),
as a user via a graphical user interface, a collection of other agents, the Internet (or
perhaps all of these combined).
• Pro-activeness: Agents do not only simply respond to their environment, but also
exhibit goal-oriented and goal-directed behavior by taking the initiative.
From the viewpoint of AI researchers, an agent is a computer system with the attributes
mentioned above. It is either conceptualized or implemented using concepts more usually
applied to humans, such as knowledge, belief, intention, and obligation (and sometimes
emotion). Some additional attributes of an agent are:
• Mobility: The ability to move around an electronic network. The agent is used
heavily on the Internet to support Internet applications on the Internet framework
• Veracity: The assumption of not communicating false information knowingly.
• Benevolence: The assumption of not having conflicting goals.
• Rationality: The assumption of acting with a view to realizing its goals, instead of
preventing them.
There are different impacts from agent technology design in application domains, which in-
clude assistance in the designing of complex distributed systems, which is a source technology
in computing systems and a model for complex real world systems. One of the most well
known agent applications is video games, which have become a large component of many
peoples’ lives. The application of agent technology in video games has many aspects. One of
the obvious benefits of video games is the elimination of risk to human life that is involved
in a real world application. They also make an excellent test for techniques in Artificial
Intelligence. However, there are some general attributes and characteristics that distinguish
agents [88].
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3.3 Agent Typology
Agents have different definitions based on their application. Because of this multiplicity,
different types of agents have been introduced. Agents can be classified according to several
ideal primary attributes, which each agent should exhibit. We have identified a minimal list
of three: Autonomy, Learning and Cooperation [20].
• Autonomy the agents can operate on their own without the need for human guidance.
Hence, agents have individual internal states and goals, and act in such a manner as
to meet their goals on behalf of the user.
• Cooperation with other agents is paramount. It is the reason for multiple agents
instead of just one. In order to cooperate, agents need to possess a social capability.
• Learn for agent systems to be truly smart, they have to learn as they react and/or
interact with their external environment [147].
We use these three minimal characteristics in Figure 3.1 to derive four types of agents to
include in the typology: Collaborative Agents, Collaborative Learning Agents, Interface
Agents and truly Smart Agents or Intelligent Agent [106].
Figure 3.1: A part View of an Agent Typology [106]
In principle, by combining all the previous parameters, we have summarized all the types as
shown in Figure 3.2.
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Figure 3.2: A Classification of Software Agents
3.4 Agent Versus Object
Agent Oriented Development (AOD) is an extension of Object Oriented Development (OOD).
The word ”Development” is sometimes interpreted as ”Programming”; in addition, it is fre-
quently interpreted to include the full development process covering requirements specifica-
tion and design, in addition to the programming itself. Shoham et al [123] have discussed
the compression between agent and object, as shown in Table 3.1
Table 3.1: Object Oriented Programming Versus Agent Oriented Programming
OOP AOP
Basic unit Object Agent
Parameter defining unconstrained beliefs, commitments, capabili-
ties, choices,...
Process of computation message pass and response
methods
message pass and response
methods
Type of message unconstrained inform, request, offer, promise,
decline,...
Constraints on methods none honesty, consistency
1. Basic unit
The points listed below show differentiation between agents and objects:
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• Agents may communicate using an Agent Communication Language (ACL), whereas
objects communicate via fixed method interfaces.
• Agents have the quality of volition. That is, using AI techniques, intelligent agents
are able to judge their results, and then modify their behavior (and thus their
own internal structures) to improve their perceived fitness.
• Objects are abstractions of things like invoices, and agents are abstractions of
intelligent beings. They are essentially anthropomorphic. Note that this does not
mean that agents are intelligent in the human sense, only that they are modeled
after an anthropomorphic architecture, programmed with beliefs, desires, etc.
2. Parameters defining state of basic unit
AOP agents comprise beliefs, commitments, choices, and the like and communicate
with each other via a constrained set of speech acts, such as inform, request, promise,
decline. The state of the agent is termed its mental state.
3. Process of computation
An object’s message may request only one operation, and that operation may only be
requested via a message formatted in a very exacting way. An object oriented message
broker has the job of matching each message to exactly one method invocation for
exactly one object.
Agent-based communication can also use the OO invocation method. However, the
demands that many agent applications place on message content are richer than those
commonly used by object technology. While ACL is formal and unambiguous, its for-
mat and content varies greatly. In short, an agent message could consist of a character
string, whose form can vary while obeying a formal syntax. Meanwhile the conventional
OO method must contain parameters whose number and sequence are fixed.
4. Type of message
Agents are commonly regarded as autonomous entities, because they can look out for
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their own set of internal responsibilities. Furthermore, agents are interactive entities
capable of using rich forms of messages. These messages can support method invoca-
tion as well as informing agents of particular events, asking something of the agent, or
receiving a response to an earlier query. Finally, because agents are autonomous they
can initiate interaction and respond to a message in any way they choose. In other
words, agents can be thought of as objects that can say ”No” as well as ”Go”.
Due to the interactive and autonomous nature of agents, little or no integration is
required to launch an application physically. Objects, on the other hand, are conven-
tionally passive with their methods being invoked under a caller’s control. The term
autonomy barely applies to an entity whose invocation depends solely on other system
components [6].
5. Constrain on method
Usually, object classes are designed to be predictable to facilitate buying and selling
reusable components. Agents are commonly designed to determine their behavior
based on individual goals and states, as well as the states of ongoing conversations with
other agents. While OO implementations can be developed to include nondeterministic
behaviour, such thinking is common in agent-based modes.
3.5 Multi Agent System (MAS)
There is no fixed definition of a MAS, only an agreement regarding the most common fea-
tures like multiple agents acting in one environment. Each agent with specific goals. The
communications are between the agents themselves and between agents and the environment.
The actions affecting the common environment of all the agents in order to solve problems
that are difficult or impossible for an individual agent to solve. MAS is the subfield of AI
that aims to provide both principles for the construction of complex systems involving mul-
tiple agents and mechanisms for the coordination of independent agents’ behaviors. Some
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domains require MAS. In particular, if there are different people or organizations with dif-
ferent (possibly conflicting) goals and proprietary information, then MAS is necessary to
handle their interactions [20]. From an individual agent’s perspective, MAS differs from
single agent systems, most significantly in that the environment’s dynamics can be affected
by other agents. In addition to the uncertainty that may be inherent in the domain, other
agents intentionally affect the environment in unpredictable ways. Thus, all MAS can be
viewed as having dynamic environments [129].
MAS is a promising approach and has the ability to meet new demands. The intelligent
agent must have appropriate characteristics (i.e. autonomy, pro-activity, etc.), as these are
necessary to meet the requirements of the new application. Unfortunately, there is a dis-
connection between the advanced technology created by the multi agent community and its
application in industrial software. The obstacles to industrial adoption have been the focus
of several discussions. Jennings, et al. [75] mentioned two major obstacles to widespread
adoption of agent technologies within the industry:
• The lack of complete methodologies and processes to help designers to specify, analyze,
and design agent-based applications.
• The lack of industrial strength agent-based toolkits.
An alternative approach to defining industrial strength methodologies that have gained sup-
port in the AOSE community is situational method engineering, which promotes flexibility
in MAS methods and processes [50].
In a MAS, each agent is aware that it does not possess a global view of the problem and
that it cannot solve the problem in isolation, thus it relies on interaction and coordination
with others. Nevertheless, it is still programmed to operate autonomously to compete for
the satisfaction of its own self-interest, which it believes are benevolent to the overall goals
of the group. Fundamental to a MAS environment is the ability for agents to demonstrate
social interaction with other agents. As with human social contexts, how agents go about
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interaction depends on their role and the relationship they have with the target agent [145].
Within the AOSE area, multiple methodologies have been proposed to guide the MAS de-
velopment process, such as: Gaia, Tropos, INGENIAS, MaSE, MASSIVE, etc. Taking into
account several of these methodological proposals we can see that different abstractions
or terms have been proposed for the characterization of the MAS; the abstractions most
commonly identified are:
• Agents: autonomous and proactive software entities, which achieve their objectives by
interacting with each other and are present in a particular environment;
• Actors: an abstraction of autonomous behaviour, internal or external to the system,
which has some interest in it and helps define roles.
• Roles: Define the behavior of the agent, and have associated goals and specific tasks
to be carried out within the context of the organisation;
• Goals: Define the objectives of both the general system of each actor. Each goal may
relate to functional aspects (associated with the services) or functional (associated with
quality of service);
• Tasks: A structured set of activities essential to achieve a goal;
• Restrictions: The restrictions allow us to define the desired behavior for both the
organization and each agent;
• Interaction between agents: Typically, the agents operate within a context in which
they need to cooperate, compete or communicate solely with them to achieve their own
goals;
• Interactions with the environment: Agents typically operate in an environment with
which they may have to interact (detect and affect) depending on their roles, and their
current status;
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• Resources: These are specific components of interaction with the environment;
3.6 Existing Agent-based Development Methodologies
The aim of this section is to introduce the AOSE methodologies in general. Those method-
ologies will be explained in details in Chapter four pages 47.
An agent-oriented software engineering methodology is a business process of developing soft-
ware, equipped with distinct concepts and modeling tools, in which the key abstraction used
in its concepts is that of an agent [18].
Luck et al., [93] surveyed the existing agent-based development methodologies and classified
them based on their approach, scope basis, phases they cover, syntax and semantics appli-
cation area, and type of agency support. The diagram in Figure 5.4 outlines classification
of the existing agent-oriented software engineering methodologies.
Figure 3.3: Categorization of AOSE methodologies [93]
The existing non-agent software development methodology does not possess the capabilities
to design agent abstractions or address the software agent abstraction. This is because
agent software system has unique abstraction and for the success of its analysis, design and
implementation a tailor-made development process is a prerequisite requirement[26]. We
have explained the non-agent methods that have been used in games in details in Chapter
four pages 43. In Chapter five pages 68, we have explained the problem with current game
development methodologies that doesn’t deal with agent concept in games.
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3.7 Agent Communication
Agents have the ability to communicate with other agents, applications, and humans. This
communication includes sending and receiving messages to achieve their goals, or those of
the society/system in which they operate. Communication can enable agents to coordinate
their actions and behaviors to build more coherent systems. The degree of coordination
is the extent to which unnecessary activities can be avoided. Cooperation is coordination
among non-antagonistic agents, while negotiation is coordination among competitive agents
[145]. The Foundation for Intelligent Physical Agents (FIPA) is an ACL, and is a set of one
or more message parameters that include for example sender, receiver, performative role,
and content which is expressed in a content language.
3.8 Agent Platforms
Agent platforms are used to provide more realistic modeling of agents in the real world. The
platform becomes necessary for agents to communicate with each other using appropriate
protocols, to notify agent’s presence on a platform, and present common standards for agents
to work together. The platforms differ according to their features, abilities, and common
standards. There are some tools and environments that support agent developers, which
are mostly based on the Java programming language. These include ZEUS toolkit, Java
Agent Development (JADE), JACK Intelligent Agents, Java Agent Template (JATLite),
Open Agent Architecture (OAA), Foundation for Intelligent Physical Agents-Open ,Source
(FIPA-OS), IBM’s Agent Building and Learning Environment (ABLE), and Agent Builder
[59].
3.9 Agent Modeling Language(AML)
The modeling language for MAS is an important subfield in the research into MAS technol-
ogy. Researchers and organizations have proposed some methodologies in the development
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of MAS for the purpose of helping developers to ease the development process and solve
the internally complex problems of MAS [122]. In the software engineering domain, Unified
Modeling Language(UML) offers a standard way to specify, visualize, modify, construct and
document the artifacts of an object oriented software-intensive system that is under devel-
opment. The most significant motivation driving the development of AML was the extant
need for a ready-to-use, comprehensive, versatile and highly expressive modeling language
suitable for the development of commercial software solutions based on multi agent tech-
nologies [138].
The AgentTool supports the methodology analysis and design phases. Through this tool,
it is possible to represent security, authentication and report issue using the roles, Concur-
rent Tasks and Agents Class Diagrams. This provides the analyst with the responsibility to
monitor the project progress and keep the diagrams updated throughout the project phases
[125].
3.9.1 AgentTool 3
A useful agent tool, which has been used with MaSE methodology is AgentTool 3 (aT3);
this tool is a product of the Multi agent and Cooperative Robotics (MACR) Laboratory
at Kansas State University. AgentTool is a Java-based graphical development environment,
designed to help users analyze, design, and implement MASs. The initial version of aT3
is an Eclipse plug-in that will give the agent system designer unprecedented flexibility, yet
still retain the verification capabilities previously provided [10]. In our practical work we
have used AgentTool to create a goal diagram, role diagram, and an agent class diagram.
The AgentTool3 web page [10] contains the latest version to download and includes tutorials
and examples. We have used the software QSEE, which is UML model software to create a
sequence and deployment diagram.
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3.10 Agent Service- Oriented Computing
Service-oriented computing (SOC) is a computing paradigm that utilizes services as fun-
damental elements for developing applications/solutions. SOC has emerged as a powerful
paradigm for designing distributed and Internet based systems. The interaction between
agent and service can enhance the function and range of the agent; while the dialog between
Agent Based Computing (ABC) and SOC can integrate bilateral benefits from both, which
are more suitable for building enterprise applications. In general, agent and service are two
independent computational concepts. ABC presents unprecedented computational intelli-
gence of flexibility and autonomy when modeling complex software systems. However, ABC
faces many challenges from distributed and especially Internet computing[37]. SOC is good
at integrating and managing Internet based enterprise, and wrapping legacy applications.
The capabilities of ABC and SOC are quite complementary. For the internal qualities of
applications, it is the agent and ABC that do well; while service and SOC are more suitable
for implementing the software as a service initiative, and application to application architec-
ture. The integration of each can benefit the other in the construction of a more powerful
computational system [69]
3.11 Intelligent Agent in Games
The question that remains is “What is an intelligent agent?” The qualities of an intelligent
agent fulfil the four properties of agency, as explained in the definition of agent. They also
include additional concepts including notions on the Belief Desire Intention model (BDI)
of agency as an example of the application of such notions, emotional abilities and the
representation of the agent through visual means, perhaps through a cartoon or an animated
face [104]. Intelligent agents have been used in a vast range of applications. For this reason,
it is of value to identify the application areas of greatest relevance to work on designing
agents for interactive entertainment (IE) purposes. For IE agents, the environment is a
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virtual world in which interaction takes place and becomes ever more complex. A number of
attempts have been made to design NPCs for computer games using agent-based techniques.
This work identifies a potential intelligent agent architecture for use in IE applications.
Agents in IE applications must be able to engage the user (or player) in interesting and,
obviously, entertaining interactions. In addition, NPCs must appear to engage other NPCs
in interesting social interactions.
3.12 Summary
Agent technology is used in a wide variety of applications, ranging from comparatively small
systems to large, complex, and mission critical systems. In this Chapter, we have presented
the main concepts linked to agents. Furthermore, we have presented the most popular agent
typologies, and the relationship between them. Intelligent agents have been used for a vast
range of applications particularly in the context of gaming.
Chapter 4
Critical Review Of Methodologies
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4.1 Chapter Overview
In method engineering, the literature uses several terms. The most popular among these are
methodology, method, process and model. In our thesis, the terms method and methodology
are used synonymously with a process model, while the process is used as an instance of the
method or process model. In this chapter, we will begin by describing a Software Engineering
methodology that is used in game development methodologies, such as Agile methodology.
The next step is to present the AOSE methodology to select one as a hybrid, with an Agile
methodology, to create our AOAB methodology. The main aim of this chapter is to present
current methodologies, and establish our game development methodology framework, which
includes different criteria to select a suitable AOSE methodology as a game development
methodology.
4.2 Overview of Software Development Methodologies in Games
Game development has evolved to include large projects employing hundreds of people and
development time is now measured in years. Unlike most other software application domains,
game development presents unique challenges stemming from multiple disciplines, which con-
tribute to the games. There are many methodologies available in traditional systems and
software development. Some of these methodologies include Waterfall, Incremental, Proto-
typing and Spiral. Each is structured as either linear or iterative, although sometimes a
hybrid of both, and is usually used in game development methodology. Most linear man-
ner methodologies are classified as predictive, even if they contain some iteration; although
these usually follow sequential phases, such as Waterfall methodology. The prototyping
methodology involves breaching the system into small segments, and involves the user in the
process. The Spiral methodology combines linear and iterative frameworks. Spiral develop-
ment breaks the projects down into the number of cycles, all of which then follow a set of
increasingly larger steps.
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The majority of methodologies selected for use by game developers can be described as
predictive, i.e. comprehensively planning a separate task prior to actual development; or
adaptive, i.e. using multiple iterations and prototypes to shape a game and its design based
on feedback and analysis [70]. In the following section, we focus on the most popular adap-
tive software development methodology ‘Agile’, which is mostly used in game development
methodology.
4.2.1 Agile Methodology
Agile methodology is based on implementation of documentation with customer collabora-
tion, and has the ability to solve problems and make precise changes quickly. Agile methodol-
ogy is used as an alternative to traditional methods in game development. It retains essential
practices of traditional methodology with a focus on other project dimensions, such as col-
laboration with the user at all stages of development. Furthermore, it depends on iterative
and incremental development, with a very short iteration that helps to provide custom-made
solutions.
As the use of Agile developments has increased, a number of different methodologies have
surfaced. Some were derived from Agile, others from systems that have been in use, but
these were never fully defined or applied to software development. One such method was
Scrum [97]. The main characteristics of Agile methodologies were: customer cooperation,
simplicity, individuality, interaction, adaptability and being incremental. These character-
istics have been brought together to understand an approach to game development based
on an Agile methodology [65]. The Agile methodology as mentioned earlier is an iterative
and incremental approach. It achieves quality and productivity through iterations. Each
iteration or Sprint phase includes a software development team working through a full soft-
ware development life-cycle, including planning, requirements analysis, designing, coding,
unit testing, and acceptance testing, as shown in Figure 4.1, which was adapted from [136]
and [99].
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Figure 4.1: Agile Methodology Diagram [136] [99]
The Agile phase approach diagram, which is used by Keith [80] as shown in Figure 4.2,
shows that Agile methodology is based on iterations that could trigger new iterations before
completion of the previous iteration.
Figure 4.2: Agile Phases Approach [80]
Agile methodology allows use and application through the iterative development framework
Scurm [80]. The Scurm game development method is an Agile process that manages game
development using iterative and incremental approaches, which are the life of the game
project. It works in game development methodology by breaking down the process of creating
a game into a series of tasks, named ”Sprint”. To facilitate work with Sprint, the game
developer breaks the games down into groups of related tasks or features that must be
recorded in the Product Backlog. As mentioned in Figure 4.1, every two to four weeks at
the end of Sprint phase, the whole team meet to discuss the current state of games, and to
improve a version of the game with stakeholders, and to select new tasks from the backlog.
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According to [80], the Agile game development with Scurm could be labeled an iterative and
adaptive model.
4.2.2 Industry Game Design and Development Methodology
Most game development companies or organizations will need to take decisions regarding
methodology, applications and hardware and software technology selections. To remain in
business an organization must invest in appropriate new technologies. In all of these cases
the organization is attempting to understand and balance a number of competing concerns
regarding new technology [36]. These concerns include:
• The initial cost of acquiring the new technology;
• The long term effect on quality, time to market, and overall cost of the organization’s
products and services when using the new technology;
• The impact of introducing the new technology into the organization in terms of training
and other necessary support services;
• The relationship of this new technology to the organization’s overall future technology
plans;
• The attitude and actions of direct competitor organizations with respect to the new
technology.
Major software companies are interested in video game development due to the high industry
revenues and growing capabilities [13]. Games in this industry area have three main stages;
the preproduction stage, when the games are designed and deliverable named GDD. Then,
in the production stage, the GDD is used for software design, development and validation.
In the post-production stage, games are distributed and monitored following delivery, with
the purpose of taking any required corrective action, as well as an analysis of the company’s
expectations regarding the sales and performance of the game product [117]. By contrast,
47
in some other industries, the game development process has only two stages: preproduction
and production. However, these two stages involve several phases, such as an analysis phase
and a testing phase. Figure 4.3 is adopted from [94] and illustrates the details of the phases
of each stage.
Figure 4.3: Games Development Process [94].
4.2.3 Agent Oriented Software Engineering (AOSE) Methodology
Within recent years, and with the increase in the complexity of projects associated with
software engineering, many AOSE methodologies have been proposed for development[18].
At present, the intelligent agent-based system applies to many domains, including robotics,
networks, security, traffic control, games and commerce. As part of our work, we focused on
the AOSE methodology to apply this to the game domain.
During the last decade, many methodologies for developing agent-based systems have been
invented to solve different types of problems. In general, a methodology must contain the
guidelines to cover the entire life cycle, and should provide the following: a full life cycle
process; a comprehensive set of concepts and models; a full set of techniques (rules, guidelines,
protocol ); a fully delineated set of deliverables; a modeling language; a set of metrics;
quality assurance; coding (and other) standards; reuse advice; and guidelines for project
management. The relationships between these components are shown in Figure 4.4 [130].
48
Figure 4.4: Methodology Components and Relationships Between Them [130]
4.3 AOSE Methodology Types
AOSE has been categorised into different major classes based on influencing approaches:
• Methodologies based on knowledge engineering approaches such as MAS-CommonKADS
and Tropos, which focus on agent knowledge level concepts.
• Methodologies based on object oriented approaches, such as MESSAGE/UML and
Prometheus, which focus on object oriented concepts.
• Methodologies based on existing software engineering methodologies, focusing on state
machines and components such as MaSE [132].
While some methodologies cover from the start to the end of the life cycle such as Tropos and
MaSE, the six methodologies chosen were: Gaia, MaSE, MESSAGE, MAS-CommonKADS
Prometheus, and Tropos. In the next section, we briefly describe each of these.
4.3.1 MaSE Methodology
MaSE stands for Multi Agent Systems Engineering. It is a complete life cycle methodology
that helps the developer work with a MAS from start to the end. This means that it describes
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the process guiding the system developer from the initial system specification to system im-
plementation. The first phase begins with requirement collections and goal capture. The
second phase deals with analysis, which includes three steps: capturing goals, applying use
case scenarios and refining roles. The design phase has four steps: creating agent classes;
constructing conversations; and assembling agent classes and system design. At each step,
related models are created. Models in one step produce outputs that then become inputs
for the next step, supporting the traceability of models across all components. Furthermore,
there is the possibility of free access between components in each phase, as shown in Figure
4.5 [49].
MaSE combines several pre-existing models into a single structured methodology. The ma-
jority of the models used within the methodology have therefore already been justified and
validated within the realm of agents and MAS. A sequence of guided transformations con-
nects the elements with a strong foundation together into a clear high specification image,
detailing how a designer should go about creating MAS [144].
The advantage of MaSE as an agent tool supports analysis and design in each of the seven
MaSE steps. In addition, the MaSE methodology operates independently of any particular
agent architecture, programming language or communication framework [48]. The goal of
MaSE is to guide the system developer from the initial system specification stage to system
implementation [51] [49].
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Figure 4.5: MaSE Life cycle [49]
4.3.2 MESSAGE Methodology
MESSAGE stands for Methodology for Engineering Systems of Software Agents, which is not
a complete life cycle methodology. The life cycle contains only analysis and design activities
and ignores the implementation and testing. The aim of MESSAGE is to extend existing
methodologies to allow them to support AOSE, and in particular effects the needs of the
telecommunications industry.
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In the ”Data level”, the MESSAGE uses standard UML, while at the ”knowledge level”
meta-model concepts are used, adding new meta-concepts such agent, goal and task. The
meta-model also provides a declarative interpretation of some UML concepts, which are then
used to describe the relevant behavior. The Rational Unified Process (RUP) is used as a
coarse-grained iterative process model. The lifecycle model of RUP for software development,
which provides a generic software engineering project life cycle framework is adapted to
MESSAGE [46].
MESSAGE is developed based on a view-oriented approach. The analysis and design phase
are shown in Figure 4.6, and contain five different viewpoints: Organization view (OV),
Goal/Task view (GTV), Agent/Role view (AV), Interaction view (IV) and Domain view
(DV). The different views provide a comprehensive representation, while the design phase
is not well-documented and provides flexibility in the sense that the designers are allowed
to choose between different design approaches [46]. The MAS organization and architecture
driven design approach are considered the target systems as organizations of several agents.
Figure 4.6: The MESSAGE Work Flow [46]
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4.3.3 Gaia Methodology
Gaia is an agent oriented analysis and design methodology. It is applicable to a wide range
of MAS and is comprehensive. It handles both macro-level (societal) and the micro-level
(agent) aspects of systems [146]. The Gaia methodology includes two analysis models and
three design models, as shown in Figure 4.7. The analysis phase is based on well-defined
concepts, which represent a subset of conceptual needs in agent analysis. The main goal of the
design phase is to produce a sequence of steps, an identifiable set of models, and indicate the
interrelationships between the models. Gaia guides designers to build agent-based systems,
as a process of organizational design.
Figure 4.7: Gaia Life cycle [146]
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4.3.4 Prometheus Methodology
Prometheus has a complete life cycle methodology for developing intelligent agents, which
have evolved out of industrial and pedagogical experiences [109]. The goal when developing
Prometheus is pursued by industry practitioners and undergraduate students who do not
have a background in agents and who can use to develop intelligent agent systems. Much of
the existing methodology does not support an intelligent agent. In the Prometheus method-
ology, it supports the development of BDI, which renders it useful in many areas. One of
the advantages of this methodology is the number of places in which automated tools can
be used for consistency checking across the various artifacts of the design process [109]. The
Prometheus methodology consists of three phases: the system specification phase, architec-
tural design phase and the detailed design phase as shown in Figure 4.8.
Figure 4.8: Prometheus Life cycle [109]
54
4.3.5 MAS-CommonKADS Methodology
MAS-CommonKADS extends the knowledge engineering methodology, Common KADS,
with techniques to object-oriented and protocol engineering methodologies. MAS-Common
KADS covers the software development life cycle of MAS through reusable development mod-
els. The software process model combines a risk-driven approach with a component-based
approach [71]. MAS-Common KADS has six models for analysis, and three for design, as
shown in Figure 4.9. These models are comprehensive and the method lacks a unifying
semantic framework and notation.
Figure 4.9: MAS-CommonKADS Life cycle
4.3.6 O-MaSE Methodology
O-MaSE denotes an organisation-based multi agent software engineering methodology frame-
work, which integrates a set of concrete technologies aimed at facilitating industrial accep-
tance through situational method engineering. Specifically, O-MaSE is a customisable agent
oriented methodology based on consistent, well-defined concepts supported by plug-ins in
an industrial strength development environment. The goal of the O-MaSE methodology
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framework is to allow method engineers to build custom agent oriented methods using a set
of method fragments. To achieve this, O-MaSE is defined in terms of a meta-model. The
O-MaSE meta-model defines a set of analysis, design, and implementation concepts, and
portrays a set of constraints between them.
O-MaSE depicts the roots of the original MaSE methodology. The O-MaSE methodology
framework was based on two meta-models: SPEM 2.0 and the O-MaSE meta-model. The
O-MaSE meta-model defines the main concepts and relationships used to define MAS. The
O-MaSE meta-model is based on an organisational approach [52]. As shown in Figure 4.10,
O-MaSE is composed of five entities:
Figure 4.10: O-MaSE Meta-Module [52]
In the agent environment, the goal was defined as a mental attitude representing preferred
progressions of particular MAS. O-MaSE uses goals to define the objectives of the organisa-
tion. A role defines a position within an organization whose behavior is expected to achieve
a particular goal or set of goals. An agent that possesses all the capabilities required to play
a role may be assigned that role in the organisation. Capabilities can be defined as
• A set of sub-capabilities
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• A set of actions that may interact with the environment
• A plan to use actions in a specific way
Organisational agents (OAs) are organizations that act as agents in a higher-level organi-
zation and thereby capture the notion of an organisational hierarchy. The domain model
is used to capture the key elements of the environment in which agents operate and finally
protocols define interactions between roles or between the organization and external actors.
4.3.7 Tropos Methodology
Tropos is a requirement-driven agent oriented software development methodology, created
based on agent-based system development. It focused on early requirement analysis whereby
the basic identifier of stakeholders was defined and their intentions identified and analysed.
During the late requirement, the system actor was introduced. The system’s global archi-
tecture was defined in architectural design. In the detailed design, the behavior of each
component was defined in detailed. This analysis process described the reasons for develop-
ing the software for capture [102]. The software development process of Tropos comprises
five phases: early requirements, late requirements, architectural design, detailed design and
final implementation, as shown in Figure 4.11 [35]. From the previous figure, the goal of
Tropos is divided into two parts: soft goal and hard goal, where the hard goal is related
to functional requirements and the soft goal relates to non-functional requirements. Two
models represent them at this point in the methodology. First, the actor diagram that de-
scribes the stockholders and their relationship in the domain; Second, the goal diagram that
presents an analysis of goals and plans with regard to a specific actor with the responsibility
of achieving them. One of the goals of the methodology is to reduce the mismatch between
the concepts used to describe the operational information systems environment, and the
concepts used to describe the architecture and high level design of the systems[89].
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Figure 4.11: Tropos Life cycle
4.4 AOSE Methodologies Evaluation
There are several methodologies in AOSE, each with its own life cycle. However, some of
these were precise only for analysis and design, such as Gaia, while others covered the entire
life cycle such as Tropos, MaSE and Prometheus. In the evaluation framework literature
for AOSE, the majority of researchers [33][46] used qualitative evaluation tools, designed
according to the author’s viewpoint, or with regards to the questionnaire. Furthermore, the
authors of the methodologies presented some of these evaluations, which renders them highly
subjective.
The majority of the existing work found in the literature is based on qualitative evaluations
using different techniques, such as features based analysis, surveys, case studies and field ex-
periments. Chia et al.[42] consider qualitative evaluation in reference to four main criteria:
Concepts and properties; modeling techniques; and process and pragmatics. His evaluation
technique was based on a features based analysis. Each criterion contains different attributes,
whereby Yes or No have been used to represent the criteria in each of the methodologies.
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The criteria with the same definitions have also been used in [19]. Another interesting eval-
uation of these methodologies is provided by Tran et al. [137] who attempted to cover ten
of the most important methodologies by employing different criteria. Thus instead of using
Yes or No, as in the case of the previous author, ’H’ was used for high, ’L’ for low and ’M’
for medium. While Saremi et al [119] presented a quantitative evaluation, which evaluated
the complexity of diagrams for MESSAGE and Prometheus, and used case study methods
to measure the magnitude and diversity and to determine the final complexity. Increases in
magnitude and diversity are heightening the complexity of the model.
Additional effort has been performed by Basseda et.al [33] who measured the complexity
of the methodology using different attributes. Lower software complexity provides advan-
tages, such as lower development and maintenance time and costs, less functional errors
and increased re-usability. Therefore, this approach was commonly used in software metrics
research to predict software quality based on complexity metrics. By studying evaluation
frameworks proposed to date, it seems that:
• There is no appropriate framework for evaluating methodologies.
• There are frameworks mostly based on feature-based analysis or simple case study
methods.
• There are only a small number of frameworks that have been evaluated with quanti-
tative approaches.
Therefore, presenting a proper framework evaluated using both quantitative and qualitative
methods and using feature based analysis, surveys and case study methods is anticipated to
be highly beneficial.
4.4.1 Game Development Methodology Framework (GDMF)
The framework presented below is based on two criteria: first, some adaptations of existing
qualitative frameworks; second, new quantitative evaluation frameworks. Furthermore, the
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results derived from these particular frameworks are guiding us in the selection of the most
suitable methodology for the game development domain. We performed comparisons of well
known methodologies, selected based on the following criteria:
a) They were described in detail and had a complete life cycle. The majority of the existing
AOSE focuses only on analysis and design; whilst MaSE, Prometheus and Tropos have a full
life cycle [132].
b) They are influenced by the software engineering root.
c) They are perceived as significant by the agent community [47].
According to these criteria, we decided to take into account only the MaSE and Tropos.
A quantitative evaluation is an important component of the evaluation process, because it
is based on fixed results for comparative purposes. The majority of the previous research
focused on the qualitative approach, enabling a comparison to be made between method-
ologies [25]. Some difficulties were encountered during the literature review regarding the
quantitative evaluation:
a) The majority of the evaluations such as [119] [38] compared two methodologies, by using
a specific case study to determine results.
b) There were no standard attributes used for evaluation.
To evaluate our framework, the following criteria were used:
1. Select the common criteria. Regarding the qualitative evaluation, we decided to first
adopt a methodology from [42], because his precise evaluation covered qualitative cri-
teria and used feature based analysis methods and secondly from [137], since his eval-
uation was based on survey methods. Regarding the quantitative evaluation criteria,
the criteria were divided into three sub-criteria: by transferring the existing qualitative
attribute values of the quantitative numbers, dealing with meta-model metrics and use
case evaluation methods [25].
2. Transfer the qualitative attributes into quantitative values, and then convert these
values using a proposed common scale for each metric, as shown in the following:
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• Yes-No to 0-1 and the common scale 0-10
• None-Low- Medium- High To 0-1-2-3 and the common scale 0-3-7-10
4.4.2 Converting the Qualitative Results to Quantitative Evalu-
ations
In this section, we adopted [42], [137] evaluation, converting their criteria to numerical
results to facilitate comparison between MaSE and Tropos. Initially, we represented the
summarized lists provided from [42]. In each of the main four criteria areas: Concept and
properties, modeling techniques and process and pragmatics as shown in table 4.1. From
the criteria defined by Tran et al. [137], we selected the criteria for the steps measuring
usability. However around twenty steps were used to compare Tropos and MaSE, as shown
in table 4.2.
Table 4.1: Comparison of MaSE and Tropos [42].
Criteria Sub-Criteria Tro-
pos
MaSE
Comment
Concept and Properties
Autonomy 10 10
Mental Mechanism
10
* 10
achieve goals and soft
goals
Reactivity 10 10
Pro-activeness. 10 10
Adaptation 10 0
*
Needs to add iteration
Concurrency 10 10
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Table 4.1: Comparison of MaSE and Tropos [42]
Criteria Sub-Criteria Tro-
pos
MaSE
Comment
Agent interaction 10 0
* Needs to add agent
interaction
Collaboration 10 10
Teamwork 10 10
Agent oriented 10 10
Modeling techniques
Expressiveness 10 10
Modularity 10 0
Refinement 10 10
Traceability 10 10
Accessibility 10 10
Process
Life cycle Coverage 10 10
Architecture Design 10 10
Implementation Tools 10 10
Deployment. 0 10
Management 0 0
* Needs to add
management
Requirement capture 10 10
Pragmatics
Tools Available 0 10
Modeling Suitability 0 10
Domain Applicability 10 10
Scalability 10 10
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Table 4.2: Comparison Regarding Steps and Usability of
Tropos and MaSE Adopted From [137]
Steps Tropos MaSE
Identify system goal 10 10
Identify system tasks/behaviors 10 10
Specify use case scenario 10 0
Identify roles 10 0
Identify agent classes 10 10
Model domain conceptualisation 0 0
Specify acquaintance between agent classes 10 7
Define interaction protocol 10 10
Define content of exchange message 7 7
Specify agent architecture 7 0
Define agent mental 0 7
Define agent behavior interface 0 0
Specify system architecture 0 0
Specify organizational structure 0 10
Model MAS environment 0 10
Specify agent environment interaction mechanism 0 0
Specify agent inheritance 0 0
Instantiate agent classes 10 0
Specify instance agent deployment 10 0
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4.4.3 Evaluation of the Methodologies by Meta-Model Metrics
This section of our framework addresses meta-model diagrams, using meta-modeling tech-
niques to define the abstract syntax of MAS modeling languages (MLs), which is a common
practice today. We also use a set of metrics to measure the meta-models. These metrics help
to quantify two features of the language: specificity and availability.
1. The availability metric as shown in equation 4.1 measures how appropriate an ML is
for modeling a particular problem domain. A higher value is better in resolving the
domain problem.
The ncmm indicates the number of necessary meta-model elements; nc indicates the
number of necessary elements; mc indicates the number of missing concepts.
Availability = nccm÷ (nccm + mc) (4.1)
2. The specificity metric, as shown in equation 4.2, measures the percentage of the model-
ing concepts used for modeling a particular problem domain. If the value of this metric
is low, this means many ML concepts are not being used for modeling the problem
domain [95].
Specificity = nccm÷ cmm (4.2)
The term cmm represents the number of all the concepts in the meta-model. Table 4.3 was
created by [95] and uses four use cases, with six methodologies included Tropos and MaSE
to find the availability and specificity for the purposes of comparison.
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Table 4.3: Availability and Specificity to Compare Between Tropos and MaSE.
Tropos MaSE
Case study Availability Specificity Availability Specificity
Cinema 75 75 77.7 60.9
Request exam-
ple
91.7 45.8 100.0 52.2
Delphi 72.2 66.782.4 82.4 60.9
Crisis Manage-
ment
63.6 58.3 77.7 60.9
Total Average 75.8 61.5 84.5 58.7
Therefore, we could conclude that MaSE was considered better than Tropos with regard to
the final results. Actually, MaSE obtained a higher percentage of availability than Tropos;
but Tropos had a higher percentage in terms of specificity. The availability is a more impor-
tant parameter than specificity in game development because game development implements
modules based on priority.
4.4.4 Evaluation of the Methodologies using Diagrams
The majority of the AOSE methodologies was delivered in phase diagrams or tables, in par-
ticular during the analysis and design phase, i.e. UML diagrams and agent diagrams. An
important point to consider in this evaluation is that we worked within an abstract level of
methodology, which resulted in difficulties finding artifacts to be qualified. The important
points raised in this evaluation are based on a case study, and the results depend on the
case study itself [32]. Therefore, in some case studies, MaSE may obtain better results than
those associated with Tropos and vice versa.
According to results found in Basseda et al [32], which compared diagrams, and the com-
plexity of the dependency of modules for three AOSE. MaSE shows greater complexity in
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terms of dependency modules than MESSAGE and Prometheus. This means that MaSE has
more dependencies between its models. Thus, using MaSE requires more time and effort.
4.4.5 Critical Analysis
The proposed framework was applied to MaSE and Tropos, as two case studies to demon-
strate how the framework could be used to evaluate the possible methodologies. There are
differences in the results of the comparison. Both [131] and [47] evaluated MaSE as better
than Tropos. Moreover, when we made the suggested change to MaSE, this increased its
efficacy MaSE. In [39], the author compared two popular reference works [47]and [131] using
a profile analysis, which is a multivariate statistical method. The majority of the results
were found to be similar to those in our own evaluation and results.
We calculated the means for Tropos and MaSE from table 4.1, and found the means of
Tropos =0.84 and obtained the same results as with MaSE, in this case we also applied the
suggested enhancement to MaSE, as shown in the comment column of Table 4.1, the means
of MaSE after enhancement are =0.96. The means for MaSE is=1.7894 as shown in Table
4.2, which was greater than Tropos=1.2631.
As we observed from Table 4.3, MaSE obtained a higher percentage of availability than
Tropos; but Tropos had a higher percentage in terms of specificity. Availability is a more
important parameter than specificity in game development because game development im-
plements modules based on priority. When we calculated the total percentage for both
specificity and availability, MaSE obtained 71.6 and Tropos obtained 68.65. Thus, MaSE
was considered better than Tropos with regard to the final results of that metric.
4.5 Summary
Game development has evolved to deliver large projects employing hundreds of people over
development times measured in years. Unlike most other software application domains, game
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development presents unique challenges which stem from the multiple disciplines that con-
tribute to gaming. The relationship between games and AOSE is clear, given that software
agents and intelligent agents are used as virtual players or actors in computer games and
simulations. The development process is very close to the process of game development[66].
From the previous measurements, we found that MaSE used frameworks that obtained higher
scores than Tropos in the majority of measurements, using a feature based analysis, survey
and case study evaluation methods. Furthermore, we observed the following weaknesses with
most AOSE methodologies:
• All AOSE methodologies lacked industrial strength tools and standards. In addition,
they did not seem to cover team work, since project management and time planning
were not considered in the AOSE methodologies found in the literature.
• There was a weakness at the implementation phase.
• There were no standard metrics that could be used in each phase to evaluate the phase
output, the complete system or the most effective methodology for an application.
The next chapter will present the proposed game development methodology based on a
critical review of previously conducted work.
Chapter 5
Agent Oriented Agile Based Game
Development Methodology (AOAB)
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5.1 Chapter Overview
The suggested methodology AOAB combines Agile methodology to meet the dynamic re-
quirements of the customer with MaSE. MaSE is a rapidly developing area of research, de-
signed to support the development of complex and distributed systems in open and dynamic
environments, with the use of intelligent component. Game development methodology works
better using an iterative methodology, because this permits fast preparation of features, en-
abling discovery and adding fun to games. Through the process of research, a number of
development models have been used. The AOAB methodology focuses on two archetypical
development models, the predictive and the adaptive models.
It is important to have a formal understanding of the game development process, and of how
we can create a formal game development methodology that will be generic to many game
genres. Ideally, the type of hybrid development methodology approach, which we already
defined in AOAB is recommended for use by independent game developers. It possesses a
mix of characteristics that can be positioned somewhere between those of a predictive or an
adaptive approach to a generic methodology that is useful for game projects. In this chapter,
we have begun to analyse and detect problems with current game development methodolo-
gies. The archetypical development methodologies are presented in detail. The remainder
of this chapter focuses on presenting AOAB with detailed descriptions of each AOAB phase.
At the end of this chapter, we present a critical analysis of AOAB methodology.
5.2 Problems With Current Game Development Methodologies
A vast majority of the problems facing the entertainment industry and its development are
deeply rooted in the production methodology employed. Teams of approximately 100 people
are still using methodologies that were developed at a time when ten people were consid-
ered an excessively large team[97]. Specific features of game development have been found
to prevent the success of great games. The major problems that arise are in the areas of
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project management. The use of methodology focuses on game development, and takes into
account the project management concept to help avoid management problems.
Games and software engineering comprise important aspects that can be mutually beneficial
to understanding, as in the main they share the same methodology and problems. A game
contains a confluence of interesting properties, such as emergence, real time interaction and
challenging components, which create a new field of study [91].
Software engineering has greatly assisted the entertainment industry in its resolution of
problems. The unique aspects of gaming, which are not available in traditional software
development include the requirement for the game to be ‘fun‘, which cannot be assessed by
any metric, and is purely subjective.
After a survey of the current game development methodology problems, we will highlight
the main problems found in the literature:
Schedule Problems: According to Flynt [62], a key reason for a project being delivered
behind schedule is that no target has been established. Likewise, problems may occur when
an estimated deadline does not include the time needed for communication, and lacks doc-
umentation or emergent requirements that may alter the system architecture and thereby
cause serious problems. Furthermore, delay can be caused by a multidisciplinary approach;
as it is essential to include input from different teams, as delays may occur. A task involves
a series of risks that imply underestimates, resulting in cumulative schedule delays. Flynt
et al [62] report that developers recurrently fail in their estimates, due to a lack of historical
data to assist them in determining a realistic time frame to complete a task [111].
Crunch Time Problems: In the entertainment industry crunch time is a term that is
typically used for the period of work when overload may occur; this is usually, in the final
weeks before the validation phase or the deadline for project delivery. During this period, the
developer may work in excess of 12 hours a day and take between 6 and 7 days to complete
unfinished tasks. In the entertainment industry, crunch time is a fact of life [111].
Scope and Feature Creep Problems: Feature creep is a term used in the entertainment
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industry when a new functionality is added during the development phase. This increases
the project scope and alters the schedule timing [111]. Any new functionality should be
evaluated carefully. Any unmanaged feature creep can lead to increased error, possible de-
fects and increased likelihood of failure. However, some feature creep is unavoidable, since
it adds fun to the game [78]. Flynt et al [62], report the biggest reason for game project
imperfection is the failure to accurately establish project scope.
Risk management helps a project manager to understand the changes to a plan and identify
the potential costs in terms of time and money. The project scope will never be a true
reflection of required effort, due to the iterative and exploratory nature of game develop-
ment; however, it can be an effective guide when predicting success, such as when discussing
milestones, time lines, and budgets[78].
Technology Problems: All games are technology dependent. Technological components
generate risks to game projects that can require greater effort and a higher investment of
time. According to Gershenfeld et al [64], the risks associated with technology risks are
generally higher when a team works on a new platform, because of two factors; the first
being that the developer has not worked with the technology before. The second being that
related hardware frequently contains problems.
Documentation Problems: Lack of documentation is a common source of additional dif-
ficulties. Documentation can be valuable in reducing feature creep. Having a finite amount
of documentation is useful when game developers work on difficult projects, as this helps
them to obtain a good estimate of project scope and schedule. Usually, Game Design Docu-
ment(GDD) generates considerable uncertainty around a game’s goal and solution require-
ments [87].
Collaboration and Team Management Problems: One of the main problems when
creating games is communication between teams. The teams in games include people with
distinct profiles, such as developers, plastic artists, musicians, scriptwriters and designers.
Different teams need to collaborate and explain their work and instructions to others.
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Training Problems: One of the biggest problems with Agile game development especially,
and in game development methodology generally, is new employee training.
Linear Process Problems: Game development is not a linear process [62]. Iteration in-
forms the lifeblood of game development. Game developers use the Waterfall methodology
with enhancements, adding iteration to the methodology.
Petrillo et al[111] present in Figure 5.1 the histogram of occurrence of problems in a decreas-
ing sequence. From the previous study, we can observe that the most traditional software
problems are the same as the game development problems.
Figure 5.1: Occurrence of Problems in Current Game Development Methodology [111].
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5.3 Archetypical Development Methodologies
There are many methodologies offered within traditional systems and software development
scenarios. As mentioned above, some of the better known methodologies include Waterfall,
Incremental and Spiral. Each of these are structured as either linear or iterative, and are
sometimes hybrid. Most linear methodologies are classified as predictive, even where they
contain iteration; they typically follow sequential phases, such as Waterfall methodology.
Prototyping involves dividing the system into small segments to involve the user in the pro-
cess.
Spiral methodology combines linear and iterative frameworks. Spiral development breaks
down projects down into a number of cycles, all of which follow a set of increasingly larger
steps. The majority of methodologies employed by game developers are predictive, employ-
ing comprehensive planning as separate tasks prior to actual development. Some of these
methodologies are also described as adaptive, because multiple iterations and prototypes are
used to shape the game [70]. The question here is
What criteria should be applied to choose between predictive and adaptive models in game
development methodology?
In AOAB, we will not select between the types, because we need to draw on both concepts
for game creation. For this reason AOAB is a hybrid methodology, combining the best fea-
tures from predictive and adaptive models. The second important question is
How can components from a variety of game design and development models be integrated
into standard development guidelines?
In reality, it is a challenging task to create generic game development methodology to cover
the most important game requirements. Furthermore, there should be standard game devel-
opment guidelines. In this chapter, we have created an AOAB methodology that provides
all the answers to these questions and requirements.
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5.3.1 Predictive Model
In general predictive models are preferable when we have clear goals and the customer’s
requirements are clear and complete and the specific structure of the game must be withheld
at all costs, allowing for a definite vision of the final product to be established long before
it takes a playable form as shown in Figure 5.2. We will take the AOSE methodology as an
example of predictive methodology
Figure 5.2: Predictive Development Methodology[70].
5.3.2 Adaptive Model
Adaptive models are encouraging the change in customer requirements and customers are
being allowed to add new goals or new requirements even in the late stages of games devel-
opment, and thus these must not affect the game plan. Furthermore the customer is usually
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invited to give a direct response on the development process, regarding the lessons learned,
as shown in Figure 5.3. We will take Agile methodology as an example of an adaptive
methodology.
Figure 5.3: Adaptive Development Methodology[70].
5.3.3 Predictive vs. Adaptive Methodologies
This section presents the difference between predictive and adaptive development method-
ologies to reach a common understanding of predictive and adaptive characteristics. The
adaptive models are based on iteration with follows a bottom up approach. Adaptive fo-
cuses on are developing more than simply documentation. The predictive models are based
on a linear process which follow a top bottom approach. Predictive focus on documentation
and expected changes in requirements only effect the initial stages of development. Unlike
the adaptive model which anticipates a change in the customer’s requirements in any stage
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of development.
The other difference between adaptive and predictive relates to testing and debugging. The
adaptive model deals with the integration of testing and debugging in the development pro-
cess and iteratively in prototype building. However, the predictive testing and debugging
is done mostly at the end of the development process and tests all the system components.
Ideally, the type of hybrid development methodology recommended for use by independent
game developers would be likely to possess a mix of characteristics [70]. Table 5.1 from [70]
presents a comparison of adaptive and predictive characteristics.
Table 5.1: Comparison of adaptive - predictive characteristics [70].
predictive Adaptive
Linear Iterative
Pre-planned Planned
Focused on Documentation Minimal Documentation
A broad definition of the game early in de-
velopment
Game features are developed, then later
synthesised
Restriction of changes to the initial concept Refinement and adaption of the initial con-
cept
Testing and Debugging discrete from con-
tent development
Integration of testing and debugging
throughout the development process
Sequential creation of final game compo-
nents from scratch
Game development are prototypes; these
are then built upon and improved iteratively
The final difference between adaptive and predictive is the planning concept. The important
question here is “How much planning is enough” . Adler et. He asserts that having a planned
approach and project schedule before development begins can minimize the high risks of soft-
ware development. Both of adaptive and predictive approaches are using planning concepts
but in different ways. Predictive approach is based on pre-panned approach. This is because;
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predictive is usually used when we have well understood of customer requirements.
While in adaptive approach, we also deals with planned approach over the software develop-
ment process [17]. Keith argues that as much new knowledge is generated during the design
process, constant iterations are needed in order to incorporate this knowledge into the fi-
nal product. He stresses that working prototypes, playable demonstrations and constant
adaption are integral to producing a fun, coherent game, rather than comprehensive design
documents and pre-planning [80]. Aside from being iterative by being structured around a
series of task iterations and revisions, Keith’s Agile game development model with Scrum
could be labeled as adaptive. In this sense, although a final game is planned from the begin-
ning of the development cycle, the developers constantly adapt the game’s features (and thus
final form) throughout the development cycle, in response to feedback from prototyping and
demonstrations. This differs from other more archetypically predictive development models
[80].
Overall, predictive models would be preferable when there is a pre-defined customer expec-
tation or specific structure the game must withhold at all costs, allowing for a definite vision
of the final product to be established long before it takes a playable form. Adaptive models
encourage change and thus will not usually allow for all aspects of a game to be planned in
unison, seeking to allow a game’s final project to be a direct response to its development
process and the lessons learnt within [70].
However, one can see that such models are rarely purely adaptive or predictive, often in-
corporating elements primarily from one archetype but possessing a few from the other.
And these concepts are appearing clearly in AOAB methodology because it is fully hybrid
methodology. It is recommended that independent teams should at least partially conceptu-
alize and plan the core features of their game before development begins. The game’s scope
should realistically be considered in terms of the team’s abilities and first and foremost focus
on delivering a finished, playable game.
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5.4 AOAB Goal and Objective
We have listed some goal oriented criteria to enhance the development process and to min-
imise errors. As a result, consistency through the development will increase. These criteria
are:
• AOAB methodology should be easy to use and easy to learn. The use of clear and
uncomplicated notation and clear phases of the methodology will make AOAB easy to
use by both experts and new game developers such as Indie developers.
• AOAB must have complete steps and clear documentation to guide the developer
through initial requirements, moving through design and evaluation to reach the final
game release.
• AOAB is utilising the best practices from AOSE, Agile methodology, Software engi-
neering methodology and other strategies and techniques.
• The characteristics of game development are unique and require more research. There-
fore, we are leaving some provision for future work.
• GDD in AOAB should be easy to use and filled by Indie and expert game developers.
5.5 Agent Oriented Agile Based Game Development Methodology
(AOAB)
In AOAB, we use systematic and formal development processes in game design. It is impor-
tant for game design novices to structure work around a preconceived pattern, taking time
to plan and consider the design and overall structure of the game before undertaking the
task of actually coding and building it.
Formal development models can facilitate learning by providing an evenly rounded devel-
opment process, such as by allowing time for analysis, planning, development (coding) and
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evaluation. They are also used to guide uninitiated designers so that they do not jump
straight to coding and omit the overarching lessons that the other stages can teach about
game design. [70].
Agile methodology is usually used to address dynamic changes and requirement specifica-
tions by the customer, and to deal with customer involvement in the development phases.
For flexibility in adding new requirements prior to game release, which does not add extreme
cost to the project, Agile game development methodology will be adapted to AOAB as an
adaptive model.
AOSE provides such intelligence through agents. The agent may perform tasks individually.
In complex and distributed system, Agents can be used to monitor the interactions among
components and interact in the same manner as humans. MaSE will be adapted to our
suggested game development methodology as a predictive model, which depends on linear
processes and has good GDDs [100]. AOAB methodology consists of many development
phases. Figure 5.5 illustrates the suggested game development methodology, showing how it
functions as a hybrid methodology using both adaptive and predictive models.
Management is important in the game industry. Poor management can negatively affect the
best of teams. While complexity in the game world, and the number of teams increases, good
communication in a company is essential for success. Agile methodology achieves quality and
productivity through iteration and communication with customers, as part of the methodol-
ogy deals with management. Agile methodology typically depends on daily Scurm meeting
to assure good communication, but on many occasions there is no need to discuss this daily
because it is only a waste of time for teams. In AOAB, we have suggested that a meeting
is not necessary to save time on a daily basis. This should only be done when important
issues arise from multidisciplinary teams such as artists, musicians, developers and clients.
Furthermore, a group may have a sub-group, such as the AI team or a textures team. An
example would be a unit composed of two programmers, a texture artist and an animator.
Combining groups does seem to enhance communication across disciplines. Bringing diverse
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groups together can enhance understanding and communication between teams [78].
AOAB methodology attempts to provide an adaptive and predictive development methodol-
ogy. Sometimes a combination of more than one model may be the most suitable option[99].
The MaSE life cycle from Figure 4.5 are used in the Sprint phase which is the main part
of Agile methodology from Figure 4.1. Both Agile and MaSE methodology has been ex-
plained in details in Chapter four. The Figure 5.4 illustrate how we will hybrid the two
methodologies.
Figure 5.4: AOAB Designed From Hybrid Agile and MaSE Methodology.
While Figure 5.5 illustrate the final AOAB Methodology. Each iteration includes analysis,
design, implementation, testing and evaluation of MaSE. The reason to adapt MaSE in the
core of Agile, is that in complex systems and distributed systems such as games, it is difficult
to trace a single point of control, since objects are distributed [99].
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Figure 5.5: Agent Oriented Agile Based Development Methodology
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5.6 AOAB Features
AOAB has many features, the main focus of which is to cover industry requirements. The
two key features are a clearly defined duration, and the team collaboration policy. The
following two sections will explain these features in detail.
5.6.1 Game Development Duration
AOAB is an iterative methodology that focuses on delivering features. Planning, documenta-
tion and development activities are repeated in every iteration, and the number of iterations
is based on the scope of the project. The aim of iteration is to deliver many working versions
of a game after a short iteration period. The feedback obtained from customers in relation
to each iteration will help to solve many problems at an early stage and, as a result, the
game development time will be reduced. The AOAB has the ability to begin working on
new features prior to completing a current feature. In which case, the duration of the game
development period will be reduced, as no time is wasted on waiting. In the planning stage,
the customer and developer will typically cooperate to select new features, which are then
added to the Sprint Backlog to discuss whether they are high priority. The main effort in
using AOSE alone is mainly expended in the preparation of the documentation, as shown
in Figure 5.6 [99]. AOAB reduces documentation by creating GDDs and dividing these in
Sprint.
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Figure 5.6: Duration for AOSE [99].
Game documentation is important, and is required for the analysis and design phases, as
those details are needed to maintain games or to create new versions of a game. The over-
heads incurred through communicating with large teams, and the cost of longer development
efforts, have led to a demand for certainty from the stakeholders. Large detailed design doc-
uments attempt to create that certainty [80].
5.6.2 Team Collaboration
A game development team is different to a traditional software development team. The pri-
mary distinction between the two is that for games, the development groups consist of people
with different fields of expertise. In the initial stage of game development, a scriptwriter is
required and presents documents, usually known as a “Concept Paper”. [27]. The concept
paper will be converted to a GDD by a game designer, and the GDD will guide the game
development process.
Game companies usually employ a group of programmers including, for example, an engine
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programmer, graphics programmer, AI programmer, sound programmer and tool program-
mer. Furthermore, the game company might collaborate with a musician and sound effects
technician. In addition, the artwork for the game will be created by 2D or 3D graphic
artists. Prior to game’s release, the game company will hire testers to play and evaluate the
games, find bugs and to suggest solutions to problems or recommend changes to game play
[115] [127]. There are advantages to multidisciplinary teams, for example, they create an
environment that encourages creativity; however, there is also a need to ensure cooperation
between teams.
The main objective of game creation is to ensure players are satisfied and enjoy the experi-
ence of playing the game. Interaction between the customers and developers leads to greater
customer satisfaction, and an understanding of dynamic changes in customer requirements.
When using Agile, the communication between the developer and customer is typically on
a daily basis, whereas in AOAB, communication between the customer and developer takes
place on a ‘needs only’ basis, as it is not easy to facilitate a daily meeting with all teams.
5.7 AOAB Methodology Life Cycle Description
5.7.1 Requirement Phase
The first step of the requirement phase is preparing the GDD based on concept paper, which
is divided to Sprint Backlog. From the Sprint Backlog, it is possible to estimate the number
of iterations that the Sprint phase will cover.
Game Design Document (GDD)
In this phase, prior to creating the GDD, the developer must determine the objective of the
game, identify the ‘fun factor’ and decide on the types of people who will play game. The
creation of a GDD is an important step to accomplish in the first phase of developing the
game, as it is responsible for determining the scope of the project, and thus also affects the
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development and testing phases of the game. A poor GDD may result in feature creep and
consequently result in delays and possibly missed milestones. [65].
There is no standard way to build a GDD, although it requires a comprehensive description
of all aspects of the game. It must also describe the objects and characters of the game, their
effects, how they interact, and their role and behavior in the game. The GDD will go through
many changes and will also have additional requirements. The risks of any changes should
also be evaluated, as and whether deadlines can still be met. Later in the requirement phase,
GDD will be translated into a Sprint Backlog, for small games, as it may be optional when
translating any requirements directly as a Product Backlog. This can save time, but may
also increase the risk of feature creep, or lead to a game that is not adequately entertaining
[23] [65].
If the GDD is designed carefully, the project manager will be able to plan the iteration of
Sprint Backlog so that the game is playable at the conclusion of each iteration. This has
several benefits; first, testers can check the game for errors in a playable state that mimics
what the end user would encounter. Beginning a playable game as early as possible helps the
team to see the potential of the end product, and is therefore beneficial in game publication
prior to final release. Included in the Appendix A.1 is a GDD template for GDD that is
easy to use and follow. The main aim when dealing with a GDD template is to provide a
standard, generic GDD that can be used for different game genres, as is the goal of AOAB.
The Appendix A.2 also includes another version of the GDD, following participant workshop
feedback. Participants suggested creating a GDD that is easy to fill in, particularly for Indies
developer. This part of the work will be presented in detail in Chapter Eight.
Sprint Backlog
During the Sprint planning stage, all teams are tasked with dividing the large GDD, if it is
too large, into a Product Backlog. However, if the GDD is not too large, this task is not
required. The team invested a significant amount of time in analysing the requirements and
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consequences of supporting network game play. At the end of the Sprint, they expressed
a desire to replace this feature, as implementing it in a sufficiently balanced quality would
threaten the overall quality of the game [121].
At the end of each Sprint, the team is able to update the Sprint Backlog and drive the
necessary activities for the next Sprint. For the final presentation, the team were expected
to successfully deliver a fully playable, feature complete prototype. They could easily pin-
point problematic phases or crucial moments, and were eager to analyse their progress. In
conclusion, they perceived Scrum as very supportive throughout all phases of the project,
with a single exception [121]. At this stage, once the GDD is complete, the game idea, in
other words what the game is really about, the project scope and what actually needs to
be done should become clear to the developers and customers. The GDD should then be
translated into the Sprint Backlog.
In each iteration of the game lifecycle, the most important backlog should be addressed first
and divided into smaller tasks. AOAB uses the same techniques as Agile, as suggested by
Keith [80] and shown in Figure 4.2. This means that at the end of a Sprint phase, some
work can still be under development. A new iteration can begin using a new Sprint Backlog.
The goal is to achieve a continuous flow of content creation.
Sprint Phase
A development team usually treats the Sprint phase as a mini waterfall, with small design
documents written at the start and working code not coming together until completion.
This is superior to the traditional Waterfall model, although coaching the team to keep
them communicating with each other and to ensure that the construction is ongoing, rather
than writing documents, will further improve performance. One of the main differences be-
tween the Scrum and Waterfall methods is the idea that the product is kept in a state of
near-completion in every Sprint, and that the features added in every Sprint have a level of
completeness that improves the value of the final game. The goal is to prove the value of
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the feature in every Sprint. Design, coding, debugging, testing and assets are all taken into
consideration [81].
In AOAB the MaSE methodology is used to cover the sub-phases of a Sprint, such as anal-
ysis, design, implementation and evaluation. The purpose of working this way is to show
customers the value of a feature every two to four weeks, to show how it improves Sprint by
Sprint and, at the same time, acquire documentation that will be useful in the evaluation or
creation of a new version of the game [22].
5.7.2 Analysis Phase
The Analysis phase includes three steps: capturing goals, applying use cases, and refining
roles [48]. In AOAB, the first part of the analysis, capturing goals, is already defined and
added to the GDD. Using the GDD, use cases can be identified, and the initial set of roles
can be refined and extended.
Model Goal
The objective of the model goal is to transfer the GDD from a system requirement to a set of
standard goals for the game. The goal model is used in many agent-oriented methodologies.
There are two steps to capturing goals: identifying and structuring the goals. The analyst
identifies goals by analysing whatever requirements are available [51]. In a goal hierarchy
diagram, goals are organised by importance. The model goal is based on AND/OR decom-
position, which converts the overall goal of the game into a set of sub-goals. The AND
is defined by whether all sub-goals must be achieved in order to achieve the parent goal.
While the OR is defined by whether the sub-goal represents an alternative way to achieve
the parent goal. However, the purpose of the goal hierarchy diagram used in MaSE is to
identify the main system level goals, not individual agent goals. The goal model creates a
high level specification regarding what the system should do.
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Applying Use Cases
The use cases step is important in translating goals into roles and associated tasks. Use cases
are drawn from the system requirements and are narrative descriptions of a sequence of events
that define the desired system behavior [51]. To help determine the actual communications
required in MAS, the use cases are converted into sequence diagrams. MaSE sequence
diagrams are similar to standard UML Sequence Diagrams, except they are used to depict
sequences of events between roles in order to explain the communication that must take
place. The roles identified in this step form the initial set of roles used to fully define the
system roles in the next step, and the events identified are also used later to help define tasks
and required conversations.
Role and Task Model
The model roles’ task identifies all the roles in the organization as well as their interactions
with each other and external actors. The result of the role models task is a role model. The
goal of role modeling is to assign each sub-goal of the organization goal model to a specific
role. Roles are identified from the use cases as well as the system goals. All system goals are
accounted for by associating each goal with a specific role that is eventually performed by
at least one agent in the final design. Each goal is usually mapped to a single role; however,
there are many situations in which it is useful to combine multiple goals in a single role,
for convenience or efficiency. Role definitions are captured in a standard Role Model [51].
Once roles have been identified, detailed tasks that define how a role accomplishes its goals
are defined and assigned to specific roles. A set of concurrent tasks provides a high level
description of what a role must entail to satisfy its goals; including how it should interact
with other roles. This step is documented in an expanded role model.
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5.7.3 Design Phase
In the design phase, analysis models are transformed into constructs that are useful for game
creation. The design phase has three steps: creating agent classes, constructing conversations
and assembling agent classes. In AOAB, the focus is mainly on creating an agent class
diagram, which is the most important part of the design phase. Constructing conversations
and assembling agent classes are nominated due to a need to focus on the diagrams that will
be helpful either in later stages of game creation, or after the game has been released.
Model Agent Class
The model agent class identifies the types of agents that may participate in the organisation.
Agent classes can be designated specific roles, or they may be defined in terms of capabilities,
which implicitly define the types of roles to be played. An agent class is a template for a
type of agent in the system; each agent class identifies the capabilities that it possesses, or
the roles it can play, or both [50]. As with goals and roles, a one to one mapping between
roles and agent classes can be defined; however, it is possible to combine multiple roles in
a single agent class, or map a single role to multiple agent classes. Since agents inherit
the communication paths between roles, any paths between two roles become conversations
between their respective classes.
5.7.4 Implementation Phase
Code generation is achieved during the implementation phase. The game is implemented in
an incremental way and is the result of a Sprint. A base can be implemented in one or more
programming language. The purpose of the generate code task is to take all of the design
models created during the development phase and convert them into a code that correctly
implements the models. There are numerous approaches to code generation, depending on
the chosen runtime platform and implementation language [50].
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Deployment Diagram
The diagram relating to the implementation phase is a deployment diagram. Deployment
diagrams define the configuration of the actual system to be implemented; furthermore, they
define the overall system architecture to show the number, type and location of agents within
a system.
5.7.5 Evaluation Phase
Game development companies have strong competition, and the gaming experience has be-
come an important factor in differentiating similar kinds of game titles. If the gaming expe-
rience is not optimal, players can easily switch to another game. The gaming experience can
be evaluated once a prototype is implemented and ready for beta testing. At this point, the
correction of any problems will be too expensive, or the project schedule will not allow any
delays, for marketing reasons. As a result, there is a need for an evaluation method that can
identify these problems prior to the commencement of beta testing, thus providing adequate
time for corrections to take place [86].
The evaluation process, known as formative evaluation, is conducted to detect problems
[107]. These are usually identified at an early stage of the development processes of the
game and can be used to improve and enhance the game at each iteration before it is ready
for release.
In game development methodology, the evaluation phase is carried out by two types of eval-
uator, expert evaluators and real users. Expert evaluators has are individuals who have
both knowledge and experience of conducting evaluations using various expert evaluation
methods. Meanwhile, real users are a group of target users, for whom the game is being de-
veloped. These users will be the respondents in an evaluation using different user evaluation
methods. Furthermore, the process will be repeated and the results of the current iteration
compared with results of previous iterations, prior to game release. In order to address the
evaluation problem, different protocol sets are proposed, based on different points of view.
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The first step in the creation of an evaluation protocol s set requires an understanding of
how the protocol s are developed and identifying the criteria previously used by authors.
In 1990, Nielsen and Mack offered a protocol evaluation, which was used to evaluate the
user interface of software productivity [105]. These protocol s are useful, in the development
phase, to obtain design guidelines. Several authors have subsequently noted that games
require protocol s of their own [61] [85] [108]. Usability protocol s address issues concerning
playability; playability, unlike usability, does not have a standard definition. For this reason,
several authors provide a definition and protocol set in relation to playability [86][53][85]
[103]. Federoff’s thesis [61] presents a protocol s model that could be considered the first
specific protocol s model, due its structure and design methods. Federoff presents 40 pro-
tocol sets, divided into the following sub-criteria: the game interface, game mechanics and
gameplay.
Desurvire [53] presents Protocol for Evaluating Playability (HEP) based on Federoff’s sub-
criteria, using game play and game mechanics, and adding usability and game story as part
of the 43 protocol sets. Likewise, Korhonen and Koivisto [85] present playability protocol
that focus on mobility games, using Desurvire game play and usability and adding the sub-
criteria mobility, which consists of 29 protocol. However, Schaffer [120] suggests protocol
based on the researcher’s expertise in HCI fields, so divided protocol into five categories: gen-
eral, graphical user interface, game play, control mapping and level design, with 21 protocol.
Finally, Pinelle [113] introduces ten usability protocol designed for multi player games.
Game Evaluation Protocol Framework (GEPF)
Special attention is required to specifying the methods that evaluate games. Game evaluation
is still ongoing and the protocol sets are quite different, but do include some common issues
[86]. Multiple protocol sets are available, and it is important to select carefully the variables
to be measured, as well as the correct methods for collecting the data [30]. Some protocol
are proposed that have not been validated, whilst others are targeted towards specific game
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genres, or do not cover all of the evaluation needs. This leads to an important question,
”What aspects of games can be evaluated?”
It can be a challenging task to define the protocol that are able to capture the essential
aspects of game evaluation. Therefore, it is important to select protocol sets of a high
level suite to different game genres without losing power to guide evaluators during the
evaluation phase. At the same time, all evaluation aspects should be covered in order to
obtain a measurement that is suitable for enhancing the next iteration of game development
methodology. Furthermore, the correct methods for collecting and comparing the results
must also be used.
This work aims to achieve clarity, generality and usefulness of protocol sets in order to
evaluate the majority of the game genre. The suggested framework for evaluating games
has standard requirements for facilitating the work in game development companies. Rather
than using different evaluation sets for each game type, the protocol sets used in this research
cover all important aspects of high level game protocol. The evaluation task inspects the
game for any problems arising at any time. The purpose of the protocol sets is to guide the
evaluation phase and remind the evaluators to pay attention to certain important aspects,
which will be explained in detail. The initial high level protocol framework for games that
will be used in AOAB will be presented.
For the above reasons, the proposed evaluation sets contain 100 protocol organised into
four categories; first, game playability (42 protocol), which deals with three main issues:
game story, game play, and game mechanics, as shown in Table B.1. Second, game usability
(26 protocol ), which deals with two major issues: game interface and game control, as
shown in Table B.2. Third, game quality (12 protocol ), made up of three key concepts:
game functionality, game efficiency and game adaptability, as shown in Table B.3. Finally,
game enjoyment (20 protocol ), which covers enjoyment elements not contained in previous
protocol sets, as shown in Table B.4. Meanwhile, the user evaluation methods will cover
similar protocol sets to those used by expert evaluators, except game mechanics, which deals
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with techniques [21]. User evaluation is typically carried out using a questionnaire, interview
or scenario as shown in Figure 5.7.
Figure 5.7: Game Evaluation Criteria
The Game Evaluation Process
An initial step in the game evaluation process is the explanation of the overall process.
Figure 5.8 illustrates the overall process, which must be followed in each iteration of the
game development methodology. The results of each iteration are compared with the results
from the previous iteration to ensure that all encountered problems are solved. In each of
the evaluated games, a significant amount of criteria are measured, and correlations made
between them. Those criteria are broken down into a number of more measurable factors,
defined on the basis of current gaming literature [60]. The data from the overall correla-
tion highlights users’ views, expert evaluations and comments to develop a prototype, and
identifies specific elements that need to be enhanced. In the tables, two columns are added
that are deemed useful for obtaining accrued results for statistical correlation. In column
number 5, a score for each protocol set is given, from 1 to 5, 1 being worst, 5 being best,
in order to compare every iteration with the previous iteration. Furthermore, in column 6,
priorities from 1 to 3 are stated, 1 being the highest priority, 3 being the lowest priority,
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which is useful for ensuring the importunity of protocol , depending on the game genre and
the evaluators’ points of view.
Figure 5.8: Game Evaluation Process
Expert Evaluation Methods
The game developers’ perception of expert evaluation methods is interesting, as it can mea-
sure different aspects that help in the evaluation and testing of games. The use of expert
evaluation criteria allows many game issues to be identified and evaluated in-depth [134].
The protocol sets used in this research are general purpose, which means they are applicable
to evaluating the majority of game genres, covering playability, quality, mobility, enjoyment
and usability. These criteria are selected because they are common to all games; they cover
most aspects needed in the evaluation of games and are easy to use.
The appendix B includes all required tables for each evaluation criteria and sub criteria,
with full descriptions.
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Playability
What is playability and what are the criteria that affect playability? This section will answer
the above questions. Games have good playability if they are easy to use, are challenging
and fun. According to the protocol set, playability is a combination of game play, game
story and game mechanics, as shown in Table B.1. Game usability is related to playability,
and is an important concept covering game control and the game interface. For the above
reason, usability is treated as a main criteria, and not as a part of playability.
• Game play: This is the set of problems and challenges a user must face to win a
game [53]. When evaluating game play, the evaluators must have some game design
experience, they should understand the goal and know the target players [85].
• Game story: This usually includes all plot and character development [53].
• Game mechanics: These are tested by Quality Assurance (QA) personnel in game com-
panies to ensure that no broken games get shipped [61]. This involves the programming
which provides the structure through which units interact with the environment [53].
Game Usability
Game usability covers aspects of game control and game interface, through which the player
interacts with the game, as shown in Table B.2. Good usability of a game ensures that
the player will have a fun and enjoyable session [85]. The majority of the existing game
usability protocol sets are based on the ten usability protocol detailed by Molich [105],
which are used to perform protocol evaluations of software engineering and websites. The
game interface should allow the player to control the game fluently, and should display all
necessary information regarding the game status and any possible actions [85].
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Game Quality
One of important measurement throughout the game development life cycle is quality. The
quality evaluation process begins with a careful planning phase, which includes the purpose
of the evaluation, the timing of the evaluation and the people involved in conducting the
evaluation process [58]. The quality protocol was used to assess not only the final versions
of the games, but also quality throughout the game development life cycle, which enables
developers to prevent the majority of game failures.
In this research, the Quality Evaluation Framework (QEF) form is adopted [58]. The QEF
is divided into three criteria, and each criterion aggregates a set of factors. A factor is a
component that represents the system performance from a particular point of view. The
dimensions of the criterion of this research in the quality space are: efficiency, adaptability
and functionality, as shown in Table B.3.
• Efficiency: This measures the system’s ability to present different views of its content
with minimum effort.
• Adaptability: This measures the effect of the extended scenario and system contents
and presents different instructional design theories and different learning environment
on a common platform
• Functionality: This reflects the characteristics of the games related to its operational
aspects.
Enjoyment
Research in psychology and neuroscience most often uses the term “pleasure” to describe
agreeable reactions to experiences in general. In computer game, they used the terms fun
factor, entertainment, enjoyment and engagement to measure the player satisfactions. More
specific notion is that since video games are designed with the primary purpose of entertain-
ment, and since they can demonstrably motivate users to engage with them with unparalleled
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intensity and duration, game elements should be able to make more enjoyable and engaging
as well [54].
Player enjoyment is an important goal for all games; if players do not enjoy the game then
they will not play again [134]. A piece of research conducted by Sweetser focuses on game
enjoyment [134] in relation to game flow. Game flow is a model for evaluating player enjoy-
ment of games, and consists of eight elements, which are as follows: concentration, challenge,
player skills, control, clear goal, feedback, immersion and social interaction [21]. In Table
B.4, duplicate protocol that are included earlier in the table are identified, such as control,
which falls under usability. Whereas, when clear goals are set, the challenge is covered by
playability. Finally, feedback is also covered in usability.
5.7.6 Testing Evaluation Protocol sets
The game industry is broad and has continued to grow dramatically over time. The Telecom-
munication Regulatory Authority has organised a competition between undergraduate uni-
versity students in the Sultanate of Oman, a country in the Middle East. The evaluation
protocol of this research use a weighted-average of scores and priority of values obtained
from protocol sets to help identify the best game in the competition.
Competition Overview
The competition is structured to cover different areas, such as audio, posters, games and
short films. Appendix C contains the competition poster detailing the competition area and
prizes. The participating students are required to submit creative work that must contain
the competition logo, the objective of the game section of the competition being to design
a game that reflects the theme of ”my address is Omani”. The competition poster has been
sent to all Oman universities and colleges, and the competition itself dictates a period of
four months during which to submit the work. The participants must be university students,
who can submit their work individually or as a group. For the game competition section, the
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Telecommunication Regulatory Authority asked for permission to use the evaluation method
detailed above, and for the researcher to head up the game community judges, made up of
five members. Three of these members have an academic background and two an industry
background. The prizes are subject to a final evaluation score; first prize is approximately
3,000 US Dollars, second prize is approximately 2,500 US Dollars, third prize is around 2,000
US Dollars and there is an encroaching prize of approximately 1000 US Dollars.
Results of the Industry Competition
The judges received a great deal of usable gaming software through being involved in the
competition, some of which was not nominated due to not embodying the competition con-
cept. The protocol sets detailed previously were used to evaluate the games submitted, and
each game received a score out of 100 based on the evaluation criteria. With regard to the
games having been created by undergraduate students, it was noted that as such they could
be classified as having a ‘simple’ game design and are in that sense unlike commercial games.
For this reason, it was decided that the judging committee would reduce the number of eval-
uation criteria required in order to fit more appropriately the competition concept and the
quality of the students’ work.
5.8 Critical Analysis of AOAB Methodology
For AOAB, it is suggested that daily meetings are not necessary, to save time. Meetings
should only occur on a daily basis when important issues arise from within the multidisci-
plinary teams, such as artists, musicians, developers and clients. These groups may contain
a sub-group, such as an AI team or a textures team, as AOAB creates functional combina-
tions of specialties. Regarding the problem of project scope, AOAB is used for prototype
techniques and the GDD to cover the important aspect of games. Iteration in AOAB enables
the designer to evolve features and reduce the amount of feature creep in the game.
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Regarding project management and team organisation, AOAB offers rigorous processes un-
derlying feedback on a project and communication between teams. In relation to project
scope and feature creep, many situations in the entertainment industry reflect multiple fea-
tures discovered during game development, which are relevant to game success.
AOAB is not a linear, but an iterative process. Thus, if an interesting feature is discovered,
it must be analysed in terms of its risk and, if viable, it should be added to the project
schedule [111]. It is noted that the cost of changes in traditional software increased in the
late of the project times to solve any problems and a late change to the system will incur
extra time and cost. Whereas, in the case of Agile, these will also increase, but typically at
the end of the project, as the nature of Agile is such that it can accept additional require-
ments and updates at later stages of the project [135]. Keith [80] suggests that at the end of
the Sprint, some work may still be under development. The goal is to achieve a continuous
flow of content creation, as shown in Figure 4.2, a core concept of AOAB.
When AOAB uses Agile concepts, it improves on the quality and efficiency of large, complex
game projects. Furthermore, this strengthens the communication between the developer and
the end user. The data from the evaluation protocol and the comments on the developed
prototype identify elements that need to be enhanced in the next methodology iteration.
In order to obtain quantitative results, an extra two columns were added, one scoring the
protocol and others to set priorities for the protocol based on the game genre and the eval-
uators’ points of view.
As the protocol for this research use a critical review of games to identify problems and to
develop a set of design requirements for the games, it is argued that this general methodology
is a new approach that can be used by researchers and designers to understand design issues
in most game genres. The research aims to clarify the different aspects of protocol sets and
their usefulness in the game evaluation phase. Most of the protocol sets can be used in the
early development phase; in which case, solving problems will not incur additional costs or
time, and will enhance the games.
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5.9 Summary
The AOAB proposed in this research solves most of the previous problems in game develop-
ment by considering suitability for researchers and professionals in the industry. Adaptive
models encourage change and thus do not usually allow for all aspects of a game to be
planned in unison, which allows a game’s final project to be a direct response to its devel-
opment process and the lessons learned in that process [70].
The use of Agile concepts by AOAB leads to the improvement of the quality and efficiency
of large, complex game projects. Furthermore, it strengthens the communication between
the developer and the end user. Furthermore, Using MaSE in AOAB ensures the consistency
of games and facilitates complete and easy documentation that will be understandable for
different teams, useful for when a new generation of a game is required. The iterative nature
of AOAB is important for game development as although perfect game scope will never be
achieved, the main goal is to develop a solid scope that will help to guide the project to its
conclusion and achieve its goals.
Several studies have suggested that one of the benefits of using protocol evaluation is that it
helps designers to identify important classes of problems that are not always found through
user testing [114][74]. In this chapter, the life cycle of AOAB is discussed, with detail de-
scriptions. The next chapter of the research will focus on selecting a suitable evaluation
method to evaluate AOAB methodology.
Chapter 6
Evaluation Methods Selection For
AOAB
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6.1 Chapter Overview
Evaluations are always difficult. However, one of the most difficult items to evaluate is a
methodology [84]. The goal of the evaluation of the AOAB methodology is first, to de-
velop a methodology by drawing on different evaluation methods, and second, to validate
the methodology through feedback from professional individuals. The AOAB Evaluation
Framework (AEF) will provide a comprehensive evaluation tool for many criteria. The hi-
erarchical evaluation criterion enhances the usability of the framework and provides enough
detail to evaluate different game development methodologies.
A critical analysis is presented alongside a clear description and justification of the best
evaluation method for evaluating AOAB methodology. This will demonstrate that the pro-
cedures for collecting data were carefully and systematically planned, allowing the reader to
assess the quality of the data collection procedure. Furthermore, it documents the research
methods by providing a framework for the evaluation, which could easily be used in another
methodology evaluation. The AEF will focus on three main evaluation methods; first, a
survey will facilitate comparisons between different game development methodologies, and a
workshop will be conducted. These workshops will help the research to receive feedback from
expert individuals who will complete a questionnaire. Second, is an academic experiment.
Third, an industry case study of a game development company will be presented. At the
end of this chapter, the AOAB evaluation framework procedure and evaluation time scales
are presented.
6.2 Purpose of Evaluation
Before beginning an evaluation, certain decisions must be made: ”what evaluation method
should be used?” And ”what is the purpose of AOAB evaluation?” Among the evaluation
methods community [31] [73] [82], there is agreement that the first and most important step
of any evaluation process is to identify its purpose, as no rational comparison is possible
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without defining the purpose of the exercise. Depending on the purpose, the method of
carrying out an evaluation and the results may vary significantly. As the development of
game methodologies is still in the early stages, the aims and purpose of evaluating AOAB
are:
• Better understand the nature of AOAB methodologies, including their philosophies,
objectives, features and so on.
• Identify their strengths and weaknesses as well as the commonalities and differences in
order to perform classifications and to improve future game development methodolo-
gies.
• Conduct an evaluation with the aim of adopting a new methodology for the existing
development process
• The selected methodology must be best suited to the game development needs and
must require no significant changes to the current practice process.
One important fact that must be understood is that different methodologies are appropri-
ate for different situations; thus, a methodology should be selected by considering various
different issues. These influencing factors might include the context of the problem being
addressed, the domain, the organization and its culture. However, it is expected that evalu-
ation will also assist in practical matters such as identifying the domains of applicability for
each evaluated methodology [46].
6.3 Evaluation Context
The evaluation framework is context-dependent, which means that AOAB is not expected
to be the best in all circumstances. It is possible that one of the game developers might
identify AOAB as superior while another developer comes to a different conclusion. Hence,
differences in the results of the evaluation may be due to the properties of the game developer
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that performs the evaluation, and not the methodologies themselves. For this reason our
evaluation framework will be as general as possible, and will try to cover the most important
criterion to help obtain results. Furthermore, AEF deals with game developers and designers
with different backgrounds, such as academic experts, industry experts and Indies people.
6.4 AOAB Evaluation Framework Process
The AOAB Evaluation Framework (AEF) is a multi-step method to define each part of the
framework using sets of criteria. Each criterion set defines the characteristics and main ele-
ments of the AOAB. AEF requires improvement to remove inconsistencies, conflicts, overlap
and the addition of criteria that cover more than one aspect. In the case of a particularly
complex system or game “ making a choice from the apparently very wide range of methods
and tools available can itself be a complex and costly process” [90] it is necessary to define a
systematic evaluation framework in order to identify a suitable evaluation method. According
to [143], there are three main methods that used to evaluate new techniques, methodolo-
gies and tools, which are: surveys, case studies and experiments. A short definition and
description of each of these is provided in Figure 6.1.
Figure 6.1: Evaluation Methods [143].
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From [28], the Figure 6.2 describes a comparison between the evaluation methods employed
in game engineering. The domains of the comparison are selected as follows: (a) Game
software engineering is a subcategory of conventional software engineering. (b) traditional
software engineering is a mature scientific area. (c) Agile software development is selected
because it is a young domain and consequently complements traditional software engineering,
with respect to area maturity.
The results of the study suggest that case studies are most frequently employed in Agile
software development research. In addition, surveys are most frequently employed in game
development research and finally, experiments are more frequently conducted in software
engineering research. The AEF procedure will include surveys, case studies and experiments,
as shown in Figure 6.3.
Figure 6.2: Comparison Between Evaluation Methods [28].
Most popular software engineering methodologies are created to be generic and suitable for
many kinds of projects. The evaluation methods for the AEF are divided into two types:
qualitative and quantitative evaluation.
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Figure 6.3: AOAB Evaluation Process
6.4.1 Survey Approach
This approach does not involve the practical use of evaluation. The survey can be used in
many ways; sometimes, an organization or individual with experience is asked to use the
methodology and then provide information about the methodology. This information can
then be analysed using standard statistical techniques [82].
This technique is used in the present AOAB evaluation by conducting workshops in the
academic and industrial sectors. This part of the research will be described in detail in
the chapter Eight and Nine. Another form of evaluation survey is to compare the new
methodology with similar existing methodologies. Methodology evaluation is a complex issue
that is subject to various different points of view. The results of AOAB have already been
compared in terms of development time, project management and the benefit of adapting two
methodologies to create new hybrid methodology. In the evaluation methodology process,
the following methodologies are selected to be compared with AOAB methodology:
1. DeLoach et al. [50] present an enhanced version of MaSE, called an Organisation-based
Multi Agent Software Engineering (O-MaSE) methodology, to address a lack of indus-
trial strength methods and tools to support multi agent development. Management
and deployment issues are initially covered in O-MaSE, but not in a way that involves
the customer in the process or accepts any change in development time, as used with
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AOAB. Furthermore, the testing and evaluation phase is not included in the O-MaSE
life cycle. The O-MaSE methodology framework is based on two meta-models: SPEM
2.0 and the O-MaSE meta-model. The SPEM meta-model defines methodology-related
concepts, while the O-MaSE meta-model describes product related concepts [50].
2. Chella et al [41] present a hybrid methodology named PASSIAgile, to be used in
robotics, the main idea of which is similar to AOAB, a hybrid between AOSE and
Agile methodologies. Chella uses PASSI for the named code generation phase. This
phase is largely supported by (Agent Factory) to automatically compile agent structure,
patterns reuse and code generation [40]. For AOAB, the reason for selecting MaSE is
its ability to define the agent goal in the initial phase. Furthermore, MaSE is able to
add a new goal to an agent in any phase.
3. Jamont et al.[72] present a DIAMOND multi agent methodology that focuses on the
hardware and software requirements of the system. The implementation phase consists
of partitioning the system hardware and software parts to produce the code and the
hardware synthesis. On the other hand, AOAB focuses only on the software require-
ments part of game creation, although both use an iterative process.
According to [84], DESMET is a method for evaluating software engineering methods, and
tools are mentioned the advantage and disadvantage of survey as follows:
Advantages of Survey
• They make use of existing experiences (i.e. existing data).
• They can confirm that an effect generalises to many projects/organisations.
• They make use of standard statistical analysis techniques.
• They require less time and effort than the formal experimental approach.
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Disadvantages of Survey
• They rely on different projects/organizations keeping comparable data.
• They only confirm association, not causality.
• They can be biased due to differences between those who respond and those who do
not respond.
• The difficulty of finding the right people to ask to participate in the survey, particular
if the evaluated methodologies are not popular
Several tasks are associated with this survey, such as choosing the type of survey, for example
a web-based survey or personal interview, building the survey documentation, such as a
questionnaire, and identifying people to participate in the survey. Finally, the evaluators
will run the survey and collect and analyze the responses according to the survey design [46].
In Chapters Eight and Nine, the workshop process will be covered in detail, from building
the questionnaire, inviting participants, collecting data and, finally, analyzing the participant
feedback.
6.4.2 Formal Experiment Approach
A formal real world experiment involves asking real companies to perform a task or play a
game using the new methodology. The results will be analyzed using standard statistical
techniques. For the AOAB methodology, a formal experiment has been conducted with
undergraduate students completing a game design and implementation assignment. This
part of the work will be covered in detail in Chapters Eight and Nine. Formal experiments
are appropriate for exploring relationships; this approach is likely to produce the most reliable
results, as it seems to reduce the influence of single assessor differences. It is, however, the
most costly and time consuming approach [46].
108
6.4.3 Case Study Approach
The case study is similar to an experiment, but the level of control is lower in the sense
that they are mostly observation-based studies [143][83]. Case studies is easier for a game
developer organization to perform as there is no replication; the only limitation relates to the
confidence that case study will allow an assessment of the true effect of the methodology. For
AOAB, a case study approach is used to create a test drive game. The industry case study
required approximately three months of work with an interested company who collaborated
on the research free of charge as they are interested in improving their work and knowledge.
The number of participants involved in the case study was four individuals, including the
researcher. This part of the evaluation will be covered in detail in Chapters Seven and Nine,
in the critical analysis of the research results.
According to [84], DESMET is an appropriate method for evaluating software engineering
methods and tools are mentioned the advantage and disadvantage of case study as follows:
Advantages of Case Studies
• They can be incorporated into normal software development activities.
• If they are performed on real projects, they are already “scaled-up” to life size.
• Provide a practical evaluation performed by an actual user of the methodology.
• They allow the researcher to determine whether or not expected effects apply in specific
organizational and cultural circumstances.
Disadvantages of Case Studies
• With little or no replication, they may yield inaccurate results.
• There is no guarantee that similar results will be found in other projects.
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• There are few agreed standards or procedures for undertaking case studies. Different
disciplines have different approaches and often use the term to mean different things.
6.5 AOAB Evaluation Framework Procedure
The evaluation framework procedure is the way in which the evaluation is organised. A well
developed structure for the evaluation framework allows the results to be considered in terms
of what AOAB methodology adds to existing methodologies. Most evaluation frameworks
can be quantitative, qualitative or a hybrid evaluation. The suggested evaluation framework
for this research consists of three main steps, which are as follows:
1. Define the parameter needs for the evaluation
In this section the main criteria must be identified, which are necessary for the eval-
uation. Those criteria are based on the following three roots: game, Agile and agent
root.
2. Define the methods used for the evaluation framework
The evaluation aims to explain how well AOAB fits the needs and culture of an or-
ganisation. The most popular evaluation methods are: Case Studies, Survey, Formal
Experiment, Feature Analysis and Bench Marking. Generally, the evaluation frame-
work applied in this research will use survey, case study and formal experiment, which
will be explained in detail in Chapters Seven, Eight and Nine.
3. Critical analysis of results and suggestions
This part of the evaluation framework will critically analyse the results of the previous
steps and make suitable suggestion regarding AOAB. The critical analysis of the AOAB
methodology will be discussed at length in Chapter Nine.
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6.6 AOAB Evaluation Time Scales
As there are many different evaluation methods, the methods are ranked in order of the
likely time scale required to perform an evaluation. The relative time scales are divided into
the following types:
First: Long, for projects over three months. The evaluation methods addressing long term
projects take the form of academic experiments, as the assignment preparation and submis-
sion process takes 14 weeks.
Second: Medium, several months. Industry case studies are generally used.
Third:Short, several weeks; the workshops take just one day to present, and several weeks
of preparation [84].
It is important to ensure that the choice of evaluation method conforms to external time
scales constraints. AEF covers all of the discussed timescale types.
6.7 Summary
The evaluation of the methodology is a tool that helps facilitate a better understanding of the
steps required to carry out a quality evaluation. An overview of the evaluation methodology
plan is presented in this chapter, based on the AOAB evaluation criteria. The goal of
the evaluation is to reach decisions and make the necessary enhancements to the AOAB
methodology. This can be achieved and documented with confidence when a systematic,
well-planned evaluation process is applied. The degree of confidence in the results obtained
through a quality evaluation process clearly justifies the effort involved in performing the
process systematically.
Chapter 7
Evaluation by Applying AOAB
Methodology to Industry
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7.1 Chapter Overview
This chapter evaluates the AOAB methodology in the industry sector. A game company
name”3D Design” with medium size projects is selected for use in the study. This game
company principally provides multimedia and gaming for medium size projects in the area of
television and learning games. The industry case study covers the whole life cycle of AOAB
methodology, from requirement specification to game release. First, the concept paper and
GDD is defined, then the analysis and design phases are addressed. In those phases, the
QSEE software is used to create the required AUML diagrams. In the implementation phase,
the 3Duninty game engine is used for game implementation. The game is a serious game,
which is based on imitating a driving test exam. This chapter includes a discussion of how
AOAB can be evaluated according to AEF. At the end of this chapter, a critical analysis is
presented, as well as an evaluation of the results of current work.
”3D design” is a game development company showing a strong interest in adapting AOAB
to implement a serious game, using Agile methodology for the game creation. A serious
game genre is selected for the game idea of this research; the game is mainly designed to
help people who want to obtain a driver’s license.
7.2 Serious Game
Serious games are useful for teaching peoples how to interact with each other and with their
environment. The best serious games are simulations that have the appearance of a game,
but whose events or processes are real. Usually they include business domains or military
operations; many popular entertainment games are based on business and military opera-
tions, but with simpler rules [66].
Mike Zyda [151] provides a definition of a ‘serious’ game, which is”a mental contest, played
with a computer in accordance with specific rules that uses entertainment to further gov-
ernment or corporate training, education, health, public policy, and strategic communication
113
objectives.”
The relation between serious games and the AOAB proposed in this research is that the
agent can play the roles of adversary and collaborator in a serious game. The serious games
can entertain, but its primary goal is to educate, investigate or advertise. In particular, this
research is oriented to a category of serious games called game-learning, the main objective
of which is training [66]. Many commercial applications, including IBM INNov8 a [8] have
built different games. The important question is what methodology underlying their develop-
ment is used. As mentioned by [66], the processes and methodologies followed are based on
old and rigid processes and methodologies that do not consider the development of a serious
game as anything remarkable.
Games have been used for educational purposes for many years [141]. Games can be inte-
grated into higher education in three main ways. First, traditional exercises can be replaced
with games motivating students to put extra effort into exercises, giving course staff the
opportunity to monitor how students complete the exercises in real-time [124] [63]. Second,
games can be used within a traditional classroom lecture environment to improve the partic-
ipation and motivation of the students through knowledge-based multi player games, played
by the students and the teacher [140][139]. Third, game development projects can be used
in computer science (CS) or software engineering (SE) courses to acquire specific CS or SE
skills [57] [148].
7.3 Drive Test Game
The main aim of using an experimental study for “Drive Test game” is to demonstrate
how the actors, scenes, context and game environment could simulate, specified, design and
development using the AOAB. The agent needs to be informed about player characteristics
and use them in the game play control, and the simulation must feature engaging comments
that will motivate the player to play and learn [79].
The driving test game is an educational game with a graphic format. The player controls the
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character and this character interacts with different environments and situations and must
make decisions. The game is made up of several scenarios, or locations, based on the Oman
learn driving centre website [12], where the driver must perform certain actions correctly to
pass the three parts of the driving exam.
7.4 Requirement Specification
The first step of the game creation is to write the requirements scripts. This script is usually
called a concept paper [27]. The game designer will convert the information from the concept
paper to a GDD, which will serve as a guide throughout the development process. The last
steps of the requirement specification are to create a Sprint Backlog based on the GDD,
which should provide an estimation of the number of iterations needed prior to game release.
7.4.1 Game Concept Paper
The driving test game is a serious game. The goal of the game is to simulate the environment
of the driving test that must be passed to obtain a driving license for an automatic or manual
car. The environment of the game will be split over three areas, based on information from
[12], which contains basic information required to know and understand how to drive safely,
particularly for the road test, drum test or parking test and, finally, the traffic sign test.
The current web page [12] includes most of the scenarios that a driver could face. The
proposed game will be more useful and understandable than any PDF file or web page.
Furthermore, the language of the web page is in English only, which, in the Sultanate of
Oman, many people do not understand well. In the game proposed by this research, both
the Arabic and English languages will be used.
The first environment of the game is the traffic sign test. Usually, the test presents 5 to 8
signs. The game will ask for 5 signs at random, with an option to view all signs and their
meanings. The second environment is the parking test or drum test, which deals with how
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to park a car between two rows of drums, or between two cars. When the driver parks in a
handicapped parking space, or touches a drum or another car, the game will highlight the
incorrect parking. The third environment is the road environment, where the driver is sitting
with an examiner and following their orders on a real road. This is the hardest part of the
driving test, as the examiners sometimes give the driver incorrect orders to follow. The real
test takes approximately 15 minutes and the same time limitations will apply in the game.
The driver will sometimes need to refuse the examiner if wrong orders are given, for example
if the examiner asks the driver to park in handicapped parking; if the driver accepts this
order then they will fail the test.
7.4.2 Game Design Document (GDD)
For most designers, GDD is a fun and interesting activity, as they are able to apply the vision
that was presented in the concept paper. The complete GDD is not an easy piece of work
[34]. A poorly elaborated GDD can lead to a need for reworking and loss of investment in
game development phases. Therefore, this research will analyse several available GDDs found
in existing literature, comparing the findings to propose an improved general GDD placed
alongside a commercial GDD. Most authors agree that there is no established structure for a
GDD, as there are significant differences between games. However, there is a set of common
elements of game design [117]. These common elements are used to create a general GDD
as a template that is easy to use and can be applied to different game genres. Appendix A.1
includes a template with an explanation of GDD elements. Et. Jesse Schell [76] suggests
creating more than one document to serve all necessary purposes. Schell defines six groups,
which need to remember and communicate different things, as shown in Figure 7.1.
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Figure 7.1: Game Design Document Elements [76].
The GDD template is constituted of one document divided into multiple subsections. Ap-
pendix D.1 includes the GDD template completed to cover the requirements of the driving
test game.
7.4.3 Sprint Backlog
In this research, a full GDD is created. The final step in the requirement specification of the
AOAB is to translate the GDD into a Sprint Backlog. The workload was distributed among
the team during the Sprint planning meeting. In this meeting, it was decided to divide the
work into four iterations, where each iteration would cover one environment of the game. In
the first Sprint, a full prototype will be created, as well as the functions of the traffic sign
test environment.
Table 7.1: Time Plan of Our Game
Phase Activity Deliverables Week
Requirement phase
Idea creation, Sprint
Backlog, Capture goal
GDD, Sprint
iteration
1- 3
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Table 7.1: Time Plan of Our Game
Phase Activity Deliverables Week
Analysis phase (Sprint 1)
Use Case, Sequence
Diagram, Define tasks and
role
Apply Use Case
and role diagram
4
Design phase (Sprint 1)
Agent classes, Agent
Architecture
Creating Agent
class diagram
5
Implementation phase (Sprint 1) Deployment Diagram Create prototype 1 6
Analysis phase (Sprint 2)
use case, Sequence
Diagram, Define tasks and
role
Apply use case and
role diagram
7
Design phase (Sprint 2)
Agent classes, Agent
Architecture
Creating Agent
class diagram
8
Implementation phase (Sprint 2) Deployment Diagram Create prototype 2 9
Analysis phase (Sprint 3)
use case, Sequence
Diagram, Define tasks and
role
Apply use case and
role diagram
10
Design phase (Sprint 3)
Agent classes, Agent
Architecture
Creating Agent
class diagram
11
Implementation phase (Sprint 3) Deployment Diagram Create prototype 3 12
Testing and evaluation phase
(Sprint 4)
Integrate game iterations,
user evaluation, expert
evaluation
Code review, final
game release
13-15
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In the second Sprint, a full prototype, as well as the functions, of the drum or parking test
environment will be created. In the third Sprint, the full prototype and functions of the
road test environment will be completed. In the fourth Sprint, all of the environments must
be integrated, and the final game version tested and evaluated prior to game release. Table
7.1 shows the time schedule for the game following the Sprint planning meeting. Appendix
D.2 shows all the required diagrams for the analysis phase, Appendix D.3 contains those for
the design phase, and Appendix D.4 covers the implementation phase and is divided into
subsections that cover all the required figures for implementation, in detail, as shown in
Appendices D.4.1, D.4.2, D.4.3, D.4.4 and D.4.5 .
7.5 Analysis Phase
7.5.1 Model Goal (Goal Hierarchy Diagram)
The analysis phase is a very fruitful period; it depends mainly on what is collected in the
requirement specification phase. The first step in the analysis phase is capturing goals, which
usually depends on the requirement specifications phase and transforms into a structured set
of system goals, depicted using a goal hierarchy diagram for the drive test game. In the goal
hierarchy diagram, the main goal is defined, which is less likely to change than detailed steps
and activities. The goals are organized by importance. Sub-goals are assigned to specific
parent goals, and state what must done to accomplish the parent goal. Briefly, the goal
model for this work is divided into four. Appendix D.2 illustrates all of the analysis phase
diagrams. The first model, as shown in Figure 7.2, is the main goal model, which is made
up of three sub-goals. Each sub-goal is presented in a separate diagram. The work plan
is divided into three main Sprints, as shown previously in Table 7.1. Sprint four is usually
integrates the three prototypes produced after each iteration.
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Sprint 1
Figure D.2 shows the goal hierarchy for the first part of the driving test. The first part is
typically the traffic sign test. The main goal is to pass the multiple-choice test, whereby the
player must read and identify different traffic signs.
Sprint 2
Figure D.3 represents the goal model for the second part of the driving test game, which deals
with the drum test. In order to pass the drum or parking test, the player must select the
gear type needed for the test, which could be manual or automatic. Furthermore, the player
should achieve the goal of controlling the car, and be able to drive forwards and backwards.
Figure 7.2: Main Goal Hierarchy
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Sprint 3
Figure D.4 shows the goal model of the third part of the driving test game, the road test.
This is the hardest part of the real world test, because the goal is full control over the car,
and the ability to analyse the examiner’s orders. The player should ignore incorrect orders
and follow only correct ones. Furthermore, the player should have knowledge regarding road
rules and instructions.
7.5.2 Apply Use Case and Sequence Diagram
The use case diagram determines the actual communications required within games. A
sequence diagram is used to depict a sequence of events across multiple roles and defines
the minimum communication that must take place between roles. The sequence diagram
shows the events that occur when an agent plays the game. Each goal is typically mapped
to single role, with associated tasks. To create the sequence diagram, the QSEE software is
used. Four sequence diagrams are created; the main sequence diagram, Figure 7.3 illustrates
the main part of the work, which is divided into three sub-sequence diagrams covering three
Sprints. Appendix D.2 contains the three sub-sequence diagrams.
Figure 7.3: Main Sequence Diagram
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Sprint 1
Figure D.6 shows the sequence diagram of the first Sprint, which covers the steps of the
traffic sign test from the start of the test until informing the driver of the final result.
Sprint 2
Figure D.7 represents the sequence diagram of the second Sprint, which covers the drum or
parking test steps from the start of the test until informing the driver of the result.
Sprint 3
Figure D.8 shows the sequence diagram of the third Sprint, covering the steps of the road
test from starting the test to informing the driver of the result. In Figure D.7 and Figure
D.8, new roles are added that deal with car control, to be sure that the driver has the ability
to drive and control the car. Furthermore, another additional option is to select the gear
type, either automatic or manual. This is because, in many countries, including Oman, there
are two types of driving license, one for automatic cars only, the other for both automatic
and manual cars.
7.5.3 Role and Task Model
The third activity in the analysis phase is the role and task model. The developer must
ensure that all the necessary roles are identified, and develop tasks that define role behavior
and communication. The same classification is used to divide the work into three Sprints.
Figure 7.4 shows the main role diagram.
122
Figure 7.4: Main Role Diagram
Sprint 1
Figure D.10 relates to the traffic sign test; it has more detail, showing the result, giving a
score mark and adding a database that contains most of the traffic signs with their description
and usage.
Sprint 2
Figure D.11 covers the drum or park test. In this part, the driver must drive a car, control
the car, select a parking spot and, finally, park the car successfully. The job of the examiner
is to check the parking steps and decide whether the driver will pass or fail the test.
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Sprint 3
Figure D.12 covers the road test. This part is the hardest for the driver in the real life test,
and also in the game, as the examiner will give driver both right and wrong orders. In this
case, the driver should analyse the orders according to their experience, and then follow the
correct ones, ignoring the wrong orders. At the end of the test, the examiner will inform the
driver of the final result.
7.6 Design Phase
7.6.1 Creating Agent class
The agent class diagram plays a specific role. In each agent diagram, the capability of the
agent is defined. In this research, three agent diagrams are provided, one for each of the
three Sprint phases. Each Sprint will cover one game level. Appendix D.3 contains the three
sub-sequence diagrams.
Sprint 1
Figure 7.5 represents the first level of the game, which is the traffic sign test. For this stage,
three agents are created: an examiner, player and decision maker.
Sprint 2
Figure D.14 shows the second level of the game, the drum test. In this part of the research,
the previous agents from Sprint one are used. Additional agents, such as car control and car
parking, are also created.
Sprint 3
Figure D.15 shows the third level of the game, the road test. Again, the same agents from
previous sprints are used, with some additional roles.
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Figure 7.5: Agent Diagram (Sprint 1)
7.7 Implementation Phase
7.7.1 Deployment Diagram
In the implementation phase, a deployment diagram is used as shown in Appendix D.4.1.
Figure D.16 illustrates the deployment diagram for this work, which contains a drum or park
examiner, a traffic sign examiner, a road examiner; the driver will select one part at a time,
it is not necessary to sequence.
7.7.2 Implementation Section
This section will discuss the actual implementation, using 3Dunity as a game engine.
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Appendix D.4 relates to the implementation section and has been divided into subsections
according to the game layout in Appendix D.4.2, the communication messages that appear
to the player in Appendix D.4.3, the Java Script code used in the game in Appendix D.4.4
and finally, a screen shot of the sequence of the game in Appendix D.4.5.
The next sections will explain the implementation section, according to two directions: The
first direction is divided into three categories: game layout and graphics, the animation
added to the game and, finally, the programming language and Java code used in the game.
The second direction shows how the actual game was implemented based on the previous
design, which was divided into four Sprint phases.
Game Layout and Graphic
The initial step is to import the car model to the 3DUnity working area, as shown in Figure
D.17 which will appear in 3Dunity as in Figure D.18
The car model is an important part of the game design. In this work, some traffic sign images
are imported to form part of the traffic sign test, as shown in Figure D.19. Furthermore, in
Figure D.20 some sample traffic signs are included with their Arabic and English descriptions.
As the game has different levels, different images are used for the scenery and background,
seen in Figures D.21, D.22, D.23 and D.24 in Appendix D.4.2.
Multiple messaging scenes are used to communicate with the player and explain how to pass
the driving test, which can be seen in the following Figures D.25, D.26, D.27, D.28, D.29
and D.30 in Appendix D.4.3. Figures D.31, D.32 and D.33 illustrate the results of certain
actions, if they are correct or if they are wrong, and also provides the results of the test.
Game Animation
To achieve a perceptible representation of the dynamical movement of a car, the car control
Java script is added to the car model to provide movement for the car. Two box Colliders
are used for the car, as well as a wheel Collider to the four car wheels. A simple way to
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check collisions using unity is by adding a Rigidbody component. Rigidbodies are physically
simulated objects that can be used as marks. A way of using Colliders is to mark them as
a trigger. For this research, it is useful for triggering a specific event in game. Furthermore,
a second camera is added to follow the car’s movements. As a first step, another camera
is created and imported using a package named Script to use the Smooth follow Java file,
and link it with our car. To achieve a better viewing experience for the player, the distance
between the camera and the car is minimised.
Game Programming
As described earlier, 3DUnity has the ability to deal with Java Script, C sharp and Boo
programming languages within the same project. Appendix D.4.4 illustrates the Java Script
code. Java Script, as shown in Figure D.34, is used to move from one scene to another within
the 3DUnity project. Each time the game moves between scenes, the scene name appears in
the last line of Figure D.34. Figure D.35 is a Java script imported from the scripts package.
A Smooth follow Java file allows a second camera to follow the car and enable a clear view
for the player. The Java script in Figure D.36 shows a case in which the player selects the
correct option on traffic sign test; his/her final score will increase by one. In the case of an
incorrect selection, the score will not increase, as seen in Figure D.37. Figure D.38 illustrates
the final score for the player after answering all questions in the traffic sign test.
The Java script is imported from Scripts with name car control to add control to the car,
as shown in Figure D.39. Each of the previous Java Scripts must be linked with a scene
or a component of a scene in order to work perfectly. Usually, if the component details are
selected, the name of the linked Java file can be found. The next section will discuss the
actual steps for implementing the game, based on the previous analysis and design section.
The sequence of the game appears as presented in Appendix D.4.5
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7.7.3 Implementation of Sprint 1
Sprint 1 is principally focused on implementing the traffic sign part of the game, and five
Figures D.44, D.45, D.46, D.47, D.48 will appear to the player. If the player selects the
right answer, their score will increase by one, otherwise the score will not increase. After
answering all questions, the player is shown Figure D.49, the final score. The player then
has two options, return to main menu, or start the next level.
7.7.4 Implementation of Sprint 2
Sprint 2 is related to how to park a car, and covers three types of parking. Initially, Figure
D.50 explains the rules of this part of the game. The player is instructed to park the car
within the red lines, as shown in Figure D.51 Once the player parks the car successfully,
Figure D.52 will appear. The player has the option to progress to the next level or return to
the main menu. In the second part of the game, Figure D.53 explains the rules to the player.
The player is instructed to park the car within the red lines between two cars, as shown in
Figure D.54 Once the player has parked the car successfully, Figure D.55 will appear. The
player has the option to progress to the next level or return to the main menu. In the third
part of the game, Figure D.56 explains the rules. The player is told to avoid parking the
car under the ‘no parking’ sign, as shown in Figure D.57 If the player parks the car in the
prohibited area, Figure D.58 will be shown. The player has the option to proceed to the
next level or return to the main menu.
7.7.5 Implementation of Sprint 3
This section is under construction; Figure D.59 explains the rules to the player. At this
stage, the player can drive freely, as shown in Figure D.60. The driving test game is under
construction with a game development company. There is a plan to simulate Muscat Road,
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simulate car locations if Oman Government funding can be secured for this project. Many
of EU and UAE countries use simulation driving games to help drivers get a license.
7.7.6 Implementation of Sprint 4
Sprint 4 is used to integrate all parts of the game into a complete game. The main screen, as
shown in Figure D.40, us divided into five sections. Figure D.41 explains to the player the
rules of this level of the game. The player has the option to take the test in either Arabic
or English, seen in Figure D.42. There was a problem, initially, with the selection of Arabic
language, as it is not supported by 3DUnity. It is possible to write in Arabic, but not in the
standard way; 3DUnity does not mix the letters, as is seen in Figure D.43. Finally, there is
a section added into the game that explains to the player the goals of the game and how to
act in a real world test, as shown in Figure D.61.
7.8 Critical Review
The case study evaluation provides a complete test and evaluation of AOAB in the indus-
try section. The first step in this case study was to find a games company interested in
collaborating on the project. This was a big challenge, because in Middle Eastern country
companies are interested in the gaming field from a commercial perspective. The company
contributing to this research, however, showed an interest in enhancing their work. This is an
interesting experiment from the perspective of teamwork and knowledge sharing. The team
is small and the communication excellent. The company were happy to create a detailed
GDD that saved a lot of time at the implementation stage. Furthermore, the analysis and
design diagrams gave team members a clear view of what needed to be done, how it should be
done, and by whom. This company is now in communication with the government, making
plans to simulate parts of the exam in the official test drive. Finally, it is clear that AOAB
enhanced the progress of the game in relation to the final game release. AOAB provides
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powerful documentation, which is useful for the game evaluation and the creation of new
versions of the game.
7.9 Summary
This case study is mainly designed to evaluate the proposed AOAB in the industry sector.
The company involved were glad to have access to our AOAB as it allowed consideration
of the management section. The schedule, budget and user satisfaction are the main goals
of any commercial game company, and AOAB deals with all of these important points in a
clear and systematic way. Most games companies avoid dealing with complex methodology;
they typically use clear steps and easy to follow phases, which appear clearly in the AOAB
methodology. Furthermore, one of the main and critical problems in the industry sector
is feature creep; AOAB provides a solution to this problem by including the customer in
each game iteration, as well as complete analysis and design for games, covering all game
requirements and needs.
Chapter 8
Evaluation AOAB Methodology by
User Perspective
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8.1 Chapter Overview
This chapter will discuss and evaluate AOAB from a user perspective by using AOAB in
an academic experiment and conducting workshops to explain and evaluate AOAB with
experts in the games field. Regarding the academic sector, a group of undergraduate mobile
computing students have been selected to complete a game creation assignment using AOAB
methodology. Other students are using Agile methodology as a course descriptive.
Regarding workshops, two workshops will be conducted, the first in a Middle Eastern country,
Jordan, with participants who are industry experts. The second will be conducted in the UK,
Lincoln, with academic expert participants. In order to obtain direct feedback on AOAB
methodology from the different participants, they will be asked to fill in a questionnaire after
the workshop. The main goal of this chapter is to present AOAB methodology to different
types of game developers. According to their feedback, any weaknesses and problems with
AOAB, such as creating a new GDD template, can be addressed according to the developer
feedback. The new version of the GDD template is easier to use and more suitable for
different game developers.
8.2 Academic Game Design Experiment
This part of the work describes an academic experiment regarding how AOAB methodology
could be used to create a game for a “Further Programming for Mobile Devices and Handheld
Devices” course. In this course, students have to construct, design and implement game
using Agile methodology and Android software. For this experiment, the methodology for
a selection of students will be AOAB instead of Agile methodology. The results of this
experiment will be based on feedback from the course staff, the students’ project reports
and a mandatory course evaluation.
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8.2.1 Course of Mobile Computing
The Further Programming for Mobile Devices and Handheld Devices course is an under-
graduate course offered to Mobile Computing (MC) students as a mandatory course, and to
CS, Information System (IS) and Computing Science (CIS) as an optional course, at Gulf
College, Oman, which is affiliated with Staffordshire University, in the UK. The course is
taught every semester for level 6 semester 2, the last semester before students graduate;
between 15 and 20 students attend each semester. This study focuses on game development,
which is part of a project introduced in the course to teach students mobile computing
skills. Many students are happy to create their own game, and the course allows students
to create their own games as part of the assessment method. One of the main objectives
of the mobile computing course specification is to teach students about mobile technologies,
game user interfaces and game or software development methodologies. For students to pass
“Further Programming for Mobile Devices and Handheld Devices”, they must understand
how to develop a mobile game, publish the game and how to approach game development
methodology. The course contents, requirements, assignment contents and how the marking
criteria are used are explained in the Appendix E.
8.2.2 How the Course Changed
This section will outline the changes made to the course in order to integrate AOAB method-
ology within the course contents. Those changes are the following:
1. Changes to the Syllabus and Course Contents
It is difficult to change the syllabus of the course due to the affiliation with Staffordshire
University. Therefore, rather than change the syllabus, there is an additional option
to select either Agile or AOAB methodology for the game development section. The
opportunity to use the Agile methodology was not removed.
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2. Changes the Assignment
The course staff preferred not to make any changes to the assignment requirements and
evaluation criteria. The only change to the assignment is the methodology selection
section, and how the methodologies are used in game creation.
3. Changes of the Staff and Schedule
The change in staffing will be covered by two staff members; one of whom will deal
with students in group A, and the researcher, as an invited teacher, will deal with
students in group B. Group A will implement their games using Agile methodology,
while group B will use AOAB methodology. The main changes made to the course
schedule for group B students are:
• An extra bounce mark for group B that covers assignment methods as an extra
features section.
• Adding a two hours introductory lecture to explain AOAB and AOSE method-
ologies.
• Adding an extra two lectures as technical support to give students in group B an
introduction to using the AUML modeling language to create diagrams, such as
the role diagram, agent class diagram and so on.
• The students have the option to register for the course as either group A or group
B.
8.3 Workshops Conducted
AOAB is evaluated by conducting two workshops. Appendix F, includes full details re-
lating to those workshops, such as the description, workshop materials and questionnaire
template. Appendix F.7 provides some of the positive and negative feedback received from
the participants.
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8.3.1 Workshop Aims and Outlines
One of the priorities of the workshops is to present the concept and ability of using AOAB
methodology for game creation. Furthermore, the feedback from the expert game partici-
pants will help to identify and resolve any lack of confidence or misunderstanding.
The general outline of each workshop is as follows:
1. At the end of the workshop, the participants will complete the questionnaire shown in
Appendix F.3.
2. AOAB is introduced and demonstrated in detail.
3. The participants use AOAB in the case study. Furthermore, they work as a group and
learn how to distribute the work as a team.
4. The participants gain knowledge of AUML diagrams, as shown in Appendix F.5 by
using Agenttool3 software.
5. The participants gain knowledge of UML diagrams, as shown in Appendix F.6 by using
QSEE software.
6. The participants share their knowledge. In a roundtable discussion, the facilitator
insists that each group should be mix of academic, industry and Indie people, as seen
in the workshop pictures in Appendix F.4.
7. The participants gain knowledge of how to create and build a GDD by using a GDD
template, as shown in Appendix A.
8.3.2 Workshop Activities’
Two workshops were conducted, both following the same schedule. Each workshop was
divided into three parts, as follows:
1. First part, theory is explained, followed by a 15 minute break.
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2. Second part, begin to explain the AOAB life cycle in detail. The white board is used
to show students how to create AUML and UML diagrams. In this part, a hard copy
of QSEE, AgentTool and GDD templates are distributed. Finally, before the session
ends, it is explained to the participants that the case study is about how to pass a
driving test exam. The driving test exam has three parts. For the AOAB concept,
this requires three iterations. Before the completion of this stage, the participants
are divided into four groups; the last group is instructed to complete the GDD in a
professional way, and each group is responsible for part of the game. Each participant
is given a number to ensure a good mix of groups, where each group should contain
individuals from industry, Indie and academia. Participants are then given a 15 minute
break.
3. Third part, The participants begin creating their game, according to AOAB phases.
At this time, each group is visited individually to discuss different issues. At the end
of this stage, a general note of each group is taken and the questionnaire is distributed;
participants are asked to write their feedback and suggestions individually.
8.3.3 Workshop Evaluation Process
The end of the workshop is an activity based on the participants’ feedback, where partici-
pants work as a team. According to the participants, they received good knowledge of AOAB
and how to work as a team. At the end of the workshop, the participants were asked to
complete the questionnaire in Appendix F.3. Comments included:
The workshop was very formative about new techniques and methods for the game and for
project management.
The strong point was about an agent that has its own rules and goals to determine the final
or correct solution.
AOAB has many diagrams that can explain the game idea better than plain text.
AOAB makes the work flow faster and game updates are easier for the developer.
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Helps a lot in the case of maintenance and improvement of development
Drawing on the questionnaires collected following the workshops, the next chapter will
present both a qualitative and quantitative evaluation. A quantitative evaluation aims to
establish different measurements, such as participant age, experience, gender and preferred
game genres. Many kinds of metrics are depended on for measurements from different roots,
as shown in Figure ??. Quantitative evaluation is not as flexible as qualitative evaluation.
Qualitative evaluation, in this research, aims to explain how well AOAB fits the needs and
culture of industry organizations and game researchers. The qualitative evaluation identifies
the expected benefit of the methodology, and feedback helps to deduct any limitations to
the work. The next chapter will analyse and discuss in more detail the outcome of both
workshops.
8.4 Critical Review
This chapter focuses on the user perspective and feedback, in two specific ways: First, by
dealing with undergraduate students creating games for an assignment. When the course
was introduced to the students at the beginning of the semester, they were told that this
was the first time AOAB methodology was being used, and students were informed that
they would receive extra lectures in order to explain the AOSE concept, a new trend in
software engineering. Most of the students were interested in the new concept, particularly
as it dealt with games. Game creation is a popular form of assignment among students;
AOAB provides them with clear steps that are easy to follow, and allows them the time to
add extra features, as they will not face huge problems in the implantation stage, unlike
group A. It was observed that the performance of group B was a little higher than group A.
These issues are considered in the final game release and the final marking evaluation. The
documentation produced by group B is good quality, consistent and sufficiently describes
the system. It is also noted that this documentation saves time in the coding and evaluation
phase, on which students from group B spent less time than group A. This is fewer problems
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were identified that needed solving than were by group A. Every effort was made to obtain
accurate results that facilitate the work and provide a comparative view. Different types of
data were collected and will be analysed in details in Chapter Nine.
Second, by dealing with experts from different backgrounds, who were invited to both work-
shops. Each workshop took place in a different country and participants with different in-
terests were invited to both. For the first workshop, most participants are from the industry
sector and Indie, The second workshop was held in parallel with the GAMEON conference,
and therefore most of those participants are from the academic sector. In each workshop,
the facilitator was present and participated in the group discussion.
One of the pieces of negative feedback regarding the workshop itself, received from partic-
ipants in the first workshop, is that the workshop would be better if it were carried out
over two days, in order to get an extra explanation of the Agent concept and to provide
more time to work on and finalise the case study. On the other hand, participants of the
second workshop asked the facilitator to present the workshop as a conference session, as
they already had knowledge of Agile and AOAE methodologies. The other conflict between
users’ points of view relates to GDD. The expert developers prefer a complete and detailed
GDD, as presented in Appendix A.1, while Indie and small teams prefer a small and concise
GDD, as presented in Appendix A.2.
8.5 Summary
This chapter describes how AOAB is evaluated based on AEF, which is presented in the pre-
vious chapter. The structure of this chapter consists of two parts: academic and workshop
evaluation experiments. The next chapter will provide a critical analysis of those experi-
ments, in full detail. One challenge discovered in this chapter is the need to conduct more
than one workshop. Only expert people from academia, industry and Indies were invited,
in order to make the experiment more professional. The first workshop was conducted in a
Middle Eastern country, and the second in the UK country in order that the experiment be
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international and to get different feedback. By contrast, finding a suitable academic module
was not a challenge, as this could be selected from current modules.
Chapter 9
Critical Analysis of AOAB
Methodology
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9.1 Chapter Overview
This chapter comprises the critical analysis and the findings of the previous evaluations of
AOAB. The evaluation method covers both industry and academic perspectives, and takes
into consideration the participant questionnaires from the workshops. The first part is based
on the results of the industry case study, and the second part is based on the results of the
academic experiment. The third part is based on the results of both workshops, and the
final part, deals with the final AOAB critical analysis and the general evaluation of results,
discussing the strength and weaknesses of AOAB methodology.
9.2 Part One : Industry Results
In the games industry, the creation and development process is not an easy task. The
general sense from the industry case study is that the game idea is the core element of game
creation, whereas the design and implementation of the idea makes a game successful in
terms of marketing. Otherwise, the game will face a lot of problems and will fail to be fun
for the player to use again.
It was observed that the game engine considerably increased the productivity of the game
design, and 3DUnity was adequate for the project’s development needs. It is easy to create
executable files for desktop computer platforms; furthermore, 3DUnity does not require much
effort to work with multiple platforms.
One of the research aims was to use the AOAB methodology in the industry sector and
increase the quality of the game prior to final release, but there are still some limitations
highlighted by the industry case study. It was required, after each iteration, to integrate
the work, but this can sometimes create a problem if certain steps are not performed in the
correct way. In some cases, there were problems regarding diagrams in new game iteration.
A positive of AOAB is that it is possible to estimate the time for game creation accurately,
and users are happy with the management of AOAB, which involves customers and end
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users in each iteration to solve problems early and get feedback to enhance the game prior to
release. The final release of the game was obtained after four iterations, and each iteration
provided a running prototype. For reasons explained earlier, industry staff consider AOAB
to be a good methodology for multilevel games.
9.3 Part Two: Academic Results
This section presents experiences and results derived from running the course. The results
were collected from course staff interviews and notes, the final course evaluation, the project
reports submitted by students and feedback during and at the end of the course. The students
created a ”Catch a coin” game and this showed the game mechanics worked effectively for
both groups. Group A used Agile methodology and group B used AOAB methodology for
their game creation.
1. Staff Experience
Two academic staff members were involved in the experiment: the module leader, and
the researcher, who was an invited teacher for some lectures explaining AOAB method-
ology concepts and requirements. The result was that five students opted to work in
group B and nine students opted for group A, as shown in Figure 9.1.
Figure 9.1: Register Students Percentage in Groups
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Figure 9.2 shows a comparison between the two groups in relation to final assignment
results. The final exam results were not taken into consideration. The results of the
two groups are similar, with no significance difference between them.
Figure 9.2: Students Assignment Results
2. Students Evaluations
In the first week of the semester, students were given the option to choose between the
groups. Group B were given extra lectures, as explained previously, in order to explain
the AOAB methodology in detail. Students in group A already had a background in
Agile methodology from a previous course, titled ”User Centre System Development”.
The students from group B mentioned that they spent more time working on games
than group A. Group B added extra features, such as sounds and saved scores; they
were able to do this because they completed the analysis and design of their work,
which positively affected the quality of the implementation phase.
Figure 9.3, produced during the experiment, shows how group A and group B divided
their time prior to game release. The abbreviations used in Figure 9.3 are listed below
:
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• Requirement Specification (RS)
• Game Design Document (GDD)
• Goal Hierarchy (GH)
• Sequence Diagram (SD)
• Role Model (RM)
• Agent Class Diagram (ACD)
• Class Diagram (CD)
• Deployment Diagram (DD)
• Evaluation Phase (EP)
• Game Release (GR)
Figure 9.3: Students Assignment Percentage Time Spent on Different Phases
It can be seen that a few Agile or AOAB phases and steps took no time because they
are not supported. In this case, a zero percentage is reported.
Some activities took more time in group A than in group B, and vice versa. This is
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clearly seen in the requirement phase, where group B students needed more time to
complete this phase. On the other hand, in the implementation phase, group A needed
more time, because Agile is based on documentation over coding. Furthermore, the
evaluation phase took group B less time to complete, with fewer problems, whereas
group A needed more time to solve the many problems that appeared in the final stage
of their work. It is worth noting that group A spent most of their time coding, which
is the nature of Agile, where the focus is more on coding and evaluation than design.
3. Feedback from staff and students after the course
At the end of course, all students from both groups completed a course evaluation, a
standard form for modules, in order to get official feedback from students at the end
of each course. The students in group B were happy with AOAB, as the time line
is broken down perfectly for them, whereas group A mention that they were busy at
the end of the semester solving problems, more so than group B. On the other hand,
group B students mention that it was challenging to work with AOSE, which was a
new idea for them, and the course schedule is heavy in theoretical presentations in the
first part of the semester. Group A students did not have a similar problem with Agile
methodology, as they had already used it in another course.
The staff member in group A was happy with the experiment and attended all of
the extra classes made available to the students, and observed that the students felt
challenged because they knew that the results of both groups would be compared. This
had the positively effect of increasing students’ interest and motivation in relation to
the course assignment. The overall lessons for both students and staff were a mixture
of positive and negative observations.
General comments offered by the research are to advise the module leader to communicate
with Staffordshire University to change from individual submissions to group submissions,
as Agile mostly uses team work.
For future work, the research team plan to examine AOAB methodology as implemented in
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final year projects, which is loaded as three courses, where the student spends one academic
year finalising the project, and should cover all methodological phases perfectly.
9.4 Part Three: Workshops Results
Two workshops were conducted. Table 9.1 contains brief details for each workshop; fur-
ther details are included in Appendix F such as workshop details in Appendix F.1 and the
workshop invitation in Appendix F.2.
Table 9.1: Workshop Details.
No. of Par-
ticipant
Location County Duration Date
Workshop
1
25 GameLab Jordan 6h 26/07/2014
Workshop
2
8 University
of Lincoln
UK 4.5h 11/09/2014
9.4.1 Workshop 1
The first workshop was held in GameLab. GameLab is supported by the government of
Jordan, and is designed to meet the needs of the developer and companies involved in game
design and development. The game laboratory can be used for gaming business meetings
and workshop activities [4]. The workshop was 6 hours in duration and was attended by
academic, industry and Indie participants. ‘Indie’ people are independent developers who
may choose to work with one or more game publisher, or to self-publish their titles. Most
Indie participants were aged between 15-22, and some of them were already dealing with
the game company. In each workshop, emphasis was placed on allowing participants to
gain experience of using the AOAB methodology in their game development and design.
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Initially, the game development methodology was explained, and then the knowledge of
AOAB methodology transferred through using a case study to create a game.
9.4.2 Workshop 2
The second workshop was held at Lincoln University, in the UK, in parallel with the
GAMEON conference, which is organized by EUROSIS conferences. The workshop took
place on the third day of the conference and eight participants attended the workshop. The
participants expected to complete the workshop within one conference session of approxi-
mately two hours. For this reason, the facilitator reduced the time required to deliver the
material. The participants of this workshop had good knowledge of AOSE methodology,
Agile and current game development methodology.
9.4.3 Workshops Evaluation
To complete the experiment perfectly, it is necessary to analyze the data and the feedback
from the participants. The iteration process of AOAB is composed of a clear number of
steps, and customers are heavily involved in each iteration. This is one of the main strengths
highlighted by participants in the questionnaire. The reaction of Indie participants was
surprising, most of whom were undergraduate students; they much prefer systematic game
creation as they need to submit strong documentation for their game idea to international
games companies.
There was limited experience of dealing with agent concepts in general, as agents are sup-
posed to be autonomous and proactive and should achieve the goals of the game without any
supervision. By contrast, this lack of agent understandability was not evident in the second
workshop, where most of the participants came from the academic sector.
Agile methodology is used in AOAB; most participants stated that they are already using
Agile and thus have a strong background. They are pleased to see improvements to Agile,
particularly in regards to documentation. It can be observed that AOAB is well suited to
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team work, medium or large game size and different developer types. The participants ap-
preciate efforts to create a template with standard requirements of a GDD. Furthermore,
participants mention that replacing daily Agile meetings with only necessary meetings is
more suitable for the real industry sector.
The documentation produced with AOAB methodology is high quality, consistent and suf-
ficiently describes the game. One of the issues that emerged from observing the workshops
was that participants prefer to work individually; following a roundtable discussion, the
team work is able to work in an organized and helpful way, and ideas and information can
be shared easily by brainstorming ideas for the game.
Many of the participants felt positively about the sequence diagram, which describes the
sequence of the game using an easy and understandable figure. Participants observe that
iterative design is a very effective method of game design and provides an easy way to inte-
grate all game levels. The participants of both workshops state that AOAB is not suitable
all of the time, for instance for a small team or a small sized game. Participants would
prefer the GDD template to be redesigned and structured according to team and game size.
On this point, lengthy documentation is not preferred by programmers; expert programmers
mention that if documentation is good, and not necessarily large, there will be fewer missing
parts or errors cropping up during game creation.
For this reason, and because the methodology aims to be generic and cover different perspec-
tives and points of view, the GDD has been updated to create a second version, as shown
in Appendix A.2. The new version is designed to be just like an electronic form designed
for small size games or teams; it covers the main requirements and features to be included
in game design. Furthermore, in each GDD section, there is an extra optional section to
include any additional extra details the designer may need.
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9.4.4 Qualitative and Quantitative Questionnaire Analysis
This section comprises an analyses of the results of the workshop questionnaire, containing
both qualitative and quantitative analyses of data. The first part will discuss the direct
results of the questionnaire, and will mainly focus on quantitative results. The second part
will deal with interviews and feedback from interviews, and will mainly focus on qualitative
results. A total of 33 workshop participants completed the questionnaire, which was divided
into three parts. The first section is designed to obtain general information about the
participant. The second section is for the game developer, and the third section is designed
for a normal player as shown in Appendix F.3. Most of the participants are game developers,
as participants were mainly sourced through invitation. For this reason, we will not take the
third section of the questionnaire into consideration.
Some of the data gathered through the questionnaire is subject to a frequency count, which
means similar answers are counted to identify their frequency of occurrence, as shown in
Table 9.2. From Table 9.2, it can be seen that most participants are under 40 years of
age. Typically, younger game developers care more about implementation than creating
professional work. It is also noted that there are more males in attendance than females, as
shown in Figure 9.4 .
Table 9.2: Participants’ age distribution.
Age Total
16-23 yrs 12
24-30 yrs 9
31-40 yrs 11
More than 40 yrs 1
Total 33
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Figure 9.4: Attendance Classified by Gender Category
Figure 9.5 shows the background of participants, which is divided into three categories:
industry, academic and Indies.
Figure 9.5: Attendance Classified by Background Category
The previous results are based on a quantitative analysis of data obtained from the workshop
questionnaire. Table F.7 shows the qualitative feedback regarding the workshops. Each
answer to the questionnaire questions is divided into positive and negative viewpoints. Not
all comments are included in the table; the total number includes the final results. Some of
the participants did not complete the questionnaire; in those cases, a column is added for
‘no comment’.
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9.5 AOAB Evaluation Results
The evaluation of methodology is a complex issue, from several points of view [41]. When the
experiment was set up, the expectation was to receive either positive or negative feedback.
The AOAB process is composed of a number of phases, and various steps within each phase.
These vary depending on game design, and provide both qualitative and quantitative evalua-
tion results. Regarding the qualitative element, the focus is on definition, using quantitative
metrics where possible. Regarding the qualitative element, efforts are focused on providing
a discrete value, to enhance the comprehensibility of the results.
An important question is, what are the characteristics that are needed to provide a generic
game development methodology? AOAB provides the following characteristics:
1. Flexibility: Game design cannot always follow the same structure and standardiza-
tion. AOAB provided general steps and offers the possibility to add any required extra
steps in the main Sprint phase.
2. Standardized: Standard material and procedures needed for game design are pro-
vided. Furthermore, a GDD template is given that facilitates data collection for the
game developer.
3. Comparative: AOAB is comparative, particularly in the evaluation phase, where
expert and user evaluations are compared to solve all possible problems prior to game
release.
4. Triangulated: A mixed method approach is taken, using a predictive and adaptive
approach in AOAB.
5. Multilevel: Industry requirements are met by paying attention to team, management
and customer satisfaction. Furthermore, academic requirements are met by using stan-
dard models and diagrams to provide a complete and comprehensive document.
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6. Expandable: As explained earlier, AOAB provides developers with the approacha-
bility to add an extra step, requirements, data measurable in the AOAB methodology.
7. Multi Purpose: AOAB is currently designed to be a game development methodology.
Future work might use AOAB in many distributed systems, or in MAS applications.
8. Coverage the life cycle: AOAB coverage of the development process in relation to
software development life cycle. Furthermore, all steps of the development activities
are understandable.
9.5.1 AOAB Strengths and Limitations
From the AEF, it is deduced that no evaluation methods are consistently superior. The
most appropriate evaluation method depends on the different circumstances. The following
points summarize the observed strengths and limitations, based on AEF results:
Strength Points
1. A high level model is provided with generic concepts that can be used to create different
game genres.
2. Each phase and sub-phase of AOAB is described, to make it easy to use. Furthermore,
AOAB is used in the academic and industry sector, and feedback and comments have
been obtained from workshop participants.
3. AOAB pays much attention to the evaluation phase of the game design. At this phase,
any problems are identified and solved, prior to game release.
4. AOAB provides guidelines for the developer, beginning with the early game require-
ments through to analysis, design implementation and evaluation, in order to build
successful games.
5. AOAB has the ability to dynamically create agents to achieve the goal of the game.
Furthermore, the developer is able to add any extra steps to facilitate the game creation.
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6. Using AOAB, there is no restriction regarding the agent type or game genre, which
means the developer can use AOAB in many cases.
7. AOAB provides a generic template for GDD, which is a good starting point in game
creation, to make it easy and standard.
In practice, and observed in many years of experience working on methodologies, there is
no general methodology that fits all game design requirements. However, it is possible to
address the general interests of designers, players, programmers and other stakeholders, to
make the methodology standard and generic, and usable by all developers.
Limitation Points
AOAB provides a significant advantage in creating games; however, it is not without weak-
nesses:
1. The main weakness identified in the workshop feedback include that AOAB is not
suitable for small game sizes, or for small teams.
2. The developers must have knowledge regarding the agent in general in order to receive
the benefit of the methodology.
3. The AOAB uses agent diagrams that some developers have not dealt with before. This
can either be a strength, as it provides a new experience, or weakness, as users must
learn and download additional software.
9.6 Summary
The overall experience of running AOAB game development methodology in different sectors
was very positive. In all of the experiments, an increasing interest was noted, and positive
feedback was received from game developers. Following the evaluation of AOAB, the main
positive point is that it is a standard methodology that covers most requirements of game
design as well as industry sector requirements, in an understandable and systematic way.
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The main negative point is that it is not suitable for small games or for individual work.
However, this is not a major issue, as most games are implemented through teamwork.
Chapter 10
Conclusion and Future Work
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Several game development methodologies have been proposed by previous researchers. Un-
like existing methodologies, AOAB formulates the requirement of game design and translates
this into a general game development methodology suitable for different game genres. In this
research, we have answered the following questions to conclude our work:
What I have done?
A new game development methodology has been created for both academic and industry
sectors. AOAB has the ability to function in generic game genres. AOAB methodology
based on adaptive and predictive approach.
Why New Methodology?
Game development has evolved to incorporate large multidisciplinary projects employing
hundreds of people and a development time measured in years. Furthermore, a major issue
negatively affecting the game development industry is that many companies adopt existing
enterprise system development methodologies that do not fully match the requirements of
gaming systems.
Why I have done it?
Most famous commercial games have more than one version, and it is for this reason that
AOAB is presented. The current GDM are designed to solve specific problems and mostly
suitable for specific game genres. Current GDM focuses on design and implementation phase
and finally, to close the gap between in the existing GDM.
What I have found and what are the implications of these?
It is not easy to find a “ common solution for common problem in games” AOAB facilitate
the game creation by following sequential and standard steps. Actually, AOAB make easier
to incorporate extra team members in short notice and make communication between devel-
opers easier. Furthermore, documentation more understandable, easy to follow and covering
all the game elements.
AOAB is proposed as a hybrid methodology combining an adaptive and predictive approach.
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This combination is generic and systematic, and generates complete and consistent docu-
mentation and implementation for games. Chapter Five of this thesis details the full life
cycle of and guidelines for AOAB. The research includes a full textural example describ-
ing each phase in details. This is supported by unique sets of diagrams relating to the
MaSE methodology that facilitates the work. In Chapters Six, Seven and Eight, the work
is demonstrated and evaluated using a case study, experiment and workshops. Throughout
the research period, every effort has been made to create a systematic, generic and standard
methodology to offer an easy starting point for game developers across different sectors. As
AOAB is configured based on MaSE and Agile methodology, it is easy to integrate with
another type of application, such as robotics or a distributed system.
10.1 Thesis Contribution
This section will consider the original contributions discussed in Chapter One, and address
them individually.
• Create a novel game development methodology which is a hybrid of adaptive and
predictive approaches.
• Evaluate AOAB using different evaluation methods to arrive at a general and standard
methodology.
• AOAB should be suitable for industrial and academic use.
• AOAB must cover the full game creation life cycle and pay greater attention to the
evaluation phase of the methodology.
• Create a generic GDD template that is suitable for different game genres and for all
game developers.
The primary aim of this research is to fill the game development methodology gap between
the industry and academic sectors. The research outcome is a set of steps, processes and
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diagrams to guide game developers and designers throughout the game design process. This
thesis enhances current game development methodology by providing a generic methodology
that meets most game requirements. Furthermore, a GDD template is provided that covers
the mandatory and majority of requirements for different game genres. A heavier focus is on
the evaluation phase, as this is an important part of game creation and helps to solve any
problems early in the process, before final game release. Furthermore, the game development
life cycle provides all required Agent-UML (AUML) diagrams in order to facilitate the work,
as well as easy documentation, which is needed for game updates or the creation of new
versions of games.
The agent structure of AOAB can behave in an autonomous mode, and the game goal for
each agent is easily defined. This research represents a new trend in the field, which opens
the door to integrating and implementing more agent features within the games field. The
proposed AOAB game development methodology is evaluated in many ways, in order to
determine its strength and weaknesses. The results provide a possible outline for future
work.
10.2 Future Work
In regards to future work, we have planned to do the following:
1. An extended version of AOAB is planned, to be used not only for game creation, but
for the creation of different distributed systems that deals with agents.
2. To work in detail with agents and game metrics, which is a new field and requires more
research. Metrics could provide a quantitative measurement, which is important to
achieve accurate results, as is mentioned in the evaluation phase of AOAB.
3. Further research regarding game evaluation should also be carried out, as currently
there is a need to compare games to identify games with the highest fun factor, as well
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as many other issues. Most famous commercial games have more than one version,
and it is for this reason that AOAB is presented.
4. Further research regarding re-engineering concepts, which could be implemented in the
games field.
Appendix A
Game Design Document Template
A.1 GDD Template First Version
1. General Information: This area should present information about the game, the
person who authored the document and for what company.
• Game name
• Game Genre: Describe the Genre for example: Role-play, Adventure, Strategy,
Simulator...etc.
• Version Number :
• Created Date
• Last Update
• Organization Name
• Game Team Members
– Job
– Information
– Contact
2. Engineering
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• Hardware Requirements
• Software Requirements
• Network Requirements
• Game Platform: need to decide first the development language to decide then the
development environment and game engine such as Java, C++
• Game Engine: such as XNA, Untity3, SDk
3. Design
• Story overview ( Gameplay)
– Combat: If there is combat or even conflict, how is this specifically modeled
?
– Game Levels: This is where information pertaining to level design and visuals
of the level design goes.
– Score
– Power Up
– Replay and Saving
• Functional Requirements (Game Mechanics)
– Game Rules: What are the rules to the game, both implicit and explicit.
Think of it as a simulation of a world, how do all the pieces interact? This
actually can be a very large section.
– Game Movements
• Game Level Overview(s)
4. Game World (Environment )
• General Look and Feel of World
• Area 1
161
– General Description
– Physical Characteristics
– Levels that use area
– Connections to other areas
• Area 2
– General Description
– Physical Characteristics
– Levels that use area
– Connections to other areas
• Area N
– General Description
– Physical Characteristics
– Levels that use area
– Connections to other areas
5. Interface
• Sound
– Music
– Sound Effected in Game
• Graphics
– Sprites: consist of anything which can move
– Tiles: Make up the rest of the graph such as font type and size of players in
the game
– Plot
• Menu
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• Camera: Describe the way the camera will work and then go into details
• Screen Flow: A graphical description of how each screen is related to every other
and a description of the purpose of each screen.
• Game Control: How does the player control the game? What is the specific
commend.
• Help System
6. Management
• Game Budget
• Organization Size
• Production Size
– Number of Locations
– Number of Levels
– Number of Non-Player Character
– Number of Weapons
– etc.
• Project Schedule
• Risk Analysis
• Test Plan
7. Writing
• Script
• Tutorial and Manual
8. player (Character)
• Number of Player: The Number players that can play the game at once
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• Player Details (Target Audience):. Each character should include the back story,
personality, appearance, animations, abilities, relevant to the story and relation-
ship to other characters.
– Genres
– Age
– Qualification
• Non-Player Character
9. Artificial Intelligence (AI) : This is where visuals and written description(s) of the
antagonistic element’s behaviors.
• Opponent and Enemy AI: The active opponent that plays against the game player
and therefore requires strategic decision making
• Non-combat and Friendly Characters
• Support AI: Player and Collision Detection, Path finding
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A.2 GDD Template Second Version
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Appendix B
Game Evaluation Criteria Sets
Table B.1: Playability Evaluation Sets
Criteria No. Sub-
Criteria
Description Score
(1-5)
Pri-
ority
(1-3)
Playability
1 Game
Play
The game has varying activities and pacing during game
play.
2
The game provides clear goals or supports player-created
goals.
3
The game provides consistency between the game elements
and the overarching setting and story to suspend disbelief.
4
There is an interesting and absorbing tutorial that mimics
game play.
5 The game is fun for the player and enjoyable to replay.
6 Game play should be balanced with multiple ways to win.
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Table B.1: Playability Evaluation Sets
Criteria No. Sub-
Criteria
Description Score
(1-5)
Pri-
ority
(1-3)
7
Player is taught skills early that you expect the players to
use later, or right before the new skill is needed.
8
Players discover the story as part of game play and holds
interest.
9 The games should change strategy for same failure of player.
10
The game should give rewards that immerse the player more
deeply in the game by increasing their capabilities (power
up), and expanding their ability to customize.
11
There are variable levels of difficulty and an unexpected
outcome.
12 There are multiple goals on each level.
13
Players are able to save games in different states and resume
them later.
14 The game gives hints, , but not too many.
15
Game can be played multiple times using different paths
through the game.
16
Challenges are positive experiences rather than negative
ones.
17
The player sees the progress in the game and can compare
the results.
18 The player is in control.
18 There are no repetitive or boring tasks.
172
Table B.1: Playability Evaluation Sets
Criteria No. Sub-
Criteria
Description Score
(1-5)
Pri-
ority
(1-3)
20 The game supports different playing styles.
21 It allows players to build content.
22 There must not be any single optimal winning strategy.
23 Game
Story
Player understands and interest in the story line as a single
consistent vision.
24
The Player spends time thinking about possible story
outcomes.
25
The Player feels as though the world is going on whether
their character is there or not.
26
The Player has a sense of control over their character and is
able to use tactics and strategies.
27 Player experiences fairness of outcomes.
28
Player is interested in the characters because (1) they are
like me; (2) they are interesting to me, (3) the characters
develop as action occurs.
29 Take other person into account.
30 Games don’t waste the player time.
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Table B.1: Playability Evaluation Sets
Criteria No. Sub-
Criteria
Description Score
(1-5)
Pri-
ority
(1-3)
31
Game
me-
chan-
ics
Game should react in a consistent, challenging, and exciting
way to the player’s actions (e.g., appropriate music with the
action).
32
Make effects of the Artificial Intelligence (AI) clearly visible
to the player by ensuring they are consistent with the
player’s reasonable expectations of the AI actor.
33
A player should always be able to identify their score/status
and goal in the game.
34
Mechanics/controller actions have consistently mapped and
learnable responses.
35
Controls should be intuitive, and mapped in a natural way;
they should be customizable and default to industry
standard settings
36
Player should be given controls that are basic enough to
learn quickly yet expandable for advanced options.
37 Camera views match the action.
38 Player teaches skills that will be needed later in the game.
39
There are predictable and consistent responses to a user’s
action.
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Table B.1: Playability Evaluation Sets
Criteria No. Sub-
Criteria
Description Score
(1-5)
Pri-
ority
(1-3)
40
Responses to user’s actions are timely, allowing for
successful interaction.
41 Feedback should be given immediately to display user control
42 Get the player involved quickly and easily
Table B.2: Usability Evaluation Sets
Criteria No.
Sub-
Criteria
Description Score
(1-5)
Pri-
ority
(1-3)
Usability
1
User
Inter-
face
It use sound to provide meaningful feedback or stir a
particular emotion.
2 Players do not need to use a manual to play game.
3
The interface should be as non-intrusive to the Player as
possible.
4 Controls are customizable.
5 Menu layers are minimized, or can be minimized.
6 Screen layout is efficient and visually pleasing.
7 Device UI and game UI are used for their own purposes.
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Table B.2: Usability evaluation sets
Criteria No.
Sub-
Criteria
Description Score
(1-5)
Pri-
ority
(1-3)
8 The player understands the terminology.
9
Control keys are consistent and follow standard
conventions
10 It provides users with information on game status.
11 It provides instructions, training, and help.
12
It follows the trends set by the gaming community to
shorten the learning curve
13
Game
Con-
trol
Player’s should perceive a sense of control and impact onto
the game world.
14 The game should be easy to learn and hard to master.
15 It provides immediate feedback for user actions.
16
The player can easily turn the game off and on, and be
able to save games in different states.
17
The player should experience the menu as a part of the
game and should contain clear help
18
Upon initially turning on the game, the player has enough
information to get started.
19 There are means for error prevention and recovery.
20 Game controls are convenient and flexible.
21 The player cannot make irreversible errors.
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Table B.2: Usability evaluation sets
Criteria No.
Sub-
Criteria
Description Score
(1-5)
Pri-
ority
(1-3)
22 The player does not have to memorize things unnecessarily.
23
It allows users to customize video and audio settings,
difficulty and game speed.
24
It provides predictable and reasonable behavior for
computer controlled units.
25 It provides intuitive and customizable input mappings.
26
It provides controls that are easy to manage, and that have
an appropriate level of sensitivity and responsiveness.
Table B.3: Quality Evaluation Sets
Criteria No.
Sub-
Criteria
Description
Score
(1-5)
Pri-
ority
(1-3)
Quality 1 Adapt-
ability
The game is easily integrated with other environments.
2
The game includes an evaluation system, during the
development process.
3 The game allows for new techniques and better learning.
177
Table B.3: Quality Evaluation Sets
Criteria No.
Sub-
Criteria
Description
Score
(1-5)
Pri-
ority
(1-3)
4
The game allows for activities that keep the curiosity and
the interest of the player in the content.
5 The game allows players to take decisions.
6
Effi-
ciency
Is there no extra information?
7
The game has a good program structure that allows easy
access to content and activities.
8
The speed of communication between the program and
the user is adequate.
9
The program execution is efficient and with no
operational errors.
10 The system is developed with originality.
11
Func-
tional-
ity
The information are well structured and does it
adequately distinguish the objectives, context, results,
multimedia resources.
12 The game checks all the alert message.
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Table B.4: Enjoyment Evaluations Sets
Criteria No.
Sub-
Criteria
Description
Score
(1-5)
Pri-
ority
(1-3)
Enjoyment
1
Games should provide a lot of stimuli from different
sources.
2 Games must provide stimuli that are worth attending to.
3
Games should quickly grab the player’s attention and
maintain their focus throughout the game.
4
The player shouldn’t be burdened with tasks that don’t
feel important.
5
Games should have a high workload, while still being
appropriate for the player’s perceptual, cognitive and
memory limits.
6
Players should not be distracted from tasks that they
want / need to concentrate on.
7 Challenges in games must match the player’s skill level.
8
Games should provide new challenges at an appropriate
pace.
9
Learning the game should not be boring, it should be part
of the fun.
10
Games should include online help so the player doesn’t
need to exit the game.
11 Overriding goals should be clear and presented early.
12
Intermediate goals should be clear and presented at
appropriate times.
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Table B.4: Enjoyment Evaluation Sets
Criteria No.
Sub-
Criteria
Description
Score
(1-5)
Pri-
ority
(1-3)
13
Players should receive immediate feedback on their
actions.
14 Players should become less aware of their surroundings.
15
Players should become less self-aware and less worried
about everyday life or self.
16 Players should feel emotionally involved in the game.
17 Players should feel viscerally involved in the game.
18
Games should support competition and cooperation
between players.
19
Games should support social interaction between players
(chat etc.).
20
Games should support social communities inside and
outside the game.
Appendix C
Game Competition Poster
Figure C.1: Game Competition Poster
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Appendix D
AOAB in Industry Section
D.1 GDD For Drive Test Game.
1. General Information:
• Game name : Drive Test Game
• Game Genre: Serious Game
• Version Number : 1
• Created Date: 22/07/2014
• Last Update
• Organization Name: 3D Design
• Game Team Members
– Name: Rula Al-Azawi
– Job: Game Developer, Methodology Developer
– Information
– Contact
– Name: Salim Al-Hajre
– Job: Project Manager
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– Information
– Contact
– Name: Aflah AlBusaidi
– Job : Game Developer, Programmer
– Information
– Contact
– Name: Namariq AlRawahi
– Job: Graphic Designer
– Information
– Contact
2. Engineering
• Hardware Requirements: Processor above Intel Pentium 3800 MHZ, HD 850 MB,
Memory more than 512 MB, Graphic card 2GB
• Software Requirements: C sharp, JDK, 3Dunity, word, graphic s/w, sound s/w
• Network Requirements: No need
• Game Platform: C sharp and Java script
• Game Engine: 3Dunity
3. Design
• Story overview ( Gameplay): The player interactive simulation game which
simulates the car drive test. In order to progress in the game, the player must
ensure that he/she could pass all the game levels. The player can move about
freely in the game world and jump to any level as player wish. The game is
organized in levels that correspond to the different stages/roles in the driving test.
The player must at all times ensure that understand and follow the driving rules.
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The player interacts with other agents through the road test with an examiner
who will check that the player is understood and follow all the rules.
– Combat: No need
– Game Levels: This is where information pertaining to level design and visuals
of the level design goes.
– Score: Score will use in sign test part with the other tests the player has only
two options either pass or fail in test
– Power Up: No need
– Replay and Saving: No need
• Game Level Overview(s): The game will contains three levels. First, for the sign
test. Second, for parking test and third for road test.
• Functional Requirements (Game Mechanics)
– Game Rules:
∗ When the player in park test touches the drum boarder, the player will
fail in the test.
∗ When the player in a road test touches the road boarder, the player will
fail in the test.
∗ When the examiner at the road test ask player to stop in nonstop area
and the player follows the order and stop, players will fail in the test.
∗ When the player drive in the right side of the road and examiner asks to
make a U turn, the player must refuse this order; otherwise the player
will fail in the test.
∗ If there is a sign of no entry to the street, the player must refuse to enter.
∗ The player must not drive faster than the speed limit sign on the street.
∗ The player must not park in the Handicapped parking area even if the
examiner wants.
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∗ When the examiner in road test ask player to stop in bicycle area and the
player follow the order and stop, player will fail in test.
∗ When the examiner in road test ask player to make left turn and the
player didn’t use the flash sign left, player will fail in test.
∗ When the examiner in road test ask player to make right turn and the
player didn’t use the flash sign right, player will fail in test.
∗ When the player in sign test get score three or greater, player will pass
in test.
∗ When the player in sign test get score less than 3, player will fail in test.
– Game Movements: the player has the right to move between levels freely
4. Game World (Environment )
• General Look and Feel of World
• Area for sign test
– General Description: This area was designed to help the player in two lan-
guages. The player could select either Arabic or English language for test.
Before test start, the player will read a description about how to answer
questions. After finalizing the exam, the player will inform with the final
score.
– Physical Characteristics
– Levels that use area: First level
– Connections to other areas: connection is optional when a player passes this
area or not she/he could go to park test or road test.
• Area for parking test
– General Description: The player must park the car successfully in the parking
area without touching the boarders. The player should also have the ability
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to park the car between two cars. Finally, if the player park the car in not
allowed park area, she/he will fail in the test.
– Physical Characteristics
– Levels that use area: Second level
– Connections to other areas: Connection is optional when player pass this area
or not could go to sign test or road test
• Area for road test
– General Description: The player must drive the car in the real street and
follow the Wright order from the examiner and ignore the wrong order from
examiner. This part of the game also should provide two language speaking
for examiner either Arabic or English to be selected by player before start
the test.
– Physical Characteristics
– Levels that use area: Third level
– Connections to other areas: connection is optional when player pass this area
or not could go to park test or sign test
5. Interface
• Sound: We will need the following sound: driving sound, crash sound, sound for
wrong selection and sound for right selection
– Music: Is optional in park level and in road level
– Sound Effected in Game: The examiner will speak in two language, Arabic
and English when gave instruction to the driver.
• Graphics
– Sprites: The car need to move and controlled by player
– Tiles: Need to enter a different type of road sign.
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– Plot
• Menu: The menu will contain five options. first three option for each level and
the player could select any level to start not sequentially, fourth option for about
the system and last option for game exit
• Camera: We could show the driver different view of the road and we need to use
two cameras for forward and backward drive.
• Screen Flow :The sign level will divide into sub-screen related to the number of
signs we will add it. The park level will divide into sub-screen which simulated
from the real world. The road level will simulate the Muscat city road
• Game Control :The payer controls the car by Stearns, gear front, gear back, speed
push, break push, left flash sign, right flash sign, speed measure.
• Help System: Explains to player how to play the game and mention that the
player need to follow only the right order from the examiner.
6. Management
• Game Budget: Will depend on requirements
• Organization Size: Medium size from 3-10 persons
• Production Size: Medium size
– Number of Locations: Three locations
– Number of Levels: Three levels
– Number of Non-Player Character: Two non-player character ( car and exam-
iner)
– Number of Weapons: No need
• Project Schedule: Around five months. First month for perpetrations and one
month for each level and last month for testing
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• Risk Analysis
• Test Plan: We will follow the evaluation phase of AOAB.
7. Writing
• Script
• Tutorial and Manual
8. player (Character)
• Number of Player: Only one player can play the game at once
• Player Details (Target Audience): Each character should include the back story,
personality, appearance, animations, abilities, relevant to the story and relation-
ship to other characters.
– Genres: Both male and female
– Age: Above 18 years
– Qualification: Adult can speak Arabic or English and completed a driving
course.
• Non-Player Character: We have two non-player character car and examiner.
9. Artificial Intelligence (AI): This is where visuals and written description(s) of the
antagonistic element’s behaviors.
• The player must have the ability of decision making by ignoring the wrong order
from the examiner and how the driver could drive in different circumstances.
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D.2 Analysis Phase Diagrams
Figure D.1: Main Goal Hierarchy
189
Figure D.2: Goal Hierarchy (Sprint 1)
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Figure D.3: Goal Hierarchy (Sprint 2)
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Figure D.4: Goal Hierarchy (Sprint 3)
Figure D.5: Main Sequence Diagram
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Figure D.6: Sequence Diagram (Sprint 1)
Figure D.7: Sequence Diagram (Sprint 2)
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Figure D.8: Sequence Diagram (Sprint 3)
Figure D.9: Main Role Diagram
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Figure D.10: Role Diagram (Sprint 1)
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Figure D.11: Role Diagram (Sprint 2)
196
Figure D.12: Role Diagram (Sprint 3)
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D.3 Design Phase Diagrams
Figure D.13: Agent Diagram (Sprint 1)
198
Figure D.14: Agent Diagram (Sprint 2)
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Figure D.15: Agent Diagram (Sprint 3)
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D.4 Implementation Phase
D.4.1 Deployment Diagram
Figure D.16: Deployment Diagram
D.4.2 Game Layout and Graphics
Figure D.17: Car Model
201
Figure D.18: Unity Car Model
Figure D.19: Traffic Sign Images
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Figure D.20: Traffic Sign Sample
Figure D.21: Background Sample 1
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Figure D.22: Background Sample 2
Figure D.23: Background Sample 3
Figure D.24: Background Sample 4
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D.4.3 Communication Messages of the Drive Test Game
Figure D.25: Communication Message 1
Figure D.26: Communication Message 2
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Figure D.27: Communication Message 3
Figure D.28: Communication Message 4
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Figure D.29: Communication Message 5
Figure D.30: Communication Message 6
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Figure D.31: Final Score
Figure D.32: Well Done Parking
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Figure D.33: Wrong Parking
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D.4.4 Java Script Code of the Drive Test Game
Figure D.34: Java Script Code for movement to Scene ”Q1Eng”
210
Figure D.35: Java Script Code for Second Camera Move Follow
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Figure D.36: Java Script Code for right Selection of Traffic Sign Test
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Figure D.37: Java Script Code for Wrong Selection of Traffic Sign Test
Figure D.38: Java Script Code for Final Score of Traffic Sign Test
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Figure D.39: Java Script Code for Car Control
214
D.4.5 Screen Shot of the Drive Test Game
Figure D.40: Main Screen of Drive Test Game
Figure D.41: Description of Traffic Sign Test
215
Figure D.42: Game Language Selection
Figure D.43: Arabic Language Test
216
Figure D.44: First Question in Traffic Sign Test
Figure D.45: Second Question in Traffic Sign Test
217
Figure D.46: Third Question in Traffic Sign Test
Figure D.47: Forth Question in Traffic Sign Test
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Figure D.48: Fifth Question in Traffic Sign Test
Figure D.49: Traffic Sign Test Final Score
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Figure D.50: Description of First Part of Parking Game
Figure D.51: First Part of Parking Game
220
Figure D.52: Result of First Part of Parking Game
Figure D.53: Description of Second Part of Parking Game
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Figure D.54: Second Part of Parking Game
Figure D.55: Result of Second Part of Parking Game
Figure D.56: Description of Third Part of Parking Game
222
Figure D.57: Third Part of Parking Game
Figure D.58: Result of Third Part of Parking Game
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Figure D.59: Description of Road Test Game
Figure D.60: Road Test Game
Figure D.61: About Game
Appendix E
Mobile Course Details
• Assessment Details
50 percentage examination 2 Hours assessing.
50 percentage assignment with a practical component assessing.
• Learning Strategies
One lecture with two hours per week. The course will be covered with 14 weeks per
semester.
One practice session with one hour per week using application toolkits for Android
software development.
• Indicative Content
This course includes: Games Programming for Mobile Devices, Optimization, Net-
work communication (e.g. Bluetooth and Wi-Fi), Databases and persistence in mobile
systems, SMS programming, Maps and location-based services, and mobile security.
• Prospectus Information
This module will build on the previous game and portable device programming expe-
rience, enabling you to consider more advanced issues and techniques when creating
games for deployment on cellular phones, PDAs and handheld gaming platforms.
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• Resources
Suitable development environment such as ADT, NetBeans or similar IDE with J2ME
development capabilities and device emulators Visual Studio Professional with mobile
development environment PDAs or portable computer devices.
• Special Admissions Requirements
Previous study of programming for mobile or equivalent.
• Text Book
Creating mobile games: using Java ME platform to put the fun into your mobile device
and cell phone, Hamer, Carol, Apress 2007, ISBN 9781590598801
• Assignment Details
The data from course evaluation is based on the student’s responses to the final course
assignment evaluation. The feedback from the hard copy of the assignment submission
by students. We usually submit to the students the marking criteria as shown in
TableE.1 that they need to follow it to create their own game.
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Table E.1: Marking Criteria for the Further Programming for Mobile Devices and Handheld
Devices Course.
Criteria Mark
Design of the Layout 5
Resource and Strings 5
The character used for the animation 10
Collision Detection 10
Game loop 5
Sound implementation 5
Alert Dialog and Toast 5
Switching between the Activities 5
Coding Style and Comments 5
Clear and concise documentation re-
port, properly referenced where appro-
priate
15
Extra Features 5
Application Deployment 10
Demonstration Six Questions (Each
question carries 2.5marks)
15
– Game Scenario
The following scenario is what we have submitted to the students to create their
own game.
”You will be building a single user “Catch a coin” game for delivery to an Android
Phone. A possible scenario for catch a coin is given below, but this is just for
guidance. Do not stick rigidly to this idea.”
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– Game Idea
The player will jump for joy (and coins) playing this game. The player will use the
touch screen to move Toto (the game character) around to collect coins. Watch
out for knives (or any other obstacle) that get in the way. Tap the screen to make
Toto jump over obstacles and to save his life. If Toto gets hit by the obstacles,
his health (life) will be drained. In case Toto’s health is drained, stop the game
and display how many coins are collected by Toto.
– From a Programmer’s View.
Toto The game character, can be created with any sprite object.
Coins You can use any kind of coin, same or different to be collected by Toto.
ObstaclesYou can use any bitmap to show the obstacles (it may be a knife,
dagger, a stone or any other object). Background The background of the game
is your choice totally.
You should take care of the following points in your application.
∗ The touch playing capability should be implemented in the game (i.e. The
game character would be moving around the screen using the touch panel).
∗ The coins collected by the user should be displayed in the form of Score or
Points on the screen
∗ The player should be able to turn on or turn off the game sounds.
∗ Any sound should be played whenever the user jumps, collects the coins and
gets hit by the obstacles.
∗ The game should be played in full screen mode.
The game application requires the following:
∗ accelerometer
∗ touch panel
∗ music and video library
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Consider the advance concepts and techniques that you can adopt in the devel-
opment of the game application mentioned above. Find out the variety of mobile
platforms on which you can deploy this application and discuss in the report how
you will deploy your application available on different mobile platforms.
Appendix F
AOAB Workshops
F.1 Workshop Details
This section includes the full details of the workshop that is provided to the participants
before they decide to attend our workshop.
F.1.1 What is this workshop about?
This workshop about to introduce a new game development methodology and provide a
practical skills in order to ensure the quality and usability of AOAB methodology for both
academic and industry sectors. A basic knowledge and some experience with Agile and
AOSE methodology is provided.
F.1.2 What is the objective of this workshop?
This one day training will introduce you to the fundamental principles of the game de-
velopment methodology and practices of Agent Oriented Agile Base methodology (AOAB).
Attendees will participate in many hands-on activities that will help them practice the theory
they learn, compare and evaluate. In this workshop, the attendees will learn the principles
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and values of AOAB and will explore in detail the AOAB life cycle. During the one day
session, the attendees will share his years of experience in game development methodologies.
F.1.3 Who should participate in this workshop?
This workshop is designed for people who are responsible for specifying, acquiring, develop-
ing, evaluating, supporting and/or managing games, for example:
• Game Development Team Leaders.
• Game Development Academic staff.
• Game Development student.
• Game Developer.
• Game Designer.
• Game Programmers.
• Project Managers of Games in industry area.
• Expert game development evaluator.
• Any person interested in the future of game development trends.
F.1.4 What is the organizer background?
This is our first workshop on the game development methodology. Over the last few years,
we have worked on game development methodologies. This is due to the subject of my PhD
thesis. Rula Khalid is a senior lecturer in software engineering and games. She is in last
year PhD at De-Montfort University, UK. She has many publications on the game devel-
opment methodology and game evaluation. She is currently an award leader of computing
department in gulf college, Oman affiliated with Staffordshire University-UK.
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F.1.5 What is the workshop goal?
The goal of the workshop contains the following:
• Provides a framework for researchers and practitioners in the field of game development
methodology.
• The thematic focus on the feedback of the researcher and participate regarding the new
game development methodology which is based on Agent Oriented Software Engineer-
ing methodology (AOSE) and Agile methodology as an important design parameter of
our methodology.
• Plan for the future works in game development methodology.
• Assess how professional designers and developments as well as academics and end users
are using the methodology to create and get the professional game in the real world.
At the end of workshop, you will learn how to:
• Manage, design, test and develop any game genres.
• Model requirements and applications using AgentUML models.
• Monitor progress with backlogs.
• Increase quality with user and expert evaluation of the first game prototype.
• Maximize team productivity and communication.
• Become an advocate in your organization of practical methods to improve game project
performance.
• Identify causes of game development problems and drive game design and development
performance improvements.
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F.1.6 Our full day workshop agenda
Part 1
• Provide an overview of the current game development methodologies and elements.
• Identify the challenges and the academic analysis of these issues.
• Explore the space of difference approach and learn game development principals.
• Explaining the adaptive methodology vs. traditional methodologies.
• Encouraging the team to be adaptive .
• Creating a safe environment in which the team can explore novel solutions.
• Running collaboration games to identify and solve problems.
Part 2
• Developing responses to typical scenarios.
• We present in general the concept of Agile development methodology.
• We present in general the concept of AOSE methodology.
• Compare the difference between an adaptive approach such as Agile methodology and
predictive approach such as MaSE methodology.
• We present the results of recent and ongoing original work.
• Identifying features for development in an iteration.
• Determining ideal iteration length.
• Identifying development tasks in the Sprint Backlog.
• Revising team behavior on the basis of lessons learned.
233
• Identifying Game Design Document (GDD).
• Documenting nonfunctional and system requirements.
• Increasing communication with stand-up meetings, task boards and regular reflection.
• Maximizing team productivity.
• Identify the Agent UML modules such as goal hierarchy diagrams, Agent class diagram,
Role model diagram, use case diagram and deployment diagram.
Part 3
• The workshop will conclude with a round-table discussion, questionnaire and will high-
light open research question and identify new ways in which game development method-
ology can deals and understand these issues.
• Work on small group to design games based on different methodology.
• Measuring work completed with backlogs.
• Identifying best practices for team productivity.
• Writing user stories.
• Prioritizing and estimating work.
• Optimizing Agile teams.
• Creating a Product Backlog as a list of requirements and technical issues.
• Iterating development through cycles.
• Capturing user needs as stories.
• Using capacity-based planning to plan progress.
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• Measuring estimated effort with story points.
• Utilize UML diagrams.
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F.2 Workshops Invitation
The first workshop invitation is in the Figure F.1. The second workshop invitation exists on
the main page of the GAMEON conference [5].
Figure F.1: First Workshop Invitation
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F.3 Workshop Attendees Questionnaire
This questionnaire is for academic purposes only. It forms part of my PhD. All responses
are strictly confidential and for research purposes only.
Please you need to start with part one which includes general information then select either
part two or part three depending on your background and experience.
• Part One: General Information
1. Name (optional):
2. Occupation:
3. Education:
4. Age:
5. Gender:
6. You have strong relation with
A. Industry Sector B. Academy Sector C. Both of them.
7. Are you satisfy of the workshop content? Please provide some com-
ments
• Part Two: Expert Game Designer and Developer
1. What kind of development methodology you prefer with games
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A. Adaptive B. Predictive C. Hybrid.
2. What is your suggestion to enhance the AOAB Methodology
3. What is the weak point you have found in AOAB Methodology
4. What is the strength point you have found in AOAB Methodology
5. Does the current game development methodology enough with your
work, if not explain why
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6. What are the attention wait you give to select game development
methodology
7. What are the size of game you have been working on
A. Small B. Medium C. Large.
• Part Three: General Game User
1. Do you care about stories in games?
A. Yes B. No
2. What is your favorite game? (Or general favorite games)
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3. Do you think games can be educational?
A. Yes B. No
4. Do you think it enhances any learning skills by playing games?
5. Do you prefer learning through games or learning through exercises
and books?
A. Through games B. Through books C. Through exercises D. Others
6. Why do you play games?
7. What games would you like to see more of in the future?
8. Gaming technology in your house is?
A. PC B. Xbox C. Game-boy D. Laptop E. others
9. Approximately what is the average time you play games each week?
A. Three hours B. Four hours C. More than D. Less than
10. What type of games do you like? (genre of the game)
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11. How do you select games to play?
A. From friend B. From Website C. From Internet friend D. Others
12. Why do you like some games? What are some of the features that
makes you like it?
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F.4 GameLab and Lincoln Workshop Pictures
Figure F.2: Facilitator Explains AOAB Methodology
Figure F.3: Facilitator Explains AOAB Diagrams
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Figure F.4: Audience in the Workshop
Figure F.5: Round table Discussion
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Figure F.6: GameLab Entrance
Figure F.7: Laboratory in GameLab
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Figure F.8: Audience in the Workshop
Figure F.9: Audience in the Workshop
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F.5 AgentTool3
Agent Tool3 software downloaded from the following Link: [10]
To install AgentTool III, you must have the following software installed:
1. Java Runtime Environment 1.5.0 or higher
2. Eclipse 3.4.2, or above
Step-1: Open Eclipse and select New Project:
Figure F.10: Step 1
Step-2: Press next , button.
Figure F.11: Step 2
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Step-3: Print project name then press finish , button.
Figure F.12: Step 3
Step-4: Go to file and select new then select other (Ctrl+ N).
Figure F.13: Step 4
Step-5: Select the required agent diagram then press next , button.
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Figure F.14: Step 5
Step-6: Select the project name that you have created before, then press finish.
Figure F.15: Step 6
Step-7: You have all the required components. Drug and Drop and change the
names.
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Figure F.16: Step 7
249
F.6 QSEE Technology
QSEE Superlit software downloaded from the following link [11] and as shown in Figure F.18
to draw the UML Models.
Figure F.17: Install QSEE
Step-1: Open New Project: Click New or Create New Project. It shows following
screen.
Figure F.18: Step 1
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Step-2: Select UML Model
Figure F.19: Step 2
Step-3: Adding the Entity. Right click on the diagram area and select the UML
diagram option
Figure F.20: Step 3
Step-4: Type name of diagram you prefer and press the OK , button on the
form.
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Figure F.21: Step 4
Step-5: Adding the Component. Right click on the entity and add Component.
Figure F.22: Step 5
Step-6. Enter the details into the dialogue and press OK.
252
Figure F.23: Step 6
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F.7 Participants Positive and Negative Feedback
Q1.Are you satisfy of the workshop content? Please provide some comments
Positive Comment Negative Comment No Comment
1. The content of the workshop is very useful 1.It cannot cover some genre of games
2.It is easily to be understandable by developer 2.It is not good for small games
3.It is informative and explored some interesting ideas
4.AOAB has clear steps and phases to follow
Total=22 Total=3 Total=8
Q2. What is your suggestion to enhance the AOAB Methodology
Positive Comment Negative Comment No Comment
1. It is easy and applicable 1.Redesign the GDD
2. Can add intelligent to game 2.Need to deal more with business concept
3.Need more explanation for agent diagrams
4.Provide clear life cycle
5.Facilitate the team work
Total=11 Total=2 Total=20
Q3. What is the weakness and strength point you have found in AOAB Methodology
Positive Comment Negative Comment No Comment
1.It helps to be organized and will reduce the no. of errors 1.Create large documentation
2. It helps to have full idea of game aspect before start implementation 2.Include many diagrams
3. It is deal with agent easily 3. Take more time in create diagram
4.Create complete documentation 4.Developer prefer programming code rather than modeling diagrams
5.Minimize the error in implementation phase
6.Very useful when create new version of game
Total=19 Total=4 Total=10
Q4.Does the current game development methodology enough with your work, if no explain why
Positive Comment Negative Comment No Comment
1.Yes, we deal with adaptive methodology 1.Not enough with large game
2.Enough with small game
3..Yes, when I work individually
Total=13 Total=2 Total=18
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