The design of an object-oriented framework for combinatorial enumeration is described. Combinatorial enumeration requires a subtle interplay between the search mechanism, the ordering of the space of combinatorial objects, and the symmetries used to prune equivalent cases from the search. E ciency requires that pruning be used as much as possible, while correctness requires the pruning not be used more than is provably correct. The framework is the product of an evolutionary process of modelling and of attempts at precise (but not formal) mathematical speci cation of the framework. Our approach to specifying the framework, and documenting how it should be instantiated for a particular combinatorial enumeration, is to list the proof obligations that must be satis ed by the user-supplied components. This work reports our preliminary object-oriented design of the framework, with only brief mention of the use of proof obligations.
Introduction
The design of an object-oriented framework for combinatorial enumeration is described. The framework itself has an incarnation as the C package, ISOM, which has been successfully used for several years. We are now at work on a C++ implementation of the framework. Here we describe an object-oriented design of the framework using the OMT notation 13 . One instantiation of the framework for the enumeration of graphs is used to illustrate the user-supplied components. This work reports our preliminary object-oriented design of the framework, with only brief mention of the use of proof obligations for documentation and speci cation.
This work derives from a very real need for correct, reusable and e cient framework for combinatorial enumeration to perform research on mathematical applications, such as the nonexistence of the projective plane of order ten. Since the dawn of computers, many researchers in combinatorics have done enumerations, and contributed to our understanding of the concepts, and their interactions, that are involved in the process of enumeration. In the quest for utmost e ciency (in order to solve open research problems), optimisations have often been incorporated into the process without a clear understanding of whether the optimisations compromise correctness or not. Even we 2;3;7 have been wrong at times, and have worked long and hard to discover and remove our mistakes.
The current framework is the result of an evolutionary process in which people 14 have tried to generalize their programs for enumeration to be more widely applicable, or have tried 10 to unify di erent models of enumeration from di erent areas of combinatorics 8;9 , or from combinatorics and group theory 3;11 . The descriptions of the frameworks consist of precise mathematical de nitions of concepts and algorithms, and sometimes theorems highlighting properties of the framework (such as correctness). They do not use a formal speci cation language. In the past these frameworks have been implemented in Fortran, Pascal, and C, the programming languages of their day.
Combinatorial enumeration requires a subtle interplay between the search mechanism, the ordering of the space of combinatorial objects, and the symmetries used to prune equivalent cases from the search. E ciency requires that pruning be used as much as possible, while correctness requires the pruning not be used more than is provably correct. There are three essential requirements for a framework for combinatorial enumeration: correctness, e ciency, and reusability. Our approach 3 to specifying the framework and documenting how it should be instantiated for a particular combinatorial enumeration, is to list the six proof obligations that must be satis ed by the user-supplied components.
The framework, as demonstrated by the ISOM package written in C, saves users from much hard work compared to implementing (and debugging!) a system from scratch. They are protected from having to reason about the subtle interplays within the process of enumeration. The proof obligations succinctly state the limits of what they need to reason about and prove. The bene ts of ISOM have been demonstrated in many student and research projects, where the framework has been successfully instantiated.
Overview of Combinatorial Enumeration
A mathematician (or chemist or physicist ...) may wish to have a complete list of all possible graphs (or matrices or con gurations) which satisfy some prescribed set of properties. Furthermore, it is desirable that the list contain no duplicates, not only in the sense of there being no repeated entries, but also in the sense that no two entries are \essentially" the same. Such a list is often the starting point for further studies, and the de nition of equivalence (or being \essentially" the same) varies depending upon the nature of these studies.
Combinatorial enumeration is one approach to generating such a complete, nonredundant list of objects of interest. A framework for combinatorial enumeration provides the exibility to generate a range of diverse lists, not just from a xed menu, but in a way which is easily tailored to the users needs. In the ISOM package, a user supplies a description of the search space: that is, the family of objects of interest; a description of \equivalence": this is a description of the symmetries which map one object to objects which are \essentially" the same; and parameter settings for tuning the performance of the search. The user-supplied components need to satisfy their proof obligations in order to guarantee the correct working of the package.
There are actually two types of search being performed: one search to enumerate the combinatorial objects, and searches to determine equivalence. These are best illustrated with an example.
An Example
Consider the task of generating all inequivalent 4 4 (0; 1)-matrices with exactly two ones in each row and column. Equivalence is de ned by allowing all combinations of independent row and columns permutations to act on a matrix. The total number of symmetries is (4!) 2 .
The enumeration is done by extending by one row at a time, until the matrix is complete. We can assume the rst row is ( 1 1 0 0 ), because of the symmetries. The next row is chosen from those rows containing precisely two ones, provided that this does not lead to more than two ones in a column. Each row is used to extend the matrix, however, the symmetry is used to rule out choices which are obviously equivalent. For example, the permutations which swap columns 1 and 2, and which swap columns 3 and 4 preserve the rst partial matrix (1.1). Hence, the rows ( 0 1 1 0 ) and ( 0 1 0 1 ) are equivalent to ( 1 0 1 0 ) when extending (1.1). Figure 1 shows the search tree for the enumeration. Each node of the tree is labeled by its level and its order within that level. The \ " represents the unde ned entries in partial matrices. The partial matrices (3.4) and (3.5) are equivalent to earlier partial matrices, hence they do not extend to new solutions at level 4. There are only two inequivalent matrices, namely (4.1) and (4.2).
The equivalence of the partial matrices (3.4) and (3.1) is not as obvious as ruling out rows to extend (1.1). Another search, this time through the group of symmetries, is performed in order to determine the equivalence. The search determines the canonical form of (3.4) . It is the same as the canonical form for (3.1). Hence, (3.4) is rejected as a partial matrix. Figure 2 presents a typical search tree for this type of search. (It is not the search tree for the partial matrix (3.4) .) The nodes represent partial permutations of the four columns: the nodes at level i indicate the image chosen for column i, so the path to a node at level i indicates the images for columns 1..i. A leaf represents a permutation p, and the canonical form is the image of the matrix under one of these permutations. A cross, , indicates that the image does not improve on our current approximation for the canonical form. Arrows indicate that internal nodes are pruned because of symmetries of the given partial matrix.
Requirements for ISOM Package
Let us be more mathematically precise in our statement of requirements. ISOM enumerates combinatorial objects. Given a description of the symmetries which act h h h h h h h h h h h h h h h " " " " b b b b P P P P P P P P A class, A(P), of combinatorial objects is de ned by a property P. There is a total order, <, on A(P). The representative (also called the canonical form) of a subset of A(P) is the least member of the subset. A permutation, p, on = f1; 2; ; ng has an action de ned on combinatorial objects when p belongs to the symmetry group, S(P), which preserves the property P. This action de nes an equivalence relation (called \isomorphism") on A(P): A is equivalent to B if and only if there exists a permutation p 2 S(P) such that A p = B. The aim of enumeration is to list the representative of each equivalence class.
The equivalence class is the orbit of the representative, A, under the symmetry group. The set of all permutations in S(P) which x the representative is called the automorphism group, Aut(A). The automorphism group, and its orbits, can be used to prune the search tree of the enumeration. . An order on partial combinatorial objects can also be de ned. These extended action and order must be compatible (as de ned in the proof obligations below) with the action of permutations on combinatorial objects, and the total order on A(P).
The search tree of the enumeration has interior nodes that correspond to partial permutations (or equivalently, partial combinatorial objects) and leafs that correspond to (complete) permutations (or equivalently, to combinatorial objects).
A detailed description of the ISOM package and the theory behind the package can be found in 3;7 .
The Six Proof Obligations
The action of permutations must satisfy 
The Design
The design consists mainly of identifying the important classes and their relationships, and distributing the responsibilities amongst the classes. These are presented in OMT object diagrams, and in the data dictionary. The mathematical description already identi es important concepts and relationships. Figure 5 uses the graph example to show how a user would instantiate the framework.
The major decision in the design is to assign the responsibility for the extended action and order on partial combinatorial objects to the SymmetryGroup class. Clearly this class should bear responsibility for the action of (complete) permutations on (complete) combinatorial objects, and if this is to be the only class with such knowledge, then it should have the additional responsibilities for the extended action and extended order. If the PartialCombinatorialObject class is responsible for the extended action and is to guarantee proof rule (6) then it needs knowledge of the completions | and this knowledge is hidden in the SymmetryGroup class. Figure 5 shows this distribution of responsibilities, while Figure 6 shows the associations involved in proof rules (3) and (6) . One main aim is to minimise the e ort required to instantiate the framework. The abstract classes CombinatorialObject and SymmetryGroup must always be instantiated, while PartialCombinatorialObject can be instantiated to cache information acquired at interior nodes of the search tree. An advanced user may wish to select strategies for the processing of orbits and automorphisms, and may do so dynamically. AutomorphismStrategy determines how the automorphism group is updated when a new automorphism is found, and includes the updating of the orbits of the automorphism group so they may be used to prune the search tree. Evolution of the framework may expand the operations for this class as other strategies are incorporated into the framework.
CombinatorialObject is an abstract class responsible for the representation of a combinatorial object and the total order on the class of combinatorial objects.
DefaultAutomorphismStrategy a speci c automorphism strategy, which implements the default strategy of not storing any information about the automorphism group and of doing no pruning of the search tree.
DefaultOrbitStrategy a speci c orbit strategy, which implements the default strategy of doing no pruning of the search tree.
Graph a speci c combinatorial object. GraphSymmetryGroup a speci c symmetry group for graphs. IsomorphismEnumerator is responsible for the enumeration process. Note that the operation extend permutation is called generate next choice in 3 .
OrbitStrategy determines how orbits of the automorphism group are initialized so they may be used to prune the search tree. Evolution of the framework may expand the operations for this class as other strategies are incorporated into the framework.
PartialCombinatorialObject is responsible for the representation and manipulation of a partially constructed combinatorial object (over and above the representation a orded by a partial permutation). Design is incomplete, as this class is not essential for the graph example.
PartialGraph a speci c partial combinatorial object for graphs. PartialPermutation is an injection from the set f1; 2; ; lengthg to the set f1; 2; ; degreeg.
Permutation is a bijection of the set f1; 2; ; degreeg. SymmetryGroup is an abstract class which de nes the action of permutations on combinatorial objects, is also responsible for the extended action of partial permutations on combinatorial objects, and is also responsible for the extended order on partial combinatorial objects.
Instantiating the Framework for Graphs
The user must de ne the subclasses Graph of CombinatorialObject, PartialGraph of PartialCombinatorialObject, and GraphSymmetryGroup of SymmetryGroup. Let us consider the case which requires the least e ort on the part of the user | essentially a brute-force search. For example, a graph could be represented by its adjacency matrix, and ordered lexicographically. The PartialGraph class would be a dummy stub, with no any internal state. The symmetry group for graphs would be the full symmetric group on the vertices of the graph. The class GraphSymmetryGroup would implement the routine acceptable to always return true; the routine image to return a relabelled copy of the graph passed as its argument | it would simultaneously relabel the rows and columns of the adjacency matrix by the given permutation; and the routine compare would delegate the comparison to the class Graph if the partial permutation was complete and otherwise return indi erent. The enumerator would use the default strategies for handling automorphisms and orbits.
These components must satisfy proof obligations (2) to (6) . The framework design assigns the responsibility for proof obligation (1) to the Permutation class.
Comparison with Related Work
There have been several frameworks developed 5 , the best known being Smalltalk's Model-View-Controller framework and the Choices framework for operating systems. Don Batory 1 has developed a framework for relational database systems, where a database is a composition of functional layers (or realms), and the framework consists of the realms, their type constraints as functions, and the alternative implementations. The above work has concentrated on developing the frameworks rather than on the speci cation of their behaviour, or the veri cation of instances of the frameworks.
Only a small amount of work 4;6 has been done on documenting, specifying, and reasoning about frameworks. The frameworks under consideration are chosen from toolkits for user interfaces and drawing programs. Only one paper 4 considers verifying correctness, but the aouthors o er no evidence of actual reuse which has bene tted from their contracts. On the other hand, patterns 6 have been an important aspect of much actual reuse. However, the emphasis is on documentation rather than specication, and certainly there is no concern for veri cation of correctness.
Frameworks (but not object-oriented ones) for enumeration have been developed within group theory 2 , error-correcting codes 9 , graph theory 12 , and Hadamard matrices 8 . Frameworks unifying the work in combinatorics are presented by several authors 3;10 , while Leon 11 uni es the work in combinatorics and group theory. Nauty 12 is not extensible by user-de ned components, and therefore does not concern itself with their proof obligations. The proof obligations are not made explicit in the other cited works, instead they are implicit in the de nitions of several concepts. Only in our previous work 3 are the proof obligations of the user-supplied components made explicit.
Conclusion
The preliminary design, and implementation in C++, of an object-oriented framework for combinatorial enumeration has been completed. The elementary example with graphs, using brute-force search with no real use of automorphisms to prune the search, does work. However, there is much still to do. The permutation group machinery required to represent and use the automorphism group must be implemented. Furthermore, more, and more realistic, enumeration problems must be implemented as instantiations of the framework. This should cause several changes, hopefully restricted to changes to the interface of some classes, rather than wholesale reorganisation of responsibilities.
E ciency of enumeration is very important for users. Comments on the eciency of the framework compared to ISOM must await more realistic enumerations. However, some initial comparisons between C and C++ implementations of the permutation code show that the C++ version is about 20% slower. Bear in mind that this compares highly tuned ISOM code in C, with a rst version of the C++ code.
Our conclusions to date can be summarised by the following points.
(1) A framework is the result of evolution: to discover the concepts, to separate the concepts from one another, to discover their interactions.
(2) Object oriented design requires that the responsibility for functionality be apportioned between the classes. This is di cult, and often requires the unit of functionality to be split.
(3) Attempts at speci cation of the concepts and their interactions provide useful feedback to this evolution, as do attempts at generalization and uni cation of instances of frameworks.
(4) Proof obligations present a set of minimal requirements, for correctness, on a user who is instantiating the framework.
(5) The development and description (speci cation) of a framework is a very di cult task. Developers should expect to get it wrong, and take steps to review and validate their work.
