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Аннотация
В работе рассматривается структура данных - дерево процессов Linux, возникающая
вследствие иерархической схемы порождения процессов в Unix-подобных операционных
системах. Целью исследования является выделение свойств деревьев процессов Linux, поз-
воляющие заключить о применимых методах анализа таких деревьев, с целью решения
задачи сохранения и восстановления состояний исполняемых сред операционной системы
Unix-подобных операционных систем.
Формулируется обратная дискретная задача восстановления цепочек системных вызо-
вов, порождающих некоторое дерево процессов, а также ряд ограничений на вид систем-
ного вызова и утверждение о существовании решения, заключающее корректность ввода.
Приводятся комбинаторные оценки общего количества деревьев при порождении систем-
ным вызовом fork, вводится поправка на различимость идентификаторов.
Осуществляется обоснование возможности индексирования деревьев по узлам, благода-
ря образованию некорневыми идентификаторами симметрической группы. Таким образом,
доказывается функциональная эквивалентность автоморфных деревьев с перестановками
некорневых идентификаторов. Демонстрируется комбинаторный взрыв числа функцио-
нально различных деревьев при добавлении нового системного вызова. Ввиду приведённых
оценок, проводится заключение о неэффективности восстановления деревьев процессов
перебором или прямым поиском, предлагается идея построения некоторых восстанавлива-
ющих математических формализмов, учитывающих структуру задачи.
Далее рассматривается свойство наследования атрибутов в дереве процессов, позволя-
ющее локализовать область поиска нужного атрибута при проверке применимости прави-
ла системного вызова, таким образом снизив количество проверок. Заключается свойство
сегментации дерева процессов Linux. На базе приведённых свойств формулируется заклю-
чение о целесообразности построения решения задачи восстановления цепочек системных
вызовов, восстанавливающих дерево процессов, на базе теории формальных языков и грам-
матик, используя формализмы класса мягко-контекстно-зависимых. Приводятся обзорно
альтернативные способы решения задачи.
Ключевые слова: математическое моделирование, перечислительная комбинаторика,
группы, деревья, Unix-подобные операционные системы, системные вызовы, дерево про-
цессов, восстановление по контрольным точкам, формальные грамматики.
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Abstract
The paper examines the Linux process tree data structure, which arises from the hierarchical
scheme of processes generation in Unix-like operating systems. The purpose of study is to
highlight the properties of the Linux process trees, which allow to conclude the applicable
methods for analyzing such trees, in aim to solve the checkpoint-restore problem of executable
environments in Unix-like operating systems.
The inverse discrete problem of restoring chains of system calls that generate a certain tree
of processes is formulated, as well as a number of restrictions on the form of the system call
and an assertion about the existence of a solution that concludes the correctness of the input.
Combinatorial estimation of total trees number, which are provided by fork system call, is
presented, and correction is noted for the discernibility of identifiers. The feasibility of indexing
by nodes is substantiated, due to the formation of non-root identifiers of the symmetric group.
Thus, the functional equivalence of automorphic trees with permutations of non-root identifiers
is proved. A combinatorial explosion of the functionally different trees number is shown by the
procedure of adding a new system call. In view of the above estimations, a conclusion about
the ineffectiveness of process trees restoring by bruteforce or direct search is drawn. The idea
of constructing restoring mathematical formalisms that take into account the structure of the
problem is proposed.
Next, the inheritance property of attributes in the process trees is examined, which allows to
localize a required attribute when checking the applicability of a system call rule, thus reducing
the number of checks. The segmentation property of the Linux process trees is provided. On
the basis of the above properties, the conclusion is formulated on the goal of constructing a
solution of restoring the syscall chains, which constructing a certain process tree, on the basis
of the theory of formal languages and grammars, using formalisms of the class of mildly-context-
sensitive. The alternative methods of solution are reviewed too.
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1. Введение
Структуры данных, возникающие в различных компьютерных системах, позволяют раз-
рабатывать математические модели из прямых принципов функционирования данных систем.
Одной из таких задач применительно к операционным системам (ОС) является восстановле-
ние состояния среды исполнения – процесса или группы процессов, контейнера, виртуальной
машины, с целью поддержки функции сохранения-восстановления по контрольным точкам,
а также живой миграции [1, 2, 3, 4]. Особенность создания нового процесса в Unix-подобных
ОС наследованием от другого процесса через системный вызов fork() порождает целевую
структуру, рассматриваемую в данной работе – дерево процессов Linux, состоящее из вершин,
содержащих описание процессов как набор атрибутов – идентификаторов процесса, сессии,
группы процессов, пользователя, открытых файловых дескрипторов и других ресурсов, ис-
пользуемых программой, исполняемой в контексте данного процесса, и рёбер, описывающих
иерархические связи между процессами (Рис. 1). Базовым способом изменить некоторый ат-
Рис. 1: Два функционально эквивалентных дерева процессов. Идентификаторы < 1 >, < 2 >
– идентификаторы процесса 𝑃 и сессии 𝑆 соответственно. Корневой процесс всегда имеет
идентификаторы “1,1”.
рибут процесса в современных ОС является системный вызов – передача управления в ядро,
исполняемое в привилегированном режиме. Целью работы является выявление некоторых
свойств деревьев процессов Linux из перечислительной комбинаторики, теории графов, за-
ключение о возможных методах решения задачи восстановления цепочек системных вызовов,
приводящих к некоторому целевому дереву процессов, то есть фактически восстанавливаю-
щих некоторую среду исполнения операционной системы Linux.
2. Задача восстановления цепочек системных вызовов
Прежде чем перейти к непосредственной оценке числа деревьев и выводам по подходя-
щим методам восстановления, следует кратко сформулировать прикладную задачу, опираясь
на работы [2, 3]: разработать алгоритм, получающий на вход дерево процессов, описываю-
щее конфигурацию исполняемой среды операционной системы, возвращающий цепочки си-
стемных вызовов для восстановления входного дерева из некоторого начального состояния.
В работах [2, 3] отмечено, что цепочки системных вызовов можно хранить в дереве, содер-
жащем вершины-описания процессов в некотором состоянии, и рёбра с метками-системными
вызовами, учётом того, что:
 Рассматриваемые системные вызовы, не изменяющие количество вершин, напрямую из-
меняют атрибуты лишь вызвавшего процесса, к примеру, вызов setpgid(pid, pgid) ограни-
чен до setpgid(0, pgid). Таким образом, получить нужную цепочку после восстановления
можно прохождением по любой ветви дерева от корня к листовым вершинам [2, 3].
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 Системный вызов fork, порождающий потомки у вызывающего процесса, восстанавли-
вается приписыванием исходным рёбрам соответствующей метки, без добавления нового
ребра.
 Системный вызов exit, завершающий процесс и переупорядочивающий процессы-потом-
ки к корню, не рассматривается в анализе. Предполагается, что восстановление вершин,
соответствующее завершенным процессам, с последующим обратным присоединением,
осуществляется некоторым набором эвристических правил [2, 3] поиска либо восстанов-
ления соответствующей сессии.
С учётом вышеописанных ограничений, задача восстановления дерева процессов цепочками
системных вызовов может быть сформулирована так:
Получая на вход дерево процессов 𝐷 = {𝑉,𝐸}, где 𝑉 – множество вершин, 𝐸 – множе-
ство рёбер, возможно, с меткой ‘exit’, получить дерево 𝑇 = {𝑉 +, 𝐸+}, где 𝑉 + = 𝑉 ∪ 𝑉ℎ, 𝑉ℎ
– множество добавленных вершин, описывающих промежуточные состояния процессов, 𝐸+
– множество рёбер с метками-системными вызовами из множества 𝑅, выполнение которых
восстанавливает 𝐷 из стартового состояния 𝐼1. При этом:
𝐸 ∩ 𝐸+ ⊂ 𝐸+ (1)
𝑉 = 𝑉 ∩ 𝑉 + (2)
Условие (1) заключает то, что некоторые смежные вершины во входном дереве могут не
являться смежными в выходном (Рис. 2). Условие (2) заключает неукорачивание дерева, что
соответствует отдельному рассмотрению вызова exit [2, 3], при этом у некоторых рёбер на
входе уже может быть метка ‘exit’.
Утверждение 1. Пусть 𝑆 – множество различных конфигураций исполняемых сред
ОС. Тогда ∀ 𝐷 ∈ 𝑆 ∃𝑇 : 𝑇 – решение задачи.
Обоснование: допустим, что ∃𝐷 ∈ 𝑆 : ∀𝑇 не является решением. Тогда не существует
последовательностей системных вызовов, восстанавливающих 𝐷, то есть 𝐷 /∈ 𝑆. Противоре-
чие.
С учётом вышесказанного, наиболее тривиальным подходом к восстановлению является
прямое порождение нужного дерева процессов некоторым переборным алгоритмом. Целью
данной работы является демонстрация сложности такого решения, ввиду комбинаторных оце-
нок количества деревьев.
3. Оценки числа деревьев
Данный раздел приводит оценки числа деревьев процессов из перечислительной комби-
наторики. Ключевыми параметрами в таких оценках является число вершин, а также число
атрибутов и множество принимаемых ими значений, связанные с поддержкой системных вы-
зовов.
Продемонстрируем оценку для количества различных деревьев, поддерживающих систем-
ный вызов fork, приводимую в работе [2]:
𝐹 (𝑛) =
𝑛−1∑︁
𝑖=2
𝑖𝑖−2, (3)
1Стартовым состоянием, не теряя общности, можно считать корневой Init-процесс, имеющий единичные
значения идентификатора, сессии, группы и т.д.
О некоторых комбинаторных свойствах . . . 155
Рис. 2: Входное дерево процессов 𝑇 с поддержкой сессий и полученное дерево 𝐷 с метками-
системными вызовами на рёбрах. Вершина “2 1” – восстановленное промежуточное состояние.
Вершина “3 1” присоединена к состоянию процесса “2” до выполнения setsid.
где 𝑛 = 216 – максимально возможное число процессов в ОС Linux.
Данный результат в точности соответствует суммированию количества различных остов-
ных деревьев на 𝑖 вершинах по формуле Кейли [5], с учётом выделенной вершины для корнево-
го процесса, связанного с ядерным с идентификатором 0 [6, 7]. Суммирование проводится от 2
до 𝑛−1 ввиду существования одной конфигурации для пары корневой-ядерный. Индуктивное
доказательство (3) приводится в работе [2], без учёта значений идентификатора процесса. Тем
не менее, простой переборный алгоритм, либо алгоритм, требующий строгого соответствия со-
храняемого и восстанавливаемого идентификатора, может существенно опираться именно на
его значение. Требование к рассмотрению идентификаторов процесса вносит существенную
поправку в приведённую оценку.
Утверждение 2. Количество генерируемых деревьев процессов с учётом различимости
по идентификаторам равняется:
𝐹 (𝑛) =
𝑛−1∑︁
𝑖=2
(︂
216 − 2
(𝑖− 1)
)︂
(𝑖− 1)!𝑖𝑖−2 (4)
Доказательство. Зафиксируем количество процессов 𝑖. Пусть 𝑝 = 2 . . . 216 − 1 – иден-
тификатор некорневого процесса, таким образом, выбор одного идентификатора можно со-
вершить (216 − 2)-способами. Пусть 𝑃 – множество идентификаторов в вершинах, без учёта
корневой, 𝑃
′
– некоторая перестановка элементов 𝑃 . Число способов назначить множество
значений элементов 𝑃
′
(𝑖− 1)-процессам равно числу размещений (𝑖− 1) в (216 − 2):(︂
216 − 2
(𝑖− 1)
)︂
(𝑖− 1)! (5)
в точности равному поправке (4). Что и требовалось доказать.
Следует отметить, что в большинстве практических приложений строгого восстановле-
ния значения идентификатора не требуется: различные по атрибутам деревья могут быть
функционально эквивалентными, то есть описывать идентичные состояния исполняемой сре-
ды (Рис. 1). Приведём одно практически важное групповое свойство деревьев процессов.
Утверждение 3. Идентификаторы некорневых процессов образуют симметрическую
группу 𝑆𝑛−1, при этом выполняется функциональная эквивалентность тривиально авто-
морфных деревьев [8], вершины которых пронумерованы перестановками из таких иденти-
фикаторов.
Обоснование: применим строчную нотацию для дерева процессов, представленную в ра-
ботах [2, 3]: 𝑝 𝑔 𝑠 [ 𝑐ℎ𝑖𝑙𝑑𝑟𝑒𝑛 ], где 𝑝, 𝑔, 𝑠 – идентификаторы процесса, группы, сессии некоторого
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процесса, [ 𝑐ℎ𝑖𝑙𝑑𝑟𝑒𝑛 ] – список, возможно пустой, прямых потомков процесса, задаваемых в
этой же нотации, описывающей таким образом всё дерево рекурсивно. В такой нотации fork
имеет вид: * * * [*] −→ * * * [* ∖ 1 /2 /3, /4], где * – метка, принимающая любое значение
из возможных для идентификатора, * ∖ 𝑎 – операция исключения значения 𝑎 из возможных,
/𝑏 – подстановка значения идентификатора из 𝑏-й метки. Таким образом, нет ограничений на
возможные идентификаторы, кроме исключения дубликатов и фиксированного значения “1”
для корневого процесса, то есть любые перестановки некорневых идентификаторов на некото-
ром дереве описывают функционально эквивалентные деревья. Эквивалентность деревьев при
любых некорневых перестановках идентификаторов говорит об образовании симметрической
группы 𝑆𝑛−1 такими идентификаторами, по построению. Что и требовалось продемон-
стрировать.
Утверждение (3) предоставляет обоснование для нормализации идентификаторов деревьев
процессов: пронумеровав вершины по некоторой единой процедуре, можно перейти к рассмот-
рению лишь функционально различных деревьев, количество которых, очевидно, равняется
(3).
Следующим свойством, упрощающим восстановление с поддержкой fork является факти-
ческое отражение данного вызова в структуре дерева: вершина-потомок порождается с ис-
пользованием как минимум одного fork [2, 3]. Несмотря на большое количество различных
деревьев (2), фактически, восстановление цепочек fork можно провести обходом дерева за
линейное время [9, 10]. Большинство других системных вызовов не отражены в структуре
дерева, что затрудняет их восстановление.
Работа [2] приводит оценку числа деревьев с учётом сессий и системного вызова setsid с
целью продемонстрировать быстрый рост количества различных деревьев при добавлении ат-
рибута сессии, либо наследуемого от родителя к потомку, либо выставляемого локально для
некоторого процесса, с образованием новой сессии (Рис. 2). Приведём более сильное утвер-
ждение, которое годится для более широкого класса системных вызовов: выставление нового
значения некоторого атрибута, либо наследование, либо выставление чужого значения атри-
бута.
Утверждение 4. Пусть 𝐹 (𝑛) – число деревьев из 𝑛 процессов с поддержкой некоторых
системных вызовов. Рассмотрим новый вызов k_call(k), изменяющий атрибут вызывающего
процесса 𝑘, наследуемый при fork: k_call(k’) = k’, k_call(0) = pid, где 𝑝𝑖𝑑 – идентификатор
вызвавшего процесса. Тогда поправка для числа деревьев процессов:
𝐹 (𝑛, 𝑘_𝑐𝑎𝑙𝑙) = 𝐹 (𝑛)
𝑛−1∑︁
𝑚=0
(︂
𝑛
𝑚
)︂
(𝑚+ 1)𝑛−𝑚−1 (6)
Доказательство. Пусть в дереве из 𝑛 процессов 𝑚 некорневых совершили вызов
k_call(0), тогда ∃ 𝑧(𝑛,𝑚) = (︀𝑛𝑚)︀ таких конфигураций. Каждый из оставшихся 𝑛 − 𝑚 − 1
некорневых процессов может либо сохранить наследованное значение для 𝑘, либо установить
его 𝑚 способами (Рис. 3), то есть ∃ 𝑦(𝑛,𝑚) = (𝑚 + 1)𝑛−𝑚−1 их конфигураций. Суммируя
количество различных конфигураций по 𝑚 = 0 . . . 𝑛− 1, получим:
𝑛−1∑︁
𝑚=0
𝑧(𝑚) 𝑦(𝑛,𝑚) (7)
Выражение (7) в точности равно поправке из оценки (6), что и требовалось доказать.
Рассмотрим 1-й член суммы (7) 𝑠0. Тогда 𝑚 = 0, 𝑠0 = 2
𝑛−1. Данное равенство демонстри-
рует комбинаторный взрыв [11] при добавлении новых системных вызовов: число деревьев
процессов возрастает более чем в полином раз, и степень полинома 𝑛− 1 ≈ 𝑛 при достаточно
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Рис. 3: К доказательству утверждения 4. Вершины с метками – процессы, совершившие вызов
k_call(0), остальные вершины либо наследуют, либо изменяют значение атрибута на некоторое
значение из дерева, что показано стрелками. Значение “1” также может быть наследовано.
больших 𝑛 ограничена только числом вершин дерева. Данный результат демонстрирует прак-
тическую трудность применения прямых методов перебора и поиска подходящих деревьев 𝑇
ввиду экспоненциального роста числа деревьев, восстановление системных вызовов для кото-
рых не следует напрямую из вида дерева, как при поддержке fork. Данный факт мотивирует
поиск более строгих методов восстановления, краткому обзору которых посвящён раздел 5.
4. Группировка процессов и заключающие правила
В поддержку построения указанных выше способов восстановления деревьев, рассмотрим
свойство группировки процессов в сессии: по умолчанию идентификатор 𝑠 наследуется про-
цессом от родителя, сохраняя сессию, либо порождается новая (Рис. 4).
Рис. 4: Проверка некоторого наследуемого атрибута процесса 𝑝 из процесса 𝑡. 𝑝 и 𝑡 лежат в
одной сессии с лидером 𝑠. При этом достаточно обойти поддерево от 𝑠.
Следовательно, при восстановлении цепочек системных вызовов требуется учитывать, по-
рождён ли некоторый процесс от родительского состояния до или после выполнения setsid.
Простейшие правила проверки заключаются в восходящем поиске идентификатора сессии ре-
бёнка по текущей ветви дерева: 𝑣𝑡.𝑠 ∈ 𝑉𝑎𝑏𝑜𝑣𝑒.𝑠, где 𝑣𝑡.𝑠 – идентификатор сессии проверяемого
процесса, 𝑉𝑎𝑏𝑜𝑣𝑒.𝑠 – множество идентификаторов сессий из вершин по ветви вверх от роди-
тельского до корневого процесса. Подобные операции сравнения, как и свойства группировки
процессов по атрибутам – группам процессов и пользователей, позволяют не более чем за 𝑂(𝑛)
по времени проверить некоторые 𝑘 атрибутов в дереве, 𝑘 ≪ 𝑛, то есть для 𝑛-вершин можно
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совершить проверки за в худшем случае за 𝑂(𝑛2) обходом дерева в глубину или в ширину
[9, 10].
Ввиду того, что многие системные вызовы изменяют свойства процессов только в рам-
ках некоторой сессии, оценка 𝑂(𝑛2) на практике может быть меньше: для таких вызовов нет
необходимости обходить всё дерево, достаточно найти лидера сессии и осуществить поиск в
его поддереве. Другим улучшением является индексирование дерева и быстрый поиск среди
вершин который может улучшить проверки от 𝑂(1) до 𝑂(𝑛)-раз, в зависимости от использо-
ванного алгоритма [10].
5. О формальных грамматиках, анализе деревьев и других мето-
дах решения
Данный раздел кратко приводит некоторые математические методы решения, несмотря на
то, что в современных компьютерных системах наибольшее распространение получили техни-
ки профилирования и восстановления наборами эвристик. С обзором данных решений можно
ознакомиться в обзорах к работам [3, 4]. Вообще говоря, математическая формализация дан-
ной задачи является относительно новым вопросом, продиктованным активным развитием
высоконагруженных и распределённых систем. Одним из подходов, предложенным и разви-
ваемым автором, является построение формальных грамматик системных вызовов.
В такой постановке производится разбор дерева 𝐷 как строки на некотором языке, по-
рождённом формальной грамматикой 𝐺 = {𝐴,𝑁, 𝑃,< 𝑠 >}, где: 𝐴 – множество терминалов –
конечные состояния (процессов), 𝑁 – множество промежуточных состояний, 𝑃 – набор пра-
вил системных вызовов и порождения некоторых вспомогательных конструкций, < 𝑠 >∈ 𝑁
– стартовый нетерминал. Выходом является дерево разбора 𝑇 с метками на рёбрах – систем-
ными вызовами, приводящими к данному 𝐷, что соответствует постановке задачи. Очевидно,
данная грамматика является существенно неоднозначной: существует несколько способов по-
родить эквивалентные деревья процессов, однако это не противоречит постановке задачи: тре-
буется получить произвольное дерево 𝑇 из множества деревьев, приводящих к 𝐷 в условиях
(1)-(2).
Получение оптимальных цепочек системных вызовов также является открытым вопросом
для исследования. На данный момент разработаны методы восстановления на базе разбора
строчной нотации дерева проверкой атрибутов двухпроходным анализатором [12] с механиз-
мом вложенного стекового кадра, поддерживающим системные вызовы fork, setsid, setpgid и
exit [2, 3]. Очевидно, разбор строк обычными грамматиками [13] с проверками атрибутов пло-
хо применим к формулируемой задаче: зависимости атрибутов одних процессов от других и
относительно низкая выразительность дизъюнктивных грамматик мотивируют поиск подхо-
дящих мягко-контекстно-зависимых формализмов [14, 15, 16, 17], учитывающих топологию
входных данных как дерева, и поддерживающих контекст некоторого вида [15, 16, 17, 18]. На
данный момент автором проводятся работы по построению двухкомпонентной параметризо-
ванной грамматики вставки деревьев [18, 19], а также эквивалентной ей по выразительной
способности грамматики оборачивания пар [13] с поддержкой ветвлений.
Из других способов решения задачи следует отметить работу [20], являющуюся попыткой
применения матричного анализа к поставленной задаче.
Из работ, близких по виду рассматриваемой проблемы, но не имеющих прямого отношения
к ней, следует выделить исследование [21], посвящённое частному случаю анализа деревьев
процессов и порождающих системных вызовов, из которого можно заимствовать результаты
на случай поддержки параллелизма, и [22], представляющую применение атрибутных грам-
матик к некоторым вычислительным задачам.
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6. Заключение
Несмотря на полученные нелинейные оценки роста числа деревьев при добавлении вершин
и комбинаторный взрыв при добавлении системных вызовов, симметрическая группа иденти-
фикаторов и наследование атрибутов заключают существование эффективных строгих мето-
дов решения задачи в условиях (1)-(2), а также отдельного эвристического восстановления
завершенных процессов [3]. Тем не менее, ряд вопросов также является открытым: оптималь-
ность цепочек системных вызовов, метрики эффективности, статистические свойства деревьев
процессов и применимость приближённых методов восстановления. Дальнейшие исследования
автора будут посвящены построению методов решения, указанных в разделе 5, параллельно
с исследованиями открытых вопросов.
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