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public virtual void step_frame ()
{

















public float density , pressure;


































Wpoly6(r − r j ,h) =
∑
j







void calc_density_pressure(int i, int[] neighbor_cue)
{
float weight = 0.0f;
Particle center = grid.particles[i];
// Sum Neighbor Particles
for(int cue_i =0; cue_i+1< neighbor_cue.Length; cue_i +=2)
{
int start = neighbor_cue[cue_i ];
int end = neighbor_cue[cue_i + 1];
if(start == -1)
continue;





particle_states[i]. density = weight * mass;
particle_states[i]. pressure = pressureCoefficient * (
Mathf.Pow(particle_states[i]. density /






























(a)  poly6 (b)  spiky(gradient)
図-3 重み関数 Wpoly6， ∇Wspiky
またC#コードでは次のように表される．
ソースコード 4 Poly6カーネル
public float poly6_kernel(float r, float h)
{
if(r < h)
























































m jΠi j∇Wspiky(r i − r j ,h) (vi j · r i j < 0)
0 (vi j · r i j ≥ 0)
だたし Πi j = −ν
(
vi j · r i j




ρi + ρ j
αは0.08から0.5の間で選択すると良いとされる．ここでεh2は
r = 0の場合に分母が0となる事を防ぐための値であり，ε = 0.01




void calc_force(int i, int[] neighbor_cue)
{
Particle center = grid.particles[i];
particle_states[i].force = Vector3.zero;
Vector3 pressure_force = Vector3.zero , viscosity_force =
Vector3.zero;
Vector3 relativePosition , relativeVelocity , temp_kernel;
float center_pressure = particle_states[i]. pressure /
Mathf.Pow(particle_states[i].density , 2.0f);
for(int cue_i =0; cue_i+1< neighbor_cue.Length; cue_i +=2)
{
int start = neighbor_cue[cue_i ];
int end = neighbor_cue[cue_i + 1];
if(start == -1)
continue;
for(int cue_j=start; cue_j <end; ++ cue_j)
{
int j = grid.get_index(cue_j);
relativePosition = center.position - grid.particles[
j]. position;




float neighbor_pressure = particle_states[j].
pressure / Mathf.Pow(particle_states[j].density
, 2.0f);
temp_kernel = spiky_gradient(r, relativePosition ,
effectiveRadius);
pressure_force += (center_pressure +
neighbor_pressure) * temp_kernel;
// viscosity
relativeVelocity = particle_states[j]. velocity -
particle_states[i]. velocity;
float dot = Vector3.Dot(relativeVelocity ,
relativePosition);
if(dot_position_velocity < 0.0f)
viscosity_force -= temp_kernel * dot / (
relativePosition.sqrMagnitude + stability) *









∇Wspiky (r ,h) = α

(h − r)2 r
r
(0 ≤ r ≤ h)
0 otherwise





ソースコード 6 Spikyカーネル (勾配)
public Vector3 spiky_gradient(float r, Vector3




float q = h - r;
return constant_spiky_gradient * relative_position * q
* q / r;
}
else
return Random.onUnitSphere * 0.0001f *
constant_spiky_gradient;
}









particle_states[index ]. velocity += particle_states[
index ]. force * timeStep + (enable_gravity == true
? gravity * timeStep : Vector3.zero);
grid.particles[index ]. position += particle_states[


















































ρS (r ) =
∑
j ∈fluid
























































for(int i=0; i<keys.Length; ++i)
{
grid.particles[index ]. position = transform.position +

















void bake_force(int i, int[] neighbor_cue)
{
ParticleSystem.Particle center = grid.particles[i];
pressure_force = Vector3.zero;
friction = adhesive = 0.0f;
Vector3 relativePosition , relativeVelocity , temp_kernel;
float coef_center_pressure = 1.0f / Mathf.Pow(sph.
ParticleStates[i].density , 2.0f);
for(int cue_i =0; cue_i+1< neighbor_cue.Length; cue_i +=2)
{
int start = neighbor_cue[cue_i ];
int end = neighbor_cue[cue_i + 1];
if(start == -1)
continue;
for(int cue_j=start; cue_j <end; ++ cue_j)
{




relativePosition = center.position - grid.particles[
j]. position;
float r = relativePosition.magnitude;
if(r > effectiveRadius)
continue;
float neighbor_pressure = sph.ParticleStates[j].
pressure / Mathf.Pow(sph.ParticleStates[j].
density , 2.0f);
temp_kernel = spiky_gradient(r, relativePosition ,
effectiveRadius);
// pressure
pressure_force += (coef_center_pressure * Mathf.Max(
sph.ParticleStates[i].pressure , 0.0f) +
neighbor_pressure) * temp_kernel;
// friction
relativeVelocity = sph.ParticleStates[j]. velocity -
Vector3.right;
float dot_position_velocity = Vector3.Dot(
relativeVelocity , relativePosition);
if(dot_position_velocity < 0.0f)
friction -= (temp_kernel * dot_position_velocity /
(relativePosition.sqrMagnitude + sph.
desbrum_stability) * viscosity * sph.
desbrum_viscosity / (sph.ParticleStates[i].
density + sph.ParticleStates[j]. density)).x;
// adhesive





adhesive -= (temp_kernel * dot_position_velocity /
(relativePosition.sqrMagnitude + sph.
desbrum_stability) * viscosity * sph.
desbrum_viscosity / (sph.ParticleStates[i].





































ε = Kε (τ − τc ) 但し τ = Kθn
ここでKεは侵食の強度，τcは限界せん断力，Kはせん断応力






















(|r i j | < h)
0 (|r i j | ≥ h)







void cross_point_erosion(int x, int y, int z, int[]
neighbor_cue)
{
float erosion_rate = 0.0f;
Vector3 relativePosition , relativeVelocity;
float r_min = 0.4f * sph.effectiveRadius;
float r_base = 0.4f * sph.effectiveRadius;
for(int cue_i =0; cue_i+1< neighbor_cue.Length; cue_i +=2)
{
int start = neighbor_cue[cue_i ];
int end = neighbor_cue[cue_i + 1];
if(start == -1)
continue;
for(int cue_j=start; cue_j <end; ++ cue_j)
{
int j = sph_grid.get_index(cue_j);
relativePosition = voxel_grid.cell_position(x, y, z)
- sph_grid.particles[j]. position;
float r = relativePosition.magnitude;




relativeVelocity = sph.ParticleStates[j]. velocity;
float shear_rate = relativeVelocity.magnitude -
Mathf.Abs(Vector3.Dot(relativeVelocity ,
relativePosition.normalized));
shear_rate = shear_rate / Mathf.Max(r, r_min);
erosion_rate += Mathf.Max(( Mathf.Pow(shear_rate , 0.5
f) - critical_stress), 0.0f);
}
}
// Apply to voxel data ( Rectified )
erode[x,y,z] = (byte)Mathf.Min(erode[x,y,z] + Mathf.
CeilToInt(erosion_rate * byteFit), 255);
int transfer = Mathf.FloorToInt(erode[x,y,z] *
erode_strength / byteFit);
voxel_grid.voxel[x,y,z] = (byte)Mathf.Min(voxel_grid.
voxel[x,y,z] + transfer , 255);
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図-11 引力計算による流れの違い
図-10の斜線部で示した補間は左の ρ1のものにあたる．一方
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