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Resumen
En los u´ltimos an˜os se ha observado un marcado incremento en el nu´mero
de dispositivos mo´viles que tienen a Android como sistema operativo, por
lo que una falla en la seguridad de dicha plataforma afectar´ıa a una gran
cantidad de usuarios. Este elevado nu´mero de v´ıctimas potenciales alienta
a los creadores de aplicaciones maliciosas a elegir a Android como objetivo
de sus ataques. Es por esto que el ana´lisis y fortalecimiento de su modelo de
seguridad se ha convertido en una tarea importante que despierta el intere´s
de numerosos investigadores.
El objetivo de este trabajo es realizar un ana´lisis exhaustivo del mode-
lo de seguridad implementado por Android. Para ello se realiza un estado
del arte en el tema, considerando los trabajos ma´s relevantes hasta el mo-
mento, y se compara dicho modelo con el implementado en los dispositivos
mo´viles Java (JME-MIDP). Asimismo, se presenta una especificacio´n formal
que comprende distintos aspectos sobre la seguridad en Android, poniendo
atencio´n, principalmente, en el mecanismo de delegacio´n de permisos y en la
interaccio´n con el framework de aplicaciones para realizar llamadas al siste-
ma. Dicha especificacio´n esta´ desarrollada con el asistente de pruebas Coq,
que es utilizado para demostrar formalmente diferentes propiedades sobre el
modelo de seguridad representado.
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Cap´ıtulo 1
Introduccio´n
Android es un sistema operativo open-source [21] disen˜ado, inicialmen-
te, para dispositivos mo´viles y desarrollado por Google junto con la Open
Handset Alliance (OHA) [44]. Al instalar una distribucio´n Android en un
dispositivo mo´vil se incluye, adema´s de un sistema operativo de base, un
conjunto de aplicaciones principales (por ejemplo, libreta de contactos, re-
loj, etc.) que proveen acceso a las funcionalidades ba´sicas del dispositivo.
Adicionalmente, se cuenta con un middleware que ofrece librer´ıas y servi-
cios del sistema, tanto a las aplicaciones principales como a las instaladas
posteriormente. En relacio´n a estas u´ltimas, “el llamado Android Software
Development Kit (SDK) incluye las herramientas necesarias para el desa-
rrollo de nuevas aplicaciones en la plataforma Android usando el lenguaje
de programacio´n Java” [42].
Una de las caracter´ısticas principales de Android es que cualquier aplica-
cio´n, ya sea principal o creada por algu´n desarrollador, puede, al instalarse
con las autorizaciones adecuadas, utilizar tanto los recursos/servicios del
dispositivo mo´vil (hacer llamadas, leer libreta de contactos, etc.) como los
ofrecidos por el resto de las aplicaciones instaladas.
Con respecto al modelo de seguridad implementado en Android, a pe-
sar de que el mismo posee caracter´ısticas muy variadas, tambie´n presenta
ciertas limitaciones. Algunos trabajos previos dan cuenta de la rigidez del
sistema de permisos a la hora de, por ejemplo, instalar una nueva aplica-
cio´n [31, 43]. Adema´s, muchos de los aspectos de la seguridad en Android
dependen de la correcta construccio´n de las aplicaciones por parte de los
desarrolladores (por ejemplo, el problema denominado privilege escalation,
abordado en trabajos anteriores [28, 36] y retomado en el presente trabajo)
pero, al mismo tiempo, no existe una documentacio´n precisa que facilite di-
cha tarea. Adicionalmente, el mecanismo de delegacio´n de permisos ofrecido
en dicho modelo presenta caracter´ısticas que requieren un mayor ana´lisis,
con el objeto de asegurar que no agregan nuevas vulnerabilidades (todav´ıa
no descubiertas).
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En este trabajo se desarrolla una especificacio´n formal del modelo de
seguridad de Android poniendo especial atencio´n en el mecanismo de dele-
gacio´n de permisos y la interaccio´n entre las aplicaciones y el sistema. Dicha
especificacio´n, inspirada en los trabajos de Zanella et al. [52, 53], esta´ ba-
sada en ma´quinas de estados. Los estados incluyen, en particular, campos
para: aplicaciones instaladas, permisos otorgados a las mismas y componen-
tes en ejecucio´n. Dado un estado de la especificacio´n formal, una operacio´n
exitosa en el sistema Android (por ejemplo, la correcta instalacio´n de una
nueva aplicacio´n) se representa como una transicio´n a otro estado cuyas va-
riables tendra´n, posiblemente, valores distintos a los del estado anterior (por
ejemplo, en el nuevo estado, el campo correspondiente a las aplicaciones ins-
taladas contemplara´ la actualizacio´n de dicho campo con la incorporacio´n
de la nueva aplicacio´n). De esta forma, el objetivo del trabajo es analizar
formalmente distintos aspectos del modelo de seguridad de Android, demos-
trando propiedades del mismo en el marco de la especificacio´n construida.
Tanto la especificacio´n formal como el enunciado y prueba de teoremas so-
bre el mismo se desarrollaron en Coq [27, 51], por lo que los archivos ge-
nerados con dicho asistente de pruebas, disponibles en http://www.fing.
edu.uy/inco/grupos/gsi/index.php?page=proygrado&locale=es, cons-
tituyen una parte primordial de este trabajo.
En concreto, esta tesina realiza las siguientes contribuciones:
• Una descripcio´n exhaustiva del modelo de seguridad de Android que
incluye un estudio del estado del arte en el ana´lisis del mismo1.
• Una especificacio´n formal de las definiciones ba´sicas del sistema An-
droid y sus mecanismos de seguridad.
• Un ana´lisis formal de propiedades reunidas de distintas publicaciones
del estado del arte sobre la seguridad en Android.
• Demostraciones de nuevas propiedades no estudiadas hasta el momen-
to que describen escenarios omitidos en la documentacio´n oficial, ayu-
dando, de esta forma, a clarificar el verdadero comportamiento del
modelo de seguridad en Android.
De las publicaciones disponibles en la literatura, las que ma´s se relacio-
nan con nuestro trabajo son las de Fragkaki et al. [37] y Shin et al. [48].
En la primera de ellas se desarrolla un modelo formal para analizar los me-
canismos de seguridad que implementa Android. En base a este modelo se
especifican propiedades deseables para dichos mecanismos y se verifica si
las mismas se cumplen. Parte de las propiedades descriptas en este trabajo
fueron tomadas para ser demostradas en nuestro propio formalismo, prin-
cipalmente las relacionadas con la delegacio´n de permisos. Por otro lado,
1Parte de los resultados obtenidos en esta etapa fueron plasmados en un reporte te´cnico
[47] publicado en la Universidad de la Repu´blica.
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Shin et al. tambie´n toman como base el trabajo de Zanella et al. [53] para
analizar el modelo de seguridad de Android mediante un formalismo basado
en ma´quinas de estados desarrollado en Coq. Sin embargo, nuestra especi-
ficacio´n cubre aspectos no estudiados en la publicacio´n en cuestio´n, tales
como la delegacio´n de permisos y la interaccio´n con el sistema. Por otro
lado, las definiciones utilizadas en ambos trabajos tambie´n difieren en gran
medida, por lo que, en lugar de ser una extensio´n a lo hecho anteriormente,
la especificacio´n propuesta es ma´s bien una alternativa.
La organizacio´n del resto del trabajo es como sigue. El cap´ıtulo 2 intro-
duce las caracter´ısticas principales de Android, incluyendo su arquitectura
y conceptos ba´sicos, y el cap´ıtulo 3 ofrece una descripcio´n exhaustiva de su
modelo de seguridad junto con un ana´lisis comparativo entre dicho modelo
y el implementado en los dispositivos mo´viles Java (JME-MIDP) [38, 46].
Posteriormente, en los cap´ıtulos 4 y 5 se incluyen, respectivamente, la es-
pecificacio´n formal del modelo de seguridad de Android y las propiedades
demostradas sobre el mismo. Por u´ltimo, los cap´ıtulos 6 y 7 presentan traba-
jos relacionados, incluyendo las diferencias concretas entre nuestro trabajo
y el de Shin et al. [48], y las conclusiones obtenidas en esta tesina.
Cap´ıtulo 2
Descripcio´n General de
Android
A lo largo de este cap´ıtulo explicaremos las caracter´ısticas principales de
Android, incluyendo su arquitectura y conceptos ba´sicos, que se necesitara´n
para comprender el resto del trabajo. Dado que la versio´n de Android estu-
diada es la 4.4.2 (KitKat), tanto el presente cap´ıtulo como los posteriores se
referira´n a esta versio´n.
2.1. Arquitectura
La arquitectura del sistema operativo Android sigue el estilo arqui-
tecto´nico conocido como Sistemas Estratificados, ya que los distintos com-
ponentes del mismo son divididos en estratos que conforman una jerarqu´ıa
con respecto al nivel de abstraccio´n. Mientras que los estratos ma´s bajos
agrupan componentes ligados a la interaccio´n con el hardware del disposi-
tivo, los estratos superiores se corresponden con tareas de ma´s alto nivel.
En l´ıneas generales, los componentes de un estrato determinado utilizan los
servicios provistos por el estrato inferior (de existir) y ofrecen sus propios
servicios a los componentes del estrato superior [32, 50].
Los distintos estratos en la arquitectura de Android se describen en la
figura 2.1 y, a lo largo de las secciones subsiguientes, se resumen las princi-
pales caracter´ısticas de cada uno de ellos.
2.1.1. Kernel Linux
“Este estrato funciona como una capa de abstraccio´n entre el hardware
y el resto de los componentes del sistema” [42] proveyendo a estos u´lti-
mos una interfaz para acceder a todos los recursos del dispositivo mo´vil.
Las funcionalidades que provee este estrato dependen de un kernel Linux
multiusuario que se encarga, entre otras cosas, de la administracio´n de la
4
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Figura 2.1: Descripcio´n de la arquitectura de Android publicada en Android
Open Source Project [20].
memoria, los procesos y los drivers de los distintos recursos. Dicho kernel
tambie´n implementa aspectos ba´sicos del modelo de seguridad en Android.
Como consecuencia, por ser e´ste el primer estrato en la arquitectura, la ba-
se del sistema operativo Android es un kernel Linux y, por lo tanto, las
caracter´ısticas ba´sicas del primero dependera´n en gran medida del segundo.
2.1.2. Librer´ıas y Tiempo de Ejecucio´n
Este estrato agrupa, ba´sicamente, tres tipos de componentes:
• Librer´ıas nativas. Se ofrece un conjunto de librer´ıas C/C++ que pro-
veen algunos servicios ba´sicos para aplicaciones y otros programas. Di-
chos servicios son utilizados por los componentes del estrato superior.
Entre sus funcionalidades se incluye facilitar el acceso al hardware (por
ejemplo, manejo de gra´ficos) y a bases de datos. Estas librer´ıas nativas
corren en distintos procesos del kernel Linux subyacente [42, 50].
• Ma´quina virtual. Android cuenta con una ma´quina virtual, llamada
Dalvik, para la ejecucio´n de las aplicaciones programadas en Java. E´sta
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“ejecuta archivos con formato Dalvik Executable (.dex) que esta´ opti-
mizado para reducir al mı´nimo el consumo de memoria del dispositivo
mo´vil” [42]. Cada aplicacio´n Java es compilada a un formato bytecode
y, posteriormente, es ejecutada en una ma´quina virtual Dalvik propia,
distinta a la asignada a cualquier otra aplicacio´n. Adema´s de utilizar
el lenguaje de programacio´n Java en el desarrollo de una aplicacio´n,
tambie´n es posible incluir co´digo nativo (como C o C++) que corra por
fuera de la ma´quina virtual Dalvik. Este tipo de co´digo, al compilar-
se, se ejecuta directamente en el procesador del dispositivo mo´vil. Sin
embargo, la ejecucio´n de dicho co´digo nativo continu´a siendo afectada
por las restricciones del kernel Linux subyacente [3, 50].
• Librer´ıas Esta´ndar. Se provee, a nivel de ejecucio´n de aplicaciones,
“la mayor´ıa de las funcionalidades disponibles en las librer´ıas esta´ndar
de Java, como por ejemplo, operaciones matema´ticas, de texto, de
entrada/salida, entre otras” [42].
2.1.3. Framework de Aplicaciones
En este estrato se encuentra el framework que se encarga de, entre otras
cosas, administrar el ciclo de vida de cada aplicacio´n, proveer el conjunto
de APIs necesarias para el desarrollo y manejar la interaccio´n tanto entre
aplicaciones como tambie´n entre las distintas partes que las componen. Las
caracter´ısticas de este framework imponen una estructura determinada para
las aplicaciones que, en algunos aspectos, difieren de los programas tradicio-
nales (por ejemplo, en las aplicaciones Android “no existe una funcio´n main
o entry point u´nico para la ejecucio´n” [34]).
Uno de los objetivos principales de la arquitectura de Android es la
reutilizacio´n de componentes: cualquier aplicacio´n puede ofrecer sus servicios
y cualquier otra, con la autorizacio´n correspondiente, puede usarlos [42].
Para esto, Android permite que la comunicacio´n entre aplicaciones se realice
con un gran nivel de granularidad, posibilitando la interaccio´n directa entre
los distintos componentes de las aplicaciones.
Otra caracter´ıstica del framework de Android es que “los desarrolladores
tienen acceso a las mismas APIs que utilizan las aplicaciones principales”
[42] (es decir, las aplicaciones que se encuentran preinstaladas). Todas las
librer´ıas que implementan las APIs ofrecidas por este framework esta´n es-
critas en el lenguaje de programacio´n Java y residen en la ma´quina virtual
Dalvik de cada aplicacio´n. Al mismo tiempo, para llevar a cabo alguna ac-
cio´n solicitada por una aplicacio´n, estas librer´ıas se comunican con el sistema
Linux de base en donde, adema´s, se verifica si la aplicacio´n solicitante tiene
los permisos necesarios para acceder a los recursos del sistema o de otras
aplicaciones que este´n involucradas en la accio´n en cuestio´n [35, 42]. Dado
que el sistema de permisos es una parte esencial del modelo de seguridad de
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Android, se brindara´n ma´s detalles con respecto al mismo en los cap´ıtulos
subsiguientes.
2.1.4. Aplicaciones
Finalmente, en este estrato se incluyen tanto las aplicaciones principales
(por ejemplo, cliente de e-mail, calendario, libreta de contactos) como las
nuevas aplicaciones escritas por otros desarrolladores [42]. Ambos tipos de
aplicaciones se ejecutan en el marco impuesto por el framework del estrato
inferior. Sin embargo, el acceso a las APIs esta´ restringido a los fragmentos de
aplicaciones escritos en el lenguaje de programacio´n Java. De existir co´digo
nativo, no se podra´ acceder directamente a las APIs a trave´s del mismo sin
antes interponer co´digo Java que actu´e como intermediario [35].
2.2. Componentes de una Aplicacio´n
Como se adelanto´ en la seccio´n anterior, uno de los lineamientos principa-
les que impone el framework de Android es la estructura de las aplicaciones.
Una aplicacio´n Android se construye a partir de distintos bloques ba´sicos
llamados componentes1. Cada componente “existe como una entidad u´nica
y cumple un rol espec´ıfico, definiendo as´ı, entre todos ellos, el comporta-
miento general de la aplicacio´n” [5]. Un aspecto caracter´ıstico del disen˜o del
sistema Android es que una aplicacio´n puede iniciar cualquier componente
de otra, si se tienen los permisos adecuados.
“Existen cuatro tipos de componentes de una aplicacio´n. Cada tipo se
utiliza para un propo´sito diferente y tiene un ciclo de vida distinto” [5].
Estos tipos son:
Actividades
Una actividad representa una pantalla de la aplicacio´n, en donde se pro-
vee una interfaz de usuario para interactuar con la misma [5]. T´ıpicamente,
cada aplicacio´n tiene una actividad principal que representa la primer panta-
lla que ve el usuario al ser iniciada desde la lista de aplicaciones disponibles.
A partir de ese momento, es posible pasar a la siguiente pantalla (de exis-
tir) llamando a una nueva actividad [1, 19]. A pesar de que una aplicacio´n
tenga una actividad principal, cada una de e´stas es independiente de las
otras, dando la posibilidad a una aplicacio´n distinta de iniciar cualquier ac-
tividad que no sea, necesariamente, la principal (siempre y cuando se tenga
la autorizacio´n apropiada). Por ejemplo, podr´ıa existir una aplicacio´n que
funcione como cliente de correo electro´nico y que consista en tres pantallas/
actividades que se comuniquen entre s´ı: bandeja de entrada, nuevo correo y
1En lo que resta del trabajo, so´lo utilizaremos este nombre para referirnos a dichos
bloques ba´sicos.
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elementos enviados. A pesar de que la actividad principal podr´ıa ser, t´ıpica-
mente, la bandeja de entrada, cualquier otra aplicacio´n que desee permitir
a su usuario mandar un e-mail podr´ıa acceder directamente a la actividad
‘nuevo correo’ de la aplicacio´n original, utilizando los servicios de la mis-
ma sin tener que pasar por la bandeja de entrada [5]. Esta posibilidad de
reutilizar componentes es una de las caracter´ısticas principales del sistema
Android.
Por u´ltimo, cabe sen˜alar que pueden existir mu´ltiples instancias en eje-
cucio´n de una misma actividad al mismo tiempo. Siguiendo con el ejemplo
del pa´rrafo anterior, si dos aplicaciones distintas inician el cliente de correo
para redactar un nuevo e-mail, se creara´n dos instancias diferentes de la
actividad en cuestio´n.
Servicios
Un servicio es un componente cuya ejecucio´n se desarrolla en segundo
plano sin ofrecer ninguna interfaz con el usuario. Cualquier componente
con los permisos adecuados puede iniciar un servicio o asociarse a uno en
ejecucio´n para interactuar con e´l [5]. Si un componente inicia un servicio que
ya esta´ ejecuta´ndose, no se vuelve a crear una nueva instancia del mismo
sino que se interactu´a con la ya existente [8, 17].
El uso ma´s frecuente de los servicios es para realizar tareas que demanden
una gran cantidad de tiempo (y no requieran interaccio´n con el usuario); sin
embargo, tambie´n pueden ser utilizados con el fin de trabajar para procesos
remotos. Por ejemplo, un servicio podr´ıa reproducir mu´sica o descargar un
archivo a trave´s de internet sin impedir que el usuario siga utilizando su
tele´fono mo´vil normalmente [5].
Content Providers
“Un content provider es un componente disen˜ado para compartir in-
formacio´n entre aplicaciones. Dicha informacio´n puede estar guardada, por
ejemplo, en bases de datos SQLite, en la web o en cualquier otro medio
de almacenamiento persistente que este´ disponible” [5]. De esta forma, un
content provider actu´a como una interfaz entre los datos persistidos y el
resto de las aplicaciones para que, estas u´ltimas, puedan tanto acceder a los
mismos como tambie´n modificarlos [50].
Existen dos formatos posibles en los que un content provider puede pre-
sentar la informacio´n almacenada internamente al resto de las aplicaciones.
Estos son: archivos y tablas. Por ejemplo, si se desea compartir el contenido
de una base de datos SQLite, se optara´ por presentar dicha informacio´n en
formato de tablas. Por su parte, el resto de las aplicaciones pueden acceder a
la informacio´n ofrecida realizando consultas o, ma´s directamente, mediante
el uso de URIs (Uniform Resource Identifiers) que identifican a cada recurso
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del content provider. Dichos URIs tienen el siguiente formato:
content://authority name/path/id
Donde authority name es un nombre simbo´lico que identifica al content
provider, path es un nombre que apunta a una tabla o archivo, dependiendo
del formato elegido para presentar la informacio´n, y, como campo opcional,
id apunta a una tabla o fila individual [7, 50].
Broadcast Receivers
Un broadcast receiver es un componente cuyo objetivo es recibir mensa-
jes/anuncios, emitidos por el sistema u otra aplicacio´n, y disparar acciones
a partir de los mismos. Dichos mensajes, llamados broadcasts, se transmiten
a lo largo de todo el sistema, y son los broadcast receivers los encargados de
decidir cua´les de ellos se comunicara´n a la aplicacio´n a la que pertenecen.
Por ejemplo, el sistema podr´ıa generar broadcasts cuando la bater´ıa este´ por
agotarse o cuando se tome una foto. Dependiendo de la aplicacio´n, se confi-
gurara´n sus respectivos broadcast receivers para suscribirse o no a esa clase
de mensajes y efectuar, en caso de suscribirse, una accio´n determinada al
recibirlos. Por su parte, una aplicacio´n podr´ıa generar un broadcast cuando,
por ejemplo, termine de descargar un archivo [5].
Por u´ltimo, al recibir un mensaje, un broadcast receiver debe realizar
operaciones de corta duracio´n. Si se necesita realizar alguna operacio´n que
demande una gran cantidad de tiempo, entonces el broadcast receiver puede,
por ejemplo, iniciar un servicio para ello [5].
2.3. Interaccio´n entre Componentes
“Tres de los cuatro tipos de componentes, actividades, servicios y broad-
cast receivers, son activados mediante un mensaje as´ıncrono llamado intent”
[5]. Estos mensajes hacen que distintos componentes individuales, pertene-
cientes tanto a una misma aplicacio´n como a aplicaciones distintas, se re-
lacionen entre s´ı en tiempo de ejecucio´n [5]. Existen, principalmente, dos
formas de utilizar un intent : como un broadcast o como un mensaje para
interactuar con actividades y servicios.
Al crear un intent se pueden incluir los siguientes campos [10]:
- componente destino: Especifica el nombre del componente al que va
dirigido el intent. De no especificarse ningu´n destinatario, a la hora de
enviar el intent, el sistema debe elegirlo basa´ndose en la informacio´n
contenida en otros campos.
- accio´n: Describe la accio´n que se quiere realizar con el intent o, en
el caso de ser utilizado como broadcast, el evento que sucedio´. Algu-
nas constantes predefinidas para este campo son: ACTION CALL, para
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iniciar una llamada telefo´nica desde una actividad; ACTION EDIT, pa-
ra enviar informacio´n con el fin de ser editada en una actividad; o
ACTION BATTERY LOW, para comunicar que la bater´ıa se esta´ agotando.
Adicionalmente, se pueden agregar constantes definidas por el usua-
rio. Una vez elegido el valor de este campo, la estructura del resto del
intent dependera´ fuertemente de dicha eleccio´n.
- categor´ıa: Especifica, con una o varias constantes, las caracter´ısticas
del componente que deber´ıa recibir el intent. Por ejemplo, la contan-
te predefinida CATEGORY LAUNCHER indica que el componente destino
deber´ıa ser la actividad principal de una aplicacio´n.
- datos: Incluye el o los URIs que identifican los datos sobre los cuales
se quiere actuar. Dichos URIs pueden ser referencias a recursos de
algu´n content provider o a otro tipo de datos. Por ejemplo, si al campo
accio´n se le asigna el valor ACTION CALL, se incluira´ el URI del nu´mero
de tele´fono que se quiere llamar.
- banderas: Incluye banderas opcionales para realizar tareas espec´ıfi-
cas, como por ejemplo la delegacio´n de permisos (ver seccio´n 3.1.4).
- extras: Ofrece informacio´n adicional.
Luego de crear el intent, e´ste es pasado como argumento a algu´n me´todo
que complete la accio´n deseada y que, adema´s, env´ıe dicho intent al desti-
natario correspondiente (por ejemplo, el me´todo startActivity() inicia la
actividad especificada como destinatario por el intent que toma como argu-
mento). Si se da un valor para el campo componente destino de un intent,
e´ste es enviado directamente al componente especificado; en caso contrario,
el sistema debe resolver el destinatario en tiempo de ejecucio´n. A cada tipo
de intent se lo denomina, respectivamente, expl´ıcito e impl´ıcito. Con res-
pecto a los intents impl´ıcitos, cualquier aplicacio´n puede registrar algunos
de sus componentes para que reciban intents con determinados valores para
los campos accio´n, categor´ıa o datos. Por ejemplo, una actividad con la
capacidad de realizar llamadas telefo´nicas puede registrarse para recibir in-
tents impl´ıcitos cuyo campo accio´n tenga el valor ACTION CALL. En tiempo
de ejecucio´n, cuando el sistema tiene que resolver el destinatario de un intent
impl´ıcito, se comparan los valores de los campos mencionados y se eligen co-
mo posibles destinatarios a los componentes registrados para recibir el tipo
de intent en cuestio´n. En el caso de existir muchas actividades registradas
para recibir el mismo intent, el sistema le solicita al usuario que elija una
(a menos que ya exista una actividad por defecto para manejar este tipo
de intents). En cambio, si los componentes registrados fueran servicios, el
sistema elige de forma aleatoria entre los candidatos [30]. Por u´ltimo, si los
componentes habilitados para recibir el intent fueran broadcast receivers, el
intent es enviado a todos ellos. Siguiendo el ejemplo de la seccio´n anterior, si
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se esta´ en la pantalla ‘bandeja de entrada’ del cliente de correo electro´nico y
se quiere redactar un nuevo e-mail, la actividad que representa a la pantalla
actual debera´ enviar un intent expl´ıcito para activar la actividad/pantalla
correspondiente a ‘nuevo correo’. Sin embargo, si se quiere visualizar una
imagen adjunta, la actividad en ejecucio´n podr´ıa enviar un intent impl´ıcito
para que el usuario elija una aplicacio´n acorde para dicha tarea.
Cap´ıtulo 3
El Modelo de Seguridad de
Android
En este cap´ıtulo se brindara´ una descripcio´n integral del modelo de se-
guridad implementado en Android. Para ello, se repasara´n los aspectos prin-
cipales del mismo (seccio´n 3.1) y se lo comparara´ con el modelo presente en
MIDP (seccio´n 3.2).
3.1. Aspectos Principales
La implementacio´n del modelo de seguridad de Android se lleva a cabo
a lo largo de toda la arquitectura del sistema. A continuacio´n detallamos los
aspectos ma´s importantes de dicho modelo.
3.1.1. Application Sandbox
Android implementa el principio de mı´nimo privilegio haciendo que cada
aplicacio´n se ejecute en, como se lo denomina, un sandbox (palabra inglesa
para arenero); es decir, forzando a que cada aplicacio´n so´lo pueda tener
acceso irrestricto a sus propios recursos. Por defecto, ninguna aplicacio´n
puede acceder a otras partes del sistema (por ejemplo, ca´mara de fotos
del tele´fono mo´vil, libreta de contactos, otra aplicacio´n); para ello se debe
obtener el permiso correspondiente [5].
El mecanismo de Application Sandbox es implementado a nivel de kernel
de la siguiente forma: a cada aplicacio´n instalada se le asigna, excepto en
casos especiales (ver seccio´n 3.1.2), un identificador de usuario (UID) dis-
tinto con pocos privilegios [35]. Adema´s, se configuran todos los archivos
creados en el almacenamiento interno para que, por defecto, so´lo puedan
ser accedidos por el UID de la aplicacio´n que los creo´. Los archivos creados
en almacenamiento externo, como tarjetas SD, pueden ser le´ıdos y modi-
ficados por cualquier aplicacio´n con la sola restriccio´n de tener el permiso
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adecuado para escribir en almacenamiento externo, de necesitar hacerlo1.
Adicionalmente, se ejecuta cada aplicacio´n como un proceso separado del
resto, con su propio espacio de direcciones [5]. Debido a esto, valie´ndose de
los mecanismos de proteccio´n de los sistemas Linux, Android garantiza que
ninguna aplicacio´n puede, al menos por defecto, acceder a los recursos de
otra (ya que tienen distintos UIDs) ni a los recursos del sistema (ya que el
UID asignado a cada aplicacio´n tiene pocos privilegios2) y, dado que cada
aplicacio´n corre en un proceso diferente, la u´nica forma de interaccio´n entre
ellas es a trave´s de mecanismos de IPC (Inter Process Communication) [22].
Si bien el kernel provee los mecanismos de IPC tradicionales de Unix (soc-
kets, sen˜ales, entre otros), se recomienda que los desarrolladores utilicen los
mecanismos de IPC de ma´s alto nivel que ofrece Android (por ejemplo, env´ıo
de intents) ya que, estos u´ltimos, permiten especificar pol´ıticas de seguri-
dad que regulen la comunicacio´n entre procesos/aplicaciones chequeando si
las partes intervinientes tienen los permisos necesarios para establecer una
comunicacio´n a trave´s del mecanismo seleccionado [16]. De la misma forma,
para acceder a los recursos del sistema, una aplicacio´n debera´ contar con los
permisos necesarios para ello (ver seccio´n 3.1.3).
Debido a que, como se explico´ anteriormente, el mecanismo de Appli-
cation Sandbox es implementado a nivel de kernel, dada una aplicacio´n
cualquiera, tanto las porciones programadas en co´digo nativo como las pro-
gramadas en Java se encuentran condicionadas por dicho mecanismo [20].
Adicionalmente, como se menciono´ en la seccio´n 2.1.2, las aplicaciones (o,
al menos, los fragmentos programados en Java) se ejecutan cada una en una
ma´quina virtual de Dalvik diferente, brindando, de esta forma, un mecanis-
mo de aislamiento adicional.
3.1.2. Application Signing
Todas las aplicaciones Android deben estar firmadas digitalmente de for-
ma tal que sus claves privadas so´lo sean conocidas por sus respectivos desa-
rrolladores. Adema´s, se deben incluir certificados que identifiquen el origen
de sus claves pu´blicas. Dichos certificados no necesitan estar firmados por
una entidad de certificacio´n; de hecho, la pra´ctica ma´s frecuente es que este´n
firmados por los propios desarrolladores (self-signed certificates). Los certi-
ficados son utilizados por Android para distinguir cua´ndo dos aplicaciones
distintas fueron hechas por el mismo desarrollador. Esta informacio´n se tor-
na relevante para el sistema a la hora de decidir si conceder permisos de
tipo signature (ver seccio´n 3.1.3) o autorizar a dos aplicaciones a tener el
mismo UID (ver seccio´n 3.1.1) [14]. Varias aplicaciones firmadas con el mis-
1En adelante, so´lo denominaremos como recursos de una aplicacio´n a los archivos que
se almacenan internamente.
2Sin embargo, como se vera´ en el cap´ıtulo 6, au´n teniendo pocos privilegios, una apli-
cacio´n maliciosa podr´ıa influir negativamente en el sistema.
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mo certificado pueden pedir tener el mismo UID y, de esta forma, tener la
posibilidad de compartir sus recursos entre s´ı, como tambie´n ejecutarse en
el mismo proceso [11].
3.1.3. Permisos
Como se explico´ en la seccio´n 3.1.1, Android utiliza el mecanismo de-
nominado Application Sandbox para aislar a las aplicaciones del resto del
sistema. Sin embargo, como vimos en ejemplos anteriores, para llevar a cabo
cualquier tarea, por ma´s simple que e´sta sea, una aplicacio´n necesita utilizar
recursos del sistema o, incluso, de otra aplicacio´n. Es por ello que se necesita
algu´n mecanismo para que una aplicacio´n pueda acceder a los recursos que
necesita para llevar a cabo su objetivo y, al mismo tiempo, que se tenga un
cierto control sobre a quie´n se le permite el acceso a los mismos. La solu-
cio´n que provee Android es un sistema de permisos que constituye una parte
principal de su modelo de seguridad.
El funcionamiento ba´sico del sistema de permisos en Android es el si-
guiente: una aplicacio´n declara esta´ticamente el conjunto de permisos que
necesita para obtener las capacidades adicionales que no tiene por defecto
[14]. Al momento de instalar una aplicacio´n se otorgan o no los permisos so-
licitados basa´ndose, dependiendo del tipo de permiso, o bien en el certificado
de la misma (ver seccio´n 3.1.2) o, con mayor frecuencia, en la autorizacio´n
directa del usuario. Tambie´n existen permisos que son otorgados automa´ti-
camente por el sistema al ser solicitados, sin necesidad de pedir la autori-
zacio´n expl´ıcita del usuario [31]. Por otro lado, si alguno de los permisos no
es concedido, t´ıpicamente, la aplicacio´n no puede instalarse3; “Android no
cuenta con un mecanismo que otorgue permisos dina´micamente (en tiempo
de ejecucio´n)” [14].
Cada permiso se identifica con un nombre/texto y, en general, podemos
distinguir dos clases de ellos: los definidos por las mismas aplicaciones con
el propo´sito de auto-proteccio´n y los que esta´n predefinidos por Android,
que controlan el acceso a recursos y servicios del sistema (por ejemplo, ac-
ceso a libreta de contactos, env´ıo de SMS). Todo permiso tiene asignado un
nivel de proteccio´n que caracteriza el riesgo potencial asociado al mismo.
Dependiendo del nivel de proteccio´n de un permiso dado, el sistema define
el procedimiento a seguir para determinar si se concede dicho permiso a
una aplicacio´n solicitante [15]. Existen cuatro niveles posibles, descritos a
continuacio´n:
3Como lo aclara la documentacio´n de Android [14], existen formas de instalar una
aplicacio´n sin exigir que el sistema otorgue todos los permisos solicitados. Sin embargo,
si se instala una aplicacio´n por las v´ıas usuales, esta´ garantizado que si una aplicacio´n se
instalo´, la misma tiene todos los permisos que solicito´. Este u´ltimo es el tipo de instalacio´n
que el usuario ve en una situacio´n normal.
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• Normal: Asignado a “permisos de bajo riesgo que [de ser concedidos] le
dan a la aplicacio´n solicitante acceso a caracter´ısticas aisladas; con un
riesgo mı´nimo para otras aplicaciones, el sistema o el usuario. El sis-
tema concede este tipo de permisos automa´ticamente a la aplicacio´n
que lo solicite sin pedir la aprobacio´n expl´ıcita del usuario (aunque
e´ste siempre tiene la opcio´n de revisar estos permisos antes de ins-
talar dicha aplicacio´n)” [15]. Un ejemplo de este tipo de permisos es
SET WALLPAPER, que habilita a la aplicacio´n que lo obtiene a cambiar
la imagen de fondo de la pantalla inicial.
• Dangerous: Asignado a “permisos que implican un mayor riesgo ya
que [de ser concedidos] le otorgan a la aplicacio´n solicitante acceso a
informacio´n privada o control sobre el dispositivo que puede impactar
negativamente en el usuario” [15]. Si una aplicacio´n solicita cualquier
permiso con este nivel de proteccio´n, se le pedira´ al usuario aprobacio´n
expl´ıcita para poder concederlo [15]. Por ejemplo, el permiso predefi-
nido por el sistema INTERNET tiene asignado el nivel de proteccio´n
dangerous ya que la aplicacio´n que lo posea puede acceder a internet,
posibilitando, entre otras cosas, el env´ıo de informacio´n a terceros.
• Signature: Si se solicita un permiso con este nivel de proteccio´n, e´ste
solamente puede ser concedido si “la aplicacio´n solicitante esta´ firmada
con el mismo certificado que la aplicacio´n que definio´ dicho permiso. Si
los certificados coinciden, el sistema concede automa´ticamente el per-
miso sin notificar al usuario ni pedirle su aprobacio´n expl´ıcita” [15].
Caso contrario, se le denegara´ el permiso a la aplicacio´n solicitante. En
particular, si el permiso en cuestio´n es uno predefinido por Android
y tiene este nivel de proteccio´n, el sistema so´lo podra´ otorgarlo a las
aplicaciones pertenecientes al fabricante del dispositivo [50].
Este nivel de proteccio´n fue pensado, principalmente, para ser asignado
a permisos definidos por aplicaciones. El objeto del mismo es permitir
que aplicaciones pertenecientes al mismo desarrollador puedan com-
partir informacio´n sin la necesidad de la aprobacio´n del usuario [50].
• Signature/System: Los permisos con este nivel de proteccio´n regulan el
acceso a recursos o servicios cr´ıticos del sistema. En general, las u´nicas
aplicaciones que cuentan con este tipo de permisos son las que ya
vienen preinstaladas en una carpeta especial del sistema. Sin embargo,
dichos permisos tambie´n pueden ser otorgados a otras aplicaciones que
este´n firmadas con los mismos certificados que estas u´ltimas [15].
Por otro lado, una aplicacio´n tambie´n puede declarar esta´ticamente per-
misos que exigira´ si se quiere acceder a la misma (por ejemplo, si se le quiere
enviar un intent). Dichos permisos tambie´n pueden ser especificados a nivel
de componente; es decir, exigir distintos permisos para acceder a componen-
tes diferentes. Si una aplicacio´n no cuenta con el permiso correspondiente
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para acceder a un determinado componente externo, cualquier intento por
acceder al mismo, de ser descubierto por el sistema, resultara´ en un error en
tiempo de ejecucio´n, que puede o no ser comunicado al usuario [14]. Los mo-
mentos en los que el sistema verifica si se cuenta con los permisos adecuados
son los siguientes [14]:
• Al hacer una llamada al sistema. Se verifica si la aplicacio´n cuenta
con los permisos necesarios para acceder a los recursos o servicios del
sistema involucrados en la llamada realizada.
• Al iniciar una actividad. Si una aplicacio´n quiere iniciar una actividad
externa, se verifica si los permisos exigidos para acceder a esta u´ltima
se encuentran contenidos en los permisos otorgados a la aplicacio´n
solicitante.
• Al enviar o recibir broadcasts. Un broadcast enviado por una cierta
aplicacio´n so´lo podra´ ser recibido por las aplicaciones que lo autoricen;
es decir, por aplicaciones cuyos permisos exigidos este´n incluidos en
los otorgados a la aplicacio´n que mando´ el broadcast. Inversamente, a
la hora de recibir un broadcast tambie´n se verifica si se esta´ autorizado
por el emisor para poder procesarlo.
• Al acceder o trabajar sobre un content provider. A diferencia de los
otros componentes, se puede especificar un conjunto de permisos exi-
gidos para poder leer y otro conjunto de permisos, posiblemente dis-
tinto, para poder escribir sobre un content provider. Dependiendo de
la accio´n que se quiera llevar a cabo, el sistema verifica que se tengan
los permisos adecuados para cada caso.
• Al iniciar o asociarse a un servicio. Si una aplicacio´n quiere iniciar
un servicio externo o asociarse a uno ya existente, se verifica si los
permisos otorgados a la aplicacio´n solicitante incluyen a los exigidos
para acceder al servicio en cuestio´n.
A partir de la versio´n HONEYCOMB de Android, si un componente quiere
acceder a otro de la misma aplicacio´n, no se exige ningu´n permiso para ello
[6]; por lo que la verificacio´n explicada en el pa´rrafo anterior no se realiza
en ese caso.
Por u´ltimo, Android tambie´n ofrece la posibilidad de que un desarrolla-
dor obligue al sistema a realizar dicha verificacio´n de permisos en momentos
distintos a los listados anteriormente. Para ello se proveen me´todos que, al
ser ejecutados, verifican si una aplicacio´n dada tiene un determinado per-
miso; dando la posibilidad, de esta forma, de escribir co´digo que realice
una verificacio´n de permisos en tiempo de ejecucio´n y en momentos distin-
tos a los listados anteriormente. Mediante este mecanismo, por ejemplo, un
desarrollador podr´ıa elegir hacer que el sistema chequee si una aplicacio´n
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tiene ciertos permisos en el momento que un contador interno sobrepase un
nu´mero dado.
3.1.4. Delegacio´n de Permisos
Android provee, ba´sicamente, dos mecanismos que permiten a una apli-
cacio´n dada delegar sus propios permisos a otra; posibilitando, de esta for-
ma, que esta u´ltima pueda realizar una determinada accio´n para la que no
cuenta, originalmente, con los permisos necesarios. Estos mecanismos son:
pending intents y URI permissions.
El concepto de pending intent es bastante simple: “un desarrollador
define un intent para realizar una determinada accio´n (por ejemplo, ini-
ciar una actividad) como se hace normalmente” [34]. Sin embargo, en lu-
gar de pasar dicho intent al me´todo que realiza la accio´n (por ejemplo,
startActivity()), e´ste se pasa a “un me´todo especial que crea un objeto
PendingIntent asociado a la accio´n deseada. Dicho objeto no es ma´s que
una referencia que puede ser concedida a otra aplicacio´n” [34] para que e´sta
invoque, en el momento que disponga, la accio´n en cuestio´n, contando, al
hacerlo, con los permisos e identidad de la aplicacio´n original [13, 34]. Por
otro lado, si una aplicacio´n crea un objeto PendingIntent, a pesar de que
e´sta deje de ejecutarse, todos las aplicaciones que lo recibieron podra´n seguir
usa´ndolo. Sin embargo, el mismo so´lo podra´ ser cancelado por la aplicacio´n
que lo creo´ y, de suceder esto, todas las aplicaciones que este´n usando dicho
objeto deben dejar de hacerlo [13].
El otro mecanismo para la delegacio´n de permisos ofrecido por Android
se denomina URI permissions. Este mecanismo se aplica cuando una aplica-
cio´n con permisos para leer o escribir sobre un content provider desea con-
cede´rselos a una segunda aplicacio´n para que, esta u´ltima, pueda acceder
a ciertos recursos del content provider en cuestio´n. Cuando una aplicacio´n
inicia o devuelve un resultado a una actividad (perteneciente a otra aplica-
cio´n) puede agregar al intent URIs de recursos de un content provider al
que tiene permisos de lectura/escritura y un identificador de tipo de ope-
racio´n. Esto otorga a la actividad receptora acceso a los datos identificados
por los URIs enviados en el intent para realizar la operacio´n especifica-
da en el mismo (lectura y/o escritura), sin importar si e´sta no tiene los
permisos adecuados para hacerlo4 [14]. Otra forma de lograr esto es hacien-
do que la aplicacio´n que cuenta con los permisos correspondientes (o, en
realidad, algu´n componente en ejecucio´n de la misma) invoque el me´todo
grantUriPermission(), pasando como argumentos el URI del recurso al
que se quiere dar acceso, la aplicacio´n a la que se quiere delegar los permi-
sos y el tipo de operacio´n para la que se delegan los mismos (lectura y/o
4La documentacio´n oficial so´lo menciona a las actividades como posibles receptoras de
un URI permission por medio de intents. Por este motivo, so´lo consideraremos este tipo
de componente a la hora de describir el mencionado mecanismo de delegacio´n.
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escritura). En relacio´n a la revocacio´n, si los permisos fueron concedidos
mediante el me´todo grantUriPermission(), los mismos se mantienen para
todos los componentes de la aplicacio´n receptora hasta que sean revocados a
trave´s de revokeUriPermission(), que toma como argumentos el URI del
recurso y el tipo de operacio´n para la que se quiere realizar la revocacio´n
[39]. Luego de ejecutar dicho me´todo, se quitan los permisos para realizar la
operacio´n indicada sobre el recurso en cuestio´n a todas las aplicaciones que
los recibieron mediante una delegacio´n. Si a alguna actividad en ejecucio´n le
fueron delegados permisos sobre dicho recurso por medio de intents, los mis-
mos tambie´n son revocados por la ejecucio´n de revokeUriPermission().
Adicionalmente, los permisos delegados a trave´s de intents se revocan au-
toma´ticamente al terminar la ejecucio´n de la actividad que los recibio´. Antes
de ese momento, si no se revocaron expl´ıcitamente con el me´todo menciona-
do, todos los componentes de la aplicacio´n contenedora pueden utilizar los
permisos delegados.
Finalmente, para poder hacer uso de este u´ltimo mecanismo de delega-
cio´n sobre un content provider, se debe especificar en la aplicacio´n contene-
dora que se autoriza el uso de dicho mecanismo sobre el content provider en
cuestio´n. De lo contrario, no se podra´n delegar permisos de lectura/escritura
sobre ningu´n recurso de dicho content provider.
3.1.5. Android Manifest
Toda aplicacio´n Android debe incluir en su directorio ra´ız un archivo
XML llamado AndroidManifest [5]. En este archivo se declaran todos los
componentes que forman parte de la aplicacio´n en cuestio´n, junto con algu-
nas caracter´ısticas de los mismos que se definen de forma esta´tica. Adema´s,
se identifican los permisos que solicitara´ la aplicacio´n al momento de instalar-
se y los que sera´n exigidos por la misma (ver seccio´n 3.1.3). Adicionalmente,
en este archivo se especifica si se autoriza el mecanismo de delegacio´n cono-
cido como URI permissions, explicado en la seccio´n 3.1.4, sobre los content
providers de la aplicacio´n.
Uno de los elementos ma´s importantes del cuerpo de un AndroidMani-
fest es <application>, en donde, adema´s de especificar algunas carac-
ter´ısticas de la aplicacio´n en cuestio´n, se incluyen los elementos que descri-
ben los componentes de la misma. Cada componente, dependiendo de su
tipo, se declara utilizando alguno de los siguientes elementos: <activity>,
<service>, <provider> y <receiver>. En los mismos se especifican las
propiedades de cada componente perteneciente a la aplicacio´n, tanto en sus
atributos como en los elementos que a su vez pueden llegar a contener [4].
Adema´s del elemento <application>, en el cuerpo del AndroidMani-
fest se incluyen las siguientes etiquetas [4]:
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– <uses-permission>
En este elemento se especifica un permiso, definido por el sistema o por
alguna aplicacio´n, que se solicitara´ al momento de la instalacio´n para
obtener capacidades adicionales. Se pueden agregar varios de estos
elementos, uno por cada permiso que se quiera solicitar.
– <permission>
En este elemento se definen los permisos a nivel de aplicacio´n de forma
esta´tica. Dichas definiciones tienen que incluir el nivel de proteccio´n
de los mismos, basa´ndose en lo explicado en la seccio´n 3.1.3. Se pueden
agregar varios de estos elementos, uno por cada permiso que se quiera
definir.
– <permission-tree>
En este elemento se reserva un espacio de nombres para luego defi-
nir permisos a nivel de aplicacio´n en tiempo de ejecucio´n. En uno de
sus atributos se especifica una cadena que servira´ de prefijo para cual-
quier permiso que se quiera definir dina´micamente, a trave´s del me´todo
addPermission(). Se pueden agregar muchos de estos elementos para
reservar distintos prefijos.
Adicionalmente, el elemento <application> cuenta con el atributo an-
droid:permission (entre otros) en donde se especifica, a lo sumo, un per-
miso que sera´ exigido para acceder a cualquier componente de la aplicacio´n
[4].
En cuanto a los elementos del AndroidManifest que declaran los distin-
tos componentes de la aplicacio´n, podemos destacar dos atributos comunes
a todos ellos [4]:
– android:permission
En este atributo se declara, a lo sumo, un permiso que sera´ exigido
para acceder al componente en cuestio´n. El permiso en este atributo
(de existir) tiene precedencia sobre el especificado a nivel de aplicacio´n.
– android:exported
Si este atributo esta´ valorizado en true, el componente en cuestio´n
estara´ disponible para ser accedido desde el exterior. En cambio, si
el valor es false, el componente no podra´ ser accedido por una apli-
cacio´n externa, au´n si la misma tiene los permisos exigidos en an-
droid:permission5.
En particular, el elemento <provider> tiene atributos adicionales a los
mencionados anteriormente y, adema´s, puede contener otros elementos [4]:
5En realidad, como se vera´ en el cap´ıtulo 5, existen formas para acceder a un compo-
nente no exportado desde otra aplicacio´n.
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– android:readPermission
En este atributo se declara, a lo sumo, un permiso que sera´ exigido si se
quiere leer el content provider. El permiso en este atributo (de existir)
tiene precedencia sobre el especificado en android:permission del
content provider y la aplicacio´n.
– android:writePermission
En este atributo se declara, a lo sumo, un permiso que sera´ exi-
gido si se quiere escribir sobre algu´n recurso apuntado por el con-
tent provider. Este permiso puede ser distinto al especificado en an-
droid:readPermission y tambie´n tiene precedencia sobre el declara-
do en android:permission del content provider y la aplicacio´n.
– android:grantUriPermissions
Si este atributo esta´ valorizado en true, el content provider correspon-
diente permite la delegacio´n de permisos a trave´s de URI permissions
(utilizando intents o el me´todo grantUriPermission()) sobre todos
los recursos a los que apunte.
– <path-permission>
Este elemento “define la ruta y permisos requeridos para un sub-
conjunto espec´ıfico de datos contenidos en un content provider” [12]
y puede ser agregado varias veces con el fin de especificar mu´lti-
ples rutas. Por otro lado, tambie´n cuenta con sus propios atributos
android:permission, android:readPermission y android:write-
Permission con el mismo significado y precedencia entre ellos que los
explicados anteriormente.
– <grant-uri-permission>
Este elemento permite especificar en sus atributos los URIs de los
recursos apuntados por el content provider para los cuales esta´ per-
mitida la delegacio´n de permisos a trave´s de URI permissions (uti-
lizando intents o grantUriPermission()). Se pueden agregar varios
elementos de este tipo para incluir distintos subconjuntos del content
provider en cuestio´n. Estos elementos tienen precedencia sobre an-
droid:grantUriPermissions; es decir, si se incluye al menos uno de
ellos, el valor del mencionado atributo es ignorado y so´lo se pueden
delegar permisos sobre los recursos especificados en dichos elementos.
Ejemplo. La figura 3.1 muestra un archivo AndroidManifest (incom-
pleto) en donde se aplica lo explicado anteriormente. Dada esta configura-
cio´n, la aplicacio´n com.cpexample solicita el permiso SEND SMS y define el
suyo propio, cpexample.permission.PERMISO, con nivel de proteccio´n ‘nor-
mal’. Adicionalmente, la actividad MainActivity no exige ningu´n permiso
para ser accedida, por lo que el permiso requerido es el especificado a nivel
de aplicacio´n, SET WALLPAPER. Por otro lado, la actividad SecondActivity
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no esta´ exportada, por lo que, t´ıpicamente, so´lo esta´ disponible para compo-
nentes de la misma aplicacio´n. En cuanto a las operaciones sobre los recur-
sos apuntados por el content provider MiProvider, se solicitara´ el permiso
INTERNET para escribir y SEND SMS para leer. Finalmente, con respecto a la
delegacio´n de permisos, MiProvider autoriza el mecanismo de URI permis-
sions sobre todos sus recursos.
<manifest package="com.cpexample" ... >
...
<permission android:name="cpexample.permission.PERMISO"
android:protectionLevel="normal" ... />
<uses-permission android:name="android.permission.SEND SMS" />
<application
android:permission="android.permission.SET WALLPAPER" ... >
<activity
android:name="com.cpexample.MainActivity" ... >
</activity>
<activity
android:name="com.cpexample.SecondActivity"
android:permission="android.permission.CALL PHONE"
android:exported="false" ... >
</activity>
<provider android:name="com.cpexample.MiProvider"
android:grantUriPermissions="true"
android:permission="android.permission.SEND SMS"
android:writePermission="android.permission.INTERNET" ... >
</provider>
...
</application>
</manifest>
1
Figura 3.1: Ejemplo de un archivo AndroidManifest.
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3.2. Comparacio´n con el Modelo de Seguridad de
MIDP
A modo introductorio, MIDP (Mobile Information Device Profile) define
una arquitectura y un conjunto de APIs para la plataforma Java ME [46]
que permiten el desarrollo y posterior ejecucio´n de aplicaciones Java en
dispositivos mo´viles. En particular, MIDP especifica un modelo de seguridad
que rige la ejecucio´n de las aplicaciones Java en dicha plataforma. En esta
seccio´n se realizara´ un ana´lisis comparativo entre el modelo de seguridad de
Android, descripto en la seccio´n 3.1, y el de MIDP. La informacio´n referida
a este u´ltimo modelo fue obtenida tanto de los trabajos de Mazeikis [40, 41]
y Zanella [52, 53] como de la especificacio´n informal de MIDP 3.0 [38].
En primer lugar, cabe destacar que la plataforma Java ME, desarrollada
en el Java Community Process [45], so´lo consiste en una especificacio´n te´cni-
ca (aunque informal) cuya implementacio´n queda a cargo de quien la quiera
utilizar. Debido a esto, la documentacio´n de la plataforma y, en particular,
del modelo de seguridad de MIDP, si bien no llega a ser una especifica-
cio´n formal, es extensa y rigurosa, lo que la diferencia de la documentacio´n
disponible para Android. Una documentacio´n precisa sobre el modelo de
seguridad facilita no so´lo el ana´lisis del mismo sino tambie´n una correcta
interaccio´n por parte de las aplicaciones.
Por otro lado, en relacio´n al aislamiento de las aplicaciones, si bien la
primera versio´n de MIDP implementaba un mecanismo similar al sandbox de
Android (al menos en su concepcio´n), a partir de MIDP 2.0 se opto´ por intro-
ducir un mecanismo alternativo llamado dominio de proteccio´n. Un dominio
de proteccio´n consta de un conjunto de permisos para utilizar determinados
recursos sensibles del sistema. Al momento de instalar una aplicacio´n, e´sta es
asociada a un u´nico dominio de proteccio´n, y los permisos que se le pueden
otorgar a la misma esta´n acotados superiormente por los declarados en dicho
dominio. A la hora de elegir el dominio de proteccio´n que se le asignara´ a una
aplicacio´n firmada, el certificado de la misma cumple un papel importan-
te. A diferencia de Android, si una aplicacio´n esta´ firmada digitalmente, el
certificado de su clave pu´blica debe ser emitido por una autoridad de certifi-
cacio´n. Por su parte, el dispositivo cuenta con certificados ra´ız de entidades
certificadoras para validar el origen de cada aplicacio´n firmada. A cada uno
de estos certificados ra´ız le corresponde un dominio de proteccio´n; y una
aplicacio´n firmada se asocia al dominio cuyo certificado ra´ız pudo validar su
origen (en caso de que haya ma´s de un certificado ra´ız aplicable se elige un
dominio de proteccio´n utilizando un criterio de desempate). Otra diferencia
con Android es que aunque una aplicacio´n no este´ firmada, la misma puede
ser instalada. Sin embargo, a este tipo de aplicaciones se le asocia un domi-
nio de proteccio´n especial con muy pocos permisos. Por otro lado, si no se
logra validar el certificado de una aplicacio´n firmada con ningu´n certificado
CAPI´TULO 3. EL MODELO DE SEGURIDAD DE ANDROID 23
ra´ız (es decir, entidad certificadora), la instalacio´n no puede realizarse. Esta
particularidad de MIDP, junto con las mencionadas anteriormente, le otor-
ga a las autoridades certificadoras un protagonismo del cual carecen en los
sistemas Android.
Las aplicaciones para MIDP, al igual que los paquetes Android, deben
incluir un descriptor que, entre otras cosas, declare los permisos que se ne-
cesitara´n durante su ejecucio´n. Sin embargo, existen algunas diferencias con
respecto a Android. Una de ellas es que los permisos declarados en el des-
criptor pueden clasificarse en indispensables y opcionales. Si el dominio de
proteccio´n que se asociar´ıa a la aplicacio´n puede proveer todos los permisos
declarados como indispensables, entonces la aplicacio´n puede instalarse, de
lo contrario, se aborta la instalacio´n. En cambio, los permisos opcionales no
son necesarios para el funcionamiento apropiado de la aplicacio´n y pueden
no otorgarse en su totalidad, sin afectar por ello la instalacio´n de la misma.
Adema´s, mientras que Android asigna un nivel de proteccio´n a cada per-
miso que determina co´mo este es otorgado, en MIDP son los dominios de
proteccio´n los que definen co´mo se otorga cada uno de sus permisos a las
aplicaciones asociadas a ellos. En un dominio de proteccio´n, un permiso se
puede otorgar de dos formas distintas. La primera es otorgando el permiso
sin consultar con el usuario y de forma incondicional (similar al otorgamien-
to de permisos con nivel de proteccio´n normal en Android). La segunda
forma, por otro lado, requiere la interaccio´n con el usuario y existen tres
niveles distintos de intervencio´n por parte del mismo:
• oneshot: Se solicita la autorizacio´n del usuario cada vez que se accede
al recurso protegido por el permiso en cuestio´n.
• session: Se solicita la autorizacio´n del usuario para otorgar el permiso
en cuestio´n a una aplicacio´n cada vez que se inicia su ejecucio´n. Du-
rante la misma, dicha aplicacio´n puede acceder al recurso protegido
un nu´mero indeterminado de veces.
• blanket: Se solicita la autorizacio´n del usuario para otorgar el permiso
en cuestio´n a una aplicacio´n hasta que la misma sea desinstalada.
Si bien se puede encontrar una similitud entre el u´ltimo nivel de inter-
vencio´n y los permisos de tipo dangerous en Android, no podemos hacer
lo mismo para los dos primeros modos. Por lo tanto, el otorgamiento de
permisos en MIDP tiene un mayor nivel de granularidad que en Android.
Con respecto a los permisos a nivel de aplicacio´n, el modelo de seguri-
dad en MIDP es considerablemente menos flexible que en Android ya que,
en el primero, so´lo se puede elegir entre cuatro tipos de permisos predefi-
nidos para proteger el acceso a los recursos compartidos de una aplicacio´n.
El primer tipo de permiso toma como para´metro un dominio de proteccio´n
y concede el acceso a todas las aplicaciones asociadas al mismo; el segun-
do tipo de permiso es concedido a todas las aplicaciones no firmadas que
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tengan el nombre de un determinado vendedor; los permisos del tercer tipo
son concedidos a todas las aplicaciones firmadas que tengan un certificado
determinado y, por u´ltimo, el tipo de permiso restante es una conjuncio´n
de los dos tipos anteriores, es decir, concede acceso a aplicaciones firmadas
por un determinado vendedor que incluyan cierto certificado. Por lo tanto,
mientras que Android permite proteger componentes de aplicaciones con
permisos definidos por el desarrollador o permisos para acceder a ciertos
recursos del sistema, en MIDP so´lo se cuenta con estos tipos de permisos.
Por u´ltimo, la bibliograf´ıa consultada no da cuenta de la existencia de me-
canismos de delegacio´n de permisos en MIDP, mientras que Android s´ı ofrece
esta posibilidad.
Cap´ıtulo 4
Especificacio´n Formal
Este cap´ıtulo describe la especificacio´n formal del modelo de seguridad
de Android, desarrollada en Coq [27, 51]. En la seccio´n 4.1 se explica la
metodolog´ıa seguida para obtener la informacio´n a formalizar. La seccio´n 4.2
brinda la notacio´n que se usara´ para describir el modelo formal construido,
siendo la misma una simplificacio´n de la utilizada en Coq para favorecer
su comprensio´n. En la seccio´n 4.3 se formalizan los elementos ba´sicos de
Android y su modelo de seguridad, tales como las aplicaciones, componentes
de aplicaciones y el archivo AndroidManifest. La abstraccio´n elegida para
representar un estado del sistema Android es descripta en la seccio´n 4.4 y
las operaciones comprendidas en la especificacio´n formal son dadas en la
seccio´n 4.5. La sema´ntica de cada una de estas operaciones es explicada en
la seccio´n 4.6, en donde se da la pre-condicio´n para poder ejecutar cada una
de ellas y el efecto que se causara´ en el estado del sistema al ejecutarlas. Por
u´ltimo, la seccio´n 4.7, formaliza la ejecucio´n de una operacio´n, utilizando lo
expuesto en la seccio´n anterior.
Para favorecer la brevedad del presente cap´ıtulo, se decidio´ omitir ciertas
porciones de la especificacio´n real. Cada vez que esto ocurra se hara´ refe-
rencia al nombre del archivo Coq en donde se encuentra la informacio´n que
fue excluida. Todos estos archivos esta´n disponibles en http://www.fing.
edu.uy/inco/grupos/gsi/index.php?page=proygrado&locale=es.
4.1. Metodolog´ıa de Trabajo
La construccio´n del modelo formal que se desarrollara´ en las secciones
subsiguientes requiere informacio´n espec´ıfica sobre el sistema Android que
no esta´ cubierta en los cap´ıtulos 2 y 3. Aunque en la mayor´ıa de los casos
la informacio´n no cubierta en cap´ıtulos anteriores es suministrada por la
documentacio´n oficial de Android1, existen ciertos aspectos muy espec´ıficos
1Es decir, la informacio´n disponible en http://developer.android.com/develop. Esta
misma fuente ya fue citada en reiteradas ocasiones por los cap´ıtulos precedentes pero para
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que no son abordados en la misma. Es por ello que para la definicio´n de
distintas porciones del modelo se utilizan las siguientes fuentes alternativas:
Publicaciones Acade´micas
La informacio´n provista en las distintas publicaciones acade´micas sobre
el sistema Android es la primera alternativa consultada al no encontrar datos
suficientes en la documentacio´n oficial. Parte de estas publicaciones tambie´n
fueron utilizadas en cap´ıtulos anteriores con el mismo criterio. Si el art´ıculo
consultado describe una versio´n de Android anterior a la usada en el presente
trabajo, se realizara´n las verificaciones correspondientes para asegurar que
la informacio´n extra´ıda siga siendo va´lida para la versio´n actual.
Co´digo Fuente
El siguiente recurso a consultar es el co´digo fuente del sistema (en su ver-
sio´n correspondiente a Junio de 2014). El mismo puede ser obtenido median-
te la sincronizacio´n con el repositorio ofrecido por Google [9] o accediendo
a su versio´n so´lo-lectura en https://github.com/android.
Ejecucio´n de Aplicaciones
En caso de que la informacio´n requerida no pueda ser obtenida de nin-
guna de las fuentes precedentes, se obtendra´ de la ejecucio´n de aplicaciones
que se desarrollara´n para ese fin. Dichas aplicaciones se correra´n en el emu-
lador provisto en el Android SDK, que tambie´n incluye, entre otras cosas, la
herramienta Android Debug Bridge [2]. Esta herramienta, al ser ejecutada
con el comando adb desde una consola, permite realizar operaciones sobre
el emulador que este´ corriendo en ese momento (de existir). En la descrip-
cio´n del modelo se utilizara´ esta herramienta para realizar consultas sobre
el estado del sistema al ejecutar las aplicaciones de ejemplo.
4.2. Notacio´n Utilizada
Variables y Tipos
Las variables se notara´n con nombres en minu´scula y los tipos ato´micos
con nombres que pueden incluir mayu´sculas. Para ambos casos, los nombres
se escribira´n en cursiva. Por otro lado, dados los tipos A y B, la construccio´n
del tipo de las funciones totales de A en B se representara´ como A → B.
Por u´ltimo, para especificar que una variable a tiene tipo A se utilizara´ la
notacio´n a : A.
describir las caracter´ısticas generales de Android.
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Proposiciones
Las proposiciones se construira´n utilizando los s´ımbolos ∧, ∨, ⇒, ∃ y ∀,
cuyo significado sera´ el mismo que en la Lo´gica de Predicados Constructiva.
Una proposicio´n P representara´, al mismo tiempo, el tipo correspondiente
a todas las pruebas de P . De esta forma, p : P denota que la variable
p es una prueba de P . Paralelamente, el tipo correspondiente a todas las
proposiciones se denominara´ Prop; por lo que P : Prop denota que P es
una proposicio´n.
Para poder declarar predicados sobre determinados para´metros, se uti-
lizara´ el constructor →, mencionado anteriormente. De esta forma P : A→
Prop especifica que P es un predicado sobre un para´metro de tipo A. Si,
adema´s, se quiere dar una definicio´n del mismo, entonces se hara´ de la si-
guiente forma:
P (a : A) : Prop
def
= . . .
Cuando los tipos puedan ser inferidos del contexto, entonces no se incluira´n
en la definicio´n.
Tipos Dependientes
Sea P : A → Prop un predicado sobre elementos de tipo A. Para espe-
cificar que una funcio´n f toma como argumento un elemento de tipo A que
cumpla con el predicado P y devuelve un elemento de tipo B, f debera´ tomar
los elementos a : A y p : P a. Esto se representara´ como f : ∀ a : A•P a→ B.
Si, en cambio, se desea que f sea un predicado, se debe reemplazar B por
Prop.
Tipos Inductivos
Un tipo inductivo se definira´ listando sus constructores, como se muestra
en el siguiente ejemplo:
Ind
def
=
| cons1 : A1 → B1 → Ind
| cons2 : A2 → Ind
De esta forma, un elemento de tipo Ind so´lo podra´ ser obtenido por
medio de alguno de los constructores cons1 o cons2. Si alguno de ellos no
tuviese ningu´n argumento, podr´ıa omitirse el tipo; dejando u´nicamente el
nombre. Adicionalmente, un tipo inductivo puede tomar otro tipo A para
completar su definicio´n. En este caso, los constructores correspondientes
pueden tomar como argumentos elementos en A.
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Pattern Matching
Siguiendo el ejemplo anterior, un elemento i del tipo inductivo Ind se
analizara´ mediante pattern matching de la siguiente forma:
match i with
| cons1 a1 b1 ⇒ e1
| cons2 a2 ⇒ e2
end
Usando este esquema, se contemplan todos los valores posibles para la
variable i, tomando la accio´n apropiada en cada caso. Por otro lado, si en la
definicio´n de un predicado algunos de sus para´metros tienen tipos inductivos,
tambie´n se podra´ hacer pattern matching sobre ellos.
Tipo option
Dado un tipo A, un elemento en option A podra´ representar o bien un
valor en A o ningu´n valor:
option A
def
=
| None
| Some : A→ option A
Registros
Un tipo registro se define especificando sus campos y su u´nico construc-
tor de forma ana´loga a la descripta en el siguiente ejemplo:
Reg
def
= cons {fld1 : C1 → D1 → E1, f ld2 : C2 → D2}
Dado un elemento r de tipo Reg, el acceso a su campo fldi se deno-
tara´ r.fldi.
Por otro lado, se definira´ la relacio´n ∼ entre dos elementos del mismo
tipo registro de forma tal que r1 ∼A r2 se cumplira´ si r1 y r2 son iguales
excepto por, a lo sumo, los campos especificados en A.
Definiciones Locales
Se utilizara´ el esquema let v := t1 in t2, donde v es un identificador
y t1 y t2 expresiones, para denotar una definicio´n local. De esta forma, el
identificador v podra´ ser utilizado en t2 en lugar de la expresio´n t1. Este
esquema sera´ usado cuando t1 tenga una longitud considerable y se repita
varias veces en t2.
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Funciones Parciales
Un mapping o funcio´n parcial m de A en B se denotara´ como m : A 7→ B.
Adicionalmente, m[a] representa el acceso al valor correspondiente a a : A
por medio de m, de existir. Esto es equivalente a definir un mapping m como
una funcio´n total de A en option B.
4.3. Definiciones Ba´sicas
4.3.1. Permisos
Los permisos sera´n identificados con el registro Perm, definido a conti-
nuacio´n:
Perm
def
= perm {idP : idPerm, pl : permLevel}
Los campos pl, de tipo permLevel
def
= dangerous | normal | signature
| signatureOrSys, e idP , de tipo idPerm, representan, respectivamente, el
nivel de proteccio´n y el nombre de un permiso.
Adema´s, se contara´ con un predicado isSystemPerm tal que
isSystemPerm p se cumplira´ si y solo si p es un permiso predefinido por el
sistema. El objetivo de dicho predicado es distinguir a este tipo de permisos
de los definidos por el usuario.
4.3.2. Componentes de una Aplicacio´n
En cuanto a los cuatro tipos de componentes que puede tener una aplica-
cio´n, el u´nico que presenta una estructura relevante para nuestro estudio es
el de los content providers. Por otro lado, existira´n propiedades comunes a
todos los tipos de componentes como tambie´n propiedades que so´lo se apli-
can a un componente en particular (generalmente a los content providers).
Es por ello que, a pesar de diferenciar las distintas clases de componentes
con tipos distintos, tambie´n habra´ un tipo comu´n que se aplique a todas
ellas.
En concreto, los tipos para los componentes actividad, servicio y broad-
cast receiver sera´n, respectivamente, Activity
def
= activity {idA : idCmp},
Service
def
= service {idS : idCmp} y BroadReceiver def= broadreceiver {idB :
idCmp}; donde idCmp es el tipo de los identificadores de componentes2.
Cada uno de estos tipos consisten en registros de un u´nico campo debi-
do a que, por ahora, no se estudiara´n otros aspectos de sus componentes
2Un identificador de tipo idCmp no se corresponde exactamente con el nombre de un
componente, ya que en Android dos componentes pertenecientes a aplicaciones distintas
pueden tener el mismo nombre. Por lo tanto, un identificador debe pensarse como el
nombre de un componente precedido por la aplicacio´n a la que pertenece.
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asociados. Si en trabajos futuros se requiere representar aspectos adicio-
nales de dichos componentes, so´lo se tienen que agregar campos a los re-
gistros en cuestio´n. Con respecto a los content providers, se contara´ con
los tipos uri y res correspondientes a los URIs de recursos y los recursos
en s´ı mismos. Como se explica en la seccio´n 2.2, un recurso de un con-
tent provider podr´ıa ser, por ejemplo, una tabla de la base de datos apun-
tada por e´ste. Los elementos de tipo uri son abstracciones de los URIs
asociados a cada recurso en donde no se tiene en cuenta su estructura in-
terna; un recurso determinado puede tener distintos URIs, uno por cada
content provider que apunte al mismo. Finalmente, el tipo asignado a los
content providers en el presente modelo se define de la siguiente forma:
CProvider
def
= cp {idC : idCmp, map res : uri 7→ res}.
A continuacio´n, construimos el tipo correspondiente a un componente
gene´rico como enumeracio´n de los cuatro tipos precedentes:
Cmp
def
= | cmpAct : Activity → Cmp
| cmpSrv : Service→ Cmp
| cmpCP : CProvider → Cmp
| cmpBR : BroadReceiver → Cmp
De esta forma, si se quiere definir una propiedad sobre un componente
gene´rico, se utilizara´ el tipo Cmp; en cambio, si se quiere definir sobre una
actividad, se utilizara´ el tipo Activity. Dado que, por ejemplo, un servicio s
de tipo Service es un componente, deber´ıa poder ser pasado como para´metro
a un predicado sobre elementos de tipo Cmp. Para lograr esto, so´lo se tiene
que pasar al predicado mencionado el para´metro cmpSrv s.
4.3.3. Componentes en Ejecucio´n
El tipo correspondiente a una instancia en ejecucio´n de un componente
se define como iCmp
def
= icmp {idICmp : idInst}; donde idICmp sera´ el
identificador de cada elemento. Este tipo se utilizara´ para representar una
instancia de un componente gene´rico, sin hacer una distincio´n entre distintas
clases de componentes. La razo´n para ello es que en nuestro modelo no es
necesario ese nivel de detalle para analizar las operaciones que se quieren
representar. De necesitar modelar este aspecto (o cualquier otro) se pueden
agregar campos adicionales al registro correspondiente.
Si bien, como se explico´ en la seccio´n 2.2, hay componentes, como las
actividades, que pueden tener varias instancias en ejecucio´n corriendo al
mismo tiempo, y otros componentes, como los servicios, que tienen a lo sumo
una u´nica instancia, en este modelo no se representa dicha particularidad,
permitiendo que cualquier componente pueda tener ma´s de una instancia en
ejecucio´n corriendo a la vez.
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4.3.4. Aplicaciones
Toda aplicacio´n contara´ con un identificador u´nico, representado por el
tipo idApp3, un certificado (ver seccio´n 3.1.2), representado por el tipo Cert,
y un archivo AndroidManifest. Adicionalmente, para simplificar el modelo,
suponemos que todos los recursos que utilizara´ la aplicacio´n (tablas de bases
de datos, archivos, etc.) se declarara´n de forma esta´tica en la misma.
A continuacio´n, definimos el tipo para representar a los archivos
AndroidManifest:
Manifest
def
=
mf { cmp : Cmp→ Prop,
use : Perm→ Prop,
usrP : Perm→ Prop,
exp : ∀c : Cmp • cmp c→ Prop,
appE : option Perm,
cmpE : ∀c : Cmp • cmp c→ option Perm,
readE : ∀cp : CProvider • cmp (cmpCP cp)→ option Perm,
writeE : ∀cp : CProvider • cmp (cmpCP cp)→ option Perm,
grantU : ∀cp : CProvider • cmp (cmpCP cp)→ Prop,
uriP : ∀cp : CProvider • cmp (cmpCP cp)→ uri→ Prop }
Los campos del tipo Manifest se corresponden con los elementos de
un archivo AndroidManifest explicados en la seccio´n 3.1.5. El campo cmp
es un predicado que abstrae el significado de los elementos <activity>,
<service>, <provider> y <receiver>; el mismo se cumple si el para´me-
tro que se le pasa es un componente de la aplicacio´n que se esta´ definien-
do. Los predicados use y usrP se corresponden, respectivamente, con los
elementos <uses-permission> y <permission>. El primer predicado se
cumplira´ si el permiso que toma como argumento es solicitado por la aplica-
cio´n y el segundo lo hara´ si el permiso esta´ siendo definido esta´ticamente en
la misma. Por otro lado, exp c se cumplira´ si el componente c esta´ exportado.
Este predicado representa el atributo android:exported presente en cada
elemento que declara un componente. Adicionalmente, appE se corresponde
con el atributo android:permission del elemento <application> y especi-
ficara´, a lo sumo, un permiso que exigira´ la aplicacio´n que se esta´ definiendo.
El campo cmpE es una funcio´n que, dado un componente de la aplicacio´n,
especifica, a lo sumo, un permiso necesario para acceder al mismo, tal como
sucede en el atributo android:permission a nivel de componente. Por su
parte, readE y writeE representan los atributos android:readPermission
y android:writePermission especificando, respectivamente, los permisos
3En este caso, los elementos del tipo idApp s´ı se corresponden con los nombres de las
aplicaciones en Android, ya que e´stos no pueden repetirse.
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necesarios (de existir) para leer y escribir un content provider pertenecien-
te a la aplicacio´n. Por u´ltimo, los campos grantU y uriP se corresponden,
respectivamente, con el atributo android:grantUriPermissions y el ele-
mento <grant-uri-permission>. De esta forma, grantU cp se cumplira´ si
se habilita la delegacio´n de permisos a trave´s de URI permissions sobre el
content provider cp y uriP cp u se verificara´ si se habilita dicho mecanis-
mo de delegacio´n sobre el recurso identificado por u de cp (por ejemplo, si
los recursos de un content provider cp esta´n identificados por u1, u2, u3 y el
predicado uriP cp uj se cumple so´lo para j = 1, 2, una aplicacio´n que tenga
los permisos necesarios para leer el contenido del recurso identificado por
u2 podra´ habilitar a otra a realizar la misma operacio´n sobre dicho recurso.
Sin embargo, esta delegacio´n de permisos no podra´ hacerse sobre el recurso
identificado por u3, independientemente de la validez de grantU cp). En
el caso de los elementos <permission-tree> y <path-permission>, los
mismos no se corresponden con ningu´n campo del tipo Manifest ya que no
sera´n representados en esta versio´n del modelo. En particular, la razo´n por
la cual no se incluye al elemento <path-permission> en la formalizacio´n
es porque la documentacio´n oficial no ofrece una descripcio´n precisa sobre
la sema´ntica del mismo.
De esta forma, una aplicacio´n quedara´ representada en nuestro modelo
como un elemento del siguiente tipo:
App
def
= app { idAp : idApp,
cert : Cert,
manifest : Manifest,
appRes : res→ Prop }
En el caso de las aplicaciones, no agregaremos definiciones para represen-
tar a las instancias en ejecucio´n de las mismas ya que, por un lado, existira´ a
lo sumo una u´nica instancia de cada aplicacio´n y, por otro, cualquier accio´n
iniciada por una aplicacio´n sera´ necesariamente iniciada por uno de sus
componentes en ejecucio´n.
4.4. Estado del Sistema
A partir de las definiciones ba´sicas explicadas en la seccio´n anterior,
podemos representar un estado particular del sistema Android como un
elemento del siguiente tipo:
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State
def
= st { apps : App→ Prop,
perms : App→ Perm→ Prop,
defPerms : App→ Perm→ Prop,
running : iCmp→ Cmp→ Prop,
delPPerms : App→ CProvider → uri→ PType→ Prop,
delTPerms : iCmp→ CProvider → uri→ PType→ Prop,
resCont : App→ res→ V al→ Prop,
systemImage: App→ Prop }
De esta forma, dado un estado en nuestro modelo, apps representara´ las
aplicaciones instaladas, perms a los permisos concedidos a la aplicacio´n a al
momento de instalarse, defPerms a los permisos definidos en la aplicacio´n a
y running las instancias de componentes que se esta´n ejecutando. Adema´s,
delPPerms a cp u pt se cumplira´ si la aplicacio´n a tiene permisos delegados
para realizar la operacio´n pt (de tipo PType
def
= Read | Write | Both) sobre
el recurso u del content provider cp y delTPerms ic cp u pt se cumplira´ si
los permisos se delegaron a la instancia ic (por lo que la validez de los
mismos estara´ limitada por el tiempo en el que dicha instancia se encuentre
ejecuta´ndose). Estos dos u´ltimos predicados se relacionan, respectivamente,
con las delegaciones hechas a trave´s del me´todo grantUriPermission() y
las realizadas a trave´s de un intent (ver seccio´n 3.1.4). En lo que resta del
trabajo nos referiremos a estos dos tipos de delegaciones como permanente
y temporal4. Paralelamente, resCont a r val se cumplira´ si el recurso r
de la aplicacio´n a tiene asignado el valor val y el campo systemImage
representara´ las aplicaciones instaladas en la imagen del sistema, relevantes
a la hora de otorgar permisos con nivel de proteccio´n signatureOrSystem. Si
bien, en la versio´n actual de la especificacio´n, estas u´ltimas aplicaciones no
se modificara´n, las mismas se incluyen en el tipo State porque forman parte
del estado del sistema.
Por otro lado, un elemento de tipo State debe cumplir ciertas propieda-
des para representar un estado va´lido del sistema Android. Para definir es-
tas propiedades utilizaremos los predicados auxiliares inApp, isCProvider,
cmpInstalled y existsRes, como tambie´n la funcio´n getCmpId. El predi-
cado inApp c a se satisface si el componente c pertenece a la aplicacio´n a;
isCProvider lo hara´ si el componente que toma como para´metro es un con-
tent provider ; cmpInstalled c s sera´ va´lido si c pertenece a una aplicacio´n
instalada en el estado s y existsRes u cp s lo sera´ si en s existe el recurso
apuntado por el URI u en el content provider cp. En cuanto a la funcio´n
getCmpId, la misma toma como para´metro un componente gene´rico (de ti-
po Cmp) y retorna su identificador. Las definiciones formales de esta u´ltima
4A pesar de que Android tambie´n ofrece el mecanismo de delegacio´n llamado pending
intents (explicado en la seccio´n 3.1.4), como el mismo no es representado en el presente
modelo, so´lo nos referiremos al mecanismo conocido como URI permissions.
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funcio´n y los predicados que la preceden se pueden encontrar en el archi-
vo Estado.v, disponible en la direccio´n provista al principio del presente
cap´ıtulo.
A continuacio´n, utilizando las definiciones anteriores, se describen las
propiedades que tiene que satisfacer s, de tipo State, para representar un
estado va´lido:
Propiedad 1 (allAppDifferent) No hay dos aplicaciones instaladas que ten-
gan el mismo identificador:
∀(a1 a2 : App) • s.apps a1 ∧ s.apps a2 ⇒
a1.idAp = a2.idAp⇒ a1 = a2
Propiedad 2 (allCmpDifferent) No hay dos componentes pertenecientes a
aplicaciones instaladas que tengan el mismo identificador:
∀(c1 c2 : Cmp)(a1 a2 : App) • inApp c1 a1 ∧ inApp c2 a2 ⇒
s.apps a1 ∧ s.apps a2 ⇒
getCmpId c1 = getCmpId c2 ⇒ c1 = c2
Propiedad 3 (notRepeatedCmps) Un mismo componente no esta´ asociado
a dos aplicaciones distintas:
∀(c : Cmp)(a1 a2 : App) • s.apps a1 ∧ s.apps a2 ⇒
inApp c a1 ∧ inApp c a2 ⇒ a1 = a2
Propiedad 4 (notCPrunning) Si un componente esta´ corriendo, e´ste no
puede ser un content provider:
∀(ic : iCmp)(c : Cmp) • s.running ic c⇒ ¬ isCProvider c
Propiedad 5 (usrPermsDefined) Todos los permisos definidos por el usua-
rio esta´n declarados en alguna aplicacio´n instalada:
∀(a : App)(p : Perm) • s.defPerms a p⇒ s.apps a ∧ (a.manifest).usrP p
Propiedad 6 (existsAppnCPinDel) Si una aplicacio´n tiene permisos dele-
gados sobre un content provider, entonces ambos esta´n instalados:
∀(a : App)(cp : CProvider)(u : uri)(pt : PType) •
s.delPPerms a cp u pt⇒
s.apps a ∧ cmpInstalled (cmpCP cp) s ∧ existsRes cp u s
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Propiedad 7 (delTmpRun) Si una delegacio´n sobre un content provider
que se realizo´ a trave´s de intents esta´ vigente, entonces la instancia que
recibio´ dicha delegacio´n esta´ ejecuta´ndose y el content provider en cuestio´n
esta´ instalado:
∀(ic : iCmp)(cp : CProvider)(u : uri)(pt : PType) •
s.delTPerms ic cp u pt⇒
cmpInstalled (cmpCP cp) s ∧∃c : Cmp•cmpInstalled c s∧s.running ic c
Propiedad 8 (cmpRunAppIns) Si una instancia esta´ corriendo, su com-
ponente esta´ instalado:
∀(ic : iCmp)(c : Cmp) • s.running ic c⇒ cmpInstalled c s
Propiedad 9 (notRepeatedIns) Una instancia en ejecucio´n puede pertene-
cer, a lo sumo, a un solo componente:
∀(ic : iCmp)(c1 c2 : Cmp) • s.running ic c1 ∧ s.running ic c2 ⇒ c1 = c2
Propiedad 10 (resContAppInst) Todo recurso en el sistema pertenece a
una aplicacio´n instalada:
∀(a : App)(r : res)(v : V al) • s.resCont a r v ⇒ s.apps a
Propiedad 11 (resContOneVal) Todo recurso en el sistema tiene asignado
un u´nico valor:
∀(a : App)(r : res)(v1 v2 : V al) • s.resCont a r v1 ∧ s.resCont a r v2 ⇒
v1 = v2
Para completar la formalizacio´n de un estado va´lido definimos el predica-
do validState como la conjuncio´n de las propiedades descriptas ma´s arriba.
Dicho predicado puede encontrarse en el archivo Estado.v.
4.5. Operaciones
Las operaciones abstractas disponibles en el modelo son las incluidas en
el tipo Action, definido a continuacio´n:
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Action
def
= | install : App→ Action
| uninstall : App→ Action
| start : iCmp→ Cmp→ Action
| stop : iCmp→ Action
| read : iCmp→ CProvider → uri→ Action
| write : iCmp→ CProvider → uri→ V al→ Action
| grantT : iCmp → CProvider → Activity → uri →
PType→ Action
| grantP : iCmp → CProvider → App → uri → PType →
Action
| revoke : iCmp→ CProvider → uri→ PType→ Action
| call : iCmp→ SACall→ Action
Informalmente, las operaciones install y uninstall representan, res-
pectivamente, la instalacio´n y desinstalacio´n de una aplicacio´n en el sistema;
start representa la operacio´n en la que una instancia en ejecucio´n de un
componente inicia la ejecucio´n de otro; por su parte, la operacio´n stop in-
terrumpe la ejecucio´n de una instancia de un componente; read ic cp u
representa la lectura del recurso identificado por u en el content provider cp
por parte de la instancia en ejecucio´n ic y write ic cp u val la escritura
del valor val, de tipo V al, en el recurso identificado por u en el content
provider cp por parte de la instancia ic. Por otro lado, grantP ic cp a u pt
representa la delegacio´n permanente de permisos por parte de la aplica-
cio´n a′ a la aplicacio´n a, donde a′ es la aplicacio´n a la que pertenece el
componente correspondiente a la instancia ic. Luego de concretada esta de-
legacio´n, todos los componentes de a podra´n acceder al recurso identificado
por u del content provider cp. El para´metro pt es de tipo PType, definido
en la seccio´n anterior, y restringe el tipo de operacio´n que podra´ hacer a
sobre u. Dicha aplicacio´n podra´ hacer uso de los permisos delegados para
realizar el tipo de operacio´n pt indefinidamente hasta que los mismos sean
revocados de forma expl´ıcita, mediante la operacio´n revoke. Ana´logamente,
grantT ic cp act u pt representa la delegacio´n temporal de permisos. Por lo
tanto, a diferencia de la operacio´n anterior, adema´s de delegar permisos, se
pone a correr la actividad act mediante la creacio´n de una instancia en ejecu-
cio´n de dicho componente. Los permisos delegados a la aplicacio´n receptora
para realizar la operacio´n pt sobre el recurso u del content provider cp cadu-
cara´n si la instancia en cuestio´n finaliza su ejecucio´n o se realiza la operacio´n
revoke sobre u y cp. Con respecto a esta u´ltima operacio´n, revoke ic cp u pt
representa la revocacio´n, por parte del componente en ejecucio´n ic (o, en
realidad, de la aplicacio´n que contiene a ic), de todos los permisos delegados
sobre el recurso u del content provider cp para realizar la accio´n pt. Para
que la instancia ic pueda revocar los permisos delegados sobre el recurso u,
la aplicacio´n que la contiene so´lo tiene que tener los permisos originales para
CAPI´TULO 4. ESPECIFICACIO´N FORMAL 37
acceder a dicho recurso o ser duen˜a del content provider correspondiente;
no es necesario que ic haya delegado el permiso en cuestio´n en el pasado.
Por u´ltimo, la operacio´n call ic sac representa una llamada a la API del
sistema sac, de tipo SACall, por parte de la instancia en ejecucio´n ic.
De forma ana´loga al formalismo construido por Shin et al. [48], las opera-
ciones precedentes se definen directamente sobre los elementos involucrados,
no sobre sus identificadores. Con esto se busca modelar la interaccio´n de los
distintos elementos del sistema a trave´s de las operaciones representadas, sin
ocuparnos, al menos en esta versio´n inicial, de la correspondencia entre iden-
tificadores y elementos del sistema. Por ejemplo, la operacio´n start ic c en
nuestro modelo se puede corresponder en el sistema original con el env´ıo de
un intent expl´ıcito a un componente espec´ıfico como tambie´n con el env´ıo de
un intent impl´ıcito en el que el sistema o usuario eligio´ a c como destinatario.
4.6. Sema´ntica de las Operaciones
A continuacio´n describiremos formalmente las operaciones comprendidas
en la seccio´n anterior dando la pre-condicio´n que debe cumplir un estado s
del sistema, de tipo State, para que pueda ejecutarse una operacio´n sobre e´l
y la post-condicio´n que cumplira´ el nuevo estado luego de ser ejecutada. Las
definiciones completas de las pre- y post-condiciones en cuestio´n se encuen-
tran en el archivo Semantica.v; por lo tanto, las porciones de las mismas
que se excluyan del presente informe deben ser consultadas en dicho archivo.
Para representar las pre- y post-condiciones mencionadas en el pa´rrafo
anterior se usara´n, respectivamente, los predicados Pre : State→ Action→
Prop y Post : State→ Action→ State→ Prop.
4.6.1. Sema´ntica de install
Si bien Android permite instalar una aplicacio´n cuyo nombre ya se en-
cuentra en el sistema [18], no representaremos dicho aspecto con el fin de
simplificar el modelo; por lo tanto, para poder instalar una nueva aplicacio´n
a en un estado particular s del sistema se debe verificar que la misma no se
encuentre instalada o, lo que es equivalente, que su identificador no exista
en s. Al incorporar esta simplificacio´n, no se modelan las verificaciones rea-
lizadas por el sistema a la hora de actualizar una aplicacio´n. Dichas verifica-
ciones, que consisten (ba´sicamente) en comparar certificados de aplicaciones
y constatar si se solicitan nuevos permisos, no son parte indispensable del
modelo de seguridad de Android, sino ma´s bien caracter´ısticas secundarias
que podr´ıan ser agregadas en una versio´n posterior de este trabajo.
Siguiendo con la instalacio´n de una nueva aplicacio´n a, para mantener
la unicidad de identificadores, hay que verificar que ningu´n componente de
la misma ya se encuentre en el sistema y que todos los componentes tengan
identificadores distintos. Adema´s, para que a pueda instalarse, todos los
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permisos solicitados por la misma en su archivo AndroidManifest deben
ser otorgados por el sistema5, siguiendo el procedimiento correspondiente al
nivel de proteccio´n de cada uno de estos permisos (ver seccio´n 3.1.3). Sin
embargo, como se pudo constatar a trave´s del co´digo fuente, esta u´ltima ve-
rificacio´n se hace so´lo para los permisos solicitados que existen en el sistema
(es decir, que este´n definidos por alguna aplicacio´n ya instalada o predefi-
nidos por Android). A continuacio´n, se incluye un fragmento del co´digo en
donde se manifiesta dicha caracter´ıstica:
Co´digo 4.1: AppSecurityPermissions:352
St r ing [ ] s t r L i s t = i n f o . r eques t edPermi s s i ons ;
. . .
for ( int i =0; i<s t r L i s t . l ength ; i++) {
St r ing permName = s t r L i s t [ i ] ;
. . .
try {
Permis s i on In fo tmpPermInfo =
mPm. ge tPermi s s i on In fo (permName , 0 ) ;
i f ( tmpPermInfo == null ) {
continue ;
}
. . .
} catch ( NameNotFoundException e ) {
Log . i (TAG, ” Ignor ing unknown permis s ion : ”+permName ) ;
}
}
El fragmento de co´digo 4.1 es llamado desde la l´ınea 127 de la clase
PackageInstallerActivity. Esta u´ltima clase es la encargada de mostrar
al usuario los permisos con nivel de proteccio´n dangerous que solicita la apli-
cacio´n a instalar y, de ser autorizados, continuar con la instalacio´n. En el
co´digo mostrado, la variable strList contiene la lista de permisos solicitados
por la aplicacio´n que se esta´ instalando (extra´ıdos desde el AndroidManifest
correspondiente). Al recorrer esta lista se ignoran los permisos no defini-
dos en el sistema, ya sea abortando las iteraciones en las que el me´todo
getPermissionInfo() no encuentre un nombre de permiso o capturando la
excepcio´n correspondiente. Como resultado, el proceso de instalacio´n no es
abortado ante la presencia de permisos inexistentes, sino que sigue normal-
mente sin mostrar al usuario ninguna notificacio´n.
Finalmente, la pre-condicio´n que debe cumplir un estado s para poder
instalar una aplicacio´n a se representa a trave´s del predicado de la figu-
5Como se aclaro´ en la seccio´n 3.1.3, existen formas de instalar una aplicacio´n sin que se
le concedan todos los permisos solicitados. Sin embargo, en nuestro modelo la aplicacio´n
debe tener todos los permisos para poder instalarse, por ser e´ste el escenario que un usuario
ve en una situacio´n normal.
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Pre s (install a)
def
=
(∀a′ : App • s.apps a′ ⇒ a.idAp 6= a′.idAp) ∧
(∀(c1 c2 : Cmp) • (a.manifest).cmp c1 ∧ (a.manifest).cmp c2 ⇒
getCmpId c1 6= getCmpId c2) ∧
(∀c : Cmp • (a.manifest).cmp c⇒ cmpNotInState c s) ∧
authPerms a s
1
Figura 4.1: Pre-condicio´n de la operacio´n install
ra 4.1, que formaliza las caracter´ısticas descriptas hasta ahora. Adema´s
de la funcio´n getCmpId, definida en la seccio´n 4.4, este predicado utili-
za dos definiciones auxiliares: cmpNotInState y authPerms. El predicado
cmpNotInState c s se cumplira´ si no existe ninguna aplicacio´n instala-
da en s que contenga un componente con el mismo identificador que c y
authPerms a s lo hara´ si todos los permisos solicitados por a (que existan en
el sistema) son otorgados. Este u´ltimo predicado formaliza el procedimien-
to mencionado anteriormente, en donde los requisitos para el otorgamiento
de cada permiso dependera´ de su nivel de proteccio´n. En particular, si uno
de los permisos esta´ predefinido por el sistema y su nivel de proteccio´n es
signature, se utilizara´ el predicado isManufacturerApp para determinar
si la aplicacio´n solicitante esta´ firmada con el certificado del fabricante del
equipo; y, si el nivel de proteccio´n es dangerous, se utilizara´ el predicado
usrAuth, que se cumplira´ si el usuario autoriza el otorgamiento de dicho
permiso. Adicionalmente, en la definicio´n de authPerms se utilizara´ el pre-
dicado usrDefPerm p s para verificar que un permiso p esta´ definido por
el usuario en el estado del sistema s. Este u´ltimo predicado se cumplira´ si
s.defPerms a′ p es verdadero para alguna aplicacio´n a′ instalada en el es-
tado s. A continuacio´n, la definicio´n del predicado authPerms:
authPerms a s
def
=
∀p : Perm • (a.manifest).use p ∧
isSystemPerm p ∨ usrDefPerm p s⇒
let plevel := p.pl in
match plevel with
| normal⇒ True
| dangerous⇒ usrAuth p
| signature⇒
(¬isSystemPerm p⇒
∃a′ : App • s.apps a′ ∧
let mfst := a′.manifest in
CAPI´TULO 4. ESPECIFICACIO´N FORMAL 40
mfst.usrP p ∧ cert a′ = cert a) ∧
isSystemPerm p⇒ isManufacturerApp a
| signatureOrSys⇒
∃a′ : App • s.systemImage a′ ∧ cert a′ = cert a
end
Paralelamente, al instalar una aplicacio´n sobre un estado s, se obtiene un
nuevo estado s′ en donde se agregara´ la aplicacio´n en cuestio´n, los recursos
que se utilizara´n (de existir) y los permisos definidos esta´ticamente por la
misma. Con respecto a estos permisos, si el nombre/identificador de alguno
de ellos ya se encuentra en el sistema, el permiso sera´ ignorado y se conser-
vara´ el original. La descripcio´n de esta particularidad fue obtenida a partir
de un fragmento del co´digo fuente de Android, parte del cual se muestra a
continuacio´n:
Co´digo 4.2: PackageManagerService:5513
for ( i =0; i<N; i++) {
PackageParser . Permiss ion p = pkg . pe rmi s s i ons . get ( i ) ;
HashMap<Str ing , BasePermission> permissionMap =
p . t r e e ? mSett ings . mPermissionTrees
: mSett ings . mPermissions ;
. . .
BasePermiss ion bp = permissionMap . get (p . i n f o . name ) ;
i f (bp == null ) {
bp = new BasePermiss ion (p . i n f o . name ,
p . i n f o . packageName , BasePermiss ion .TYPE NORMAL) ;
permissionMap . put (p . i n f o . name , bp ) ;
}
. . .
i f (bp . sourcePackage == null
| | bp . sourcePackage . equa l s (p . i n f o . packageName ) ) {
. . .
} else {
Slog .w(TAG, ” Permiss ion ” + p . i n f o . name
+ ” from package ” + p . i n f o . packageName
+ ” ignored : o r i g i n a l from ” + bp . sourcePackage ) ;
. . .
}
Este fragmento pertenece a una de las clases que se encarga de la ins-
talacio´n propiamente dicha, PackageManagerService. En dicho co´digo
se itera sobre los elementos del campo permissions, correspondientes a
los datos extra´ıdos de las etiquetas <permission> y <permission-tree>
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del AndroidManifest de la aplicacio´n a instalar. Dado un permiso de-
finido esta´ticamente por la aplicacio´n (i.e., con p.tree = false), se se-
lecciona la lista de permisos presentes en el sistema hasta el momento,
mSettings.mPermissions, para trabajar con ella. Si el permiso en cuestio´n
no se encuentra en dicha lista, entonces se agrega. Las l´ıneas subsiguientes
esta´n abocadas, entre otras cosas, a escribir en el log de Android la accio´n
realizada. En caso de que el permiso ya haya existido en el sistema, la apli-
cacio´n que lo definio´ sera´ distinta a la actual y, siguiendo el u´ltimo if, se
informara´ que dicho permiso se ignoro´.
Por u´ltimo, para completar el proceso de instalacio´n, se deben registrar
en el nuevo estado los permisos que fueron otorgados a la aplicacio´n en cues-
tio´n. En caso de solicitarse un permiso inexistente en el sistema pero que
esta´ siendo definido por la misma aplicacio´n, el mismo es otorgado automa´ti-
camente; en cambio, si dicho permiso no esta´ definido en ninguna parte, el
mismo es ignorado sin influir en el proceso de instalacio´n. A continuacio´n,
se incluye un fragmento del co´digo Android que se utilizo´ para deducir este
comportamiento del sistema:
Co´digo 4.3: PackageManagerService:6210
for ( int i =0; i<N; i++) {
f ina l St r ing name = pkg . r eques t edPermi s s i ons . get ( i ) ;
. . .
f ina l BasePermiss ion bp =
mSett ings . mPermissions . get (name ) ;
. . .
i f (bp == null | | bp . packageSett ing == null ) {
Slog .w(TAG, ”Unknown permis s ion ” + name
+ ” in package ” + pkg . packageName ) ;
continue ;
}
. . .
}
En este otro fragmento de la clase PackageManagerService se pue-
de observar que los permisos solicitados (listados en el campo identificado
como requestedPermissions) que no puedan ser identificados por el sis-
tema son ignorados. Dado que estas l´ıneas se ejecutan luego del co´digo 4.2,
los permisos definidos por la aplicacio´n ya fueron agregados al sistema (i.e.,
a mSettings.mPermissions) y, por lo tanto, no esta´n afectados por este
filtro. En las l´ıneas que siguen, omitidas en esta descripcio´n, se continu´a el
procedimiento de otorgamiento para los permisos que no fueron ignorados.
Por otro lado, como el co´digo 4.1 es ejecutado antes que el de 4.2, los permi-
sos definidos por la aplicacio´n s´ı son excluidos de la lista que se le muestra al
usuario. Como resultado, los mismos son otorgados a la aplicacio´n en cues-
tio´n sin pedir la autorizacio´n correspondiente. Para terminar de constatar
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Post s (install a) s′ def=
addApp s s′ a ∧
addRes s s′ a ∧
addDefPerms s s′ a ∧
grantPerms s s′ a ∧
s ∼apps,perms,defPerms,resCont s′
1
Figura 4.2: Post-condicio´n de la operacio´n install
que una aplicacio´n recibe automa´ticamente los permisos solicitados defini-
dos por ella misma, se desarrollaron dos aplicaciones, a1 y a2, en donde a1
solicita y define un permiso p con nivel de proteccio´n dangerous, que no
esta´ presente en el sistema, y a2 so´lo exige p para acceder a la misma (en el
campo android:permission del elemento <application>). Al instalar a1
y, posteriormente, a2 se observo´ que: 1. no se le consulto´ al usuario si auto-
rizaba conceder el permiso p al momento de instalar a1; y 2. la aplicacio´n
a1 pudo iniciar la actividad principal de a2 exitosamente. Para completar el
caso de prueba, se instalo´ una tercer aplicacio´n que no solicita el permiso p.
Esta aplicacio´n no pudo acceder a la mencionada actividad de a2.
Utilizando los aspectos descriptos en los pa´rrafos precedentes, en la figu-
ra 4.2 se define formalmente el predicado correspondiente a la post-condicio´n
que debera´ cumplir un nuevo estado s′ al instalar una aplicacio´n a en un
estado s. Debido a la extensio´n de este predicado, su descripcio´n en el presen-
te informe se realizo´ utilizando definiciones auxiliares. La primera de ellas,
addApp, es un predicado que se cumplira´ si las aplicaciones instaladas en
s′ coinciden exactamente con todas las instaladas en s ma´s la aplicacio´n a.
Formalmente:
addApp s s′ a def= (∀a′ : App • s.apps a′ ⇒ s′.apps a′) ∧
(∀a′ : App • s′.apps a′ ⇒ s.apps a′ ∨ a′ = a) ∧
s′.apps a
El siguiente predicado auxiliar, addRes, se define de forma similar a addApp,
so´lo que en este caso los recursos en s′ deben consistir en los recursos de s
agregando los de a (i.e., r tal que a.appRes r sea va´lido) inicializados en el
valor especial initV al. En cuanto a addDefPerms, este predicado se cumple
si en s′ se agregan los nuevos permisos definidos por la aplicacio´n a a los ya
presentes en s. En nuestro modelo, un permiso p, definido por a, es nuevo
con respecto al estado s si se satisface el siguiente predicado:
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newPerm a p s
def
= permDefInApp p a ∧ ¬isSystemPerm p ∧
(∀(a′ : App)(p′ : Perm)• s.apps a′ ∧ s.defPerms a′ p′ ⇒ p.idP 6= p′.idP )
A su vez, el predicado permDefInApp p a, utilizado en la definicio´n ante-
rior, se cumplira´ si el permiso p esta´ definido en el archivo AndroidManifest
de a. Finalmente, la definicio´n formal de addDefPerms es la siguiente:
addDefPerms s s′ a def=
(∀(a′ : App)(p : Perm) • s.defPerms a′ p⇒ s′.defPerms a′ p)
(∀(a′ : App)(p : Perm) • s′.defPerms a′ p⇒ s.defPerms a′ p ∨ (a′ = a ∧
newPerm a p s) ∧
(∀(p : Perm) • newPerm a p s⇒ s′.defPerm a p)
Por u´ltimo, grantPerms s s′ a se cumplira´ si se satisface s′.perms a′ p
para toda aplicacio´n a′ y permiso p que verifiquen s.perms a′ p o bien
a′ = a ∧ (a.manifest).use p ∧ (isSystemPerm p ∨ usrDefPerm p s ∨
permDefInApp p a). Esta u´ltima condicio´n modela el hecho en el que so´lo
se conceden los permisos existentes (incluyendo, esta vez, los definidos por
la misma aplicacio´n).
4.6.2. Sema´ntica de uninstall
Para desinstalar una aplicacio´n se debe verificar que la misma se encuen-
tre efectivamente instalada y que ninguno de sus componentes se encuentre
en ejecucio´n.
Por otro lado, cuando una aplicacio´n es borrada se pasa a un nuevo
estado del sistema en donde e´sta ya no se encuentra entre las aplicaciones
instaladas, por lo que tambie´n deben borrarse tanto los permisos otorgados
y delegados a la aplicacio´n como los definidos por la misma. Esto se sucede
de haber ejecutado el siguiente caso de prueba: se instala una aplicacio´n a1
que define el permiso p (no presente en el sistema) y solicita el permiso p′
(distinto a p) con nivel de proteccio´n dangerous, que es concedido por el
usuario. Al completar la instalacio´n, se ejecuta el comando adb shell pm
list permissions -u -f, que lista los permisos definidos por las aplicacio-
nes en el sistema, dando como resultado que p fue agregado. A continuacio´n,
se instala una aplicacio´n a2 que incluye un content provider cp y exige un
permiso p′′ (distinto a p y p′) para acceder al mismo (tanto para leer co-
mo escribir). Posteriormente, a2 delega permisos a a1 a trave´s del me´todo
grantUriPermissions() para leer cp y esta u´ltima aplicacio´n puede rea-
lizar dicha operacio´n sobre cp exitosamente. Al desinstalar a1 se vuelve a
ejecutar el programa adb con los mismos para´metros que antes, dando como
resultado que el permiso p fue removido del sistema. Por u´ltimo, se instala
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a1 nuevamente y el sistema vuelve a pedir al usuario que autorice el otorga-
miento de p′. En este caso, cuando a1 intenta leer cp, la operacio´n no puede
completarse debido a una excepcio´n de seguridad.
A pesar de que los permisos definidos por la aplicacio´n desinstalada
son borrados del sistema, los mismos se mantienen en las aplicaciones que
esta´n usa´ndolos (ya sea porque les fue asignado o los exigen para permitir
el acceso), por lo que, por ejemplo, una aplicacio´n puede tener asignado
un permiso que no esta´ en el sistema. Esta particularidad de Android fue
descubierta por Shin et al. [49] y todav´ıa sigue vigente en la versio´n estudiada
en el presente trabajo.
Siguiendo con el proceso de desinstalacio´n, si bien Android brinda la
posibilidad de conservar los recursos de una aplicacio´n para ser utilizados
en caso de volverse a instalar, no se representara´ este aspecto en nuestro
modelo6. Por lo tanto, al desinstalar una aplicacio´n tambie´n se tienen que
borrar los recursos usados. Por u´ltimo, tambie´n deben ser revocados todos
los permisos delegados a otras aplicaciones e instancias en ejecucio´n para
acceder a los content providers de la aplicacio´n que se esta´ desinstalando.
En versiones anteriores a la estudiada en este trabajo, esta u´ltima accio´n
era omitida por Android, provocando que una aplicacio´n que ten´ıa permisos
delegados para acceder a otra, pod´ıa seguir accediendo luego de reinstalar
esta u´ltima, au´n cuando la misma exig´ıa permisos nuevos [37]. Para constatar
que la versio´n estudiada no adolece de dicho problema, se instalaron dos
aplicaciones, a1 y a2, tales que a1 no tiene los permisos necesarios para
acceder al content provider cp de a2. Posteriormente, a2 delega permisos a
a1 trave´s de grantUriPermissions() para acceder a cp y esta u´ltima puede
hacerlo exitosamente. Luego de desinstalar y volver a instalar a2 se observa
que a1 no puede acceder a cp.
Finalmente, se formalizara´ lo descripto hasta ahora con los predicados
correspondientes a la pre- y post-condicio´n para la operacio´n uninstall.
Los mismos se encuentran en la figura 4.3.
Para definir la pre-condicio´n, el u´nico predicado auxiliar utilizado fue
inApp, introducido en la la seccio´n 4.4. Con respecto a la post-condicio´n,
se decidio´ dividir su definicio´n en predicados auxiliares, como se hizo en
la seccio´n 4.6.1, debido a su extensio´n. El predicado removeApp se verifi-
cara´ si las aplicaciones instaladas en el estado s′ consisten exactamente en
las instaladas en s quitando la aplicacio´n a. Formalmente:
6Este aspecto fue excluido de nuestro modelo por no considerarlo una parte fundamen-
tal del sistema Android o de las caracter´ısticas estudiadas en este trabajo. Por lo tanto,
so´lo se representa el comportamiento del sistema en el que el usuario elige la opcio´n de
borrar los recursos de la aplicacio´n a desinstalar. La inclusio´n de dicho aspecto al modelo
formal puede ser abordado en trabajos futuros (ver cap´ıtulo 7).
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Pre s (uninstall a)
def
=
s.apps a ∧
∀(ic : iCmp)(c : Cmp) • s.running ic c⇒ ¬inApp c a
1
Post s (uninstall a) s′ def=
removeApp s s′ a ∧
revokePerms s s′ a ∧
revokeSelfPPerms s s′ a ∧
removeDefPerms s s′ a ∧
removeRes s s′ a ∧
revokeOtherTPerms s s′ a ∧
revokeOtherPPerms s s′ a ∧
s.running = s′.running ∧
s.systemImage = s′.systemImage
1
Figura 4.3: Pre- y post-condicio´n de la operacio´n uninstall
removeApp s s′ a def=
(∀a′ : App • s′.apps a′ ⇒ s.apps a′) ∧
(∀a′ : App • s.apps a′ ⇒ s′.apps a′ ∨ a′ = a) ∧
¬s′.apps a
Los predicados revokePerms y revokeSelfPPerms representan, respecti-
vamente, la revocacio´n de permisos otorgados y delegados (de forma per-
manente) a la aplicacio´n a. En cuanto a removeDefPerms, el mismo se
cumple si los permisos definidos por las aplicaciones en s′ consisten en los
definidos en s borrando todos los agregados por a. Por otro lado, el pre-
dicado removeRes representa la quita de los recursos pertenecientes a la
aplicacio´n a en el estado s′. Las formalizaciones de estos u´ltimos cuatro pre-
dicados tienen un esquema similar a la definicio´n de addApp; por lo tanto,
en el presente informe, so´lo se describira´ el predicado removeRes:
removeRes s s′ a def=
(∀(a′ : App)(r : res)(v : V al) • s′.resCont a′ r v ⇒ s.resCont a′ r v) ∧
(∀(a′ : App)(r : res)(v : V al)•s.resCont a′ r v ⇒ s′.resCont a′ r v∨a′ = a)∧
(∀(r : res)(v : V al) • ¬s′.resCont a r v)
Por u´ltimo, los predicados revokeOtherTPerms y revokeOtherPPerms
representan, respectivamente, la revocacio´n de permisos temporales y per-
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manentes para acceder a los content providers de la aplicacio´n a desinstalar
por parte de cualquier otra. A continuacio´n, se describe u´nicamente el pri-
mero de estos predicados, ya que la definicio´n de revokeOtherPPerms es
ana´loga:
revokeOtherTPerms s s′ a def=
(∀(ic : iCmp)(cp : CProvider)(u : uri)(pt : PType) •
s′.delTPerms ic cp u pt⇒ s.delTPerms ic cp u pt) ∧
(∀(ic : iCmp)(cp : CProvider)(u : uri)(pt : PType) •
s.delTPerms ic cp u pt⇒ s′.delTPerms ic cp u pt ∨
(a.manifest).cmp (cmpCP cp)) ∧
(∀(ic : iCmp)(cp : CProvider)(u : uri)(pt : PType) •
(a.manifest).cmp (cmpCP cp)⇒ ¬s′.delTPerms ic cp u pt)
Como se dijo al principio de la seccio´n 4.6, la definicio´n completa de la post-
condicio´n correspondiente a la operacio´n uninstall puede encontrarse en
el archivo Semantica.v.
4.6.3. Sema´ntica de start y stop
Para iniciar la ejecucio´n de un componente en un estado determinado
del sistema hay que chequear que el mismo forme parte de una aplicacio´n
instalada. Adema´s, en este modelo, un componente so´lo puede ser iniciado
por una instancia en ejecucio´n de otro. Si bien esta particularidad puede
parecer restrictiva, las definiciones en el presente modelo son suficientes para
capturar un amplio espectro de comportamientos del sistema Android ya
que, en la mayor´ıa de los casos, si un componente comenzo´ su ejecucio´n es
porque fue iniciado por otro, a trave´s de un intent. Por ejemplo, el inicio de
una aplicacio´n desde el menu´ se hace a trave´s de un componente en ejecucio´n
de la aplicacio´n del sistema Launcher, que llama a la actividad principal
de la aplicacio´n seleccionada. Adicionalmente, para que una instancia en
ejecucio´n pueda iniciar un componente, la aplicacio´n correspondiente a la
misma debe tener los permisos necesarios para acceder a dicho componente.
Una vez iniciado, el estado del sistema se modifica para agregar una nueva
instancia en ejecucio´n del componente en cuestio´n.
Utilizando las caracter´ısticas recie´n descritas, en la figura 4.4 se da la
descripcio´n formal de la pre- y post-condicio´n de la operacio´n start.
En la descripcio´n formal de la pre-condicio´n, se utilizaron las definiciones
auxiliares isCProvider y cmpInstalled, introducidas en la seccio´n 4.4, y el
predicado canStart c1 c2, el cual se cumplira´ si la aplicacio´n que contiene a
c1 tiene los permisos necesarios para acceder/iniciar a c2 y cuya definicio´n
formal se da a continuacio´n:
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Pre s (start ic c)
def
=
cmpInstalled c s ∧ ¬isCProvider c ∧
∃ c′ : Cmp • s.running ic c′∧
cmpInstalled c′ s∧ ¬isCProvider c′∧ canStart c′ c s
1
Post s (start ic c) s′ def=
∃ic : iCmp • insNotInState ic s ∧ runCmp s s′ ic c ∧
s ∼running s′
1
Figura 4.4: Pre- y post-condicio´n de la operacio´n start
canStart c1 c2 s
def
=
∀(a1 a2 : App)(H1 : inApp c1 a1)(H2 : inApp c2 a2)•
s.apps a1 ∧ s.apps a2 ⇒
let m2 := a2.manifest in
m2.exp c2 H2 ∧
(∀p : Perm •m2.cmpE c2 H2 = Some p ∨
m2.cmpE c2 H2 = None ∧ m2.appE = Some p⇒
s.perms a1 p) ∨
a1 = a2
Como se ve en este u´ltimo predicado, un componente c1 tiene los permisos
necesarios para iniciar a otro componente c2 si pertenecen a la misma apli-
cacio´n, en cuyo caso no se necesita ningu´n permiso (ver seccio´n 3.1.3), o si
c2 esta´ exportado y la aplicacio´n que contiene a c1, identificada por a1, tiene
asignados los permisos que exige c2. Con respecto a este u´ltimo caso, como se
explico´ en la seccio´n 3.1.5, el permiso exigido a nivel de componente (campo
cmpE) tiene prioridad sobre el exigido a nivel de aplicacio´n (appE). Si se
exige un permiso para acceder al componente c2, entonces a1 debe contar
con e´l, sin necesidad de tener otro; si no se exige ninguno, entonces se debe
tener el permiso requerido a nivel de aplicacio´n (de existir).
En cuanto a la formalizacio´n de la post-condicio´n, se utilizo´ el predica-
do insNotInState ic c, que se cumple si ic no se encuentra corriendo en
el estado s, para representar la creacio´n de una nueva instancia. Por u´lti-
mo, el predicado runCmp representa la ejecucio´n de ic, correspondiente al
componente c, en s′ y se define de la siguiente forma:
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Pre s (stop ic)
def
=
∃c : Cmp • cmpInstalled c s∧ s.running ic c
1
Post s (stop ic) s′ def=
stopIns s s′ ic ∧
revokeTPermsIns s s′ ic ∧
s ∼running,delTPerms s′
1
Figura 4.5: Pre- y post-condicio´n de la operacio´n stop
runCmp s s′ ic c def=
(∀(ic′ : iCmp)(c′ : Cmp) • s.running ic′ c′ ⇒ s′.running ic′ c′) ∧
(∀(ic′ : iCmp)(c′ : Cmp) • s′.running ic′ c′ ⇒
s.running ic′ c′ ∨ ic = ic′ ∧ c = c′) ∧
s′.running ic c
Ana´logamente, para poder interrumpir la ejecucio´n de un componente,
adema´s de ser parte de una aplicacio´n instalada, e´ste se debe encontrar ac-
tivo. Al detener un componente, el estado del sistema cambia para registrar
que el mismo ya no se encuentra ejecuta´ndose y que, como consecuencia, se
revocan los permisos temporales asignados (ver seccio´n 3.1.4).
En la figura 4.5 se brinda la formalizacio´n de la pre- y post-condicio´n
para la operacio´n stop.
A continuacio´n se describe formalmente el predicado stopIns, utilizado
en la post-condicio´n de stop; la definicio´n de revokeTPermsIns, corres-
pondiente a la revocacio´n de permisos temporales ligados a ic en s′, se omi-
tira´ por ser similar:
stopIns s s′ ic def=
(∀(ic′ : iCmp)(c′ : Cmp) • s′.running ic′ c′ ⇒ s.running ic′ c′) ∧
(∀(ic′ : iCmp)(c′ : Cmp) • s.running ic′ c′ ⇒ s′.running ic′ c′ ∨ ic = ic′) ∧
insNotInState ic s′
En esta definicio´n se utiliza el predicado insNotInState, introducido an-
teriormente, para representar el hecho en el que la instancia ic ya no se
encuentra corriendo en s′.
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Pre s (read ic cp u)
def
=
cmpInstalled (cmpCP cp) s∧ existsRes cp u s ∧
∃c : Cmp • cmpInstalled c s∧ s.running ic c ∧
¬isCProvider c ∧ (canRead c cp s ∨ delPerms c cp u Read s)
1
Post s (read ic cp u) s′ def=
s = s′
1
Figura 4.6: Pre- y post-condicio´n de la operacio´n read
4.6.4. Sema´ntica de read y write
Para representar la lectura/escritura de un recurso identificado por u en
el content provider cp por parte de una instancia en ejecucio´n ic, el recurso
apuntado por u debe existir y la aplicacio´n a la que pertenece ic tiene que
tener los permisos correspondientes a la accio´n a realizar. Paralelamente,
si se produce una escritura, el estado del sistema cambia para asignarle el
nuevo valor al recurso en cuestio´n.
A partir de estas descripciones, en las figuras 4.6 y 4.7 se definen las pre-
y post-condiciones de las operaciones abstractas read y write.
Para la definicio´n de las pre-condiciones de ambas operaciones se uti-
lizo´ el predicado existsRes, definido en la seccio´n 4.4, y los predicados au-
xiliares canRead c cp s y canWrite c cp s, que se cumplira´n si la aplicacio´n
que contiene a c tiene, desde su instalacio´n, los permisos adecuados para
leer o escribir, respectivamente, el content provider cp en el estado s. Adi-
cionalmente, se utilizo´ el predicado delPerms c cp u pt s, que se verifica si
el componente c tiene permisos delegados para realizar la operacio´n pt sobre
el recurso identificado por u del content provider cp. Como consecuencia, la
combinacio´n de estos predicados en las pre-condiciones representan la posi-
bilidad de delegar permisos para leer un content provider. A continuacio´n,
se detalla u´nicamente la definicio´n formal de delPerms y canRead, ya que
canWrite se define de forma ana´loga a este u´ltimo:
delPerms c cp u pt s
def
=
∀(a : App) • apps s a ∧ inApp c a⇒
(∃(ic′ : iCmp)(c′ : Cmp) • s.running ic′ c′ ∧ inApp c′ a∧
s.delTPerms ic′ cp u Both) ∨
(∃(ic′ : iCmp)(c′ : Cmp) • s.running ic′ c′ ∧ inApp c′ a∧
s.delTPerms ic′ cp u pt) ∨
s.delPPerms a cp u Both ∨
s.delPPerms a cp u pt
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canRead c cp s
def
=
∀(a1 a2 : App)(Hc : inApp c a1)(Hcp : inApp (cmpCP cp) a2)•
s.apps a1 ∧ s.apps a2 ⇒
let m2 := a2.manifest in
m2.exp (cmpCP cp) Hcp ∧
(let readEn := m2.readE cp Hcp,
cmpEn := m2.cmpE (cmpCP cp) Hcp,
appEn := m2.appE in
∀p : Perm • readEn = Some p ∨
readEn = None ∧ cmpEn = Some p ∨
readEn = cmpEn = None ∧ appEn = Some p
⇒ s.perms a1 p) ∨
a1 = a2
Como se ve en la definicio´n de delPerms, cualquier componente de una
aplicacio´n puede hacer uso de los permisos que fueron delegados a alguna
instancia en ejecucio´n de la misma [37]. Otra particularidad de este predi-
cado es que el cumplimiento del mismo no depende de si el content provider
tomado como argumento esta´ exportado o no. Este hecho tiene importantes
consecuencias que sera´n estudiadas en el cap´ıtulo 5. Por otro lado, en el
predicado canRead vuelve a aparecer la precedencia de los elementos del
archivo AndroidManifest para exigir permisos. Como se explico´ en la sec-
cio´n 3.1.5, la mayor precedencia se tiene cuando se exige un permiso para
leer un content provider (correspondiente a readEn), seguido por cuando
se especifica un permiso para acceder al componente en cuestio´n (cmpEn),
hasta llegar a cuando se exige un permiso para acceder a la aplicacio´n entera
(appEn). Siguiendo esta jerarqu´ıa, el permiso exigido para leer el content
provider en cuestio´n sera´ el efectivamente especificado por el elemento de
mayor precedencia.
Por u´ltimo, la post-condicio´n de la operacio´n read especifica que los efec-
tos de una operacio´n de lectura no son representados en el presente modelo.
En cuanto a la post-condicio´n de write ic cp u val, la misma representa la
asignacio´n del valor val al recurso r apuntado por u en el content provider
cp. Para ello, el primer y segundo predicado de la conjuncio´n especifican
que los estados s y s′ diferira´n en, a lo sumo, el valor asignado al recurso r
(perteneciente a la aplicacio´n duen˜a de cp); el tercer predicado exige que r
tenga el valor val en s′ y, finalmente, el cuarto predicado exige que si r ten´ıa
un valor distinto a val en s, ya no lo tenga en s′. Esto u´ltimo se agrego´ para
evitar que r pueda tener asociados dos valores distintos.
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Pre s (write ic cp u val)
def
=
cmpInstalled (cmpCP cp) s ∧ existsRes cp u s ∧
∃c : Cmp • cmpInstalled c s ∧ s.running ic c ∧ ¬isCProvider c ∧
(canWrite c cp s ∨ delPerms c cp u Write s)
1
Post s (write ic cp u val) s′ def=
(∀(a′ : App)(r : res)(v : V al) • s.resCont a′ r v ⇒ s′.resCont a′ r v ∨
inApp (cmpCP cp) a′ ∧ s.apps a′ ∧ cp.map res[u] = r) ∧
(∀(a′ : App)(r : res)(v : V al) • s′.resCont a′ r v ⇒ s.resCont a′ r v ∨
inApp (cmpCP cp) a′ ∧ s.apps a′ ∧ cp.map res[u] = r ∧ v = val) ∧
(∀(a′ : App)(r : res)•inApp (cmpCP cp) a′∧s.apps a′∧cp.map res[u] = r ⇒
s′.resCont a′ r val) ∧
(∀(a′ : App)(r : res)(v : V al) • inApp (cmpCP cp) a′ ∧ s.apps a′ ∧
cp.map res[u] = r ∧ s.resCont a′ r v ⇒ ¬s′.resCont a′ r v ∨ v = val)∧
s ∼resCont s′
1
Figura 4.7: Pre- y post-condicio´n de la operacio´n write
4.6.5. Sema´ntica de grantT, grantP y revoke
Como se explico´ en la seccio´n 3.1.4, para que una instancia en eje-
cucio´n pueda delegar un permiso de forma temporal o permanente sobre
un recurso de un content provider, este u´ltimo tiene que permitirlo en el
AndroidManifest de su aplicacio´n. Si esto se verifica, la instancia que dele-
ga los permisos debe poder ser capaz de realizar la operacio´n para la que se
esta´ realizando dicha delegacio´n. Adema´s, como la delegacio´n temporal se
corresponde con la delegacio´n de permisos a trave´s de intents en el sistema
Android, para realizar dicha operacio´n se tiene el requisito extra de poder
iniciar el componente al que se le quiere delegar el permiso. Por u´ltimo, co-
mo se aclaro´ en la seccio´n mencionada, en este trabajo so´lo nos limitamos
a representar las delegaciones temporales a componentes de tipo actividad,
ya que es el u´nico caso en el que se ofrece documentacio´n suficiente.
La pre- y post-condicio´n de la operacio´n grantT se encuentran disponi-
bles en la figura 4.8 y las correspondientes a grantP en la figura 4.9.
En cuanto a las pre-condiciones de estas operaciones, para representar
formalmente que se permite la delegacio´n de permisos sobre un content pro-
vider, utilizamos el predicado canGrant, que toma un content provider y un
identificador de recurso y se verifica si se pueden delegar permisos sobre e´l:
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Pre s (grantT ic cp act u pt)
def
=
cmpInstalled (cmpCP cp) s ∧ canGrant cp u s ∧ existsRes cp u s ∧
cmpInstalled (cmpAct act) s ∧
∃c : Cmp • cmpInstalled c s ∧ s.running ic c ∧
canStart c (cmpAct act) s ∧
match pt with
| Read⇒ canRead c cp s ∨ delPerms c cp u Read s
| Write⇒ canWrite c cp s ∨ delPerms c cp u Write s
| Both⇒ (canRead c cp s ∨ delPerms c cp u Write s) ∧
(canWrite c cp s ∨ delPerms c cp u Write s)
end
1
Post s (grantT ic cp act u pt) s′ def=
let cAct := cmpAct act in
∃iact : iCmp • insNotInState iact s ∧
runCmp s s′ iact cAct ∧
grantTPerm s s′ iact cp u pt ∧
s ∼running,delTPerms s′
1
Figura 4.8: Pre- y post-condicio´n de la operacio´n grantT
Pre s (grantP ic cp a u pt)
def
=
cmpInstalled (cmpCP cp) s ∧ canGrant cp u s ∧ existsRes cp u s ∧
s.apps a ∧
∃c : Cmp • cmpInstalled c s ∧ s.running ic c ∧
match pt with
| Read⇒ canRead c cp s ∨ delPerms c cp u Read s
| Write⇒ canWrite c cp s ∨ delPerms c cp u Write s
| Both⇒ (canRead c cp s ∨ delPerms c cp u Write s) ∧
(canWrite c cp s ∨ delPerms c cp u Write s)
end
1
Post s (grantP ic cp a u pt) s′ def=
grantPPerm s s′ a cp u pt ∧
s ∼delPPerms s′
1
Figura 4.9: Pre- y post-condicio´n de la operacio´n grantP
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canGrant cp u s
def
=
∀(a : App)(H : inApp (cmpCP cp) a) •
s.apps a⇒
let m := a.manifest in
m.uriP cp H u ∨
¬(∃u′ : uri •m.uriP cp H u′) ∧m.grantU cp H
La definicio´n de este predicado formaliza las descripciones realizadas en la
seccio´n 3.1.5 sobre el atributo android:grantUriPermissions y el elemen-
to <grant-uri-permission>, correspondientes a un archivo AndroidMani-
fest. Como consecuencia, el mecanismo de delegacio´n de permisos sobre el
content provider cp so´lo estara´ habilitado para los identificadores especifi-
cados en m.uriP cp. De no especificarse ninguno, entonces lo estara´ para
todos los recursos del content provider en cuestio´n si m.grantU cp se cumple.
Por otro lado, como Android permite la redelegacio´n de permisos [37], am-
bas pre-condiciones incluyen el predicado delPerms, definido en la seccio´n
4.6.4, al momento de verificar si el componente correspondiente a ic puede
realizar la operacio´n pt. Si dicho predicado no estuviese, entonces so´lo se
podr´ıan delegar permisos solicitados en tiempo de instalacio´n.
Por u´ltimo, para agregar la delegacio´n realizada al estado s′, en las post-
condiciones de grantT y grantP se utilizaron, respectivamente, los pre-
dicados auxiliares grantTPerm y grantPPerm. Adicionalmente, la post-
condicio´n de grantT cuenta con el predicado runCmp, definido en la sec-
cio´n 4.6.3, para iniciar la ejecucio´n de la actividad receptora en el estado s′.
A continuacio´n, se brinda u´nicamente la definicio´n formal de grantTPerm;
la especificacio´n del predicado restante se puede encontrar en Semantica.v:
grantTPerm s s′ ic cp u pt def=
(∀(ic′ : iCmp)(cp′ : CProvider)(u′ : idRes)(pt′ : PType) •
s.delTPerms ic′ cp′ u′ pt′ ⇒ s′.delTPerms ic′ cp′ u′ pt′) ∧
(∀(ic′ : iCmp)(cp′ : CProvider)(u′ : idRes)(pt′ : PType) •
s′.delTPerms ic′ cp′ u′ pt′ ⇒ s.delTPerms ic′ cp′ u′ pt′ ∨
ic = ic′ ∧ cp = cp′ ∧ u = u′ ∧ pt = pt′) ∧
s′.delTPerms ic cp u pt
Por otra parte, si una instancia en ejecucio´n quiere revocar permisos que
fueron delegados para realizar el tipo de operacio´n pt sobre cierto recurso u
del content provider cp, su aplicacio´n correspondiente debe ser la duen˜a de cp
o´ tener los permisos adecuados para realizar la operacio´n en cuestio´n desde
su instalacio´n. Finalmente, al realizarse la revocacio´n, el estado del sistema
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Pre s (revoke ic cp u pt)
def
=
cmpInstalled (cmpCP cp) s ∧ existsRes cp u s ∧
∃c : Cmp • cmpInstalled c s ∧ s.running ic c ∧
match pt with
| Read⇒ canRead c cp s
| Write⇒ canWrite c cp s
| Both⇒ canRead c cp s ∧ canWrite c cp s
end
1
Post s (revoke ic cp u pt) s′ def=
revokeTPerm s s′ cp u pt ∧
revokePPerm s s′ cp u pt ∧
s ∼delTPerms,delPPerms s′
1
Figura 4.10: Pre- y post-condicio´n de la operacio´n revoke
cambia dejando sin efecto todas las delegaciones, temporales y permanentes,
para realizar la operacio´n pt sobre el identificador u de cp; sin poder revocar
un permiso a una aplicacio´n en particular [37].
En la figura 4.10 se puede ver la definicio´n de la pre- y post- condicio´n
de la operacio´n revoke, que formaliza lo descripto en el pa´rrafo anterior.
A diferencia de las operaciones grantT y grantP, la pre-condicio´n de
revoke no incluye el predicado delPerms a la hora de verificar si el com-
ponente c esta´ en condiciones de realizar la operacio´n involucrada en la
revocacio´n. De esta forma, como se adelanto´ en la descripcio´n informal,
los permisos delegados no son suficientes para permitir la revocacio´n. En
cuanto a la post-condicio´n de revoke, la definicio´n formal del predicado
revokePPerm es la siguiente:
revokePPerm s s′ u cp pt def=
(∀(a′ : App)(cp′ : CProvider)(u′ : idRes)(pt′ : PType) •
s′.delPPerms a′ cp′ u′ pt′ ⇒ s.delPPerms a′ cp′ u′ pt′) ∧
(∀(a′ : App)(cp′ : CProvider)(u′ : idRes)(pt′ : PType) •
s.delPPerms a′ cp′ u′ pt′ ⇒ s′.delPPerms a′ cp′ u′ pt′ ∨
pt = Both ∧ cp′ = cp ∧ u′ = u ∨
pt 6= Both ∧ cp′ = cp ∧ u′ = u ∧ pt′ = pt) ∧
(pt = Both⇒ ∀(a′ : App)(pt′ : PType) • ¬s′.delPPerms a′ cp u pt′) ∧
(pt 6= Both⇒ ∀a′ : App • ¬s′.delPPerms a′ cp u pt)
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Pre s (call ic sac)
def
=
∃c : Cmp • s.running ic c ∧
∀(a : App)(p : Perm)(H : isSystemPerm p)•
s.apps a ∧ inApp c a ∧ permSAC p H sac⇒
s.perms a p
1
Post s (call ic sac) s′ def=
s = s′
1
Figura 4.11: Pre- y post-condicio´n de la operacio´n call
Este u´ltimo predicado representa la revocacio´n de permisos permanentes en
el estado s′. Si dicha revocacio´n involucra ambas operaciones (representado
por pt = Both), entonces, se quitan las delegaciones permanentes hechas
sobre el identificador u de cp para realizar cualquier operacio´n; de lo contra-
rio, so´lo se revocan los permisos para realizar la operacio´n especificada. En
cualquiera de los dos casos, la revocacio´n se extiende a todas las aplicaciones
con permisos delegados sobre el identificador en cuestio´n. Ana´logamente, el
predicado restante, revokeTPerm, representa la eliminacio´n de delegaciones
temporales en s′. La definicio´n formal de este u´ltimo predicado se omitira´ en
el presente informe para favorecer su brevedad.
4.6.6. Sema´ntica de call
Por u´ltimo, representamos un llamado a la API del sistema por parte de
una instancia en ejecucio´n exigiendo que la aplicacio´n correspondiente tenga
los permisos necesarios para ello. Esto u´ltimo se especifica en la pre-condicio´n
de call de la figura 4.11 utilizando el predicado permSAC, de tipo ∀p :
Perm• isSystemPerm p→ SACall→ Prop, tal que permSAC p H sac se
cumplira´ si el permiso predefinido por el sistema p es requerido para llamar
a sac.
4.7. Ejecucio´n de Operaciones
La ejecucio´n de una operacio´n act, de las descritas en la seccio´n 4.5,
sobre un estado va´lido se representa con la relacio´n ↪→, perteneciente a
State × Action × State. A continuacio´n se brinda la definicio´n de dicha
relacio´n, en donde (s, act, s′) ∈↪→ se nota como s act↪→ s′:
validState s Pre act Post s act s′
s
act
↪→ s′
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Intuitivamente, s
act
↪→ s′ se cumplira´ si el estado (va´lido) s reu´ne las condi-
ciones necesarias para la ejecucio´n de act y s′ representa el efecto producido
por la misma. De esta forma, esta relacio´n modela una transicio´n de estados
en el sistema.
Cap´ıtulo 5
Verificacio´n
En este cap´ıtulo se probara´n formalmente algunas propiedades con res-
pecto a la especificacio´n descripta en el cap´ıtulo 4. Dichas propiedades se
dividieron en dos grandes grupos; el primero de ellos es desarrollado en la
seccio´n 5.1 y consiste en una u´nica propiedad que asegura que la correspon-
dencia entre el modelo formal y el sistema real se mantiene a lo largo de las
ejecuciones de las operaciones representadas; el segundo grupo, descripto en
la seccio´n 5.2, comprende un conjunto de propiedades destinadas a analizar
distintos aspectos del modelo de seguridad de Android.
El desarrollo y demostracio´n de las propiedades incluidas en el presente
cap´ıtulo tambie´n fueron hechas con el asistente de pruebas Coq, por lo que
los archivos correspondientes a las mismas completara´n lo expuesto en las
secciones subsiguientes. Al igual que los archivos referidos en el cap´ıtulo 4,
los mismos se encuentran en http://www.fing.edu.uy/inco/grupos/gsi/
index.php?page=proygrado&locale=es.
5.1. Invarianza sobre la Validez de Estado
Lo primero que se demostro´ formalmente con respecto al modelo cons-
truido es que si se ejecuta cualquier operacio´n del tipo Action sobre un
estado va´lido, el estado resultante tambie´n sera´ va´lido. De esta forma, nos
aseguramos que dichas operaciones mantienen la correspondencia planteada
en la seccio´n 4.4 entre el modelo y el sistema Android, evitando que se lle-
gue a estados del modelo que no podr´ıan reproducirse en el sistema que se
esta´ representando.
Formalmente, el enunciado del teorema demostrado es el siguiente:
Teorema 1 ∀(act : Action)(s s′ : State) • s act↪→ s′ ⇒ validState s′
Para probar este teorema se debe mostrar que cada una de las propie-
dades que componen el predicado validState (ver seccio´n 4.4) se cumple en
los estados resultantes de aplicar cada operacio´n. La metodolog´ıa escogida
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para lograrlo fue dividir la demostracio´n en distintos lemas, uno por cada
propiedad presente en validState. Los enunciados de los mismos son, en su
mayor´ıa, similares al del teorema 1, reemplazando el predicado validState
por la propiedad correspondiente. Por ejemplo, el lema asociado a la propie-
dad allAppDifferent se enuncia de la siguiente forma:
Lema 1 ∀(act : Action)(s s′ : State) • s act↪→ s′ ⇒ allAppDifferent s′
Teniendo demostrados los lemas descriptos anteriormente, e´stos pueden
ser utilizados para probar cada una de las propiedades en validState s′
del teorema 1. En cuanto a las hipo´tesis de estos lemas, las mismas son
satisfechas por la del teorema en cuestio´n.
De forma ana´loga, el lema 1 muestra que para dar una prueba del mismo
se deben considerar todas las operaciones especificadas en el tipo Action.
Dado que esta particularidad se extiende al resto de los lemas, la demostra-
cio´n de todos ellos es tambie´n dividida en otros lemas auxiliares; uno por
cada valor posible de act : Action. A continuacio´n, se muestran dos ejemplos
de estos u´ltimos junto con sus demostraciones.
Lema 2 ∀(a : App)(s s′ : State) • s ↪install a−−−−−−→ s′ ⇒ allAppDifferent s′
Demostracio´n Sean a : App y s, s′ : State tales que verifican s ↪install a−−−−−−→
s′, nuestro objetivo es probar allAppDifferent s′, cuya definicio´n es la
siguiente (ver seccio´n 4.4):
∀(a1 a2 : App) • s′.apps a1 ∧ s′.apps a2 ⇒ a1.idAp = a2.idAp⇒ a1 = a2
Dadas dos aplicaciones a1 y a2 instaladas en s
′ tales que a1.idAp =
a2.idAp, si probamos que a1 y a2 son en realidad la misma aplicacio´n, ha-
bremos concluido la demostracio´n.
Como primer paso, utilizaremos la hipo´tesis s ↪
install a−−−−−−→ s′ y la definicio´n
de ↪→ (ver seccio´n 4.7) para concluir que a, s y s′ cumplen con la post-
condicio´n de install a. Como consecuencia, el predicado addApp s s′ a de
la misma tambie´n se verifica (ver figura 4.2), por lo que podemos asegurar
lo expresado en la segunda fo´rmula de este u´ltimo predicado:
∀a′ : App • s′.apps a′ ⇒ s.apps a′ ∨ a′ = a (2.1)
Es decir, cada aplicacio´n instalada en s′ o bien ya estaba en s o se trata de la
aplicacio´n a recie´n instalada con la operacio´n install. En particular, a1 y
a2 son dos aplicaciones instaladas en s
′, por lo que se verifica la proposicio´n
(s.apps a1 ∨ a1 = a) ∧ (s.apps a2 ∨ a2 = a). Aplicando la propiedad distri-
butiva concluimos que al menos uno de los cuatro casos pertenecientes a la
disyuncio´n resultante debe cumplirse y, por lo tanto, dividimos la prueba en
dichos casos:
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Caso 1. s.apps a1 ∧ s.apps a2
Utilizando nuevamente la hipo´tesis s↪
install a−−−−−−→s′, podemos concluir que se
cumplen validState s y, por formar parte de dicho predicado, allAppDiffe-
rent s. A partir de esta u´ltima fo´rmula (cuya definicio´n ya fue expandida
anteriormente para s′) y de las hipo´tesis s.apps a1 ∧ s.apps a2 y a1.idAp =
a2.idAp, se sigue inmediatamente que a1 = a2.
Caso 2. s.apps a1 ∧ a2 = a
En este caso, a1 es una aplicacio´n que ya estaba instalada en el esta-
do s y a2 es la aplicacio´n a recie´n instalada. Apelando una vez ma´s a la
hipo´tesis s ↪
install a−−−−−−→ s′ y la definicio´n de ↪→, concluimos que s cumple la
pre-condicio´n de install y, en particular, tambie´n una de las propiedades
que la componen:
∀a′ : App • s.apps a′ ⇒ a.idAp 6= a′idAp (2.2)
Es decir, como sabemos que a se instalo´ exitosamente a partir de s, entonces
su identificador no puede estar asignado a una aplicacio´n en dicho estado.
Consecuentemente, como a1 esta´ instalada en s, se cumple que a.idAp 6=
a1.idAp. Sin embargo, tambie´n sabemos por hipo´tesis que a1.idAp = a2.idAp
y que, en este caso, a2 = a (por lo que a2.idAp = a.idAp). Como resultado, se
cumplen simulta´neamente a.idAp = a2.idAp = a1.idAp y a.idAp 6= a1.idAp,
llegando as´ı a un absurdo.
Dado que en este caso las hipo´tesis se contradicen entre s´ı, el mismo no
puede ocurrir y es descartado.
Caso 3. a1 = a ∧ s.apps a2
Utilizando un razonamiento ana´logo al del caso anterior, se concluye que
e´ste tampoco puede darse y es descartado.
Caso 4. a1 = a ∧ a2 = a
En este caso se prueba trivialmente que a1 = a = a2.

Lema 3 ∀(ic : iCmp)(c : Cmp)(s s′ : State) • s ↪start ic c−−−−−−→ s′ ⇒
allAppDifferent s′
Demostracio´n Sean ic : iCmp, c : Cmp y s, s′ : State tales que verifi-
can s ↪
start ic c−−−−−−→ s′ y, como consecuencia de la definicio´n de ↪→ y validState,
allAppDifferent s. Expandiendo esta u´ltima definicio´n, obtenemos la si-
guiente hipo´tesis equivalente:
∀(a1 a2 : App)•s.apps a1∧s.apps a2 ⇒ a1.idAp = a2.idAp⇒ a1 = a2 (3.1)
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Por otro lado, dado que s ↪
start ic c−−−−−−→ s′ se cumple, entonces Post s
(start ic c) s′ se verifica. Como consecuencia, se puede asegurar que
s.apps = s′.apps (ver figura 4.4); es decir, que las aplicaciones instaladas
se mantienen inalteradas de un estado al otro.
Combinando este u´ltimo hecho con la fo´rmula 3.1, obtenemos:
∀(a1 a2 : App) • s′.apps a1 ∧ s′.apps a2 ⇒ a1.idAp = a2.idAp⇒ a1 = a2
Por u´ltimo, so´lo resta notar que este u´ltimo predicado es exactamente la
definicio´n de allAppDifferent s′, que es lo que se quer´ıa probar.

Como la prueba completa del teorema 1 tiene una extensio´n considera-
ble, concluiremos esta seccio´n dando u´nicamente lo explicado hasta ahora.
La demostracio´n en cuestio´n se encuentra disponible en el archivo Inv.v
que, al mismo tiempo, depende de los lemas asociados a las propiedades
de validState. El nombre de los archivos que contienen cada uno de estos
lemas es igual al de su propiedad asociada (por ejemplo, el archivo corres-
pondiente al lema 1 es allAppDifferent.v). Dado que todas las pruebas
se desarrollaron en Coq, la validez de las mismas fue chequeada por dicho
asistente.
5.2. Propiedades de Seguridad
En esta seccio´n se realiza un ana´lisis formal del modelo de seguridad de
Android mediante la descripcio´n de distintas propiedades que se cumplen en
el sistema representado. Estas propiedades se agrupara´n segu´n el aspecto del
sistema que se quiera describir y, en su mayor´ıa, no estara´n acompan˜adas
de sus demostraciones para favorecer la brevedad de la presente seccio´n.
Sin embargo, las pruebas de estas propiedades pueden ser obtenidas de los
archivos Coq disponibles en la direccio´n provista al principio del presente
cap´ıtulo.
Para la formalizacio´n de las propiedades del sistema se declaran los ele-
mentos ic : iCmp, a : App, c : Cmp, cp : CProvider, u : uri, act : Activity
y s, s′ : State, asumiendo que se cumplen validState s, s.running ic c,
inApp c a, s.apps a, existsRes cp u s y cmpInstalled (cmpAct act) s. De
esta forma, todas las propiedades en esta seccio´n tendra´n cuantificados uni-
versalmente (de manera impl´ıcita) dos estados s y s′ tales que s es un estado
va´lido en el que esta´ corriendo la instancia ic del componente c, pertene-
ciente a la aplicacio´n a tambie´n instalada en dicho estado. Adicionalmente,
se asume que el identificador u del content provider cp apunta a un recurso
existente en s y la actividad act pertenece a una aplicacio´n instalada. En
caso de necesitar otros elementos para la formulacio´n de ciertas propiedades,
los mismos sera´n declarados en la seccio´n o enunciado correspondiente.
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5.2.1. Principio de Mı´nimo Privilegio
Como se explico´ en la seccio´n 3.1.1, la propiedad ma´s importante enun-
ciada por Android sobre su modelo de seguridad es que cumple con el prin-
cipio de mı´nimo privilegio; es decir, que “cada aplicacio´n, por defecto, tiene
acceso u´nicamente a los componentes que requiere para trabajar” [5], sin
poder acceder a sectores del sistema para los que no tiene los permisos ade-
cuados. A continuacio´n, se enunciara´n distintos lemas que apuntan evaluar la
validez de esta propiedad al iniciar un componente, leer/escribir un content
provider o delegar y revocar permisos en diversos escenarios posibles.
Inicio de Componentes
Los siguientes lemas describen un conjunto de condiciones suficientes y
necesarias para poder iniciar un componente en Android. Para la formula-
cio´n de los mismos contaremos con los elementos c1, c2 : Cmp, a1, a2 : App
y ic1 : iCmp, asumiendo que s.apps a1 y s.apps a2 se verifican.
Lema 4 Si c1 y c2 pertenecen a la misma aplicacio´n, entonces c1 podra´ ini-
ciar a c2:
s.running ic1 c1 ∧ inApp c1 a1 ∧ inApp c2 a1 ∧ ¬isCProvider c2 ⇒
Pre s (start ic1 c2)
Lema 5 Si c2 no esta´ exportado y c1 pertenece a otra aplicacio´n, entonces
c1 no podra´ iniciar a c2:
∀(H : inApp c2 a2) • s.running ic1 c1 ∧ inApp c1 a1 ∧ a1 6= a2 ∧
¬(a2.manifest).exp c2 H ⇒ ¬Pre s (start ic1 c2)
Lema 6 Si c1 y c2 pertenecen a aplicaciones distintas y c2 exige un permiso
que la aplicacio´n de c1 no tiene, c1 no podra´ iniciar a c2:
∀(H1 : inApp c1 a1)(H2 : inApp c2 a2)(p : Perm)•
a1 6= a2 ∧ (a2.manifest).cmpE c2 H2 = Some p ∧
¬s.perms a1 p ∧ s.running ic1 c1 ⇒
¬Pre s (start ic1 c2)
Lema 7 Asumiendo que c1 y c2 pertenecen a aplicaciones distintas, si c2 no
exige ningu´n permiso pero su aplicacio´n s´ı lo hace y, paralelamente, la apli-
cacio´n correspondiente a c1 no tiene este u´ltimo permiso, c1 no podra´ iniciar
a c2.
∀(H1 : inApp c1 a1)(H2 : inApp c2 a2)(p : Perm)• a1 6= a2 ∧
(a2.manifest).cmpE c2 H2 = None ∧ (a2.manifest).appE = Some p ∧
¬s.perms a1 p ∧ s.running ic1 c1 ⇒
¬Pre s (start ic1 c2)
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Todos las propiedades del sistema enunciadas por los lemas precedentes
se encuentran en concordancia con el principio de mı´nimo privilegio. Las
demostraciones de los mismos se encuentran en el archivo canStart.v y su
validez fue chequeada por Coq.
Lectura/Escritura de Content Providers
La primera propiedad probada en este caso es una condicio´n necesaria
para la lectura de un content provider en un escenario general.
Lema 8 Si ic pudo leer el recurso apuntado por u en cp, entonces su com-
ponente asociado pertenece a una aplicacio´n que tiene los permisos para ello,
ya sea desde su instalacio´n o por medio de una delegacio´n.
s ↪
read ic cp u−−−−−−−−→ s′ ⇒ canRead c cp u s ∨ delPerms c cp u Read s
La condicio´n necesaria para realizar una operacio´n de escritura se define
de forma ana´loga a la anterior, cambiando la operacio´n read y el predicado
canRead por write y canWrite respectivamente, por lo que el enunciado
del lema correspondiente sera´ omitido. Debido a que esta similitud se repite
en todos los lemas probados en la seccio´n, so´lo se describira´n las propiedades
que involucran lecturas.
A continuacio´n, se analiza el sistema de permisos para la operacio´n de
lectura en dos escenarios espec´ıficos.
Lema 9 Si cp pertenece a la misma aplicacio´n que c, entonces c puede leer
a cp:
inApp (cmpCP cp) a⇒ Pre s (read ic cp u)
Lema 10 Si cp no esta´ exportado y c pertenece a otra aplicacio´n, entonces
cp puede ser le´ıdo por c si y so´lo si su aplicacio´n correspondiente tiene
permisos delegados para hacerlo:
∀(a′ : App)(H : inApp (cmpCP cp) a′) •
s.apps a′ ∧ a 6= a′ ∧ ¬(a′.manifest).exp (cmpCP cp) H ⇒
Pre s (read ic cp u) ⇐⇒ delPerms c cp u Read s
Demostracio´n Sean a, a′ : App, ic : iCmp, c : Cmp, cp : CProvider, u : uri
y s, s′ : State tales que, adema´s de cumplir lo asumido al principio de la sec-
cio´n 5.2, verifican s.apps a′, a 6= a′ y ¬(a′.manifest).exp (cmpCP cp) H,
donde H es una prueba de inApp (cmpCP cp) a′, que tambie´n se verifica.
(⇒) Suponiendo la validez de Pre s (read ic cp u), nos proponemos de-
mostrar delPerms c cp u Read s.
Expandiendo la pre-condicio´n de read (ver figura 4.6), podemos asegurar
que existe un componente c∗ que verifica s.running ic c∗ y canRead c∗ cp u s
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∨ delPerms c∗ cp u Read s. Como s es un estado va´lido, entonces, segu´n
la propiedad 9, una misma instancia en ejecucio´n no puede pertenecer a dos
componentes distintos en s. Por lo tanto, dado que se cumplen s.running ic c
(suposicio´n hecha al principio de la seccio´n 5.2) y s.running ic c∗ al mismo
tiempo, entonces c = c∗ y, consecuentemente, se verifica canRead c cp u s
∨ delPerms c cp u Read s. Como queremos demostrar que u´nicamente la
segunda proposicio´n se cumple, probaremos que la primera es falsa. Para
ello hay que tener en cuenta que si se cumple canRead c cp u s, entonces,
por su definicio´n, debe valer (a′.manifest).exp (cmpCP cp) H o a = a′,
contradiciendo, en ambos casos, las hipo´tesis hechas al principio.
(⇐) Suponiendo la validez de delPerms c cp u Read s, nos proponemos
demostrar Pre s (read ic cp u).
A continuacio´n, probaremos cada proposicio´n perteneciente a la pre-
condicio´n de read (ver figura 4.6):
• cmpInstalled (cmpCP cp) s. Para que esta proposicio´n sea va´lida,
debe existir una aplicacio´n instalada en s que contenga a cp. Dado
que la aplicacio´n a′ cumple, por hipo´tesis, con el predicado s.apps a′
y existe la prueba H : inApp (cmpCP cp) a′, podemos concluir que la
proposicio´n en cuestio´n se verifica.
• existsRes cp u s. Se cumple por lo asumido al principio de la seccio´n
5.2.
• ∃c∗ : Cmp• s.running ic c∗∧¬isCProvider c∗∧ (canRead c∗ cp u s∨
delPerms c∗ cp u Read s). Para probar esta cuantificacio´n existencial
usaremos el componente c de testigo. De esta forma, s.running ic c se
cumple por lo asumido al principio de la seccio´n 5.2 y canRead c cp u s
∨ delPerms c cp u Read s por suponer la validez de delPerms c cp
u Read s para este caso. Por u´ltimo, utilizando nuevamente la validez
el estado s, podemos aplicar la propiedad 4 para concluir que, como
s.running ic c se verifica, entonces ¬isCProvider c tambie´n.

La validez del lema 10 muestra que aunque un componente no este´ ex-
portado, el mismo podr´ıa ser accedido por aplicaciones externas.
Los enunciados y demostraciones de todos los lemas ligados a esta seccio´n
se encuentran en el archivo canReadWrite.v.
Delegacio´n y Revocacio´n de Permisos
En primer lugar, se probaron propiedades para asegurar que una aplica-
cio´n so´lo puede delegar permisos (temporales o permanentes) para realizar
operaciones que ella misma esta´ autorizada a hacer. So´lo se describe el lema
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correspondiente a la operacio´n de lectura ya que para los casos de la opera-
cio´n de escritura y ambas operaciones, el enunciado es ana´logo. Adema´s, a
lo largo de esta seccio´n se asumira´ la validez de canStart c (cmpAct act) s;
es decir, que el componente c tiene los permisos necesarios para iniciar la
actividad act.
Lema 11 Si ic delego´ permisos, temporales o permanentes, para leer un
recurso apuntado por u de cp, entonces ic puede realizar la operacio´n en
cuestio´n:
∀a′ : App • s ↪grantT ic cp act u Read−−−−−−−−−−−−−−−→ s′ ∨ s ↪grantP ic cp a
′ u Read−−−−−−−−−−−−−−−→ s′ ⇒
canRead c cp u s ∨ delPerms c cp u Read s
Por otro lado, se probo´ que un componente puede habilitar a una aplica-
cio´n externa para realizar una operacio´n determinada sobre cualquier con-
tent provider de la misma aplicacio´n, sin necesidad de contar con los permi-
sos adecuados para realizar la operacio´n en cuestio´n.
Lema 12 Si c y cp pertenecen a la misma aplicacio´n y cp autoriza la delega-
cio´n sobre u, entonces ic puede delegar permisos, temporales o permanentes,
sobre u:
∀(a′ : App)(pt : PType) • inApp (cmpCP cp) a ∧ s.apps a′ ∧
canGrant cp u s⇒
Pre s (grantT ic cp act u pt) ∧ Pre s (grantP ic cp a′ u pt)
Como consecuencia de esta u´ltima propiedad y del lema 10 (junto con
sus dos lemas ana´logos), existe la posibilidad de que cualquier aplicacio´n
externa obtenga permisos delegados para acceder a un content provider no
exportado. Esta posibilidad no es contemplada por la documentacio´n oficial
de Android, referida en la seccio´n 3.1.5, a la hora de describir el significado
de un componente no exportado.
Para el caso de la revocacio´n de permisos, describimos el siguiente lema
correspondiente a la operacio´n de lectura.
Lema 13 Si ic revoco´ permisos para leer el recurso apuntado por u en cp,
entonces ic puede realizar la operacio´n en cuestio´n:
s ↪
revoke ic cp u Read−−−−−−−−−−−−−→ s′ ⇒ canRead c cp u s
Al igual que para el caso de las delegaciones, las propiedades asociadas al
resto de las operaciones sera´n omitidas por formularse de manera ana´loga.
Los enunciados y pruebas de los lemas de esta seccio´n se encuentran en
los archivos canGrant.v y canRevoke.v.
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5.2.2. Revocacio´n Irrestricta
A continuacio´n, se describe una propiedad que destaca la imposibilidad
de revocar permisos delegados a una aplicacio´n/instancia en particular.
Lema 14 Si ic revoco´ los permisos sobre el recurso apuntado por u de cp,
entonces se eliminara´n todos los permisos delegados asociados a u:
s ↪
revoke ic cp u pt−−−−−−−−−−−→ s′ ⇒
(∀(ic′ : iCmp)(c′ : Cmp) • s.running ic′ c′ ⇒ ¬s′.delTPerms ic′ cp u pt) ∧
(∀(a′ : App) • s.apps a′ ⇒ ¬s′.delPPerms a′ cp u pt)
Una consecuencia directa de esta propiedad es que un componente en
ejecucio´n puede revocar permisos que no fueron delegados por e´l mismo.
Esto da lugar a que aplicaciones que no esta´n relacionadas unas con otras
puedan revocarse permisos entre s´ı, habilitando escenarios potencialmente
confusos [37].
La demostracio´n formal de la propiedad referida anteriormente se en-
cuentra en el archivo rvkCoarseGrnd.v.
5.2.3. Redelegacio´n de Permisos
En esta seccio´n se formaliza el hecho en el que un permiso puede ser
redelegado indefinidamente por cualquier componente en ejecucio´n.
Lema 15 Si ic o la aplicacio´n a′ tienen un permiso delegado, e´ste puede
ser redelegado, tanto de forma temporal como permanente:
∀(a′ a′′ : App)• s.apps a′′ ∧ s.delTPerms ic cp u pt ∨
s.delPPerms a′ cp u pt ⇒
Pre s (grantT ic cp act u pt) ∧ Pre s (grantP ic cp a′′ u pt)
Como corolario de este lema, si a un componente en ejecucio´n le fue de-
legado un permiso de forma temporal, entonces este componente o cualquier
otro de la misma aplicacio´n puede redelegar el permiso permanentemente a
dicha aplicacio´n. De esta forma, si se tiene un permiso delegado temporal-
mente, tambie´n se lo puede tener permanentemente [37]. Esta particularidad
provoca que ambos tipos de delegacio´n no sean muy diferentes entre s´ı en
la pra´ctica. Por ejemplo, un componente puede recibir un permiso delega-
do a trave´s de un intent con el fin de que dicho permiso valga mientras
dure la ejecucio´n del componente en cuestio´n. Sin embargo, este u´ltimo tie-
ne la posibilidad de extender la vigencia del permiso para que so´lo pueda
ser revocado a trave´s del me´todo revokeUriPermission(); incumpliendo el
objetivo original.
Adema´s, combinando la propiedad descripta en esta seccio´n con los lemas
10, 12 y sus derivados, concluimos que el acceso a un content provider no
exportado no es exclusivo para aplicaciones que recibieron la delegacio´n
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directamente de la duen˜a del mismo, sino que se extiende a otras aplicaciones
a trave´s de la redelegacio´n.
La prueba del lema 15 se encuentra disponible en el archivo canRedel.v.
5.2.4. Privilege Escalation
La problema´tica conocida como privilege escalation ocurre cuando una
aplicacio´n puede realizar tareas para las que no cuenta con los permisos co-
rrespondientes, utilizando como intermediaria a una tercera que s´ı cuente
con ellos, denominada representante. “En este escenario, el usuario le con-
cede al representante un determinado permiso. El representante define una
interfaz pu´blica que expone parte de su funcionalidad. Una aplicacio´n mali-
ciosa que no posee el permiso que tiene el representante invoca la interfaz del
mismo, causando que este u´ltimo haga una llamada a la API del sistema. El
sistema aprueba y ejecuta la llamada a la API proveniente del representante
porque el mismo tiene el permiso adecuado para hacerlo. De esta forma, la
aplicacio´n maliciosa logra ejecutar una llamada a la API del sistema que no
hubiese podido hacer directamente.”[36]
A continuacio´n, se enuncia el lema en donde se afirma que este problema
esta´ presente en Android.
Lema 16 Si ic no puede realizar una llamada al sistema sac pero inicia
un componente c′ que s´ı puede hacerlo, entonces, luego de iniciar a c′, se
podra´ llamar a sac a trave´s de una instancia en ejecucio´n del mismo:
∀(c′ : Cmp)(sac : SACall)• ¬Pre s (call ic sac) ∧ ¬Pre s′ (call ic sac)
∧ cmpCanCall c′ sac s′ ∧ s ↪start ic c′−−−−−−−→ s′ ⇒
∃ic′ : iCmp • s′.running ic′ c′ ∧ Pre s′ (call ic′ sac)
Para la formulacio´n del lema anterior se utilizo´ el predicado auxiliar
cmpCanCall c sac s, que se cumplira´ si el componente c esta´ instalado en
el estado del sistema s y su aplicacio´n correspondiente puede realizar la lla-
mada sac a la API del sistema. Formalmente:
cmpCanCall c sac s
def
= cmpInstalled c s ∧
(∀(a : App)(p : Perm)(H : isSystemPerm p) • s.apps a∧ inApp c a ∧
permSAC p H sac⇒ s.perms a p)
Al probar el lema 16 podremos asegurar que dado un componente en
ejecucio´n ic que no puede realizar una determinada llamada al sistema (en
te´rminos de la definicio´n informal, una aplicacio´n maliciosa) y un componen-
te c′ que s´ı puede hacerlo (el representante), si ic inicia a c′ (equivalente en
nuestro modelo a “invocar la interfaz pu´blica del representante”), entonces
va a existir un componente en ejecucio´n de c′ que pueda realizar la llamada
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a la API que no puede hacer ic. Dentro del conjunto de componentes en
ejecucio´n de c′ se encuentra el iniciado por ic (es por ello que siempre va a
existir al menos uno); por lo tanto, si tenemos en cuenta dicha instancia, ic
logro´, poniendo a c′ como intermediario, generar las condiciones para que se
pueda ejecutar, no necesariamente de forma inmediata, la llamada al sistema
que ten´ıa prohibida, como se menciona en la descripcio´n coloquial.
Paralelamente, en otros trabajos publicados [28, 37] se extiende la defi-
nicio´n de privilege escalation a las operaciones entre componentes. En esta
nueva definicio´n, se formula el problema en el que un componente en eje-
cucio´n ic que no tiene los permisos adecuados para iniciar un componente
c′′, puede hacerlo indirectamente por medio de c′. Como se menciona en los
trabajos citados, Android tambie´n padece este u´ltimo problema. A conti-
nuacio´n, proveemos el lema correspondiente a esta propiedad junto con su
demostracio´n.
Lema 17 Si ic no puede iniciar un componente c′′ pero inicia a c′ que
s´ı puede hacerlo, entonces, se podra´ iniciar a c′′ a trave´s de una instancia
en ejecucio´n de c′:
∀(c′ c′′ : Cmp)• cmpInstalled c′′ s ∧ ¬isCProvider c′′ ∧ ¬canStart c c′′ s
¬canStart c c′′ s′ ∧ canStart c′ c′′ s′ ∧ s ↪start ic c′−−−−−−−→ s′ ⇒
∃ic′ : iCmp• s′.running ic′ c′ ∧ Pre s′ (start ic′ c′′)
Demostracio´n Sean ic : iCmp, c′, c′′ : Cmp y s, s′ : State tales que verifican
¬isCProvider c′′, cmpIntalled c′′ s, canStart c′ c′′ s′ y s ↪start ic c′−−−−−−−→ s′,
nuestro objetivo es probar que existe efectivamente una instancia ic′ : iCmp
del componente c′ que verifique Pre s′ (start ic′ c′′).
Utilizando la hipo´tesis s ↪
start ic c′−−−−−−−→ s′ junto con la definicio´n de ↪→ (ver
seccio´n 4.7), concluimos que Post s (start ic c′) s′ se cumple. Expandiendo
este u´ltimo predicado (ver figura 4.4), podemos asegurar que existe una
nueva instancia de c′ corriendo en s′. Esta instancia sera´ el testigo ic′ :
iCmp seleccionado para probar la existencia planteada en el pa´rrafo anterior;
por lo tanto, el resto de la demostracio´n consiste en probar cada predicado
perteneciente a la conjuncio´n de Pre s′ (start ic′ c′′):
• cmpInstalled c′′ s′. El cumplimiento de Post s (start ic c′) s′ tambie´n
implica que s.apps = s′.apps; por lo tanto, si c′′ pertenec´ıa a una
aplicacio´n instalada en s (hipo´tesis cmpIntalled c′′ s), lo mismo se
cumple en s′.
• ¬isCProvider c′′. Se cumple por hipo´tesis.
• ∃c∗ : Cmp•s′.running ic′ c∗∧cmpInstalled c∗ s′∧¬isCProvider c∗∧
canStart c∗ c′′ s′. Para probar esta cuantificacio´n existencial usare-
mos de testigo a c′, componente correspondiente a ic′ en s′. Luego,
CAPI´TULO 5. VERIFICACIO´N 68
s.running ic′ c′ se cumple por la misma definicio´n de ic′ y canStart c′
c′′ s′ por hipo´tesis. Utilizando nuevamente la proposicio´n s↪start ic c
′−−−−−−−→s′,
obtenemos que Pre s (start ic c′) se verifica, por lo que, en particu-
lar, tambie´n se cumple ¬isCProvider c′. Adicionalmente, la validez
de la pre-condicio´n implica que c′ esta´ instalado en s y, utilizando el
hecho s.apps = s′.apps derivado ma´s arriba, concluimos que tambie´n
se cumple cmpInstalled c′ s′.

Ana´logamente al lema 16, ic es el componente malicioso, c′ el represen-
tante y c′′ el componente que se quiere iniciar. Enfoca´ndonos en la instancia
de c′ que inicio´ ic (la u´nica que podemos asegurar que existe a partir de las
premisas), se genera la posibilidad de acceder a c′′.
Las definiciones y demostraciones desarrollados en Coq correspondientes
a esta seccio´n se encuentran en el archivo privEscalation.v.
Cap´ıtulo 6
Trabajos Relacionados
El objetivo del presente cap´ıtulo es dar una amplia descripcio´n del es-
tado del arte para poder comparar el trabajo presentado con el resto de
las publicaciones consultadas. Este objetivo se alcanzara´ describiendo un
conjunto de trabajos disponibles en la literatura que tambie´n analizan el
modelo de seguridad de Android, tomando enfoques distintos al utilizado
en la presente tesina. Los trabajos ma´s alejados de nuestra metodolog´ıa son
los que reportan fallas puntuales que fueron detectadas sin utilizar me´todos
formales y los ma´s cercanos son los que, si bien realizan un ana´lisis formal,
utilizan modelos o herramientas que difieren de las nuestras.
Entre los trabajos que reportan fallas puntuales en el modelo de se-
guridad de Android1, Armando et al. [24] muestran, a trave´s de pruebas
emp´ıricas sobre el co´digo fuente, que la implementacio´n del modelo de se-
guridad no discrimina de do´nde provienen las llamadas al sistema Linux
de base (si, por ejemplo, provienen del framework de aplicaciones o de una
aplicacio´n recie´n instalada). Debido a esto, cualquier aplicacio´n desarrollada
por un tercero puede realizar llamadas al sistema a trave´s de co´digo nativo
y utilizar algunos recursos de forma directa, sin que medie el framework
de aplicaciones (en general, los recursos que no se podra´n utilizar son los
protegidos por el sistema de permisos de Linux como, por ejemplo, archivos
pertenecientes a una aplicacio´n). Dicha particularidad del sistema Android
puede hacerlo vulnerable a aplicaciones maliciosas que, por ejemplo, agoten
los recursos del sistema utilizando el socket especial zygote, por medio del
cual se solicita la creacio´n de nuevos procesos Linux, para crear procesos de
forma indiscriminada [23] o escribiendo una gran cantidad de archivos en
la memoria interna (mediante reiteradas llamadas a open, write y close).
Otro ataque posible es el env´ıo de informacio´n del usuario a un servidor
externo por parte de una aplicacio´n maliciosa mediante las llamadas al sis-
1Dependiendo de su fecha de publicacio´n, es posible que las vulnerabilidades encon-
tradas en cada trabajo mencionado a continuacio´n ya hayan sido remediadas en alguna
versio´n de Android.
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tema socket y connect. Para realizar este ataque so´lo basta con que dicha
aplicacio´n cuente con el permiso para acceder a internet2. En las capas su-
periores de la arquitectura, por ejemplo, los trabajos de Davi et al. [33] y
Felt et al. [36] exponen la problema´tica conocida como privilege escalation.
La descripcio´n aportada por este u´ltimo trabajo se tomo´ de referencia en la
seccio´n 5.2.4 al probar formalmente que dicho problema ocurre efectivamen-
te en nuestro modelo. Por u´ltimo, Chin et al. [30] describen vulnerabilidades
que pueden surgir con respecto a la comunicacio´n entre aplicaciones. En este
trabajo se destaca, por ejemplo, que cualquier aplicacio´n puede registrarse
para recibir intents impl´ıcitos, incluso aplicaciones maliciosas. Si una aplica-
cio´n env´ıa un intent impl´ıcito y e´ste es recibido por una aplicacio´n maliciosa
que registro´ alguno de sus componentes para recibir intents de ese tipo, la
informacio´n contenida en dicho mensaje se ver´ıa comprometida.
Por otro lado, Felt et al. [35] realizan un ana´lisis detallado del disen˜o e
implementacio´n del sistema de permisos en Android. Dicho ana´lisis informal
constituye un complemento importante a la documentacio´n oficial, ya que
esta u´ltima no ofrece mucho detalle sobre la implementacio´n concreta del
modelo de seguridad. Adicionalmente, los autores estudian el problema de
aplicaciones que piden ma´s permisos de los que realmente necesitan. Este
tipo de problema es muy recurrente en Android y lo adjudican a la falta
de documentacio´n precisa. Para ayudar a combatirlo, los autores desarro-
llaron una herramienta que detecta permisos innecesarios en aplicaciones
compiladas.
Por su parte, Conti et al. [31] realizan cr´ıticas al modelo de seguridad de
Android y proponen implementar uno alternativo. En el modelo propuesto,
entre otros aspectos, el otorgamiento de permisos no se realiza necesariamen-
te al instalar una aplicacio´n sino que existen distintos momentos y condicio-
nes en los cuales se puede otorgar o revocar un permiso determinado. En la
misma l´ınea, Nauman et al. [43] tambie´n proponen un sistema de permisos
alternativo para Android, ma´s flexible y dependiente de las restricciones del
contexto.
En el campo de los me´todos formales, Armando et al. [22] proponen un
modelo para representar los elementos y la sema´ntica operacional del sistema
Android, poniendo atencio´n en el modelo de seguridad. Posteriormente, de-
finen un sistema de tipos y efectos para asignarles tipos a las expresiones del
modelo que representan valores y efectos a las expresiones que representan
acciones observables. Dichos efectos esta´n definidos en un formalismo, del
estilo del a´lgebra de procesos, llamado history expressions [26] y simbolizan
el side effect que produce la ejecucio´n de una operacio´n. Luego, los auto-
res prueban que, dada una expresio´n del modelo propuesto, si se le puede
asignar una history expression, la sema´ntica de dicho efecto incluira´ cual-
2Este permiso es requerido por la mayor´ıa de las aplicaciones en Android, por lo que,
generalmente, el usuario aprueba su otorgamiento.
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quier comportamiento que surja de la expresio´n. Por lo tanto, si se prueban
propiedades sobre la history expression (utilizando te´cnicas ya conocidas
[25]), tambie´n las cumplira´ cualquier comportamiento que se genere en la
expresio´n original y, si la expresio´n representa un estado de la plataforma
con determinadas aplicaciones instaladas, se estar´ıan probando formalmente
propiedades sobre ese estado del sistema Android. Por otro lado, Bugliesi
et al. [28] tambie´n proponen un sistema de tipos y efectos. Sin embargo,
el objetivo del mismo es verificar si una aplicacio´n particular esta´ libre del
problema de privilege escalation, es decir, si ninguna de sus ejecuciones po-
sibles lleva al sistema a un estado que sufra de dicho problema. Al igual que
en el trabajo anterior, los autores desarrollan un modelo para representar
los aspectos ba´sicos del sistema Android y, finalmente, prueban que si se
pueden encontrar un tipo y efecto para una expresio´n de dicho modelo (que
representa a una aplicacio´n particular), entonces e´sta no sufre el problema
de privilege escalation. Ana´logamente, Chaudhuri [29] desarrollo´ un sistema
de tipos sobre su propio modelo de la plataforma Android, garantizando
que las aplicaciones bien tipadas preservan la confidencialidad e integridad
de los datos que manejan. Este trabajo fue uno de los primeros en el a´rea
de los me´todos formales en representar el modelo de seguridad de Android.
Adema´s, el mismo inspiro´ los dos trabajos descritos anteriormente.
Por u´ltimo, las publicaciones de Fragkaki et al. [37] y Shin et al. [48]
fueron introducidas en el cap´ıtulo 1 por ser las ma´s relevantes para nuestro
trabajo. En cuanto a esta u´ltima publicacio´n, el formalismo ofrecido en la
misma, a diferencia de lo presentado en la presente tesina, no diferencia los
distintos tipos de componentes (todos esta´n representados por el mismo tipo
COMPS) y no representa las instancias en ejecucio´n de los mismos. Estas
limitaciones impiden modelar caracter´ısticas que involucren a un tipo de
componente particular, como se hace en nuestra especificacio´n. Por otro lado,
tambie´n consideramos que los tipos que representan un estado del sistema
y un archivo AndroidManifest tienen campos innecesarios, por lo que la
definicio´n de los mismos tambie´n difieren con nuestro trabajo. Por ejemplo,
el tipo STATE tiene dos campos distintos destinados a representar tanto
las aplicaciones como los componentes instalados en un estado determinado;
dado que los componentes instalados pueden ser obtenidos de los archivos
AndroidManifest de las aplicaciones presentes en el sistema, se opto´ por
omitir este u´ltimo campo en la presente tesina. Paralelamente, la ejecucio´n
de una accio´n se representa como la adicio´n de una operacio´n entre dos
componentes instalados al estado del sistema. En nuestro enfoque, dicha
ejecucio´n no es registrada en el sistema, por lo que no es necesario definir una
operacio´n para indicar la finalizacio´n de la misma. Por u´ltimo, vale la pena
volver a destacar que el trabajo en cuestio´n no estudia la lectura/escritura de
content providers, el mecanismo de delegacio´n de permisos conocido como
URI permissions y las llamadas a la API del sistema por parte de una
aplicacio´n; aspectos comprendidos en nuestra especificacio´n. Tomando en
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cuenta las diferencias concretas mencionadas (y las que todav´ıa restan por
describir), se puede respaldar lo asegurado en el cap´ıtulo 1; a saber, que la
especificacio´n propuesta en este trabajo incluye y extiende los resultados de
la publicacio´n de Shin et al., utilizando para ello un enfoque alternativo.
Cap´ıtulo 7
Conclusiones
A pesar de la creciente relevancia que tienen los mecanismos de seguridad
implementados en el sistema Android, no existe una especificacio´n oficial ri-
gurosa (ni siquiera informal) de los mismos. Esto tiene, por lo menos, dos
consecuencias directas: la primera de ellas es que no se puede realizar una
verificacio´n exhaustiva del modelo de seguridad en donde se analicen las dis-
tintas relaciones entre sus elementos; la segunda es que los desarrolladores
de nuevas aplicaciones no cuentan con una documentacio´n precisa para po-
der interactuar correctamente con el modelo de seguridad, por lo que dichas
aplicaciones pueden llegar a ser inseguras.
La presente tesina realiza distintos aportes orientados a mitigar la pro-
blema´tica descripta en el pa´rrafo anterior. En primer lugar, la descripcio´n
informal ofrecida en los cap´ıtulos 2 y 3 complementan la informacio´n brinda-
da por la documentacio´n oficial con la provista en publicaciones acade´micas
(mencionadas, en su mayor´ıa, en el cap´ıtulo 6) y libros especializados. De
esta forma, estos cap´ıtulos aportan una visio´n global y a la vez exhaustiva
del modelo de seguridad en Android que pretende ser tanto un punto de
referencia como tambie´n un disparador inicial para trabajos futuros sobre
el mismo. Otra de las principales contribuciones de esta tesina es una espe-
cificacio´n formal del modelo de seguridad de Android. Dicha especificacio´n
constituye, en principio, el primer formalismo desarrollado en Coq dedica-
do al estudio del mecanismo de delegacio´n de permisos y la interaccio´n con
la API del sistema. Finalmente, en la seccio´n 5.2 se reunieron y probaron
propiedades enunciadas en distintas publicaciones (por ejemplo, las enun-
ciadas en las secciones 5.2.2, 5.2.3 y 5.2.4) y se demostraron propiedades
no estudiadas hasta el momento (por ejemplo, la propiedad/lema 12 y sus
derivados). Estas nuevas propiedades destacan que ningu´n content provider
puede estar completamente aislado del resto de las aplicaciones, a pesar de
la posibilidad de construir componentes no exportados. Este hecho debe ser
tenido en cuenta por los desarrolladores de aplicaciones para no incurrir en
la contradiccio´n de declarar un content provider como no exportado y luego
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Definiciones Auxiliares 458
Especificacio´n Formal 537
Invarianza sobre la Validez de Estado 2892
Propiedades de Seguridad 1072
Comentarios 636
Total 5595
1
Figura 7.1: L´ıneas de co´digo de los archivos desarrollados en Coq
delegar permisos sobre e´l.
Visto como caso de estudio, este trabajo muestra que se puede construir
una especificacio´n relativamente breve (ver figura 7.1) para analizar formal-
mente, mediante la demostracio´n de teoremas, caracter´ısticas importantes
de la seguridad en Android. Esto resalta la factibilidad de aplicar me´todos
formales a proyectos reales, haciendo que estos u´ltimos sean ma´s confiables.
Como trabajos futuros, una alternativa posible es completar la especi-
ficacio´n formal iniciada en esta tesina representando otros aspectos de la
seguridad en Android. A continuacio´n, se listan algunos de ellos:
• Implementacio´n subyacente: Utilizando un nivel de abstraccio´n ma´s
bajo, se pueden analizar las consecuencias de utilizar como base el
sistema de permisos de Linux y los posibles problemas que pueden
surgir a partir de ello.
• Env´ıo y recepcio´n de broadcasts: La especificacio´n actual no comprende
el env´ıo o recepcio´n de broadcasts. Adema´s de incorporar estos elemen-
tos al modelo, se puede analizar en detalle el mecanismo de distribucio´n
de los mismos para asegurar que no incorpora nuevas vulnerabilidades.
• Intents impl´ıcitos: Otro aspecto que no es representado en nuestra es-
pecificacio´n es el referido a los intents impl´ıcitos. La operacio´n start
en el modelo actual se corresponde con el escenario en el que un com-
ponente en ejecucio´n inicia a otro; sin embargo, no se tiene en cuenta si
dicha accio´n se realizo´ a trave´s de un intent expl´ıcito o impl´ıcito. Si se
quiere profundizar en este u´ltimo caso, hay que analizar el mecanismo
en el que el sistema elige el destinatario de dichos intents.
• Firmas y certificados: Los aspectos relativos a las firmas de las apli-
caciones y los certificados de las claves pu´blicas no son analizados en
profundidad en el presente trabajo, por lo que el estudio de los mismos
constituye una extensio´n posible.
• Pending intents: El u´nico mecanismo de delegacio´n considerado en el
presente trabajo es el denominado URI permissions, por lo que una
posible extensio´n consiste en analizar el mecanismo de pending intents.
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Al hacer esto, adema´s de completar el ana´lisis de todos los mecanis-
mos de delegacio´n de permisos ofrecidos en Android, se estudiar´ıan las
vulnerabilidades que pueden surgir a partir de las caracter´ısticas intro-
ducidas por los pending intents, como por ejemplo, la posibilidad de
que una aplicacio´n le conceda su propia identidad a otra para realizar
una operacio´n determinada.
• Definicio´n dina´mica de permisos: La definicio´n de permisos en tiempo
de ejecucio´n y la sema´ntica del elemento <permission-tree> de un
archivo AndroidManifest son cuestiones a agregar al modelo actual.
• Actualizacio´n de aplicaciones: Una de las simplificaciones realizadas
para la construccio´n de nuestra especificacio´n formal fue excluir la po-
sibilidad de actualizar una aplicacio´n. Si bien no lo consideramos como
una caracter´ıstica indispensable del modelo de seguridad de Android,
su representacio´n har´ıa que la especificacio´n sea ma´s completa.
• Conservacio´n de recursos: Otros de los aspectos excluidos del modelo es
la posibilidad que ofrece Android de conservar los recursos (i.e., datos)
de una aplicacio´n al desinstalarla. Al representar esta posibilidad, se
podr´ıan detectar nuevas vulnerabilidades que surjan a partir de ella.
A medida que se vaya completando la especificacio´n iniciada en esta
tesina, se contara´ con ma´s medios para analizar formalmente el modelo de
seguridad de Android de manera integral.
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