Abstract. The development of composite Web services is still not as simple as the original vision indicated. Currently, the designer of a composite service needs to consider many different design aspects at once. In this paper, we propose a modeling methodology based on UML which separates between the four concerns of structure, transactions, workflow, and security, each of which can be modeled by different experts. We have developed a proof-of-concept tool that is able to extract information from the model and transform it into a computer-readable format.
Introduction
Web services have become more and more commonplace during the last few years. An idea that has been associated with them from the start is that of composition: Web services should be located at run-time and assembled semiautomatically to provide more complex services. This goal, however, still involves some unsolved research questions, among others in the field of distributed longrunning transactions.
An important aspect of Web service composition is that the designer or maintainer of a composite service until now had to be an expert in several fields. We have identified a need for knowledge about Web service structure (which services are used by which composite services), transactional issues, security issues, and about the workflow of the composite service. We therefore propose to split composite Web service design into these four views. Four largely independent models can then be created by different experts, with connections between them only where it is necessary.
Minor updates to a composite service are also facilitated by our approach since only a subset of the design diagrams need to be changed. Software tools can further help the programmer by automating transformations from design diagrams to (preliminary) code. Therefore, we have based our methodlogy on the Unified Modeling Language (UML), which is already supported by most design tools.
The methodology has not yet been fully completed, but the models developed with it can already be used profitably. As a proof of concept, we have developed a transformation tool based on the widely used Eclipse platform which extracts transaction information from the model. The output conforms to the WS-Coordination specification and could easily be incorporated into a Web service platform implementing this specification.
Section 2 introduces a composite Web service case study that will be used to illustrate our work. Section 3 presents the elements of our UML metamodel and applies this metamodel to the case study. Section 4 presents our modeling tool and shows how it can extract information from the model created from our case study. Section 5 presents related work, and Section 6 concludes the paper.
Case Study
In this section, we will introduce a case study which we will refer to throughout the paper. Instead of using the traditional composite Web service example of a travel reservation system, we refer to our case study first introduced in [1] , which describes the production of a movie in terms of Web services. Modeling such a comprehensive example with Web services may involve unprecedented design decisions as well as unexpected outcomes. It should lead to a more realistic estimate of the benefits of our methodology. Figure 1 shows an overview on the case study. Because of the space limitation, we will concentrate on how the director of the movie hires film crews for the production of the film and external experts who assist him with their expertise (depicted in grey in Figure 1 ). Both processes need to be handled within a transaction scope.
In our example, experts and crews provide Web services which may be looked up via a Web services registry. A software architect in the director's office composes these services into a new service, which is then used by the director.
The UML Metamodel
We will now introduce a uniform methodology for Web services modeling based on the Unified Modeling Language (UML, [2] ). An overview on this methodology has first been presented in [3] .
A D Figure 2 depicts the design idea. It is based on the paradigm of separation of concerns. The four concerns identified so far are structural, transactional, security, and workflow issues. (The order is different in the figure because we focus on the transactional diagram.) Each concern can be modeled by an independent expert, and the Object Constraint Language (OCL; part of the UML specification) is used to establish references between the diagrams.
As we have demonstrated in [3] , using separate diagrams for separate design aspects makes the model easier to read, and different experts can work on the design simultaneously. The obvious drawback of this separation, the higher complexity of the methodology, is kept as small as possible by using OCL references between the different layers. We believe that workflow and transaction aspects belong to separate layers because this eases later corrections (e.g., adjusting transaction quality of service parameters). On the other hand, a part of the workflow diagram may be referenced e.g. as a compensation handler.
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The Structural Diagram
For the structural diagram, we have chosen a UML statechart diagram. The Unified Modeling Language [2] has been chosen because it is widely used for modeling software and fits our purposes. We chose a statechart diagram (instead of adding a new diagram type that might more closely describe Web service structure) because existing tools already support this diagram type. Since we
have not yet specified the workflow diagram, some workflow details are still included in the structural diagram. The semantics that have been added to the diagram for Web services modeling (guards and threads maintain their existing semantics) are shown in Table 1 . Figure 3 shows a structural diagram of our example. Elements (transitions) from this diagram will be referenced in the transactional diagram. Transition. Indicates that another task of a Web service is handled next, or that the Web service is started (from the start element) or terminated (to the end element).
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Task. Composite tasks contain inner elements (tasks, transitions). Instead, non-composite tasks may contain a description (not intended to be processed).
The Transactional Diagram
The transactional view is formed by a UML class diagram. Again, we have chosen an existing UML diagram type so that existing UML tools do not need to be modified for processing the transactional diagram. We have used OCL references to identify the locations within the structural diagram where transactions are started, committed, or aborted. A UML profile describes the additional constraints for the transactional diagram.
In the diagram, a transaction is depicted as a UML class, i.e., as a box with three compartments. The first compartment contains the name of the transaction, a stereotype describing the transactional semantics, and tagged values that describe quality of service attributes. The second compartment names the participating Web services (the keyword dynamic indicates that the Web service is to be located at run-time, a process which is not covered by this paper). The third compartment holds the references to the start and end of the transaction, as well as invocations to other Web services (starting points for other transactions). Finally, the inheritance relationship is used to model subtransactions. Table 2 defines the keywords used within the UML profile for the transactional diagram. Figure 4 shows an example of a transactional diagram. The three main transactions corresponding to the first two levels of states in Figure 3 correspond to the arrows entering and leaving the Hire state in the structural diagram. Our example, however, also contains a fourth transaction that is used for finding film crews that may later be contacted to participate in the current production. Instead of referencing the structural diagram, the starting point of the LocateCrewTransaction lies within the HireCrewTransaction, i.e. within the transactional diagram itself. In the HireCrewTransaction, this starting point is described as a method stereotyped invocation.
Security and Workflow Issues
Since security aspects should be considered as early as possible, we propose the inclusion of security parameters (e.g., which Web service calls/transactions need to be encrypted or signed) in the design phase. We do not have developed a diagram for security yet. We intend to use OCL for references to entities in both the structural and the transactional design diagram, but this is still subject to future work.
The workflow diagram will offer a high-level view on the composite Web service. This design view will cover issues that cannot be addressed by the structural and transactional diagram alone, e.g. some of the challenges introduced in [3] . This diagram will reference elements of the structural and the transactional view.
Tool Support
In order to show the usefulness of our design approach, we have implemented a proof-of-concept tool that works on the transactional design diagram. It has been built on the Eclipse platform [6] extended by the IBM Rational Software Architect tool suite [7] .
Architecture
Eclipse is a highly modular integrated development environment for Java which also offers basic support for the Unified Modeling Language (UML, [8] ) through the Eclipse Modeling Framework (EMF, [9] ).
The IBM Rational Software Architect extends this platform, among other things, by adding a visual editor for creating and maintaining UML models. Transformations allow the developer to automatically transform the model into a code skeleton and synchronize changes in design and code. Transformations for creating Java, EJB, and C++ code are included.
We have written an extension to this platform which adds a new transformation method to the modeler. It extracts the transactions from a UML class diagram following the specification of our transactional diagram. The output currently consists of a coordination context for use in WS-Coordination, WS-AtomicTransaction, and WS-BusinessActivity [10, 4, 5] , however, it can easily be adapted to confirm to other transaction specifications. Figure 5 shows the transactional diagram on which the transformation is invoked in the so-called modeling perspective. The modeling perspective consists of four windows:
Application to the Case Study
The model explorer (top left) shows a tree view of the elements within the project. In the example, we see the model with two diagrams and the Transaction Profile which defines the stereotypes used in the transactional diagram. The outline window (bottom left) shows a bird-eye view on the current diagram.
In the main window (top right), a part of the transactional design diagram can be seen. The class HireTransaction has been selected.
In the bottom right window, properties of the selected transaction can be seen. Within the EMF, they have been modeled as attributes to the BusinessActivity stereotype of the Transaction Profile UML profile. This helps to keep the diagram lean (because such attributes are per default not shown in the main window), but still allows for a simple extraction by our plugin. Figure 6 shows a simple output XML file the transformation plugin has generated from a part of our design. Right now, only the transactional model is considered by the prototype tool, but already its output could be used as a coordination context in a WS-BusinessActivity transaction. Changes in the design lead to changes in the context, taking some of the load away from the programmer of the composite Web service. 
Outlook
In the future, we plan to extend the tool so that it allows more comprehensive modeling and also considers the structural view. We aim to be able finally to extract a process description in BPEL [11] and/or a choreography description in WS-CDL [12] from our model, thereby greatly easing the task of Web service composition. Using the information contained in the design diagrams, these descriptions can be enriched by using various additional Web service related specifications.
When this work has been completed, we will explore the potential for further automation through the use of a security and a workflow diagram.
Related Work
Several independent (sets of) Web service transaction specifications have been released: WS-Coordination, WS-AtomicTransaction, and WS-BusinessActivity [10, 4, 5] have been used for the implementation of our tool. Possible alternatives would have been WS-CAF ( [13] , consisting of WS-Context, WS-Coordiation Framework, and WS-Transaction Management) or BTP [14] .
Orriëns, Yang, and Papazoglou [15] divide the process of Web service composition into four phases: definition, scheduling, construction, and execution. The design should become more concrete at each step. UML is used as well, however, the model is founded on the design process and not on separation of concerns.
Dijkman and Dumas [16] also state the need for a multi-viewpoint design approach for composite Web services. Their paper discusses the views of interface behavior, provider behavior, choreography, and orchestration and uses Petri nets for the model itself. Distributed transactions are not mentioned.
Benatallah, Dumas, and Sheng [17] also use statechart diagrams to model composite Web services. Transactional behavior is mentioned as future work, but as yet there is no systematic approach for modeling this. Karastoyanova and Buchmann [18] propose a template technique for Web services to ease service composition. Templates here are parts of a business process description that can be used for Web service composition. The concept may prove useful for transforming our model diagrams into business process specifications in the future.
Loecher [19] discusses properties of transactions in a distributed middleware setting. Though the author writes about Enterprise JavaBeans, some of the work can be applied to Web services as well.
Henkel, Zdravkovic, and Johannesson [20] mention the difference between technical and business requirements. Their paper proposes a layered architecture that allows to transform the business representation into a more technical representation. Several aspects of process design are described, among them also a transactional aspect.
Jablonski, Böhm, and Schulze [21] propose a separation of concern approach for workflow modeling called workflow aspects. They distinguish between a functional, a behavioral, an informational, an operational, and an organizational as-pect. The book surveys workflow modeling and also mentions transaction and security issues.
Further information about Web service transaction specifications can be found in [22] . Database transactions are covered by [23] , and additional information about advanced transaction models can be found in [24, 25] .
Conclusion
In this paper, we have introduced a modeling methodology for composite Web services based on UML. The methodology is based on the concept of separation of concern, i.e., several experts can work on different aspects of the design concurrently. We have defined the structural and the transactional diagram and outlined our future work on the workflow and security diagrams.
We have shown the usefulness of our approach by implementing a transformation tool based on the Eclipse platform. This tool extracts transaction information from the model and transforms this information into a machine-readable XML document following the WS-Coordination specification.
The next steps in our research will be the development and formalization of the workflow and security diagrams. Also, we will expand our transformation tool towards a more comprehensive view on the model. Hereby, we hope to be able to automatically generate more complex descriptions, e.g., a BPEL or WS-CDL description. This automation will help designers to considerably simplify the development of composite Web services.
