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Выпускная квалификационная работа по теме «Автоматизация 
объектов с использованием модуля ESP8266» содержит 65 страниц, 16 
рисунков, 8 приложений. 
 
Целью данной работы является разработка программного обеспечения 
(ПО) микроконтроллеров на основе ESP8266 с поддержкой беспроводной 
сети Wi-Fi. Объекты могут входить в общую сеть «интернета вещей» (IoT) с 
возможностью автоматического распознавания и начальной настройки, а 
также иметь веб-интерфейс для окончательной настройки.  
В рамках данной работы ,было разработано программное обеспечение 
микроконтроллера ESP8266, с поддержкой протоколов обмена с системой 
управления, протокола MQTT. Применение разработки возможно в самых 
широких сферах автоматизации, например, -  системы «умного дома» 
автоматизация тепличных хозяйств или промышленных объектов. Разработка 
может быть совместима с работами: «Сеть IoT на основе контроллеров 
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Интернет вещей – это технологическая революция, которая 
представляет собой будущее вычислений и коммуникаций, и ее развитие 
зависит от технических инноваций в нескольких важных областях.  
Во-первых, для того, чтобы подсоединить вещи к интернету, 
необходима простая и эффективная по затратам система передачи 
информации и идентификации вещей. Такую возможность и необходимый 
функционал предоставляют различные пассивные и активные беспроводные 
технологии: RFID, NFC, Wi-Fi и др. 
Во-вторых, польза от собранных данных о вещах проявится, только 
если есть возможность отслеживать изменения в физическом статусе вещей 
(в пространстве и во времени). Для этого используются различные сенсорные 
технологии. 
В-третьих, чип в любой продукт будет встраиваться уже на этапе 
производства, и встроенный в вещи «интеллект» («умные» вещи) позволит 
принимать сложные и даже независимые решения. 
И наконец, миниатюризация и нанотехнологии обеспечивают все более 
и более мелким вещам возможность экономичной коммуникации и 
взаимодействия между собой. 
Комбинация всех этих технологий и приведет к созданию интернета 
вещей, который соединит объекты окружающего нас физического и 
виртуального миров [1]. 
На основе Интернета вещей могут быть реализованы всевозможные 
«умные» (smart приложения в различных сферах деятельности и жизни 
человека):  
«Умная планета» – человек сможет буквально «держать руку на 
пульсе» планеты: своевременно реагировать на упущения в планировании 
хозяйств, загрязнения и другие экологические проблемы, а значит, 




«Умный город» – городская инфраструктура и сопутствующие 
муниципальные услуги, такие как образование, здравоохранение, 
общественная безопасность, ЖКХ, станут более связанными и 
эффективными.  
«Умный дом» – система будет распознавать конкретные ситуации, 
происходящие в доме, и реагировать на них соответствующим образом, что 
обеспечит жильцам безопасность, комфорт и ресурсосбережение. 
«Умная энергетика» – будет обеспечена надежная и качественная 
передача  электрической энергии от источника к приемнику в нужное время 
и в необходимом количестве. 
«Умный транспорт» – перемещение пассажиров из одной точки 
пространства в другую станет удобнее, быстрее и безопаснее. 
«Умная медицина» – врачи и пациенты смогут получить удаленный 
доступ к дорогостоящему медицинскому оборудованию или к электронной 
истории болезни в любом месте, будет реализована система удаленного 
мониторинга здоровья, автоматизирована выдача лекарственных препаратов 




1 Анализ технического задания 
 
Цель – разработка  программного обеспечение (далее ПО) WIFI модуля 




1. Провести анализ существующих сетей IoT, вариантов 
идентификации объектов и их начального конфигурирования; 
2. Разработать способ применения микроконтроллера ESP8266; 
3. Выбрать протокол взаимодействия микроконтроллера с элементами 
управления; 
4. Разработать структуру программного обеспечения контроллера; 






1.1 Обзор существующих сетей IoT, вариантов автоматического 
распознавания и конфигурирования конечных объектов и узлов 
 
Как пример, одно из таких решений – это система «Умного дома» 
HomeKit компании Apple. Благодаря HomeKit можно подключить, 
объединить и контролировать со смартфона всю «умную» технику в доме, на 
которой есть метка «Works with Apple HomeKit» (Совместимо с Apple 
HomeKit). Такими аксессуарами могут быть светильники, замки, термостаты, 
интеллектуальные розетки и многое другое. 
Все совместимые с HomeKit устройства могут быть объединены и 
работать вместе по заданному пользователем сценарию или с помощью 
интеллектуального помощника Siri. Управление приборами происходит с 
устройств iOS. Преимущество Apple HomeKit в том, что простота установки 
и настройки системы не требуют от владельца специальных знаний и 
навыков [12]. 
Умный офис. Второй московский офис Microsoft, а точнее, 
технологический центр (Microsoft Technology Center), созданный для 
демонстрации и тестирования передовых технологий, является реальным 
опытом проектирования и реализации проекта «Умного офиса». Работу 
инфраструктуры здания контролируют сотни датчиков и исполнительных 
механизмов, которые обеспечивают управление такими параметрами как: 





- аудио-видео и презентациое оборудование; 
- расписание, конфигурация и загрузка помещений; 
- климат; 
- система доступа; 




Система имеет множество интересных функций, которые, например, 
позволяют идентифицировать сотрудников или гостей офиса по смарт-
картам или c помощью NFC в телефоне, обеспечивает навигацию по офису 
для гостей, имеет умного электронного секретаря, умеет управлять 
проектором, освещением и другим оборудованием в переговорной комнате 
голосом со смартфона и многое другое. [8]. 
Умный город. Распространение Интернета вещей не ограничивается 
только масштабами домов и отдельных офисов. Целые города, в том числе, и 
в России с успехом внедряют в свою инфраструктуру «умные сервисы». 
Иннополис. Это масштабный инфраструктурный проект федерального 
значения, специализацией которого является сфера высоких и 
информационных технологий. Основной целью проекта является создание 
уникальной городской экосистемы, обеспечивающей качественную 
подготовку, высокий уровень жизни и эффективную работу 
квалифицированных специалистов в сфере ИТ. 
Все существующие инфраструктурные системы города (здания, 
транспортные объекты, инженерные коммуникации и т. д.) объединены в 
единую «умную» сеть «Smart + Connected Communities, S + CC», 
разработанную компанией Cisco. Внедренное решение предусматривает 
единую городскую сеть Wi-Fi и видеонаблюдения, контроль городской среды 
и экологической обстановки, интеллектуальную транспортную систему 
(комплекс датчиков транспортных потоков, центр обработки и управляемые 
светофоры) и многое другое. Вся информация, полученная от всех смарт-
объектов города, обрабатывается в центрах обработки данных Иннополиса. 
На их основании системы жизнеобеспечения города оптимизирует работу 
всей городской инфраструктуры, что позволяет городу эффективней 
использовать ресурсы и сократить финансовые расходы [11]. 
Умное страхование. Страховая компания INTOUCH дает возможность 





Суть программы в том, что в течение полугода мониторинговое 
устройство, установленное в автомобиле автовладельца, собирает 
информацию о качестве его вождения (превышение скорости, резкие 
ускорения и торможения и пр.) и передает данные на сервер INTOUCH. На 
основании этих данных система рассчитывает уровень аккуратности 
водителя, его стиль вождения и поведения за рулем. По результатам оценки 
качества, автовладельцу возвращается часть суммы, которую он заплатил за 
полис. Все фиксируемые данные доступны в приложении на смартфоне, а 
также в личном кабинете на сайте компании, что позволяет отслеживать 
изменение оценки [9]. 
Умная медицина. «Интернет вещей» открывает для медицины 
беспрецедентные возможности. Американские компания Proteus Digital 
Health разработала продукт Proteus Discover, который позволяет врачам 
оценить здоровье пациента и контролировать курс лечения больного. Proteus 
Discover — это система, которая состоит из датчиков и программного 
обеспечения. 
Суть работы системы в том, что пациент принимает лекарство, 
например, в виде таблетки, на которой установлен маленький, размером с 
песчинку, датчик-сенсор. Второй датчик в виде пластыря клеится на 
пациента и фиксирует сигналы от проглоченного сенсора. Когда датчик-
сенсор попадает в желудок, он посылает сигнал второму датчику о том, когда 
пациент принял лекарство. Далее, по мере взаимодействия сенсора с 
окружающей его средой, он передает информацию о ее состоянии и в какой 
области организма в данный момент находится. Датчик-приемник оснащен 
беспроводным модулем связи, который передает полученные данные на 
сервер. Через приложение на мобильном телефоне или на портале Discover 
Portal лечащий врач может проследить, принимал, или не принимал его 
подопечный лекарство вовремя, где находится проглоченная таблетка в 
данный момент, и оценить состояние здоровья пациента. Помимо этого, 
Proteus Discover имеет детектор качества сна и датчик уровня физической 




параметры организма. Система напомнит пациенту через приложение на 
смартфоне, когда ему необходимо принять очередную порцию лекарства 
согласно курсу лечения [10]. 
Компания REDMOND первая на российском рынке представила 
линейку уникальных бытовых приборов с технологией дистанционного 
управления Ready for Sky. Приборы с технологией R4S управляются одним 
удобным мобильным приложением. Для передачи данных между приборами 
используются современные технологии, существенно сокращающие 
энергозатраты. Создание и внедрение революционного стандарта управления 
техникой R4S стало возможным благодаря работе международной команды 
hardware&software-разработчиков.  
Удобное и интуитивно понятное мобильное приложение Ready for Sky 
для устройств на платформах iOS и Android объединяет все необходимые 
пользователю данные, сортируя их по виду прибора. Так, в приложении 
содержится более 3000 рецептов для мультиварки, калькуляторы подсчета 
пищевой ценности продуктов для кухонных весов, счетчик количества шагов 
или потраченных калорий для фитнес-браслета, варианты диет и графики 
изменения веса для напольных весов и многое другое. Кроме того, благодаря 
приложению R4S можно сохранять любые понравившиеся рецепты и 
делиться ими с другими пользователями. 
Для управления бытовой техникой с R4S достаточно подключить 
приборы к маршрутизатору SkyBox или станции SkyTVbox, и установить 
приложение на свой смартфон. И тогда, где бы пользователь ни находился и 
чем бы ни занимался, он всегда будет поддерживать неуловимую связь со 
своим домом. Управление умной техникой Redmond напрямую со смартфона 
или планшета возможно на расстоянии до 50 метров (максимальная 
«дальнобойность» Bluetooth 4.0), в зависимости от толщины стен и других 
препятствий на пути сигнала расстояние может варьироваться. К сожалению, 
техника Redmond Smart Home оснащена только Bluetooth-модулями. Так что 
для контроля через интернет понадобится ещё один смартфон или планшет, 




время должен оставаться дома, ведь он будет принимать ваши команды через 
Интернет и транслировать их по Bluetooth вашим чайникам, утюгам и прочей 
умной технике. Для превращения гаджета в «гейтвей» необходимо 
установить на него другое приложение — R4S Gateway. Требования к 
смартфону-передатчику невысокие: Android 4.3 +, поддержка Bluetooth 4.0 и 
доступ в интернет (Wi-Fi, 4G/3G или хотя бы 2G/EDGE). Программа R4S 
Gateway работает в фоновом режиме, занимает мало памяти, не мешает 
работать другим приложениям и крайне экономно расходует трафик. 
Приложение Ready for Sky используется не только для управления и 
контроля за умной бытовой техникой, с его помощью можно обновлять ПО 
устройств. В умных мультиварках и утюгах может обновляться прошивка 
точно так же, как в смартфонах и планшетах. Причем с обновлениями не 
просто исправляются какие-то баги и недоработки – аппараты приобретают 





















2 Описание используемых компонентов и протоколов 
 
2.1 Микроконтроллер ESP8266 
 
Компания Espressif Systems постоянно осуществляет научно-
исследовательскую и проектную деятельность в области Wi-Fi и Bluetooth-
технологий. В результате чего, продукция Espressif широко известна во всём 
мире и используется в мобильных устройствах, бытовой технике и 
промышленных приложениях. 
Высокоинтегрированные Espressif Wi-Fi чипсеты и модули созданы 
таким образом, чтобы занимать минимальное место на плате, универсальны в 
применении, экономичны по потреблению и выгодны по цене. 
Примерно в августе 2014 года на торговой площадке aliexpress 
появились дешевые (около 4$) WI-FI модули ESP8266 китайского 
разработчика. 
Модуль продается с загруженной прошивкой, которая образует WI-FI--
UART мост для подключения к другому микроконтроллеру, в том числе и к 
Arduino. Настройка и обмен данными происходят с помощью АТ команд 
[17]. 
 
2.1.1 Технические характеристики ESP8266 
 
Процессор: одноядерный Tensilica L106 частотой до 160 MHz; 
Поддерживаемые стандарты WI-FI: 802.11 b / g / n; 
Поддерживаемы типы шифрования: WEP, WPA, WPA2; 
Поддерживаемые режимы работы: Клиент(STA), Точка доступа(AP), 
Клиент+Точка доступа(STA+AP); 
Напряжение питания: 1.7..3.6 В; 
Потребляемый ток: до 215мА в зависимости от режима работы; 
Количество GPIO: 16 (фактически до 11). Доступно на модулях: ESP-01 - 4, 




Интерфейсы: 1 ADC, I2C. UART, SPI, PWM; 
Внешняя Flash память может быть установлена от 512кб до 4мб; 
RAM данных 80 кб, RAM инструкций - 64 кб. 
 
 
Рисунок 1 - Модуль ESP8266-07 и ESP8266-12 
 
Микроконтроллер, представленный на рисунке 1, не имеет на 
кристалле пользовательской энергонезависимой памяти. Исполнение 
программы ведется из внешней SPI ПЗУ путём динамической подгрузки 
требуемых участков программы в кэш инструкций. Поддерживается до 16 
МБ внешней памяти программ. Возможен Standard, Dual или Quad SPI 
интерфейс. 
Чип ESP8266 является одним из самых высокоинтегрированных 







Рисунок 2 – Обвязка 
 
Типовая обвязка чипа показана на рисунке 2. Она состоит всего из 
нескольких элементов. Соответственно меньше элементов = меньше цена 
компонентов, меньше стоимость пайки, меньше площадь размещения, 
меньше стоимость печатной платы. Управляет всем этим расширенная 
версия 32-битного процессора Tensilica’s L Diamond series [18]. 
Энергопотребление — одна из самых важных характеристик интернета 
вещей. Потребители не готовы менять батареи в датчиках каждые два-три 
месяца. Поэтому «выход в сеть» приходилось обеспечивать мостами, 
подключенным к постоянному электричеству. И теперь с появлением этого 
модуля, Wi-Fi можно использовать даже в автономных датчиках, 
работающих на небольших батареях. Благодаря использованию продвинутых 
механизмов управления энергопотреблением. Если посмотреть на 
характеристики потребления чипа, 215mA в режиме передачи , около 60mA в 
режиме глубокого сна (с работающими часами реального времени) и меньше 
1.0mA (DTIM=3) или меньше 0.5mA (DTIM=10) в режиме поддержания связи 








2.2 Разновидности модуля ESP8266 
 
Сейчас в продаже можно найти готовые модули 12 видов: с 
подключением внешней антенны, с керамической антенной, с антенной из 
дорожек, в экранированом корпусе. Так же бывает выведено разное 
количество GPIO.  
Модули ESP8266 ESP-01, ESP-02, ESP-03, ESP-04, ESP-05, ESP-06, 
ESP-07, ESP-08, ESP-09, ESP-10, ESP-11, ESP-12, ESD-12, ESP-13, 
WROOM, WROOM-02 
 
2.3 Обзор прошивок модуля ESP8266 
 
Чтобы упростить использование микроконтроллера в типовых проектах 
возможно использование готовых бинарных файлов, пригодных к прямой 
заливке в ПЗУ модулей (так называемых прошивок). Готовые прошивки 
можно разделить на несколько групп согласно концепции их использования: 
a) Прошивки для работы под управлением внешнего контроллера. В 
этих прошивках реализован некий функционал, которому внешний 
контроллер через UART задает параметры работы. К таким прошивкам 
относится - прошивка с управлением AT-командами из SDK Espressif. 
б) Прошивки с встроенными интерпретаторами разнообразных языков 
высокого уровня. Эти прошивки позволяют подгружать через UART и 
исполнять скрипты разработчика устройства. 
NodeMCU — проект на основе скриптового языка Lua.  Прошивка 
умеет исполнять Lua-скрипты как из UART (аналогично AT-командам) так и 
из внутренней flash памяти. Для загрузки скриптов в flash память 
поддерживается файловая система SPIfss. Со стороны Wi-Fi имеются 
встроенные MQTT протокол и HTTP сервер. Встроена графическая оболочка, 
что позволяет подключать к ESP8266 графические индикаторы. 
в) Прошивки для интернета вещей. Этот класс прошивок позволяет с 




устройств, а с другой стороны предоставляет необходимый сетевой 
функционал для работы в инфраструктуре Internet of Things. 
ESP Easy — прошивка для домашней автоматизации. Выполнена как 
скетч Arduino. Поддерживает множество датчиков и исполнительных 
устройств, поддержка которых есть в Arduino (например, датчики 
температуры, влажности, освещенности, дисплеи, реле и т. п.). Есть клиент 
MQTT. 
WiFi-IoT.ru — онлайн конструктор IoT-прошивок для ESP8266 от 
Максима Миклина  для проекта домашней автоматизации homes-smart.ru. 
Позволяет прямо на сайте создать прошивку ESP8266 для работы с одной из 
множества поддерживаемых IoT систем верхнего уровня. Вариант требуемой 
прошивки создается путем выбора опций конфигурации. Проект 
коммерческий, но есть бесплатные ограниченные возможности [19]. 
 
2.3.1 Начальная загрузка и обновление прошивки 
 
Для управления процессом обновления прошивки имеется множество 
утилит: 
XTCOM — консольная утилита из Espressif SDK. 
NodeMCU-Flasher — оконная утилита под Win. 
esptool_ck — консольная утилита, написанная на Си. 
esp_tool — консольная утилита, написанная на C++. 
esptool.py — консольная утилита, написанная на Python [19]. 
 
2.4 Программные средства разработки  
 
Программный комплект разработчика SDK состоит из: 
- компилятора. Поскольку компилятор имеет открытые исходные 
тексты, то в разных SDK могут содержаться разные сборки этого 




- библиотек для работы с периферией контроллера, стеков протоколов 
WiFi, TCP/IP; 
- средств загрузки исполняемого файла в память программ 
микроконтроллера; 
- опциональной IDE. 
Espressif свободно распространяет свой комплект разработчика. В этот 
комплект входит компилятор GCC, библиотеки Espressif и загрузочная 
утилита XTCOM. Библиотеки поставляются в виде скомпилированных 
библиотек, без исходных текстов.  
Espressif поддерживает две версии SDK: одна на основе RTOS, другая 
на основе обратных вызовов (callback) [19]. 
 
2.4.1 Язык программирования LUA 
 
Lua является типичным процедурным языком программирования. Он 
предоставляет широкие возможности для объектно-ориентированной и 
функциональной разработки. Lua создавался как мощный и простой язык, 
обладающий всеми необходимыми выразительными средствами. Библиотека 
функций языка Lua написанна на языке С. Будучи расширяемым языком, Lua 
не имеет понятия "main" программы: он работает в среде исполнения, 
сокращенно называемой хост. Хост-программа позволяет запускать части 
кода, написанные на Lua, модифицировать переменные Lua и регистрировать 
С-функции для использования непосредственно в коде Lua. Благодаря 
возможности расширения с помощью С-функций, Lua может применяться 
для решения широкого круга задач. Таким образом, мы можем создавать 
специализированные библиотеки, использование которых ничем не 
отличается от использования стандартных средств языка. Именами 
(идентификаторами) в Lua могут быть любые строки из букв, цифр и символа 
подчеркивания, не начинающиеся с цифры. Это правило типично для 
большинства языков программирования. (Понятие буквы зависит от текущей 




в составе идентификатора). Идентификаторы используются для именования 
переменных и таблиц значений. Lua является языком, чувствительным к 
регистру символов. Lua представляет собой язык с динамическим 
определением типов данных. Переменная языка может содержать значения 
любого типа. Возможности определения пользовательских типов данных 
отсутствуют. Все значения в Lua могут храниться в переменных, 
использоваться в качестве аргументов при вызове функций и возвращаться в 
виде результата их выполнения. В Lua можно использовать функции, 
написанные на Lua и на C [15]. 
 
2.5 Типовые сценарии использования модуля ESP8266 
 
ESP8266 можно использовать в умных розетках, mesh-сетях, IP-
камерах, беспроводных сенсорах, носимой электронике и так далее. 
Предусмотрено два варианта использования чипа:  
1) в виде моста UART-WIFI, когда модуль на базе ESP8266 
подключается к существующему решению на базе любого другого 
микроконтроллера и управляется AT-командами, обеспечивая связь решения 
с инфраструктурой Wi-Fi;  
2) реализуя новое решение, использующее сам чип ESP8266 в качестве 
управляющего микроконтроллера [18]. 
Основное применение ESP8266 находит в управлении разнообразными 
бытовыми приборами через беспроводные сети. Существует несколько 
популярных реализаций концепции IoT в плане обмена данными по сети: 
HTML сервер на ESP8266. Контроль и управление устройством ведется 
через браузер. Тяжеловесное решение, подходит автономным устройствам 
автоматики. 
AllJoyn — набирающий популярность открытый IoT протокол 




MQTT. Это простой протокол поверх TCP/IP. Очень популярное 
решение. Существует большое количество IoT приложений верхнего уровня 
для Android, iOS и других платформ, поддерживающих этот протокол. 
SNMP. Расширяемый протокол управления сетевыми устройствами. 
Основной недостаток в том что в большинстве сетей файрволлы блокируют 
прохождение SNMP. 
ModBus и другие протоколы промышленной автоматизации. 
Интересные проекты ПО верхнего уровня с решениями на базе ESP8266: 
-Majordomo — русскоязычный открытый проект домашней 
автоматизации. 
-Blynk — облачное решение для IoT. 
Модули ESP8266 — это очень дешевое решения для построение 
сети умного дома и прочей домашней автоматизации с использованием 
WiFi. Но для работы в качестве самостоятельного контроллера ESP8266 
имеет маловато ресурсов. В целом ESP8266 имеют большие перспективы 
[19]. 
 
2.6 Протоколы и стандарты связи 
 
1-Ware – основной магистралью для передачи данных здесь выступает 
двунаправленная шина, которая выглядит как двужильный провод. Один 
провод используется для питания и передачи данных, другой — для 
заземления. Топология сети — общая шина. Главное достоинство данного 
стандарта — дешевизна и неприхотливость. 
X-10 – для передачи сигнала используется электропроводка здания. 
Также предусмотрена возможность использования трансиверов, которые 
ловят радиосигнал от беспроводных устройств, преобразуют его в нужный 
формат и передают в электрическую сеть. Данная функция используется для 
взаимодействия с датчиками и пультами ДУ. Серьезным недостатком X10 




KNX — дорогостоящий вариант, пользующийся популярностью в 
Европе. В качестве среды для передачи данных протокол KNX может 
использовать шину (витую пару), электрическую сеть или радиоканал. 
Стандарт предусматривает различные варианты топологии сети. Cистема 
обязана иметь собственный источник питания, но при этом в ней может 
отсутствовать центральный контроллер, т. е. KNX позволяет создавать 
децентрализованные решения, в которых сенсоры и исполнительные модули 
взаимодействуют напрямую. 
WIFI – стандарт протокола IEEE 802.11 на оборудование для 
широкополосной радиосвязи, предназначенной для организации локальных 
беспроводных сетей. 
ZigBee — протокол связи по радиоканалу. Cтандарт позволяет 
создавать датчики с низким энергопотреблением и превосходной 
отзывчивостью. ZigBee поддерживает ячеистую топологию сети, при которой 
отдельные компоненты могут выступать в качестве посредника, 
передающего сигнал от одного устройства к другому. Ячеистая топология 
также позволяет существенно увеличить область покрытия беспроводной 
сети 
Z-Wave — протокол беспроводной связи, который во многом схож с 
ZigBee — здесь и низкое энергопотребление, и поддержка ячеистой 
топологии сети. Эти стандарты также сопоставимы по стоимости 
оборудования. Z-Wave работает в диапазоне частот до 1 ГГц и 
оптимизирована для передачи простых управляющих команд с малыми 











2.7 Протокол MQTT 
 
MQTT (Message Queuing Telemetry Transport) – лёгкий и простой 
протокол обмена сообщениями, реализующий модель 
«публикация/подписка» (publish/subscribe) и предназначенный для связи 
компьютеризированных устройств, подключенных к локальной или 
глобальной сети, между собой и различными публичными или приватными 






Протокол MQTT изначально был создан для датчиков, отслеживающих 
состояние труб, однако позже сфера его деятельности была расширена и он 
нашел свое применение во множестве встраиваемых решений, в том числе в 
смартфонах. Так социальная сеть Facebook  применяет этот протокол для 
обмена сообщениями (Facebook Messenger). 
В сети на базе протокола MQTT различают 3 объекта: 
1) издатель (publisher) –MQTT-клиент, который при возникновении 
определенных событий передает информацию о нем в брокер; 
2) брокер (broker ) –MQTT-сервер, который принимает информацию от 




может выполнять также различные операции, связанные с анализом и 
обработкой поступивших данных; 
Брокеры могут быть сконфигурированы мостом как показано на 
рисунке 3. Например брокер A может перенаправлять сообщения, 
пришедшие на определенный канал, брокеру B. Таким образом можно 









Рисунок 3 – Соединение в виде моста 
 
3) подписчик (subscriber) –MQTT-клиент, который после подписки у 
соответствующего брокера большую часть времени «слушает» его и 
постоянно готов к приему и обработке входящего сообщения от брокера. 
Спецификация MQTT открыта и доступна в Интернете. В настоящее 
время есть два варианта спецификации MQTT:  
- MQTT v3.1 - основная спецификация для сетей на базе TCP/IP  
- MQTT-S v1.2 для датчиков и встраиваемых устройств в сетях, 
отличных от TCP/IP, например ZigBee.  
MQTT уже используется в работе спутников, а также в медицине и 
некоторых промышленных сферах. 
Основные преимущества протокола MQTT: 
а) небольшие накладные расходы на транспортном уровне (заголовок 




б) протокол обмена сведен к минимуму для уменьшения сетевого 
трафика; 
в) встроенный механизм контроля соединения. 
Протокол MQTT имеет ряд достоинств, по сравнению с протоколом HTTP:  
- меньшие накладные расходы на передачу данных и меньшая полоса 
пропускания; 
- для своей работы он не требует постоянного соединения между 
клиентом и сервером (как в случае HTTP).  
MQTT также хорошо адаптирован к работе по каналам связи с низкой 
пропускной способностью [14]. 
 
2.8 Датчик температуры и влажности  
 
DHT – цифровой датчик температуры и влажности представленный на 
рисунке 5 является составным датчиком, который содержит калиброванный 
цифровой выходной сигнал с показаниями температуры и влажности. Датчик 
включает в себя резистивный сенсор влажности и компоненты NTC 
структуры для измерения температуры. Датчик DHT состоит из емкостного 
датчика влажности и термистора. Также, датчик содержит в себе 
простенький АЦП для преобразования аналоговых значений влажности и 
температуры. 
 






1. Vcc — питание +3,5 ~ 5,5 В 
2. Data — передача данных 
3. NC — не используется 
4. GND — отрицательное питание (-) 
Рассмотрим 2 вида недорогих цифровых датчика температуры и 
влажности DHT11 и DHT22 
По цоколевке данные датчики идентичны, однако немного различаются 
характеристиками. 
DHT11: 
- Очень низкая стоимость 
- Питание и I/O 3-5 В 
- Определение влажности 20-80% с 5% точностью 
- Определение температуры 0-50 град. с 2% точностью 
- Частота опроса не более 1 Гц (не более раза в 1 сек.) 
- Размеры 15.5мм x 12мм x 5.5мм 
- 4 вывода с расстоянием между ножками 0.1" 
DHT22: 
- Низкая стоимость 
- Питание и I/O 3-5 В 
- Определение влажности 0-100% с 2-5% точностью 
- Определение температуры -40 — 125 град. с точностью ±0.5 град. 
- Частота опроса не более 0.5 Гц (не более раза в 2 сек.) 
- Размеры 15.1мм x 25мм x 7.7мм 
- 4 вывода с расстоянием между ножками 0.1" 
Сенсор DHT22 имеет более лучшие характеристики. Оба датчика 
медлительны и считывать с них информацию возможно не чаще, чем раз в 1 








2.9 Типы используемых реле  
 
Контактное реле SRD-05VDC-SL-C (Рисунок 6) 
Характеристики:  
- Контакты 1 x DT - переключающие (1C) 
- Номинальное напряжение катушки 5 В 
- Номинальный ток катушки 71,4 мА 
- Макс. коммутируемое напряжение (AC) 250 В 




Рисунок 6 – Контактное реле SRD(T73) 5V (SRD-05VDC-SL-C) 
 









- Серия: G3MB 
- Каналы: SPST-NO (1 Form A) 
- Тип выхода: AC, Zero Cross 
- Ток нагрузки: 2A 
- Напряжение управляющего входа: 4 ~ 6 VDC 




























3 Разработка модуля управления электроприборами  
 
Модуль ESP8266 может использоваться как элемент управления 
электроприборами. Дистанционно включать либо выключать какой либо 
электроприбор со смартфона, ноутбука, ПК, планшета. Соединение с 
устройствами осуществляется по беспроводной связи стандарта WIFI. 
 
3.1 Разработка электрической схемы модуля управления  
электроприборами 
 
Рассмотрим систему дистанционного управления обычной розетки. В 
виде нагрузки может выступать любой электроприбор не превышающий 
максимальную нагрузку выбранного реле. Реле можно использовать как 
контактное так и твердотельное. Преимущество твердотельного реле в том 
что оно имеет компактные размеры по сравнению с контактным. 





















Схема состоит из: 
- Преобразователя напряжения (1) (состоящего из понижающего 
трансформатора и выпрямителя с выводом напряжения на выходе 3.3 вольта, 
для питания модуля ESP); 
- Твердотельного реле Omron G3MB-220P (2) (имеет компактные 
размеры, максимальный ток нагрузки 2А); 
- Датчика температуры и влажности DHT11; 
- Самого модуля ESP8266 (3); 
- Резисторов R1,R2,R3 (резисторы R1, R3 – могут быть номиналом от 
4,7 кОм до 50 кОм, а резистор R2 – номиналом до 10 кОм.) Подключение 
этих резисторов необходимое требование изготовителя для обеспечения 
стабильной работы устройства. 
Конфигурация выводов модуля может быть различной, все зависит от 
того какие задачи будет выполнять данный модуль. 
В данном проекте модуль будет сконфигурирован таким образом – 
выводы GPIO0, GPIO2, GPIO4, GPIO5, GPIO14, GPIO16 будут 
предназначены для подключения реле а выводы GPIO12, GPIO13, GPIO15 – 
для подключения датчиков DHT. На схеме реле подключено к выводу GPIO2 
модуля. Аналогично можно подключить реле к другим выводам. Датчик 
DHT11 подключен к выводу GPIO12. Более подробное описание 
конфигурации представлено в разделе «Описание конфигурации модуля». 
 
3.2 Разработка программного обеспечения модуля 
 
3.2.1 Выбор варианта реализации программного обеспечения и 
среды разработки. 
 
Существует 3 варианта реализации данной задачи: 
1. Разработка программного обеспечения модуля на языке C++ с  





2. Разработка программного обеспечения на скриптовом языке Lua с  
использованием готовой операционной системы NodeMSU, которая имеет 
свою файловую систему SPIFSS, встроенный интерпритатор и умеет 
исполнять Lua скрипты из памяти устройства. 
3. Разработка программного обеспечения модуля на языке C++ с  
использованием многозадачной операционной системы реального времени 
FreeRTOS написанной на языке C, с открытым исходным кодом. Данное 
решение позволяет создавать несколько процессов выполняющих свои 
задачи.  
В своей работе я выбрал вариант с использованием операционной 
системы NodeMsu и языка программирования Lua. Т.к этот вариант является 
наиболее быстрым и простым в плане реализации поставленной задачи. Но у 
него есть свои минусы. Он не подойдет для реализации проектов в которых 
нужно обеспечить многозадачность данного модуля, по причине не хватки 
памяти. 
Выполнение поставленных задач подразумевает разработку 
внутреннего программного обеспечения контроллера с поддержкой 
протокола MQTT. Для реализации обмена данными между конечным WIFI 
устройством и сервером. 
Наиболее оптимальной и удобной базой для разработки ПО является 
скриптовый язык LUA. Необходимо создать ПО для этого микроконтроллера 
состоящее из скриптов написанных на языке LUA. Но для того чтобы эти 
скрипты выполнялись нужно прошить модуль прошивкой с встроенным 
интерпретатором языков высокого уровня. Эта прошивка позволяют 
подгружать через UART и исполнять скрипты разработчика устройства.  
В данном проекте я буду использовать прошивку NodeMCU. Прошивка 
умеет исполнять Lua-скрипты как из UART (аналогично AT-командам) так и 
из внутренней flash памяти. Для загрузки скриптов в flash память 
поддерживается файловая система spiffs. Можно создать множество скриптов 
на LUA и записать их в файловую систему. После чего через WIFI можно 




Основной недостаток в том, что VM LUA исполняет LUA скрипты 
размещенные в оперативной памяти кристалла. А этой памяти для скриптов 
всего 20 Кбайт. Этого объема памяти хватает на исполнение скрипта 
примерно в 110 строк. Поэтому создание сравнительно больших скриптов 
для данного модуля имеет свою специфику. 
- Необходимо алгоритм разделить на линейные блоки; 
- Записать эти блоки в отдельные файлы файловой системы модуля; 
- Исполнять эти модули с помощью оператора dofile. 
При написании модулей надо придерживаться следующих правил: 
- В конце каждого модуля нужно вызвать сборщик мусора; 
- Для обмена данными между модулями использовать глобальные 
переменные, а для вычислений внутри модулей - локальные 
Прием и передача данных от модуля к серверу осуществляется по 
средствам сети WIFI по протоколу MQTT. Схема подключения устройств 






























Рисунок 9 – Схема подключения устройств 
 
Основные функции, которые должен выполнять модуль: 




2. Прием команд от сервера (брокера)  
3. Подача сигнала на соответствующие выводы модуля для управления 
элементами типа реле; 
4. Чтение данных, полученных с конечных устройств; 
5. Передача данных (состояния) на сервер (брокер); 
6. Периодическое информирование сервера (брокера) о 
функционировании устройства. 
 
3.2.2 Алгоритм работы устройства 
 
При включении питания происходит инициализация устройства на 
этом этапе осуществляется подключение модуля к существующей WIFI сети, 
запускается mqtt – клиент, который осуществляет пинг брокера, отсылку 
состояния выводов с интервалом времени 2 сек., и прослушку порта 1884 для 
приема сообщений от брокера. Интервал времени 2с. выставлен как 
тестовый, в последствии его можно изменить в зависимости от решаемой 
задачи. 
При появлении команды от брокера происходит ее выполнение и 
устройство возвращается в режим ожидания команды 
Если команды нет устройство продолжает находится в режиме 






Рисунок 10 – Блок-схема алгоритма работы модуля 
 
3.2.3 Описание режимов работы  
 
Контроллер может работать как самостоятельное устройство при 
использовании встроенного веб-сервера, который разворачивается в памяти 
устройства. Управление выводами осуществляется через веб интерфейс по 
протоколу HTTP, при помощи get-запросов, подключившись 
непосредственно к самому модулю по его IP-адресу. При подключении к 
модулю открывается веб страница на которой отображены наименования 
выводов контроллера а на против с права располагаются 2 кнопки ON и OFF 










состояния выводов  




























Рисунок 11 – Схема подключения устройств без брокера 
 
Либо контроллер может являться элементом системы управления 
рассмотренной выше, в которой прием и передача данных осуществляется 
через MQTT-брокер по протоколу MQTT. В этом случае модуль постоянно в 
заданный интервал времени отсылает на сервер свой идентификационный 
номер присвоенный ему производителем, состояние выводов (в виде 1 или 0 
вкл или выкл), и информацию с датчика температуры и влажности в формате 
объекта json. И осуществляет прослушку порта 1884 для приема сообщений 
от сервера. Управление осуществляется как из системы управления через веб 
интерфейс, команда посылается через брокер в виде сообщения в ветку 
/NodeMsu/ 4ON или 4OFF (4 - номер вывода, ON/OFF - вкл. Выкл.), так и с 







3.2.4 Описание модулей программного обеспечения контроллера 
 
ПО модуля состоит из 8 файлов (скриптов): 
Самый главный файл прошивки – это файл инициализации init.lua 
(ПРИЛОЖЕНИЕ А). Он начинает исполняться после подачи питания или 
рестарта модуля. В нем описываются основные действия, которые надо 
произвести перед выполнением основного блока и, соответственно, 
передается управление на основной блок. Остальные файлы могут быть 
названы произвольно. 
config.lua – конфигурационный файл в котором указывается SSID 
точки доступа ее пароль, IP адрес брокера, порт брокера, ветки MQTT куда 
посылаем и с которых считываем информацию, указываются выводы к 
которым подключаем реле и выводы к которым подключаем датчики dht 
(ПРИЛОЖЕНИЕ Б). 
application.lua – модуль исполняющий основную логику программы, и 
MQTT протокола. Посылает пинг и свой id брокеру, состояние выводов 
контроллера, данные с датчиков температуры и влажности, ждет сообщений 
от брокера (ПРИЛОЖЕНИЕ Ж) 
wifi_connect.lua – модуль который осуществляет подключения к 
существующей WiFi сети (ПРИЛОЖЕНИЕ Г) 
setup.lua – первоночальная настройка выходов модуля при включении 
все выходы находятся в режиме включено (ПРИЛОЖЕНИЕ В) 
webserver.lua – модуль который разворачивает веб-сервер на базе 
микроконтроллера для возможности управлять выводами через веб 
интерфейс по протоколу HTTP при помощи get запросов.(ПРИЛОЖЕНИЕ Д) 
io_module.lua – модуль управления цифровыми входами т.е модуль 
который осуществляет включение либо выключение выводов контроллера 
(ПРИЛОЖЕНИЕ Е) 
dht11.lua – модуль работы с датчиком. В данном модуле производится 




линия для передачи данных в ту и в другую сторону по времени.) 
(ПРИЛОЖЕНИЕ З) 
 
3.2.5 Описание конфигурации модуля 
 
Конфигурация выводов контроллера настроена таким образом. 
 
Пины для реле 
module.IO0 = 0 -- GPIO16 
module.IO1 = 1 -- GPIO5 
module.IO2 = 2 -- GPIO4 
module.IO3 = 3 -- GPIO0 
module.IO4 = 4 -- GPIO2 
module.IO5 = 5 -- GPIO14 
 
Пины для датчиков dht11 
module.IO6 = 6 -- GPIO12 
module.IO7 = 7 -- GPIO13 
 
GPIO0-GPIO16 – обозначение выводов контроллера, а цифры  от 0 до 7 
– назначение номера вывода для управления. (например обозначение вывода 
0 соответствует маркировке вывода контроллера GPIO16 и т.д.) При 
включении модуля или рестарте по умолчанию все вывода находятся в 
состоянии включено 
 
3.2.6 Описание протокола взаимодействия с системой управления  
 
Информация с датчика DHT и состояние выводов контроллера 
отсылается в формате объекта json 
Датчик dht11 работает по интерфейсу 1-wire (то есть одна линия для 




Формат передачи данных который шлёт датчик: 
- 8 бит - влажность целая часть 
- 8 бит - влажность дробная часть 
- 8 бит - температура целая часть 
- 8 бит - температура дробная часть 
- 8 бит контрольная сумма. 
Таким образом одна посылка данных с датчика - это 40 бит. потом их 
разбираешь по порядку проверяешь контрольную сумму которая считается 
как сумма первых 4х байт, то есть: влажность целая + влажность дробная 
+температура целая +температура дробная и сравнивается с последним 
байтом контрольной суммы. 
Формат объекта json выглядит следующим образом 
{“id” : 726864,”state’ : “1|1|1|1|1|1|29,27|0,0”} 
Где “id” : 726864 – постоянный идентификационный номер устройства 
присвоенный ему изготовителем. 
1|1|1|1|1|1| – состояние выводов контроллера сконфигурированных под 
реле, нумерация выводов осуществляется с лева на право т.е 0,1,2,3,4,5 (1 – 
означает включено, 0 – выключено) 
Остальные 2 выхода 6 и 7 сконфигурированы под прием информации с 
датчиков температуры и влажности DHT. 
|29,27| - 29 это отображение температуры, 27 - показатель влажности с 
датчика DHT. На 7 выводе отображаются нули т.к к этому выходу не 
подключен датчик 
На рисунке 12 показан пример приема сообщений от контроллера mqtt 
клиентом node-red, который является обработчиком данных формата json, 






Рисунок 12 – Скриншот. Прием сообщений от контроллера 
 
3.3 Подготовка модуля к работе 
 
Порядок прошивки модуля следующий: 
1. Необходимо скачать прошивку NodeMCU 
2. Скачать программу для смены прошивки XTCOM_UTIL или 
ESP8266Flasher 
3. Подключить модуль через преобразователь USB-COM. к ПК  
Для заливки прошивки вывод GPIO0 должен быть «подтянут» к GND. Схема 







Рисунок 13 – Схема подключения модуля к USB to UART при прошивке 
 
4. Запускаем программу XTCOM_UTILITY, в меню Tools выбираем 
Config Device. Выбираем СОМ порт и скорость 115200. Программатор 
поддерживает максимально СОМ6. Если преобразователь определился как 
СОМ9 или 8, то надо его заменить в Диспетчере устройств. Диспетчер 
устройств – Параметры порта – Дополнительно. 







Рисунок 14 – Успешное соединение с контроллером 
 
5. Теперь в API TEST(A) выбираем (4)Flash Image Download. 
Указываем путь к файлу прошивки, адрес оставляем 0х00000, жмем 






Рисунок 15 – Начало прошивки 
 
Теперь отключим GPIO0 от GND. Перегрузим модуль питанием. Далее 
можно приступить к написанию скриптов. 
Среда разработки может быть обычный блокнот, FAR менеджер, но 
гораздо удобнее использовать специальную программу ESPlorer,  
позволяющую писать скрипты и загружать их на флешь память контроллера. 
Но перед ее использованием нужно установить JAVA, т.к. программа 
работает с использованием данной среды. Интерфейс работы программы 







Рисунок 16 – Загрузка скриптов в память микроконтроллера с помощью 
программы ESPlorer 
 
Справа сверху выбираем СОМ порт и нажимаем Open. Ниже находится 
монитор порта, где видны команды посылаемые в модуль и его ответы. Еще 
ниже список некоторых команд, которые можно выбрать и послать в модуль 
кнопкой Send. Слева закладки с файлами прошивки. Их можно добавлять, 
удалять, корректировать. Под файлами расположены кнопки для управления 
модулем. 
 
3.4 Общее описание работы и взаимодействие программных  
модулей 
 
При подаче питания на модуль начинает выполняться файл 
инициализации init.lua, в котором описаны основные действия, которые 
нужно выполнить перед выполнением основного блока. Этот скрипт 
реализует сценарий включение удаленных файлов. Далее исполняется скрипт  
setup.lua в котором описана начальная конфигурация выходов GPIO 




Осуществляется подключение к существующей WiFi сети в соответствии с 
параметрами заданными в конфигурационном файле. 
В конфигурационном файле указаны параметры точки доступа к 
которой подключается модуль (ssid и пароль), а также настройки для 
подключения к брокеру (его Ip-адрес, порт и ветки по которым он будет 
отравлять и получать сообщения от брокера). 
Далее параллельно стартуют веб-сервер и приложение исполняющее 
основную логику программы и MQTT протокола application.lua – 
(запускается MQTT – клиент, создается две ветки приема и передачи данных, 
модуль начинает пинговать MQTT – брокер по IP адресу указанному в файле 
конфигурации и отсылать ему свой идентификационный номер ID, 
информацию о состоянии выходов и информацию полученную с датчика 
DHT в формате json , а вторая ветка переходит в режим прослушки порта 
1884, для приема сообщений от брокера).  
Команда от системы управления поступает в формате сообщения на 
ветку (топик) /NODEMSU/ 
Формат сообщения такой /NODEMSU/2ON или /NODEMSU/2OFF 
Цифра означает номер вывода контроллера, ON/OFF – 
включить/выключить. 
Работа с модулем через Web-сервер.  
В адресной строке браузера набираем Ip-адрес модуля, открывается 
HTML страница на которой отображены все сконфигурированные выводы 
контроллера. Отображаться они могут по разному все зависит от того как вы 
их назовете. Справа от названия вывода две кнопки ON и OFF включить и 
выключить. Дизайн, фон страницы и оформление кнопок при необходимости 
можно изменить в файле конфигурации Web-сервера. 
Web-сервер предусмотрен на тот случай если невозможно по каким 







В ходе выполнения данной работы были  решены все поставленные  
задачи. 
Результатом данной работы является внутреннее программное 
обеспечение модуля ESP8266 написанного на скриптовом языке LUA 
ПО было протестировано с использованием локального брокера 
развернутого на локальном ПК (MQTT- брокер Mosquitto), MQTT – клиента в 
виде стандартного приложения под Android (MyMqtt) установленного на 
смартфон, самого модуля ESP8266, датчика температуры и влажности 
DHT11, контактного реле управления нагрузкой SRD-05VDC-SL-C, в виде 
нагрузки лампа накаливания мощностью 100 ватт напряжением 220 вольт. 
 Все же для реализации более сложных и многозадачных решений 
необходимо использовать варианты разработки программного обеспечения 
на языке C++ с использованием библиотек SDK, либо операционной системы 
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Модуль выполняющий инициализацию 
 
-- file : init.lua 
  app = require("application")   
  config = require("config")   
  setup = require("setup") 
  webserver = require("webserver") 
  wifi_connect = require("wifi_connect") 
  io_module = require("io_module") 
  dht11 = require("dht11") 
 
 
  setup.start()   
   




















Модуль конфигурации контроллера 
 
-- file : config.lua 
local module = {} 
-- название и пароль Wi-Fi сети 
module.SSID = {}   
 module.SSID["ACORP"] = "UXGA4R6P" 
 
-- ip-адрес и порт MQTT-брокера 
module.HOST = "192.168.1.3"   
module.PORT = 1884 
 
-- Ветки MQTT куда послываем и с которых считываем информацию 
module.ID = node.chipid() 
module.MQTT_PUBLISH = "message/" 
module.ENDPOINT = "nodemcu/"   
 
-- пины контроллера NODEMCU       --   пины  ESP2866 
module.IO0 = 0        -- GPIO16   
module.IO1 = 1       -- GPIO5 
module.IO2 = 2       -- GPIO4 
module.IO3 = 3       -- GPIO0 
module.IO4 = 4       -- GPIO2 
module.IO5 = 5       -- GPIO14 
- сверху реле, внизу датчики dht11    
module.IO6 = 6       -- GPIO12 
module.IO7 = 7       -- GPIO13 
module.IO8 = 8       -- GPIO15 






Модуль определяющий настройку выводов 
 
-- file: setup.lua 
local module = {} 
 
function module.start()   
  print("Config PINs ...") 
 
  -- настраиваем ПИНы 
  gpio.mode(config.IO0,gpio.OUTPUT) 
  gpio.mode(config.IO1,gpio.OUTPUT) 
  gpio.mode(config.IO2,gpio.OUTPUT) 
  gpio.mode(config.IO3,gpio.OUTPUT) 
  gpio.mode(config.IO4,gpio.OUTPUT) 
  gpio.mode(config.IO5,gpio.OUTPUT) 
  gpio.mode(config.IO6,gpio.OUTPUT) 
  gpio.mode(config.IO7,gpio.OUTPUT) 
  gpio.mode(config.IO8,gpio.OUTPUT) 
   
  gpio.write(config.IO0,gpio.HIGH) 
  gpio.write(config.IO1,gpio.HIGH) 
  gpio.write(config.IO2,gpio.HIGH) 
  gpio.write(config.IO3,gpio.HIGH) 
  gpio.write(config.IO4,gpio.HIGH) 
  gpio.write(config.IO5,gpio.HIGH) 
  gpio.write(config.IO6,gpio.HIGH) 
  gpio.write(config.IO7,gpio.HIGH) 
  gpio.write(config.IO8,gpio.HIGH) 
    




  print("Configuring WiFi ...") 
-- as WiFi access point 
--  wifi_accesspoint.start() 
 
-- connect to wifi network 































Модуль осуществляющий подключение к сети WiFi 
 
-- file : wifi_connnect.lua 
local module = {}   
 
local function wifi_wait_ip()   
  if wifi.sta.getip()== nil then 
    print("IP unavailable, Waiting...") 
  else 
    tmr.stop(1) 
    print("\n====================================") 
    print("ESP8266 mode is: " .. wifi.getmode()) 
    print("MAC address is: " .. wifi.ap.getmac()) 
    print("IP is "..wifi.sta.getip()) 
    print("====================================") 
 
 -- -- Законнектились к wi-fi получили IP-адрес. Запускаем наше MQTT-
приложение 
    app.start() 
   -- webserver.start()  
  end 
end 
 
local function wifi_start(list_aps)   
    if list_aps then 
        for key,value in pairs(list_aps) do 
            if config.SSID and config.SSID[key] then 
                wifi.setmode(wifi.STATION); 




                wifi.sta.connect() 
                print("Connecting to " .. key .. " ...") 
                --config.SSID = nil  -- can save memory 
    -- Законнектились к wi-fi. ждем IP-адресс 
                tmr.alarm(1, 2500, 1, wifi_wait_ip) 
            end 
        end 
    else 
        print("Error getting AP list") 
    end 
end 
 
function module.start()   
 
-- пытаемся законнектится к wi-fi 
  print("Trying connect to WiFi") 
  wifi.setmode(wifi.STATION); 
  wifi.sta.getap(wifi_start) 
end 
 
















Модуль создания Web-сервера 
 
-- file : webserver.lua 
local module = {} 





    conn:on("receive", function(client,request) 
        local buf = ""; 
        local _, _, method, path, vars = string.find(request, "([A-Z]+) (.+)?(.+) 
HTTP"); 
        if(method == nil)then 
            _, _, method, path = string.find(request, "([A-Z]+) (.+) HTTP"); 
        end 
        local _GET = {} 
        if (vars ~= nil)then 
            for k, v in string.gmatch(vars, "(%w+)=(%w+)&*") do 
                _GET[k] = v 
            end 
        end 
        buf = buf.."<h1> ESP8266 Web Server</h1>"; 
        buf = buf.."<p>GPIO1 <a 
href=\"?pin=1ON\"><button>ON</button></a>&nbsp;<a 
href=\"?pin=1OFF\"><button>OFF</button></a></p>"; 






  buf = buf.."<p>GPIO3 <a 
href=\"?pin=3ON\"><button>ON</button></a>&nbsp;<a 
href=\"?pin=3OFF\"><button>OFF</button></a></p>"; 
        buf = buf.."<p>GPIO4 <a 
href=\"?pin=4ON\"><button>ON</button></a>&nbsp;<a 
href=\"?pin=4OFF\"><button>OFF</button></a></p>"; 
  buf = buf.."<p>GPIO5 <a 
href=\"?pin=5ON\"><button>ON</button></a>&nbsp;<a 
href=\"?pin=5OFF\"><button>OFF</button></a></p>"; 
        buf = buf.."<p>GPIO6 <a 
href=\"?pin=6ON\"><button>ON</button></a>&nbsp;<a 
href=\"?pin=6OFF\"><button>OFF</button></a></p>"; 
  buf = buf.."<p>GPIO7 <a 
href=\"?pin=7ON\"><button>ON</button></a>&nbsp;<a 
href=\"?pin=7OFF\"><button>OFF</button></a></p>"; 
        buf = buf.."<p>GPIO8 <a 
href=\"?pin=8ON\"><button>ON</button></a>&nbsp;<a 
href=\"?pin=8OFF\"><button>OFF</button></a></p>"; 
        local _on,_off = "","" 
  local set_pin = _GET.pin;   
  io_module.set_io(set_pin) 
        client:send(buf); 
        client:close(); 
        collectgarbage(); 













Модуль управления входами 
 
-- file: io.lua 
local module = {} 
 
function module.set_io(set_pin)   
     
  if(set_pin == "0ON")then 
            gpio.write(config.IO0, gpio.HIGH); 
        elseif(set_pin == "0OFF")then   
            gpio.write(config.IO0, gpio.LOW); 
  
     elseif(set_pin == "1ON")then 
            gpio.write(config.IO1, gpio.HIGH); 
        elseif(set_pin == "1OFF")then   
            gpio.write(config.IO1, gpio.LOW);    
   
  elseif(set_pin == "2ON")then 
            gpio.write(config.IO2, gpio.HIGH); 
        elseif(set_pin == "2OFF")then 
            gpio.write(config.IO2, gpio.LOW); 
    
  elseif(set_pin == "3ON")then 
            gpio.write(config.IO3, gpio.HIGH); 
        elseif(set_pin == "3OFF")then 
            gpio.write(config.IO3, gpio.LOW); 
    
  elseif(set_pin == "4ON")then 




        elseif(set_pin == "4OFF")then 
            gpio.write(config.IO4, gpio.LOW); 
    
  elseif(set_pin == "5ON")then 
            gpio.write(config.IO5, gpio.HIGH); 
        elseif(set_pin == "5OFF")then 
            gpio.write(config.IO5, gpio.LOW); 
    
  elseif(set_pin == "6ON")then 
            gpio.write(config.IO6, gpio.HIGH); 
        elseif(set_pin == "6OFF")then 
            gpio.write(config.IO6, gpio.LOW); 
    
  elseif(set_pin == "7ON")then 
            gpio.write(config.IO7, gpio.HIGH); 
        elseif(set_pin == "7OFF")then 
            gpio.write(config.IO7, gpio.LOW); 
    
  elseif(set_pin == "8ON")then 
            gpio.write(config.IO8, gpio.HIGH); 
        elseif(set_pin == "8OFF")then 
            gpio.write(config.IO8, gpio.LOW);    
 




function module.start()    
end 







Модуль исполняющий основную логику программы 
 
-- file : application.lua 
local module = {}   
m = nil 
 
-- Отсылаем информацию брокеру каждые 2 сек. 
-- функция ping'a 
local function send_ping()   
 -- Читаем состояние пинов контроллера 
 local state_byte = 0;  
 local state_str = "" .. gpio.read(config.IO0);  
  
 state_str = state_str  .. "|"..gpio.read(config.IO1); 
 state_str = state_str  .. "|"..gpio.read(config.IO2); 
 state_str = state_str  .. "|"..gpio.read(config.IO3); 
 state_str = state_str  .. "|"..gpio.read(config.IO4); 
 state_str = state_str  .. "|"..gpio.read(config.IO5); 
  
 -- Читаем температуру  
   
 dht11.read(config.IO6) 
 state_str = state_str .. "|".. dht11.getTemperature() 
 state_str = state_str .. ",".. dht11.getHumidity() 
  
 dht11.read(config.IO7) 
 state_str = state_str .. "|".. dht11.getTemperature() 











-- посылаем брокеру MQTT свой ID для регистрации 
local function register_myself()   
    m:subscribe(config.ENDPOINT .. config.MQTT_PUBLISH .. 
config.ID,0,function(conn) 
--        m:subscribe(config.ENDPOINT .. config.ID,0,function(conn) 
        print("Successfully subscribed to data endpoint") 
    end) 
end 
 
local function mqtt_start()   
    m = mqtt.Client(config.ID, 120) 
    -- обработчки получения сообщения в данной MQTT-ветке 
    m:on("message", function(conn, topic, data)  
      if data ~= nil then 
        print(topic .. ": " .. data) 
         
-- Приняли сообщение в свою MQTT-ветку. Обрабатываем его. 
 
  io_module.set_io(data) 
 
      end 
    end) 
    -- соединаемся с брокером 
    m:connect(config.HOST, config.PORT, 0, 1, function(con)  




        -- Посылаем инфорамфию о своем присутствии каждые 4 секунды 
        tmr.stop(6) 
        tmr.alarm(6, 2000, 1, send_ping) 
    end)  
 
end 
-- функция начала работы модуля 
function module.start()   
  mqtt_start() 
end 
 


































Модуль работы с датчиком dht11 
 










  humidity = 0 
  temperature = 0 
  checksum = 0 
  humiditTenth=0 
  temperatureTenth=0 
   
  gpio_read = gpio.read 
  gpio_write = gpio.write 
 
  bitStream = {} 
  for j = 1, 40, 1 do 
    bitStream[j] = 0 
  end 
  bitlength = 0 
 
  -- Шаг 1:  посылаем начальный сигнал в DHT11 













  -- Шаг 2:  DHT11 датчик посылает начальный ответный сигнал 
  -- Ждем когда датчик поднимет и опустит шину данныу (изменит уровень 
напряжения на ней с высового низкого на низкий и обратно ) 
  c=0 
  while (gpio_read(pin) == 0 and c < 800) do c = c + 1 end 
  c=0 
  while (gpio_read(pin) == 1 and c < 100) do c = c + 1 end 
  -- bus will always let up eventually, don't bother with timeout 
  c=0 
  while (gpio_read(pin) == 0 and c < 800) do c = c + 1 end 
  c=0 
  while (gpio_read(pin) == 1 and c < 100) do c = c + 1 end 
 
  -- Шаг 3: DHT11 послыает данные. 40 бит - тоесть 5 байт. 2 байта 
температуры - целую и дробную часть. 2 байта влажность. и байт 
контрольной суммы 
  for j = 1, 40, 1 do 
    
    while (gpio_read(pin) == 1 and bitlength < 10 ) do 
      bitlength = bitlength + 1   
    end 




    bitlength = 0 
      
 c=0 
    while (gpio_read(pin) == 0 and c < 800) do c = c + 1  end 
  end 
 
  --Обработка данных. 
  for i = 1, 8, 1 do 
    if(bitStream[i+0]>2)then 
      humidity=humidity+2^(8-i) 
    end 
 if(bitStream[i+8]>2)then 
      humiditTenth=humiditTenth+2^(8-i) 
    end 
    if(bitStream[i+16]>2)then 
      temperature=temperature+2^(8-i) 
    end 
    if(bitStream[i+24]>2)then 
      temperatureTenth=temperatureTenth+2^(8-i) 
 end 
    if (bitStream[i+32]>2)then 
      checksum=checksum+2^(8-i) 
    end 
  end 
 
  checksumTest=(humidity+humiditTenth+temperature+temperatureTenth)%256 
   if checksum ~= checksumTest then 
    humidity = -1 
 -- temperature = -1 
  end 




   collectgarbage(); 
end 
 
-- Функция получить температру  
function module.getTemperature() 
  return temperature 
end 
-- Функция получить влажность  
function module.getHumidity() 
  return humidity 
end 
 
return module 
 
 
