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Zusammenfassung: Das Papier charakterisiert die spezi￿schen Eigen-
schaften des Gutes Software. Als Alternative zur Bereitstellung von Soft-
ware ￿ber M￿rkte werden die Charakteristika der ￿freien￿ Open-Source-
Softwareentwicklung dargestellt, bei der die Entwickler auf eine unmittel-
bare kommerzielle Verwertung ihrer erstellten Leistung verzichten und den
Quellcode ￿￿entlich zug￿nglich machen. Der Schwerpunkt liegt dabei we-
niger auf einer ￿konomischen Begr￿ndung solcher freiwilligen Beitr￿ge zu
einem Softwareprojekt, sondern auf den volkswirtschaftlichen E￿zienzwir-
kungen dieser Produktionsweise. Zentrale Bedeutung wird den Aspekten
der Humankapitalbildung und -allokation, der Rolle der Wissensakkumula-
tion und der positiven Spillovere￿ekte von Wissen, sowie der Wirkung auf
die Wettbewerbsintensit￿t im kommerziellen Softwaresektor beigemessen.
Ferner wird diskutiert, inwiefern das Open-Source-Modell gegen￿ber der
Bereitstellung ￿ber den Markt De￿zite bei der Durchsetzung von Konsu-
mentenpr￿ferenzen aufweist. Das Papier ist gleichzeitig ein kritischer Kom-
mentar zur Open-Source-Software-Studie von Kalwey u.a. (2003b).
Schlagworte: Software, Open Source, Closed Source, Humankapital, Wis-
sen, Netzwerke￿ekte, Spillover, E￿zienz, Verwertungsrechte, Marktunvoll-
kommenheit.
JEL-Klassi￿kation: D62, D85, K11, L12, L13
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IIZusammenfassung zentraler Aussagen
1. Software ist ein Gut mit besonderen Eigenschaften. Sie ist ein Erfahrungsgut,
dessen Eigenschaften zum Teil erst durch den Gebrauch vom Kunden erkannt
werden. Der Anwender baut durch den Umgang mit dem Gut Humankapital
auf. Erst die Verbindung von Software und Humankapital f￿hrt zu dem Kunden-
nutzen. Weiterhin weist Software starke Netzwerk-Externalit￿ten auf, die zu der
bekannten Lock-In-Problematik f￿hren. Angebotsseitig ist die Softwareproduk-
tion durch starke Skalene￿ekte in Bezug auf die abgesetzten Lizenzen charakte-
risiert. Dies f￿hrt zu sehr engen oligopolistischen oder monopolistischen Markt-
strukturen. Schlie￿lich kann Software bzw. das im Quellcode enthaltene Wissen
ein ￿￿entliches Gut darstellen, wobei durch Kompilierung und Lizenzierung das
Ausschlussprinzip wieder hergestellt werden kann, so dass Software zumClub-Gut
wird. Dies ist die Voraussetzung f￿r die Bereitstellung ￿ber M￿rkte.
2. Entwickler von Open-Source-Software (OSS) tragen in erheblichem Ma￿ zu ei-
nem Wissenskapitalstock bei, der den Charakter eines ￿￿entlichen Gutes hat.
Der Schutz geistigen Eigentums und die Ausschlie￿barkeit durch kommerzielle
Lizenzierungspolitik gelten nach g￿ngiger Au￿assung als notwendiger Anreizme-
chanismus zur privaten Produktion und Vermarktung von Software und somit
von Wissen. Auf der anderen Seite werden gerade dadurch in erheblichem Um-
fang massive positive Spillovere￿ekte unterdr￿ckt. O￿ensichtlich existieren alter-
native Mechanismen, bei denen gerade die Nutzung dieser Spillover-E￿ekte eine
zentrale Rolle spielt.
3. Die Software- und somit Wissensproduktion im OSS-Sektor h￿ngt stark von den
Spillover- bzw. Netzwerke￿ekten ab, die durch die Quello￿enheit und restriktive
Lizenzen bedingt sind. Der Wissenskapitalstock tr￿gt aber nicht nur zu Spillover-
e￿ekten innerhalb des OSS-Bereichs bei, sondern auch zwischen OSS- und dem
kommerziellen Sektor.
4. Auf kommerziellen M￿rkten besteht der Preis einer Softwarelizenz aus einem De-
ckungsbeitrag f￿r ￿xe Entwicklungskosten sowie aus einer Rente aufgrund mo-
nopolistischer Marktstrukturen. Bei OSS-Produkten entspricht der Marktpreis
den Grenzkosten von Null. Die Entwicklerleistung wird gegebenenfalls durch die
Vermarktung komplement￿rer Leistungen (teilweise) verg￿tet.
5. Die OSS-Produktion zieht zwar in geringem Ma￿ Humankapital aus dem kom-
merziellen Sektor ab, so dass sich die Frage nach der e￿zienten Allokation von
Humankapital stellt. In sehr viel h￿herem Ma￿ scha￿t der OSS-Sektor aberzu-
s￿tzliches Humankapital bzw. sorgt f￿r dessen bessere Auslastung durch seine
F￿higkeit, Programmierer (neben ihrer Berufst￿tigkeit) zu freiwilligen Koopera-
tionsleistungen zu motivieren.
III6. Komplexe Softwareprojekte erfordern Arbeitsteilung und Koordination vieler Ent-
wickler. Der individuelle Entwicklungsbeitrag ist dabei zu gering bzw. zu schwer
einzusch￿tzen, als dass es m￿glich w￿re, dass einzelne Entwickler geistige Ei-
gentumsrechte durchsetzen k￿nnen. Im kommerziellen Sektor wird daher Soft-
ware im Rahmen eines Prinzipal-Agenten-Systems entwickelt, wobei der Prinzi-
pal (das Unternehmen bzw. das Management) die Verwertungsrechte h￿lt. Im
OSS-Bereich existiert kein Prinzipal. Die Motivation der Entwickler, freiwillige
Entwicklungsbeitr￿ge zu leisten, sind vielschichtig. Zum einen kann das Engage-
ment als Investition in ein Softwareumfeld aufgefasst werden, welches die Basis
f￿r kommerzielle Komplement￿rprodukte darstellt. Intrinsische Motivation sowie
Reputationse￿ekte (Erwerb von Kompetenzsignalen f￿r den Arbeitsmarkt) k￿n-
nen ebenfalls eine Rolle spielen.
7. Die OSS-Entwicklung tr￿gt direkt und indirekt zu einer Erh￿hung der Wettbewerbs-
intensit￿t im kommerziellen Sektor bei und erh￿ht so dessen E￿zienz, die auf-
grund (produktionsbedingter) oligopolistischer und monopolistischer Strukturen
De￿zite aufweist.
8. In der Studie von Kalwey u.a. (2003b) wird die Kunden- bzw. Pr￿ferenzorientie-
rung im kommerziellen Sektor ￿bersch￿tzt, da auf die Auswirkungen von Lock-In-
E￿ekten (switching costs) sowie von monopolistischen Anbieterstrukturen nicht
gen￿gend eingegangen wird. Die Tendenz einer Entwickler- statt Kundenorientie-
rung bei OSS-Projekten wird ebenfalls ￿bersch￿tzt, da Selektions- und Selbstbin-
dungsmechanismen des OSS-Sektors nicht ausreichend gew￿rdigt werden. Zudem
besteht aufgrund des Interesses an der Vermarktung von Komplement￿rproduk-
ten ebenfalls ein Anreiz, eine breite Nutzerakzeptanz zu ￿nden.
IV1 Einleitung
Der Begri￿ Open-Source-Software (OSS) und das Konzept ￿freier￿ Softwareentwick-
lung, d.h. der weitgehende Verzicht auf unmittelbare kommerzielle Verwertung und
stattdessen die Ver￿￿entlichung des Programmcodes, existieren schon seit l￿ngerem.
In den letzten Jahren tauchen solche Begri￿e in der ￿￿entlichen Debatte vor allem aus
zwei Gr￿nden zunehmend auf: Zum einen tri￿t OSS auch bei gr￿￿eren Unternehmen
sowie bei ￿￿entlichen IT-Entscheidungstr￿gern verst￿rkt auf Akzeptanz 1: W￿hrend
sich OSS im Serverbereich schon seit l￿ngerem etabliert und dort auch ma￿geblich
die technische Entwicklung gepr￿gt hat, bezieht sich diese Akzeptanz nun auch auf
den Desktop-Bereich. Zum anderen wird kommerzielle Standardsoftware wegen immer
neuer entdeckter Sicherheitsl￿cher sowie der Anf￿lligkeit gegen Viren, W￿rmer und
Trojaner zunehmend kritisch betrachtet und hier ein komparativer Vorteil von OSS
gesehen. Dar￿ber hinaus ￿ndet das Konzept der ￿freien￿ nicht-kommerziellen Software-
produktion auch vor dem Hintergrund der aktuellen Debatte um den Schutz geistiger
Eigentumsrechte und um Softwarepatente ￿￿entliche Resonanz.
Im Folgenden werden OSS und ￿freie￿ Software der Einfachheit halber synonym verwen-
det, auf die hinter dem Begri￿ ￿frei￿ stehenden ethischen und gesellschaftstheoretischen
Begr￿ndungen wird hier nicht weiter eingegangen (vgl. Stallman (2002)). Der Begri￿
OSS beschreibt Software, deren Quell- bzw. Programmcodes o￿en gelegt wird, d.h.
prinzipiell jedem unentgeltlich zug￿nglich ist. Analog werden im Folgenden die Be-
gri￿e kommerzielle Software, propriet￿re Software und Closed-Source-Software (CSS)
als Synonyme behandelt. CSS meint in diesem Text vereinfacht alle Arten von Soft-
ware, an der Eigentumsrechte de￿niert sind und somit eine kommerzielle Verwertung
von Softwarelizenzen erm￿glicht. Zum Schutz dieser Eigentums- und Verwertungsrech-
te wird der Programmcode grunds￿tzlich geheim gehalten (vgl. Kalwey u.a. (2003b),
S.34, Lessig (2002), S.52 f., vgl. auch Grassmuck (2002)).
Die zunehmende Attraktivit￿t von OSS hat dazu gef￿hrt, dass immer mehr kommer-
zielle Firmen explizite OSS-Strategien verfolgen, dieses Konzept zumindest aus Mar-
ketinggr￿nden unterst￿tzen, und teilweise auch selbst Entwicklungsbeitr￿ge zu Open-
Source-Projekten leisten2. Eine Reihe von Unternehmen bieten ausschlie￿lich Kom-
plement￿rprodukte zu OSS an, so dass deren Gesch￿ftsmodell auf der Existenz freier
Software beruht3. Kommerzielle Produkte und Dienstleistungen rund um OSS stellen
bereits eine Wertsch￿pfung von mehreren Milliarden Dollar pro Jahr dar. So betrug in
2003 der Umsatz von Linux-basierten Servern, Software und Dienstleistungen bei IBM
und HP rund 3,5 Mrd. US-Dollar (Heise News (2003), Heise News (2002b)). Dies sind
gute Gr￿nde, sich aus volkswirtschaftlicher Sicht mit dem Thema zu befassen, wobei
mehrere Fragestellungen eine Rolle spielen:
1vgl. sueddeutsche.de (2003), Heise News (2002a), Heise News (2004d)
2Beispiele: IBM, HP, Sun, Intel als Hardware- bzw. Systemanbieter, Novell als Softwareanbieter.
3Beispiele: RedHat und SuSE als Linux-Distributoren, Ximian/Novell.
1• Welche spezi￿schen Eigenschaften weist das Gut Software auf und welche Bedeu-
tung hat dies f￿r die Bewertung von OSS und CSS?
• Weshalb existieren ￿berhaupt freiwillige Kooperationsleistungen, also Beitr￿ge
zur OSS-Entwicklung ohne kommerzielle Verwertungsabsicht?
• Welche Wechselbeziehungen bestehen zwischen kommerzieller und freier Softwa-
reproduktion unter den Gesichtspunkten der Humankapital-Allokation, den posi-
tiven Wissens-Spillovern, den Netzwerk-E￿ekten sowie m￿glichen Wirkungen auf
den Wettbewerb auf Softwarem￿rkten?
• Wie ist OSS unter E￿zienz- bzw. Wohlfahrtswirkungen zu beurteilen?
Bezugspunkt dieses Papiers ist eine Studie des M￿nster Institute for Computational
Economics (MICE). In dieser, von Microsoft Deutschland in Auftrag gegebenen Studie
mit dem Titel ￿Open Source-Software: Eine volkswirtschaftliche Bewertung￿, kommen
die Autoren insgesamt zu einer negativen Bewertung von OSS (Kalwey u.a. (2003b)).
Die wichtigsten methodischen M￿ngel dieser Studie liegen zum einen darin, dass die
OSS-Entwicklung einem kommerziellen Softwaremarkt gegen￿ber gestellt wird, welcher
als ein allein preisgesteuerter, kompetitiver und hoche￿zienter Markt dargestellt wird,
wie er zwar in Lehrb￿chern zu ￿nden ist, jedoch mit den angebots- und nachfragesei-
tigen Charakteristika von Software wenig zu tun hat. Durch den Vergleich von OSS
mit den Eigenschaften eines perfekten, jedoch ￿ktiven Marktmodells ist die ￿Diagnose￿
der MICE-Studie wenig ￿berraschend, aber auch wenig relevant. Zum anderen wird
kaum auf die Spillover-E￿ekte und ￿￿entliche-Gut-Eigenschaften des in Software co-
dierten Wissens eingegangen, und auch die Wechselwirkungen zwischen kommerzieller
und freier Softwareentwicklung wird nur unzureichend analysiert. Schlie￿lich wird OSS
in der Studie ￿berwiegend als Resultat hobbyistischer T￿tigkeit dargestellt und so die
Anreiz-, Koordinations- und Kontrollmechanismen im OSS-Sektor nicht ausreichend
gew￿rdigt.
Das Papier ist wie folgt aufgebaut: Im zweiten Kapitel werden wichtige Eigenschaften
des Gutes Software charakterisiert, welche Implikationen f￿r die Struktur eines kom-
merziellen Softwaremarktes, aber auch f￿r die Eigenschaften ￿freier￿ Softwareproduk-
tion in vernetzten, selbstorganisierten Gruppen ￿ im Folgenden ￿Community￿ genannt
￿ aufweisen. Im dritten Kapitel werden beide Bereitstellungsformen ￿ kommerzieller
Markt und Community ￿ geschildert und miteinander verglichen. Das vierte Kapitel
diskutiert volkswirtschaftliche Wirkungen der OSS-Entwicklung im Vergleich zur Be-
reitstellung ￿ber den Markt unter dem Gesichtspunkt der E￿zienz. Dabei spielen Fra-
gen der Humankapitalakkumulation und -allokation, der Wissens-Spillover, der Kon-
sumentensouver￿nit￿t und der Wettbewerbswirkungen eine zentrale Rolle. Das f￿nfte
Kapitel greift die zusammenfassenden Thesen der MICE-Studie auf und kontrastiert
diese mit den vorliegenden Ergebnissen.
22 Eigenschaften von Software
Das Gut Software weist einige spezi￿sche Charakteristika auf, die es von klassischen
privaten G￿tern ebenso unterscheidet wie von klassischen ￿￿entlichen G￿tern. Die wich-
tigsten Eigenschaften dieses immateriellen, alle Lebensbereiche durchziehenden Gutes,
sowie die sich daraus ergebenden Konsequenzen werden kurz dargestellt.
2.1 Software als Erfahrungsgut im doppelten Sinn
Nachfrageseitig gesehen ist Software ￿ wie alle Informationsg￿ter (vgl. Kotkamp (2001),
S.58 ￿.) ￿ ein Erfahrungsgut (vgl. Nelson (1970)), und zwar im doppelten Sinne: Ers-
tens k￿nnen vom Konsumenten die Eigenschaften und Probleml￿sungsf￿higkeiten des
Produktes vor dem Kauf nur teilweise festgestellt werden. Das vollst￿ndige Wissen um
den tats￿chlichen Nutzen des Produktes erwirbt der Anwender also erst durch den
Umgang mit der bereits erworbenen Software. Die Kaufentscheidung bei Software ist
somit zum Teil stets eine Entscheidung unter Unsicherheit. Dies ist die Eigenschaft als
Erfahrungsgut im herk￿mmlichen Sinne (vgl. Ewers u.a. (2003), S.286).
Zweitens wird durch den Umgang mit der Software spezi￿sches Humankapital aufge-
baut, der Nutzer wird also zumerfahrenenNutzer. Durch den t￿glichen Umgang mit der
Software lernt der Nutzer diese immer besser kennen und erweitert seine F￿higkeiten.
Die Produktivit￿t im Umgang mit der Software steigt mit dem Humankapital. V￿llig
ohne Erfahrungen oder Wissen kann Software sogar nutzlos sein. Dies verdeutlicht, dass
der Nutzen erst aus dem Zusammenspiel des Softwareproduktes mit Humankapital ge-
neriert wird4. Software unterscheidet sich insofern nicht von anderen Werkzeugen oder
Maschinen, denn auch hier wird durch den t￿glichen Umgang ￿ durch die Erfahrung
(￿learning by doing￿) ￿ Humankapital aufgebaut (vgl. Arrow (1962)).
Humankapital kann in Form einer spezi￿schen oder eher allgemeinen Kompetenz aufge-
baut werden, d.h. es werden spezielle Kenntnisse der Software XY, allgemeine Kenntnis-
se mit ￿B￿rosoftware￿ oder generelle F￿higkeiten im Umgang mit einem Betriebssystem
bzw. mit Computern aufgebaut. Die Bedeutung dieses Software-spezi￿schen Human-
kapitals zeigt sich auch in entsprechenden Hinweisen in Stellenanzeigen. Es haben sich
eine Reihe von Signalen entwickelt, mit denen solches Humankapital verbrieft sein soll.
Man denke hier beispielsweise an den ￿Internetf￿hrerschein￿ oder an diverse Quali￿-
zierungskurse, an deren Ende die Teilnehmer entsprechende Zerti￿kate ausgeh￿ndigt
bekommen.
4Dies ist ein illustratives Beispiel f￿r Beckers Theorie der Haushaltsproduktion, vgl. Becker und
Michael (1973).
32.2 Software als Netzwerkgut
Neben dem direkten Zusammenspiel zwischeneinem Nutzer und seiner Software exis-
tieren auf der Nachfrageseite auch E￿ekte zwischenallen Nutzern einer Software, also
Netzwerke￿ekte bzw. Netzwerkexternalit￿ten (vgl. Blankart und Knieps (1992), Katz
und Shapiro (1994), Liebowitz und Margolis (1998)). Der Nutzen der Software wird
gr￿￿er, je mehr installierte Einheiten es gibt oder je gr￿￿er der Marktanteil der Soft-
ware ist. Dies erkl￿rt sich aus dem leichteren Erfahrungsaustausch und den Vorteilen
der Datenkompatibilit￿t, sowie aus der erh￿hten Chance, dass Komplement￿rproduk-
te entwickelt werden, was f￿r erfolgreiche Software eher wahrscheinlich ist als f￿r Ni-
schenprodukte. Angebotsseitig existieren ebenfallsNetzwerkexternalit￿ten(vgl. Kalwey
u.a. (2003b), S.21): Die Entwicklung von Software ist umso einfacher, je homogener
das Umfeld daf￿r ist (z.B. einheitliches Design, gemeinsame Bibliotheken, Standard-
Entwicklungstools, Standard-Schnittstellen, geringeres Marktrisiko, weil die Zahl der
Update-Willigen gro￿ und relativ stabil ist).
Liegen Netzwerke￿ekte vor, so ist in der Regel eine Standardisierung wohlfahrtsma-
ximierend. Der Markt ￿ndet jedoch nicht in allen F￿llen zur Standardisierung bzw.
nur zu einer suboptimalen (d.h. zu kleinen) Netzwerkgr￿￿e. Zudem kann es zu einer
inferioren Standardisierung, also zur Dominanz einer inferioren Technologie kommen
(vgl. Gandal (1995), Gr￿hn (1999), S.48￿.). So k￿nnen die Netzwerke￿ekte vor allem
auf der Nachfrageseite durch Pfadabh￿ngigkeiten und Lock-In-E￿ekten zu stabilen,
jedoch pareto-ine￿zienten Gleichgewichten f￿hren (Liebowitz und Margolis (1994),
Gr￿hn (1999), S.39 ￿.).
Es gibt vor allem drei Hemmnisse, die einen Wechsel zu einer anderen Software bzw.
Technologie behindern und somit ein Verharren in einem ine￿zienten Zustand begr￿n-
den:
• Es gibt direkte Kosten des Wechsels (switching costs), die in dem Kauf neuer
Lizenzen, Umr￿stkosten (z.B. Konvertierung von Datenbest￿nden) und ggf. dem
Kauf neuer Hardwarekomponenten im Falle fehlender Treiber bestehen.
• Bei einem unilateralem Wechsel zu einer konkurrierenden Software kommt es zu
einem Verzicht auf die positiven Netzwerk-Externalit￿ten der bisherigen Softwa-
rel￿sung. Diese stellen Opportunit￿tskosten dar.
• Wegen der Erfahrungsgut-Eigenschaft hat der Nutzer spezi￿sches Humankapital
gebildet, welches bei einem Wechsel zu einem anderen Produkt zum Teil verloren
geht und neue Humankapitalinvestitionen notwendig macht. Die Humankapital-
abschreibungen stellen ebenfalls Opportunit￿tskosten dar, w￿hrend das Sammeln
neuer Erfahrungen ￿hnlich wie Umr￿stkosten zu behandeln sind.
4Klemperer (1995) zeigt, dass schon allein die Existenz von Wechselkosten zu E￿zienz-
verlusten f￿hrt. Bei Software, wie bei allen G￿tern mit Netzwerke￿ekten, tritt also eine
Tendenz zur Standardisierung auf. Da bei CSS die Dateiformate und Schnitttstellen so-
wie die interne Programmiertechnik in der Regel einen propriet￿ren, d.h. nicht-o￿enen
Standard darstellen, impliziert eine Standardisierung gleichzeitig auch die Monopolisie-
rung des Marktes zugunsten des f￿hrenden Softwareanbieters. W￿hrend die Standardi-
sierung einer Technologie an sich wohlfahrts￿konomisch positiv zu beurteilen ist, ist die
damit verbundene Dominanz eines Anbieters aufgrund seiner Marktmacht problema-
tisch. Neben dem statischen Wohlfahrtsverlust eines solchen Monopols kommt hier noch
ein dynamischer Aspekt hinzu: Ein dominierender Anbieter kann auf verschiedene Wei-
se versuchen, die switching costs in die H￿he zu treiben und damit den Lock-In-E￿ekt
und somit seine Marktposition zu st￿rken. Dies kann z.B. durch die Etablierung pro-
priet￿rer Schnittstellen und Dateiformate geschehen, die zu hohen Umr￿stkosten (evtl.
sogar zur Unbrauchbarkeit bisheriger Datenbest￿nde) f￿hren k￿nnen. Ferner kann er
bestimmten Nutzergruppen starke Verg￿nstigungen einr￿umen bzw. Lizenzen nahezu
kostenlos ￿berlassen, damit diese Nutzer spezi￿sches Humankapital aufbauen, welches
ihre zuk￿nftigen switching costs erh￿ht und sie zu k￿nftigen zahlungsbereiten Kunden
macht. Daf￿r lassen sich leicht Beispiele aus der Praxis ￿nden. Ferner kann ein dominie-
render Anbieter dazu ￿bergehen, statt einzelner Softwareprodukte ganze B￿ndel von
Software zu vermarkten. Auf diese Weise kann er seine Marktmacht in einem Marktseg-
ment dazu nutzen, auch in anderen Marktsegmenten Marktf￿hrer zu werden (sog. ￿le-
veraging￿). Das Verhalten Microsofts, den Internet Explorer als integralen Bestandteil
des Betriebssystems zu deklarieren oder die Multimediaf￿higkeit des Betriebssystems
an die Benutzung des mitgelieferten Mediaplayers zu koppeln, sind solche Strategien,
die u.a. vom Europ￿ischen Gerichtshof als Missbrauch der marktbeherrschenden Stel-
lung gewertet und mit Bu￿geld belegt wurden. Zu der Frage der Marktmacht bzw. der
monopol￿hnlichen Marktstellung von Microsoft hat sich inzwischen eine eigene Litera-
tur entwickelt (vgl. unter anderem Fichert (1998), Gilbert und Katz (2001), Choi u.a.
(1997)).
Hier k￿nnte die Entwicklung o￿ener Standards und Datenformate ￿ auch wenn dies
selbst ein solcher pfadabh￿ngiger Prozess ist ￿ helfen, Marktmacht einzelner Akteure
zu verhindern, indem switching costs deutlich reduziert werden und somit eine gewisse
Wahlfreiheit der Konsumenten hergestellt wird (vgl. Kuhlmann (2004)).
2.3 Skalene￿ekte und Verbundvorteile
Die Kostenfunktion bei der Produktion von Software ist gekennzeichnet von sehr hohen
Entwicklungskosten, den sogenannten ￿￿rst-copy-costs￿, in Kombination mit sehr ge-
ringen Grenzkosten (vgl. Kalwey u.a. (2003b), S.20). Wird eine neue Software erstellt,
dann fallen (versunkene) Kosten f￿r die Entwicklung, Programmierung, Testdurchl￿u-
fe, usw. an. Die fertige Software liegt dann in digitaler Form vor und kann beliebig
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das Tr￿germaterial (z.B. DVD), die Verpackung und den Vertrieb ￿ sind dann relativ
gering, und gehen sogar gegen Null, wenn die Software auf Servern im Internet zum
Download angeboten wird.
Die Softwareindustrie ist daher von degressiven Durchschnittskostenverl￿ufen und da-
mit tendenziell von Gr￿￿envorteilen bzw. Skalene￿ekten gepr￿gt. Zus￿tzlich treten noch
Verbundvorteile in der Produktion auf, da bereits geschriebene Programmteile bei der
Entwicklung anderer Software verwendet werden k￿nnen (vgl. Gr￿hn (1999), S.5). Tre-
ten bei der Produktion eines Gutes Skalene￿ekte und/oder Verbundvorteile auf, und
sind diese hinreichend stark ausgepr￿gt, so handelt es sich hierbei um ein so genann-
tes nat￿rliches Monopol: Diese Marktform liegt dann vor, wenn es am e￿zientesten
ist, dass nur ein Unternemen ein Produkt bzw. eine Produktpalette anbietet, weil die
Kostenfunktion subadditiv ist (vgl. Windisch (1987), S.41). Unterstellt man f￿r alle
Unternehmen die gleiche Kostenfunktion und identische Durchschnitts- und Grenzkos-
tenverl￿ufe, wird das E￿zienzargument auf ein Kostenargument reduziert: nat￿rliche
Monopole sind dadurch gekennzeichnet, dass ein Unternehmen den Markt kosteng￿ns-
tiger bedienen kann als mehrere Anbieter (vgl. Knieps (2001), S.21).
Zwar wird die Softwareproduktion auch durch Skalene￿ekte gepr￿gt, jedoch sind diese
nicht stark genug ausgepr￿gt, um ein nat￿rliches Monopol anzunehmen. Hingegen wer-
den die Monopolisierungstendenzen aufgrund der nachfrageseitigen Netzwerke￿ekte als
bedeutender angesehen (vgl. Fichert (2002), S.3). So l￿sst sich empirisch zeigen, dass
die Konzentration auf Softwarem￿rkten vor allem auf Netzwerke￿ekte zur￿ckzuf￿hren
ist (vgl. Gr￿hn (1999), S. 112￿.). Dieses Ergebnis wird auch durch folgende ￿berle-
gung gest￿tzt: Wenn die Marktmacht allein auf Skalene￿ekte zur￿ckzuf￿hren w￿re,
kann erwartet werden, dass Konkurrenten ￿ber Produktdi￿erenzierung in den Markt
eindringen. Eine solche Strategie ist jedoch bei starken Netzwerke￿ekten nicht erfolg-
reich. Auch wenn Netzwerke￿ekte als bedeutender angesehen werden, so gilt dennoch,
dass die Eigenschaften der Produktionskostenfuktion von Software in der Tendenz eher
die Herausbildung von M￿rkten mit wenigen gro￿en, evtl. sogar mit einzelnen domi-
nierenden Anbietern als eine Entwicklung atomistischer M￿rkte erwarten lassen.
2.4 Das Wissensgut Software ￿ ein ￿￿entliches Gut?
Der entscheidende Produktionsfaktor von Software ist Wissen. Software selbst ent-
h￿lt wiederum ein hohes Ma￿ an codiertem Wissen als Output. Die Verwendung einer
Software durch einen Benutzer wird nicht durch die Verwendung derselben Software
(in Form einer Kopie) durch einen anderen Nutzer eingeschr￿nkt (vgl. Kalwey u.a.
(2003b), S.22). Eine einmal erstellte Software stellt sozusagen einenicht knappe Res-
source dar, lediglich das Tr￿germaterial (z.B. CD-ROM) kann Knappheitsrestriktionen
unterliegen. Wegen dieser Nichtrivalit￿t beim Konsum und zun￿chst fehlender Aus-
schlie￿barkeit hat das in der Software steckende Wissen den Charakter eines￿￿entli-
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aus, was eine Bereitstellung solcher G￿ter durch den Markt ￿u￿erst schwierig macht.
Programmierer haben demnach solange keinen Anreiz zur Produktion von Software,
wie sie keine Verf￿gungsrechte an den von ihnen gescha￿enen Werten durchsetzen, d.h.
am Markt tauschen k￿nnen. Entsprechend wird die Bereitstellung ￿￿entlicher G￿ter
auch als das klassische Feld ￿￿entlicher (d.h. staatlicher) Aufgaben angesehen. Eine
m￿gliche L￿sung des Anreizproblems besteht darin, das Gut im staatlichen Auftrag zu
produzieren, durch Steuern zu ￿nanzieren und zu einem Preis von Null (entsprechend
der Grenzkosten) abzugeben. Dies entspricht etwa der L￿sung, wie sie f￿r das Gut
des universit￿ren Wissens und der Bildung etabliert wurde. Eine andere L￿sung des
Problems besteht darin, eine Ausschlie￿barkeit von der Nutzung des codierten Wis-
sens durch property rights sicherzustellen, also das Ausschlussprinzip wieder in Kraft
zu setzen. So wird Software zu einem Club-Gut und der Anreiz zur Bereitstellung der
Produkte ￿ber den Markt durch den Verkauf von Lizenzen ist wieder hergestellt (vgl.
Kalwey u.a. (2003b), S.27).
Beide L￿sungen weisen Nachteile auf (vgl. Quah (2003), S. 19￿, 26￿.): Im ersten Fall
ist das wohlfahrtsoptimale Niveau der staatlichen Aktivit￿t kaum zu ermitteln. Dies
liegt zum einen an der schwierigen Ermittlung der Pr￿ferenzen und somit Zahlungsbe-
reitschaften f￿r das Gut, zum anderen daran, dass bei der Produktion neuen Wissens
a priori nicht klar ist, ob der Produktionsprozess ￿berhaupt zu einem Erfolg wird und
wie das Ergebnis des Prozesses beurteilt werden kann. Auf der anderen Seite hat das
Verfahren den Vorzug, dass produziertes Wissen ￿￿entlich und kostenlos zug￿nglich ist
und somit ein Maximum an positiven Externalit￿ten bzw. Spillover-E￿ekten erzeugen
kann. Bei der zweiten L￿sung verh￿lt es sich genau umgekehrt: Das Niveau der Produk-
tion wird ￿ber den Markt gesteuert und die Zahlungsbereitschaften werden durch die
Bildung von Marktpreisen o￿enbart. Auf der anderen Seite wird das in Software codier-
te und per Lizenz genutzte Wissen geheim gehalten und positive Externalit￿ten somit
unterdr￿ckt. Dies stellt eine noch drastischere Betonung des Ausschlussprinzips dar,
als beispielsweise die Vergabe von Patenten: DerPatentschutz ist die L￿sung eines ￿hn-
lichen Anreizproblems, welches sich bei Forschung und Entwicklung ergibt. Um einen
Anreiz f￿r Forschung und Entwicklung zu geben, dessen Output ebenfalls Charakteris-
tika eines ￿￿entlichen Gutes aufweisen kann, werden Patente vergeben, d.h. es wird eine
tempor￿re Monopolstellung mit entsprechenden Monopolrenten garantiert. Der tem-
por￿re (!) rechtliche Schutz der komerziellen Verwertung ist dabei bewusst verkn￿pft
mit der O￿enlegung des erzeugten Wissens durch die Beschreibung in der allgemein zu-
g￿nglichen Patentschrift. ￿ber Lizenzen vertriebene Closed-Source-Software hingegen
verhindert nicht nur die Wissensverbreitung (keine O￿enlegung), sondern stellt auch
Monopolrenten f￿r einen unbegrenzten Zeitraum sicher (keine zeitliche Beschr￿nkung
der Verf￿gungsrechte).
Das zugrunde liegende Problem (Dilemma) ist ein Kon￿ikt zwischen der Notwendig-
keit eines Anreizes zur Produktion des Wissens durch Zugangsbeschr￿nkung und der
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rivalit￿t beim Konsum, als auch aufgrund der Spillovere￿ekte. Kommerzielle Software
und OSS beschreiten in dieser Kon￿iktlage zwei v￿llig unterschiedliche Wege.
3 Formen der Bereitstellung
Die Bereitstellung von Software kann also entweder als Club-Gut ￿ber den Markt er-
folgen, oder Software wird ￿ in diesem Fall durch die OSS-Community ￿ in Form eines
￿￿entlichen Gutes bereitgestellt. Beide M￿glichkeiten werden im Folgenden in ihrer
Grundstruktur dargestellt. Eine abw￿gende Bewertung beider Bereitstellungsformen
erfolgt dann anschlie￿end durch den Vergleich von OSS und CSS unter E￿zienzge-
sichtspunkten.
3.1 Bereitstellung ￿ber den Markt
Um eine Bereitstellung ￿ber den Markt zu gew￿hrleisten m￿ssen durchsetzbare Verf￿-
gungsrechte de￿niert sein. Diese Ausschlie￿barkeit der Nutzung des codierten Wissens
wird in zwei Schritten sichergestellt:
1. Anders als bei OSS wird bei CSS nicht der vom Menschen lesbare Quellcode
vertrieben bzw. o￿engelegt, sondern lediglich das nur maschinenlesbare bin￿re
Kompilat. Verkauft wird also lediglich das fertige Softwareprodukt, aber nicht
das programmiertechnische Wissen, welches zu dieser L￿sung f￿hrt. Das Verf￿-
gungsrecht ￿ber den Quellcode wird durch den technischen Vorgang des Kom-
pilierens sehr e￿ektiv gesch￿tzt. Die Empf￿nger des bin￿ren Codes sind von der
Nutzung des Quellcodes ausgeschlossen, denn aus dem bin￿ren Code sind keine
R￿ckschl￿sse auf die Struktur und Programmierung der Software m￿glich (Kal-
wey u.a. (2003b), S.17 f.).
2. Auch das Kompilat, der bin￿re Code, ist mit Verf￿gungsrechten ausgestattet. Das
Recht zur Nutzung einer Software erh￿lt der Konsument meist durch den Erwerb
einer entsprechenden Lizenz. Zur Durchsetzung des Ausschlussprinzips bedient
man sich hier in aller Regel einer Kombination aus technischem und juristischem
Kopierschutz (vgl. Kotkamp (2001), S.53).
Durch diese beiden Schritte wird das Ausschlussprinzip wieder in Kraft gesetzt und der
Anreiz zur Bereitstellung der Produkte ￿ber den Markt ist wieder hergestellt. Aller-
dings ist zu bedenken, dass die diskutierten besonderen Eigenschaften des Club-Gutes
Software Konsequenzen f￿r die Marktstruktur und die E￿zienz der Marktallokation
haben.
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hochgradiger Arbeitsteilung entwickelt werden k￿nnen, was wiederum koordinierende
und steuernde Mechanismen erfordert. In einem kommerziellen Softwareunternehmen
wird Software in einer Prinzipal-Agenten-Struktur entwickelt. Die Unternehmenslei-
tung (Prinzipal) de￿niert gewisse Zielvorgaben und stellt Teams von Programmierern,
Testern usw. (Agenten) zusammen, deren T￿tigkeit vom Prinzipal nur sehr bedingt
beobachtet und beurteilt werden kann. Es kann davon ausgegangen werden, dass die
entsprechenden Arbeitsvertr￿ge anreizkompatibel ausgestaltet werden. Da in komple-
xen Projekten der Entwicklungsbeitrag des Einzelnen schwer de￿nierbar ist, ist es kaum
m￿glich, dass jeder Entwickler individuelle property rights an seinem Beitrag h￿lt. Da-
her erh￿lt der Prinzipal die Eigentumsrechte am ganzen Softwareprojekt und kann ggf.
die Entwickler am Markterfolg beteiligen. Die Abtretung der Eigentumsanspr￿che am
entwickelten Code ist in der Regel Teil des Arbeitsvertrages zwischen Prinzipal und
Agent.
Das im Entwicklungsprozess eingesetzte Wissen entfaltet Spillover-Wirkungen lediglich
innerhalb des Entwicklungsteams sowie bei ausgew￿hlten Gruppen von Testern, denen
der Sourcecode zug￿nglich gemacht wird. Da bei Open-Soure-Software weltweit jeder
Zugang zum Code hat, ist die Wahrscheinlichkeit, dass Fehler entdeckt und gemeldet
werden, hier deutlich h￿her. Aus diesem Grund versuchen kommerzielle Firmen zuneh-
mend, diesen Vorzug der Community-Produktion durch Einbeziehung vertrauensw￿r-
diger und zur Geheimhaltung verp￿ichteter Nutzergruppen in den Prozess der Tests
und P￿ege des Codes nachzuahmen (z.B. ￿shared source￿ Programm bei Microsoft, vgl.
Heise News (2004c)).
Der Vertrieb der Lizenzen erfolgt auf sehr unterschiedlichen Wegen. Im Fall privater
Anwender k￿nnen Lizenzen direkt im Einzelhandel erworben werden. Alternativ werden
diese als OEM-Lizenz (Original Equipment Manufacturer) z.B. an Hardwareanbieter
bzw. -einzelh￿ndler verkauft, welche die Software auf den zu verkaufenden Computern
vorinstallieren, oder sie werden als Campus-Lizenz an Schulen und Universit￿ten ver-
trieben. In diesen F￿llen werden wenig oder keine Komplement￿rprodukte wie Support
nachgefragt. Bei Firmenkunden erfolgt der Vertrieb oft ￿ber IT-Dienstleister. Solche
Kunden fragen letztlich nicht ￿Software￿ als Gut nach, sondern ￿Probleml￿sungen￿, be-
stehend aus Softwarelizenzen, Beratung, individueller Kon￿guration, Schulung, P￿ege
usw. Prinzipiell ben￿tigt zwar jeder Nutzer eine ￿Probleml￿sung￿, der Heimanwender
baut sich jedoch das daf￿r notwendige Humankapital z.B. durch Produkterfahrung
oder Literaturstudium selbst auf.
Insgesamt kann festgehalten werden, dass der arbeitsteilige Produktionsprozess sich
in Gestalt einer Prinzipal-Agenten-Struktur vollzieht und die Ressourcen (insbeson-
dere das Humankapital) weitgehend nach administrativen Vorgaben des markt- und
gewinnorientierten Prinzipals gezielt und strategisch eingesetzt werden. Anreize zur
Softwareproduktion und zur Innovation sind gegeben. Der Entwicklungsprozess ist,
trotz kreativer Freir￿ume f￿r einige Entwickler, zielgerichtet und eine Konsistenz der
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kend gesagt werden, dass aufgrund der starken Informationsasymmetrien zwischen
Prinzipal und Agenten sowie zwischen Agtentengruppen eine Beurteilung der E￿zi-
enz des Produktionsprozesses bzw. deren Sicherstellung nicht ganz unproblematisch
ist. Nachteilig ist die geringe ￿E￿zienz ex post￿ aufgrund hoher Lizenzpreise und sys-
tematischer Marktversagensgr￿nden wegen der Netzwerk-bedingten Lock-In-E￿ekten
und dem strategischen Anreiz des Unternehmens, diese zu erh￿hen oder zumindest zu
stabilisieren. Au￿erdem besteht ein Problem darin, dass wegen der Geheimhaltung des
Codes kaum Beitr￿ge zu einem ￿￿entlichen Wissenskapitalstock geleistet werden, der
massive positive Externalit￿ten zur Folge h￿tte.
F￿r den Kunden besteht zum einen der Vorzug, dass der Entwicklungsprozess konti-
nuierlich und zielgerichtet verl￿uft und er somit ein hohes Ma￿ an Sicherheit bez￿glich
seiner IT-Investitionen hat. Au￿erdem ist ein st￿ndiger Support, also eine permanent
m￿glich Inanspruchnahme von (humankapitalintensiven) Komplement￿rleistungen si-
chergestellt. Nachteilig sind f￿r ihn neben dem hohen Lizenzpreis die einseitige Abh￿n-
gigkeit von einem Unternehmen durch hohe (und strategisch weiter erh￿hte) Wechsel-
kosten sowie die geringere Transparenz und Flexibilit￿t, da er selbst den Code nicht
einsehen und ggf. modi￿zieren kann und sich in jeder Hinsicht auf die Angaben des
Herstellers verlassen muss. Somit besteht eine Informationsasymmetrie, die sich nega-
tiv auf den Kunden auswirken kann (z.B. die M￿glichkeit, dass in der Software sog.
￿backdoors￿ enthalten sind, die einen unberechtigten Datenzugri￿ erm￿glichen).
3.2 Bereitstellung durch die Open-Source Community
Wird bei der Bereitstellung von Software der Charakter eines ￿￿entlichen Gutes betont,
so soll gerade kein Ausschlussprinzip durchgesetzt, sondern die allgemeine, unentgelt-
liche Verwendung und Verbreitung gew￿hrleistet werden. So ist festzustellen, dass es
f￿r OSS unterschiedliche Lizenzmodelle gibt und kaum eine Software ohne jeglichen
Schutz bzw. Nutzungsbestimmungen entwickelt und freigegeben wird. Am bekanntes-
ten ist die GNU General Public License (GPL), bei der die Nutzung, Modi￿kation
und Weitergabe des Gutes erlaubt, die kommerzielle Verwertung des Codes innerhalb
propriet￿rer Software jedoch untersagt ist (vgl. www.gnu.org). Es existieren aber auch
Lizenzmodelle, bei denen der Verkauf des Codes oder dessen Verarbeitung in proprie-
t￿rer Software nicht g￿nzlich untersagt ist (vgl. Koglin und Metzger (2004), Mustonen
(2003)). Ferner gibt es auch Beispiele daf￿r, dass der Code parallel unter mehreren
Lizenvereinbarungen verbreitet wird. Im Folgenden wird jedoch von restriktiven Li-
zenzmodellen ￿hnlich der GPL ausgegangen. Bei solchen Lizenzen kann es allenfalls zu
freiwilligen Zahlungen (Schenkungen, Sponsoring) kommen, oder es werden zus￿tzliche
Dienstleistungen (Kon￿gurieren, Vorkompilieren etc.) verg￿tet.
Es stellt sich die Frage nach dem Anreizsystem bzw. der Motivation der Entwickler,
die erkl￿rt, weshalb sie freiwillige Beitr￿ge zur Softwareentwicklung liefern, bei denen
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Weitergabe ￿verschenkt￿ wird, d.h. Dritte daraus Nutzen ziehen k￿nnen. Als Motiva-
tionen k￿nnen genannt werden (vgl. auch Luthiger (2004), Hars und Shaosong (2002),
Hertel u.a. (2003), Franck und Jungwirth (2002)):
• Direkter intrinsischer Nutzen aus dem Erwerb von Wissen bzw. Humankapital
und deren Einsatz im Produktionsprozess, sowie unmittelbarer Nutzen aus der
Anerkennung der eigenen Leisung durch die Community (Reputation) (vgl. Kal-
wey u.a. (2003b), S.57). Problematisch an Erkl￿rungen dieser Art ist aber die
schwierige empirische Falsi￿zierbarkeit, da Nutzenfunktionen beliebige Argumen-
te enthalten k￿nnen. Dennoch scheinen intrinsische Leistungsanreize eine gro￿e
Rolle zu spielen (vgl. Osterloh u.a. (2000)).
• Erwerb einesReputationssigmals f￿r den Arbeitsmarkt, um dort die Arbeitsplatz-
chancen und Entlohnung positiv zu beein￿ussen (vgl. Lerner und Tirole (2000),
S.14 ￿., ?)).
• Der Entwicklungsprozess pro￿tiert auch von den Fehlerreports und Vorschl￿gen
der Nutzer. Diese programmieren zwar nicht selbst, partizipieren aber dennoch
am Entwicklungsprozess. Solche freiwilligen Beitr￿ge lassen sich leicht erkl￿ren,
da hierbei mit geringen Transaktionskosten erreicht werden kann, dass eventuell
f￿r den Nutzer sp￿rbare Verbesserungen implementiert werden (vgl. Lerner und
Tirole (2000), S.14).
• Selbst￿ndige Entwickler k￿nnen durch die Vermarktung vonKomplement￿rpro-
dukten (Schulungen, ￿berwachung und Kon￿guration von OSS-Systemen, Bera-
tung etc.) ein Einkommen erzielen. Die freiwillige Entwicklungsleistung ist in-
sofern eine Investition in ein stabiles und sich dynamisch entwickelndes Markt-
umfeld, auf dem die Komplement￿rprodukte aufbauen. Ebenso lassen sich die
Beitr￿ge kommerzieller Firmen ￿ h￿u￿g Hardwarehersteller ￿ als Teil einesOSS-
Gesch￿ftsmodells erkl￿ren, weil das Engagement Reputation erzeugt und OSS-
Produkte sowie damit verbundene Serviceleistungen die Wertsch￿pfungskette ver-
bessern (z.B. der Absatz von Servern mit vorkon￿guriertem und optimierten
Linux-Betriebssystem und entsprechendem Supportvertrag)(vgl. Leiteritz (2004),
?)).
• Schlie￿lich existieren in der OSS-Community gewisse Reziprozit￿tsvorstellungen,
die dazu f￿hren, dass freiwillige Entwickungsleistungen teilweise durch freiwillige
Zahlungen bzw. durch Sponsoring honoriert werden.
Neben den letztlich mit neoklassischen Rationalit￿tskonzepten vereinbaren Gr￿nden
existieren verhaltenswissenschaftlich orientierte Erkl￿rungsans￿tze f￿r kooperatives Ver-
halten, speziell im Bereich ￿￿entlicher G￿ter, auf die der zuletzt genannte Punkt ab-
zielt. Ein Beispiel ist die Motivation Kooperationsbeitr￿ge zu leisten, weil man die
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stellt. Die gro￿e Bedeutung, welche die theoretische und normative Begr￿ndung ￿freier
Software￿ in der Community hat (vgl. Stallman (1992), Stallman (2002)), legt na-
he, dass solche normgeleiteten und regelgebundenen Verhaltensmuster eine signi￿kante
Rolle spielen. Solches an Normen und Regeln orientierte Verhalten mag aus traditionel-
ler ￿konomischer Sicht als ￿irrational￿ oder zumindest ￿begrenzt rational￿ erscheinen.
Dennoch existieren Ans￿tze, solches empirisch robustes Verhalten plausibel zu erkl￿ren
(vgl. Johnson (2001)). Es ist deshalb davon auszugehen, dass ￿konomisches Verhalten
nicht ausschlie￿lich durch Anreize vermittelt wird.
￿ber die Frage der Motivation der Leistungserstellung hinaus ist festzuhalten, dass der
einzelne Entwickler gar nicht vor der Wahl steht, ob er Eigentums- bzw. Verwertungs-
rechte an seinem Produkt geltend machen will oder darauf verzichtet. Da fast jede
Software hinreichend komplex ist, was eine arbeitsteilige Produktion erfordert, ist der
individuelle Entwicklungsbeitrag schwer messbar und eine Aufteilung des Verwertungs-
anspruchs auf alle Entwickler sehr schwierig. Das gilt insbesondere bei ￿Kleinstbeitr￿-
gen￿ sowie f￿r Personen, die durch Testen von Code und Dokumentation zum Ent-
wicklungsprozess beitagen. Die Frage, wem das Softwareprodukt ￿geh￿rt￿, h￿ngt von
der Produktionsweise ab: Wird Software im Rahmen eines Prinzipal-Agenten-Systems
entwickelt, so h￿lt der Prinzipal die Verwertungsrechte. Wird sie im Rahmen eines
Community-Projektes entwickelt, existiert keine Institution, welche Verwertungsan-
spr￿che geltend machen kann. Es kann im Gegenteil ein einzelner Entwickler nur dann
einen Betrag zum Projekt leisten, wenn er (z.B. durch Anerkennung der GPL) explizit
auf solche Anspr￿che verzichtet. Somit bleibt dem Entwickler nur die Wahl, inner-
halb eines kommerziellen Unternehmens Software zu entwickeln oder sich an einem
OSS-Community-Projekt zu beteiligen. In beiden F￿llen kann er keinen unmittelbaren
Verwertungsanspruch geltend machen5.
Grunds￿tzlich besteht auch in der Community die Notwendigkeit, komplexe Software-
projekte arbeitsteilig, also modular zu bearbeiten und diese Teilprojekte zu koordinie-
ren und zu integrieren. Dies geschieht im Gegensatz zur eher hierarchisch gepr￿gten
und durch Vertr￿ge konstituierten Organisationsform der Firma aufdezentralem Weg
(vgl. Ettrich (2004)). Dabei spielen unterschiedliche Akteursgruppen eine Rolle:
• Etablierte freie Entwicklerteams, welche die Kontrolle ￿ber den Code des Projek-
tes aus￿ben und einen kontinuierlichen formalisierten Entwicklungsprozess auf-
weisen (z.B. dezidierte Release-Politik, Qualit￿tssicherung, Bug-Report-System).
Beispiele: Kernel-Team, KDE-Team, Gnome-Team, XFree86-Team usw.,
• einzelne freie Entwickler und kleinere Teams mit sporadischen Entwicklungsbei-
tr￿gen,
5Von kleinen Unternehmen, bei denen Unternehmensleitung und Programmierer identisch sind, sei
hier abgesehen.
12• Softwarenutzer, welche den Entwicklerteams ￿ber Fehler (Bugs) berichten oder
W￿nsche bzw. Verbesserungsvorschl￿ge mitteilen, oder sich an der Dokumenta-
tion beteiligen,
• kommerzielle und nicht-kommerzielle OSS-Distributoren, die z.T. eigene Entwick-
lungsbeitr￿ge leisten (SuSE, RedHat, Mandrake bzw. Community-Projekte wie
Debian, Slackware, Fedora),
• kommerzielle Anbieter mit einem OSS-Gesch￿ftsmodell und mit eigenen OSS-
Entwicklungsbeitr￿gen (Sun, IBM, HP, Novell usw.),
• vernetzende und Interessen b￿ndelnde Institutionen wie die Free Software Foun-
dation (FSF) und die Open Source Development Labs (OSDL).
Die an einem Projekt beteiligten Entwickler kommunizieren dabei weitgehend ￿ und
h￿u￿g ausschlie￿lich ￿ ￿ber das Internet. R￿umliche Entfernungen spielen ebenso wenig
eine Rolle wie Pers￿nlichkeitsmerkmale (z.B. Alter, Geschlecht, sozialer Status). F￿r
jedes Softwareprojekt gibt es zwar klare Verantwortlichkeiten der Projektteams und ein
transparentes System, nach welchem Entwicklungsbeitr￿ge eingereicht, bewertet und
in das Projekt eingep￿egt werden (z.B. das ￿Concurrent Versions System￿ CVS). Dieser
Prozess beinhaltet die Pr￿fung der Qualit￿t, Konsistenz und Fehlerfreiheit des Codes,
die zwar nicht perfekt, aber mit den entsprechenden Prozessen kommerzieller CSS-
Entwicklung vergleichbar sind. Jedoch k￿nnen Projektverantwortliche lediglich Teil-
beitr￿ge koordinieren, da es keine zentrale Instanz gibt, welche bestimmte L￿sungen,
Entwicklungsrichtungen, Standards usw. vorschreibt. Dieser Umstand eines fehlenden
Prinzipals f￿hrt zun￿chst zu der Gefahr, dass
• Teilprojekte nicht weiter bearbeitet werden (￿Verwaisung￿), da sich keine freiwil-
ligen Entwickler daf￿r ￿nden,
• die Entwicklungen sich zu sehr aufspalten, so dass sich die Ressourcen auf kon-
kurrierende und nur teilweise kompatible L￿sungen verteilen (Forking),
• die Kontinuit￿t der Weiterentwicklung nicht unbedingt sichergestellt werden kann.
Diese bei einer rein dezentralen Koordination auftretenden Probleme werden von Kri-
tikern des OSS-Modells als Beleg f￿r dessen geringe E￿zienz und Leistungsf￿higkeit
gewertet. Solche Koordinationsprobleme, die bei hinreichend ￿gro￿en￿ und im Markt
etablierten Softwareprojekten kaum auftreten, sind jedoch der Preis f￿r einige Vorz￿ge,
die das Modell der dezentralen Produktion aufweist: Entscheidendes Merkmal ist, dass
in jedem Stadium des Entwicklungsprozesses der Source-Code ￿￿entlich zug￿nglich ist.
Dies er￿￿net erst die M￿glichkeit, dass weltweit verstreutes Humankapital mobilisiert
und f￿r die Entwicklung genutzt werden kann, was sich vor allem bei der Durchleuch-
tung des Codes auf m￿gliche Fehler und Sicherheitsl￿cken zeigt (vgl. Gehring (2004)):
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m￿gliche Fehler austauscht sowie Verbesserungsvorschl￿ge diskutiert und L￿sungen
entwickelt, wird daher auch h￿u￿g als der gro￿e Vorteil der OSS genannt.
Die Tendenz, dass sich gerade wegen o￿ener Standards (d.h. dem leichten ￿Marktein-
tritt￿ neuer Projekte) parallel unterschiedliche L￿sungen entwickeln, Softwareprojekte
￿zersplittern￿ mit dem Risiko, dass Teilprojekte nicht mehr weiter verfolgt werden,
kann sich aber auch positiv f￿r den Nutzer auswirken: Der Nutzer ist nicht auf eine
bestimmte Softwarel￿sung festgelegt, sondern kann frei aus einer Vielfalt unterschied-
licher L￿sungen w￿hlen. Diese Wahlfreiheit betri￿t nicht nur die Frage, z.B. welches
Textverarbeitungsprogramm oder Browser er benutzt, sondern auch die freie Wahl
der Desktop-Ober￿￿che, der Systemsteuerung (Kontrolle ￿ber das Betriebssystem, die
Hardware-Ressourcen und die instalierte Software) und sogar die Kon￿guration der
F￿higkeiten des Betriebssystem-Kernels. Diese Wahlfreiheit wird vor allem dadurch
erm￿glicht, dass die Open-Source-Idee auch o￿ene Standards impliziert6. Auf diese
Weise ist es sehr viel leichter, die Daten- und Schnittstellenkompatibilit￿t konkurrie-
render Softwarel￿sungen sicherzustellen (vgl. Kuhlmann (2004)). Dies senkt erheblich
die switching costs zwischen unterschiedlichen OSS-Produkten. Da die Produkte selbst
kostenlos sind, kann sich der Nutzer sehr viel einfacher mit unterschiedlichen L￿sungen
und Varianten vertraut machen (Erfahrungsgut-Eigenschaft), bevor er sich entschei-
det. Ein weiterer Vorzug ist, dass der Kunde zumindest die Kontrolle ￿ber den Code
und somit Transparenz dar￿ber hat, was auf seinem Computersystem geschieht. Dies
erm￿glicht zumindest im Prinzip die Anpassung des Codes an die eigenen Bed￿rfnisse.
Firmenkunden sind auf Kontinuit￿t und Support angewiesen. Dies zieht eine Profes-
sionalisierung der OSS-Community nach sich. So werden Firmenkunden kaum eigen-
st￿ndig OSS-Produkte zusammenstellen und p￿egen, sondern auf bereits fertig vorkon-
￿gurierte Distributionen von Anbietern wie z.B. RedHat, SuSE, Sun oder auch IBM
und HP (im Serverbereich) zur￿ckgreifen, welche ihre Produkte kontinuierlich dem
technischen Stand anpassen, die Kompenenten aufeinander abstimmen und auch den
gew￿nschten Support leisten. Hier besteht kaum noch ein Unterschied zu kommerziel-
len Softwarel￿sungen. Auch f￿r OSS gibt es eine wachsende Zahl von IT-Dienstleistern,
welche solche Komplement￿rprodukte und -leistungen anbieten.
4 Effizienzwirkungen und Wechselbeziehungen von OSS und CSS
Die beiden Formen der Produktion und Bereitstellung von Software unterscheiden sich
in ihren statischen und dynamischen E￿zienzwirkungen, beein￿ussen sich aber auch
gegenseitig. Einige der folgenden ￿berlegungen unterstreichen, dass trotz fehlender
unmittelbarer Steuerung durch den Markt und entsprechender Probleme dezentraler
Koordination das OSS-Modell einige Vorz￿ge aufweist. Man kann erwarten, dass eine
6Die Umkehrung gilt jedoch nicht.
14Mischung kommerzieller und freier Software volkswirtschaftlich e￿zient ist (vgl. Shapi-
ro und Varian (2003)). F￿r eine volkswirtschaftliche Beurteilung der E￿zienzwirkungen
sind sehr unterschiedliche Aspekte zu ber￿cksichtigen. Dazu z￿hlen nicht nur die unmit-
telbaren Wirkungen auf dem Softwaremarkt, sondern auch die Frage einer e￿zienten
Verwendung des Produktionsfaktors ￿Humankapital￿, die Rolle positiver Spillover des
Wissenskapitalstocks, der Orientierung an den Pr￿ferenzen der Kunden und dynami-
sche Wirkungen auf Wettbewerb und den Innovationsprozess.
4.1 Direkte E￿zienzwirkungen auf dem Softwaremarkt
Bei einer partialanalytischen Betrachtung des Softwaremarktes spielen die diskutier-
ten Eigenschaften von Software eine Rolle. Da zun￿chst keine Rivalit￿t im Konsum
herrscht und Software zu Grenzkosten von (nahezu) Null reproduziert werden kann,
ist ein Marktpreis von Null optimal, um eine e￿ziente Allokation zu erreichen. Das
aber f￿hrt zu dem Problem, dass kein Anreiz besteht, Software zu entwickeln, obwohl
eine positive Zahlungsbereitschaft vorhanden ist, so dass die ￿E￿zienz ex ante￿ nicht
gew￿hrleistet w￿re. Das kommerzielle CSS-Modell l￿st das Problem durch kostenp￿ich-
tige Lizenzen zur Nutzung des bin￿ren Kompilats der Software. Der gewinnmaximale
Marktpreis f￿r Softwarelizenzen muss ￿ber den Produktlebenszyklus hinweg eine De-
ckung der Entwicklungskosten garantieren. Auf diese Weise ist das Anreizproblem be-
hoben, jedoch um den Preis einer deutlich verringerten Konsumentenrente, d.h. stark
verringerter ￿E￿zienz ex post￿. Dies unterstreicht das Ergebnis von Quah (2003), dass
bei digitalen G￿tern die De￿nition von Verf￿gungsrechten (intellectual property rights)
weder eine notwendige noch hinreichende Bedingung f￿r deren e￿ziente Bereitstellung
ist.
Das OSS-Modell verzichtet auf das Ausschlussprinzip und stellt Software kostenlos zur
Verf￿gung, was der wohlfahrts￿konomischen Bedingung einer ￿￿rst best￿-Allokation bei
nichtrivalisierendem Konsum entspricht. Der Anreiz zur Produktion des Gutes muss
folglich auf anderem Weg sichergestellt werden. Dazu wurden eine Reihe von Gr￿n-
den diskutiert. Die Entwicklungskosten (Faktoreinsatz) k￿nnen somit nicht ￿ber den
Marktpreis f￿r Software gedeckt werden. Die MICE-Studie argumentiert, dass dadurch
eine Verzerrung des Preissystems induziert wird, die in einer Marktwirtschaft Fehl-
allokationen nach sich ziehe (Kalwey u.a. (2003b)). Das Argument ist aus mehrren
Gr￿nden zu kritisieren:
• Das Argument der Studie basiert auf der Vorstellung eines walrasianischen Preis-
systems, welches auf vollst￿ndig kompetitiven M￿rkten eine e￿ziente Allokati-
on sicherstellt. Nun liegen aber gerade durch die ausf￿hrlich diskutierten Ei-
genschaften des Gutes Software gleich mehrere Gr￿nde f￿r Marktversagen bzw.
unvollkommenen Wettbewerb vor. Bei Grenzkosten von nahezu Null besteht der
Marktpreis aus einem Deckungsbeitrag f￿r die Entwicklungskosten und einer Mo-
nopolrente. Zu bedenken sind au￿erdem nachfrageseitige Wechselkosten, so dass
15die dadurch verringerte Preiselastizit￿t ebenfalls vom Anbieter als Preissetzungs-
spielraum ausgenutzt werden kann. Von einem Preissystem, welches man sich
im Referenzmodell kompetitiver M￿rkte f￿r rein private G￿ter vorstellen kann,
ist hier schon aufgrund der Eigenschaften des Gutes Software und (deshalb) der
besonderen Angebots- und Nachfragebedingungen nicht auszugehen.
• Ein Teil der OSS-Entwicklungsleistung wird aus intrinsischen Gr￿nden freiwillig
geleistet. Hier besteht eine Schwierigkeit, weil nicht-kommerzielle T￿tigkeiten in
der ￿konomischen Theorie als ￿Freizeit￿ behandelt werden, in der per De￿nition
gerade kein Faktoreinsatz geleistet wird. Ein nicht unerheblicher Teil der Oppor-
tunit￿tskosten der OSS-Entwicklung liegen in entgangener Freizeit, aber nicht
im Entzug von Ressourcen aus anderen produktiven Verwendungsm￿glichkeiten.
Bei gegebener L￿sung des Arbeits-Freizeit-Kalk￿ls eines Programmierers beste-
hen dessen Opportunit￿tskosten aus den Freizeitaktivit￿ten, auf die er verzichtet.
Diese w￿rden aber ebenfalls nicht verg￿tet werden.
• Ein Teil der OSS wird im Rahmen von OSS-Gesch￿ftsmodellen entwickelt. Hier
m￿ssen, wie die MICE-Studie korrekt argumentiert, die Preise der Komplemen-
t￿rprodukte die OSS-Entwicklungskosten mit abdecken. Allerdings stellt der Um-
stand, dass der Kunde ein B￿ndel von Leistungen nachfragt, weil nur das B￿ndel
z.B. aus Software, Schulung, Installation und Support die gew￿nschte Probleml￿-
sung darstellt, f￿r die er eine Zahlungsbereitschaft formuliert, keine Besonderheit
von OSS dar. Man kann argumentieren, dass in OSS-Gesch￿ftsmodellen Leis-
tungsb￿ndel produziert und zu marktgerechten Preisen verkauft werden, wobei
zugelassen wird, dass die Teilleistung ￿Software￿ auch von Dritten, die keine Zah-
lungsbereitschaft f￿r das gesamte Leistungsb￿ndel haben, kostenlos mitgenutzt
werden kann.
• Auch kommerzielle Anbieter verkaufen B￿ndel von Leistungen. Dabei ist es aus
Sicht des Anbieters strategisch rational, den Wettbewerb dadurch zu behindern,
dass die dominante Position in einem Teilmarkt dazu genutzt wird, das domi-
nierende Produkt nur im B￿ndel mit einer anderen Software eines anderen Teil-
marktes zu vertreiben, um auf dem zweiten Teilmarkt ebenfalls eine dominierende
Position zu erhalten und Wettbewerber zu verdr￿ngen (￿leveraging￿, Beispiel: Mi-
crosoft Windows im Verbund mit dem Internet-Explorer oder dem Media-Player).
Auch dies kann als ￿Quersubventionierung￿ und insofern als Verzerrung des Preis-
gef￿ges gewertet werden, f￿r die sogar ein strategischer Anreiz im Marktsystem
besteht.
Unter dem Gesichtspunkt der statischen E￿zienz kann angesichts des ￿￿entlichen-
Gut-Charakters von OSS ein Marktpreis von Null wohl kaum kritisiert werden. Hinzu
kommt, dass OSS im Gegensatz zu CSS einen Beitrag zum allgemein verf￿gbaren Wis-
senskapitalstock beitr￿gt, also positive externe E￿ekte hat, die bei einer statischen Ef-
￿zienzanalyse ber￿cksichtigt werden m￿ssen. Darauf wird im n￿chsten Abschnitt n￿her
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merziellen Softwarem￿rkten ist es nicht legitim, dem OSS-Modell Preisverzerrungen
und E￿zienzde￿zite vor dem Hintergrund eines vollkommenen walrasianischen Gleich-
gewichtsmodells vorzuwerfen und so einen Nachteil gegen￿ber CSS zu begr￿nden.
Im Hinblick auf die dynamischen E￿zienzwirkungen spielen permanente Anpassungen
an sich ver￿ndernde Kundenw￿nsche und die Innovationst￿tigkeit eine Rolle. Da die
Orientierung an Kundenpr￿ferenzen gesondert behandelt wird, werden hier nur einige
￿berlegungen zum Innovationsanreiz dargelegt. Kommerzielle Softwareanbieter haben
einen Innovationsanreiz aus drei Gr￿nden:
• Falls es konkurrierende Hersteller geben sollte, liegt der Innovationsanreiz (Erlan-
gung von Wettbewerbsvorteilen) auf der Hand. Bei stark di￿erenzierten Produk-
ten und einer starken Monopolisierung aufgrund von Netzwerk-Externalit￿ten ist
dieser Anreiz eher moderat, denn ein Innovationsvorsprung zahlt sich nur dann
aus, wenn er Nachfrager aus einem konkurrierenden Netzwerk zu einem Wechsel
bewegen, also dessen switching costs ￿berwinden kann.
• Ein entscheidender Innovationsanreiz besteht darin, dass Software keinem Ver-
schlei￿ unterliegt und somit die Zahl der verkauften Lizenzen schnell zu einer S￿t-
tigung f￿hren w￿rde. Durch permanente Innovation wird eine anhaltende Nach-
frage nach Software bzw. Updates erzeugt. Eine Monopolrente kann nur solange
abgesch￿pft werden, wie die Nachfrage an Lizenzen noch nicht ges￿ttigt ist.
• Zwar veraltet nicht die einzelne Softwarelizenz, jedoch das technische Wissen,
welches in der Software steckt. Regelm￿￿ige oder auch fallweise Innovationen
erfordern hohe Entwicklungskosten. Diese stellen dannsunk costs dar, welche ei-
ne Markteintrittsbarriere f￿r potentielle Konkurrenten darstellen (Baumol u.a.
(1982)). Innovationen sind also auch als strategische Markteintrittsbarriere not-
wendig, weil sonst die Monopolstellung durch potenzielle Innovatoren bedroht
wird, die in den Markt eindringen k￿nnten.
Bei der OSS-Entwicklung scheinen diese Gr￿nde zun￿chst nicht zu greifen. Die Moti-
vation f￿r innovative L￿sungen entsprechen im Kern denselben Motivationen, weshalb
￿berhaupt freiwillige Entwicklungsbeitr￿ge geleistet werden. Wegen der fehlenden un-
mittelbaren kommerziellen Verwertung der Software lie￿e sich vermuten, dass daher
auch der Innovationsanreiz schw￿cher ausgepr￿gt ist, zumal stets die Gefahr einer Par-
allelentwicklung innovativer Ideen besteht. Auf der anderen Seite bietet gerade der
fehlende Verwertungsdruck auch die M￿glichkeit, statt inkrementeller Verbesserungen
auch das h￿here Risiko v￿llig neuartiger Konzepte und Probleml￿sungen einzugehen,
deren Markterfolg sehr ungewiss ist (vgl. Kogut und Matiu (2001)). Auf Grund der
zunehmenden Professionalisierung des OSS-Bereichs k￿nnen, da immer mehr Entwick-
lungsbeitr￿ge vor dem Hintergrund eines OSS-Gesch￿ftsmodells get￿tigt werden, im
17Prinzip auch dieselben Argumente geltend gemacht werden, wie sie f￿r kommerzielle
Softwareanbieter angesprochen wurden. Eine abschlie￿ende Bewertung, welches Mo-
dell auf lange Sicht die h￿here Innovationsleistung (und somit dynamische E￿zienz)
hervorbringt, kann nicht gegeben werden.
4.2 Spillovere￿ekte und Wissensverbreitung
Wird Software aufgrund durchsetzbarer Verf￿gungsrechte zum Club-Gut, dann wird
zwar einerseits das Trittbrettfahrerproblem gel￿st, auf der anderen Seite aber auch er-
hebliche positive Spillover-E￿ekte des codierten Wissens ausgeschlossen. Da bei CSS
der Source Code geheimgehalten wird, kann kein Dritter von den Probleml￿sungs-
techniken lernen, diese ggf. verbessern, Sicherheitsl￿cken aufsp￿ren, Algorithmen f￿r
￿hnliche Problemstellungen ￿bernehmen etc. Die Verbreitung dieses Wissens w￿re je-
doch f￿r den allgemeinen technischen Fortschritt von gro￿er Bedeutung. Aus der Neuen
Wachstumstheorie ist bekannt, dass ￿konomische Aktivit￿ten, welche zu positiven Ex-
ternalit￿ten in Gestalt von frei verf￿gbarem Wissen f￿hren, positiv f￿r das Wachstum
sind und ein zu geringes (pareto-ine￿zientes) Niveau solcher Aktivit￿ten zu verzeich-
nen ist, wenn diese allein durch Marktpreissignale gesteuert werden (vgl. z.B. Barro
und Sala-i Martin (1995), S.146 ￿.). Dieser Verlust an positiven Wissens-Spillovern
l￿sst sich mit dem Hinweis darauf rechtfertigen, dass es ohne das Ausschlussprinzip
via Lizenzen gar nicht erst zur Entwicklung dieses Wissens k￿me. Allerdings zeigt die
Existenz von OSS, dass dies ein kontrafaktisches Argument ist.
Auch ein Teil des in CSS enthaltenen Wissens ist ￿￿entlich zug￿nglich. Dieses be-
zieht sich allerdings nur auf allgemeine Konzepte (z.B. Bedienung mit Fenstern und
Pull-Down-Men￿s, Drag-and-Drop-Technik, Plug-In-Technik usw.), nicht auf detallier-
te programmiertechnische L￿sungen. Au￿erdem sind im Softwaredesign ￿ wie in jedem
anderen Produkt ￿ Informationen ￿ber die Kundenpr￿ferenzen enthalten, wie sie von
den Firmen wahrgenommen werden. Von diesen sehr allgemeinen Wissensinhalten pro-
￿tieren sowohl kommerzielle Konkurrenten als auch die OSS-Community. Allerdings
k￿nnen zumindest im US-amerikanischen Rechtssystem auch solche Spillovere￿ekte von
konzeptionellem Wissen durch Softwarepatente verhindert werden.
Beim Open-Source-Konzept ist das erzeugte ￿￿entlich zug￿ngliche Wissen sehr viel
umfangreicher, und die OSS-Entwicklung beruht wesentlich auf der Ausnutzung der
dadurch induzierten Spillovere￿ekte. Zwar wird in der Community die freie Verf￿gbar-
keit des Codes h￿u￿g durch idealistische und normativ-ethische Argumente begr￿ndet
(vgl. Stallman (2002)), jedoch ist schon aus ￿konomischer Sicht der Beitrag zu einem
￿￿entlichen Wissenskapitalstock wegen der Externalit￿ten und damit produktivit￿ts-
erh￿henden Wirkung positiv zu werten.
Das frei verf￿gbare Wissen ist jedoch nur im Rahmen der OSS-Lizenzpolitik ￿frei￿.






codiertes Wissen (durch Lizenzen eingeschr￿nkt)
Abbildung 1: Wissens-Spillovere￿ekte
Software. Das akkumulierte Wissenskapital soll der Community zugute kommen, weil
es f￿r das Funktionieren des OSS-Entwicklungsprozesses unentbehrlich ist, ein Tritt-
brettfahren kommerzieller Anbieter soll aber verhindert werden. Durch diese mode-
rate Form des Ausschlussprinzips werden positive Spillovere￿ekte eingeschr￿nkt, und
zwar dann, wenn Individuen beispielsweise darauf verzichten OSS-Elemente zu ver-
wenden, da sie das Ergebnis nicht kommerziell verwerten k￿nnen 7. Diese restriktive
Eigenschaft der GPL verringert zwar einerseits die Spillovere￿ekte, vermeidet aber da-
durch einen Wettbewerbsnachteil gegen￿ber CSS, so dass die Existenz der Institution
einer OSS-Community gesichert wird. Es ist leicht einsehbar, dass die Nachpr￿fbarkeit
dieses kommerziellen Verwertungsverbotes sehr schwierig ist. Jedoch ist es in Einzel-
f￿llen m￿glich gewesen, Verst￿￿e gegen die GPL juristisch zu ahnden (Heise News
(2004e)). Der kommerzielle Softwaresektor kann nur von allgemeinen OSS-Konzepten
(einschlie￿lich der dort verwendeten Standards und Schnittstellen) und dem program-
miertechnischen ￿L￿sungsstil￿ des Source-Codes lernen, jedoch kann der Code nicht
direkt ￿bernehmen werden. Eine schematische ￿bersicht ￿ber Spillovere￿kte innerhalb
der OSS-Community sowie zwischen OSS und CSS bietet Abbildung 1.
7Anzumerken ist, dass einige Firmen mit OSS-Gesch￿ftsmodell dazu ￿bergehen, ihre Produkte
nach einem ￿Dual License￿ Modell anzubieten, also entweder kostenlos gem￿￿ der GPL, oder kos-
tenp￿ichtig nach einer weniger restriktiven Lizenz, welche eine kommerzielle Verwendung des Codes
erlaubt. Beispiele: MySQL, Trolltech.
194.3 Zur Humankapitalallokation
Da der Open-Source-Code nicht am Markt verkauft und somit dessen Entwicklung
nicht unmittelbar durch den Markt gesteuert wird, argumentiert die MICE-Studie,
dass hier volkswirtschaftliche Ressourcen, insbesondere Humankapital, nicht e￿zient
verwendet werden und es somit zur Fehlallokation von Ressourcen komme (vgl. Kalwey
u.a. (2003b), S.70 ￿.). Die Teile des Humankapitals, die f￿r OSS-Entwickung eingesetzt
werden, w￿rden dem kommerziellen Sektor entzogen und w￿rden daher nicht oder kaum
zur Wertsch￿pfung beitragen. Au￿erdem spiegele der Marktpreis von Null f￿r OSS
nicht den erforderlichen Ressourceneinsatz wider, so dass aufgrund eines verzerrten
Preissystems der Humankapitaleinsatz fehlgesteuert werde.
Ein wichtiger Punkt bei der Frage, ob eine in OSS eingesetzte Humankapitaleinheit
weniger produktiv ist, als wenn sie f￿r kommerzielle Softwareentwicklung eingesetzt
w￿rde, ist, dass Lizenzums￿tze unmittelbar die Wertsch￿pfung repr￿sentieren, w￿h-
rend beim kostenlosen Download von OSS keine Markttransaktion statt￿ndet und die
Statistik folglich keine ￿Wertsch￿pfung￿ ausweist, obwohl das Produkt genauso hoch-
wertig sein kann wie kommerzielle Software. Die Wertsch￿pfungswirkung von OSS wird
somit zwangsl￿u￿g statistisch untersch￿tzt. Das ist ein Problem der Statistik, nicht der
OSS. Es besteht a priori kein Grund f￿r die Annahme, dass aus reintechnischer Sicht
die Durchschnitts- oder Grenzproduktivit￿t des Humankapitaleinsatzes im OSS-Sektor
geringer ist.
Ein zweiter wichtiger Punkt betri￿t die Frage, ob man eine Ine￿zienz aus demEnt-
zug von Humankapital aus dem kommerziellen Sektor ableiten kann. Das Argument
l￿sst sich auch so formulieren, dass im OSS-Bereich eingesetztes Humankapital (zu) ho-
he Opportunit￿tskosten verursache. Dabei wird erstens die Frage ausgeblendet, woher
das Humankapital stammt, und zweitens wird unterstellt, dass eine solche Wahlm￿g-
lichkeit, wo das Humankapital eingesetzt wird, ￿berhaupt besteht. Im Folgenden wird
argumentiert, dass zum einen die Community selbst Humankapital erzeugt und so-
mit das Produktionspotential der Volkswirtschaft erh￿ht. Zum anderen wird dargelegt,
dass aus unterschiedlichen Gr￿nden die Softwareentwickler, welche Tr￿ger des Human-
kapitals sind, sich gar nicht vor die Entscheidung gestellt sehen, ob sie im OSS- oder
CSS-Sektor Software entwickeln wollen. Wenn aber keine Alternativen zur Wahl stehen,
ist auch die unterstellte Opportunit￿tskosten￿berlegung hinf￿llig.
Tabelle 1 zeigt neben den M￿glichkeiten, Humankapital f￿r die CSS- oder OSS-Ent-
wicklung einzusetzen, auch zwei unterschiedliche Herkunftsarten von Humankapital
auf. Humankapital kann zum einen im ￿kommerziellen Sektor￿ erworben werden. Da-
mit ist gemeint, dass entweder durch staatliche oder privatwirtschaftliche Bildungs-
ma￿nahmen Humankapital aufgebaut wird (also durch Ressourceneinsatz), oder durch
learning-by-doing (also als Spillovere￿ekt produktiver T￿tigkeit) entsteht. Dabei hat







Tabelle 1: Herkunft und Verwendung von Humankapital
entschieden, wieviel Zeit es im kommerziellen Sektor einsetzen will. In der mikro￿ko-
nomischen Theorie wird Freizeit als nicht-produktive T￿tigkeit behandelt und Freizeit-
Aktivit￿ten haben demnach nur konsumtiven Charakter. Diese sehr stilisierte Sicht
kann eine Reihe ￿konomischer Ph￿nomene nicht abbilden. Im vorliegenden Fall ist
festzustellen, dass im Rahmen von Freizeit- oder zumindest nicht prim￿r erwerbswirt-
schaftlichen Aktivit￿ten
• Humankapital akkumuliert wird (Erlernen von Programmiersprachen, Erwerb
von IT-Wissen) und
• Humankapital produktiv in der OSS-Entwicklung eingesetzt wird.
Somit kann man argumentieren, dass der Teil des Humankapitals, welcher in der Frei-
zeit produktiv eingesetzt wird, nicht dem kommerziellen Sektor verloren geht. Der
Entwickler steht allenfalls vor der Opportunit￿tsentscheidung, einen OSS-Beitrag zu
leisten oder aber seine Freizeit anderweitig zu gestalten. Dieses Argument l￿sst sich je
nach Herkunft des Humankapitals di￿erenzieren:
• In der Freizeit akkumuliertes und in der Freizeit f￿r OSS eingesetztes Humanka-
pital entzieht dem kommerziellen Sektor keine Ressourcen, sondern tr￿gt sowohl
zur Vergr￿￿erung des Produktionspotentials als auch zur Erh￿hung des Outputs
bei, wobei letzterer allerdings nicht durch Marktpreise bewertet und insofern
statistisch untesch￿tzt wird. Dies betri￿t die empirisch schwer zu ermittelnde
Zahl autodidaktischer Freizeitprogrammierer, aber auch der Softwarenutzer, die
durch den Umgang mit Software Humankapital aufgebaut haben (Erfahrungsgut-
Eigenschaft) und am OSS-Entwicklungsprozess partizipieren.
• Im kommerziellen Sektor akkumuliertes undzus￿tzlich zur Erwerbsarbeit auch in
der Freizeit eingesetztes Humankapital wird ebenfalls nicht dem kommerziellen
Sektor entzogen, sondern lediglich besser ausgelastet. Dies betri￿t z.B. ausgebil-
dete Programmierer bzw. Informatiker, die sich neben Studium oder Berufst￿tig-
keit an der OSS-Entwicklung beteiligen.
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Ziel, ein Reputationssignal f￿r den Arbeitsmarkt zu erwerben, dann pro￿tiert der
kommerzielle Sektor von der Akkumulationsleistung der Community, ohne selbst
Ressourcen f￿r die Humankapitalbildung aufbringen zu m￿ssen.
Das Argument, dass OSS dem kommerziellen Sektor Humankapitalressourcen entzie-
he und weniger produktiven Verwendungen zuf￿hre, betri￿t allein den Fall, dass ei-
ne Wahlentscheidung ￿C oder D￿ zugunsten von D getro￿en wird (vgl. Tabelle 1).
Angesichts fehlenden empirischen Materials kann die statistische Bedeutung dieser
Konstellation momentan nicht beurteilt werden. Da bei D das Humankapital nicht
unmittelbar nach seiner Grenzproduktivit￿t entlohnt wird, muss es entweder komple-
xere Opportunit￿tsentscheidungen gegeben haben (z.B. OSS-Gesch￿ftsmodell versus
Prinzipal-Agenten-Vertrag), oder es haben andere Motivationen als rein erwerbswirt-
schaftliche eine Rolle gespielt. Obwohl sich die Wertsch￿tzung f￿r das Produkt nicht
in einem Marktpreis niederschl￿gt, kann nicht davon ausgegangen werden, dass im Fall
von D das Humankapital technisch ine￿zient verwendet wird.
Eine Alternativentscheidung, ob das Humankapital ￿ gleich welcher Herkunft ￿ f￿r
OSS oder CSS eingesetzt werden soll, besteht nicht immer. Eine Eigenschaft der OSS-
Community ist es gerade, auch geringe Entwicklungsbeitr￿ge von solchen Personen zu
integrieren, welche nicht ￿ber gen￿gend Humankapital verf￿gen, um ￿berhaupt im kom-
merziellen Sektor eingesetzt zu werden. Wenn beispielsweise ein f￿rmlicher Abschluss
als Diplom-Informatiker fehlt, dann fehlt dasSignal, welches die asymmetrische Infor-
mationsverteilung zwischen dem Programmierer und dem potentiellen Arbeitgeber (be-
z￿glich der Programmier-Kompetenz des Programmierers) abbauen kann. Dieses kann
eine Besch￿ftigung im kommerziellen Sektor behindern oder sogar unm￿glich machen.
Der Erwerb entsprechender Reputation durch hochwertige OSS-Entwicklungsbeitr￿ge
kann jedoch ein ￿quivalentes Signal darstellen. Dar￿ber hinaus besteht die Alterna-
tiventscheidung auch dann nicht, wenn OSS-Entwickler bereits erwerbswirtschaftlich
t￿tig sind und ihre OSS-Beitr￿ge freiwillig leisten.
4.4 Pr￿ferenzsteuerung versus Happy-Engineering
Ein Argument f￿r die mangelnde E￿zienz von OSS besteht darin, dass sich kommer-
zielle Software am Markt behaupten muss, so dass der Wettbewerb f￿r eine Steuerung
der Softwareentwicklung nach den Pr￿ferenzen der Anwender erfolge. Dagegen richte
sich die Entwicklung von OSS vor allem nach den Bed￿rfnissen der Entwickler selbst,
das sogenannte ￿Happy-Engineering￿ (vgl. Kalwey u.a. (2003b), S.66 ￿.). Diesem Ar-
gument stehen jedoch einige Einschr￿nkungen und Gegene￿ekte gegen￿ber. Au￿erdem
sollte nicht ignoriert werden, dass OSS-Produkte in der Einsch￿tzung der Anwender in
einigen Bereichen qualitativ kommerziellen Produkten gleichwertig sind, in Einzelf￿llen
sogar ￿berlegen sind (z.B. Serverprodukte). In anderen Bereichen sind allerdings auch
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Heise News (2004f)). So sind die Leistungsunterschiede z.B. zwischen MS O￿ce und
OpenO￿ce nicht so signi￿kant gro￿, dass sie zu einer entsprechenden hohen Zahlungs-
bereitschaft f￿r MS O￿ce f￿hren m￿ssen. Die tats￿chlich vorhandene Zahlungsbereit-
schaft spiegelt zu einem gro￿en Teil die Opportunit￿tskosten des Wechsels wider. Im
Serverbereich ist der Marktanteil OSS-basierter Produkte sogar erheblich, was als In-
dikator f￿r eine Deckung mit den Kundenbed￿rfnissen ist (vgl. Heise News (2004a)).
Nach dem Happy-Engineering-Argument ist dieser Befund kaum zu erkl￿ren.
In einem kompetitiven Markt beruht das Argument der Pr￿ferenzsteuerung darauf,
dass der Kunde jederzeit auf ein Konkurenzprodukt ausweichen kann, bei dem ihm das
Verh￿ltnis von Zahlungsbereitschaft und Nutzen g￿nstiger erscheint. Dadurch haben
Anbieter einen Anreiz, Kundenpr￿ferenzen aufzusp￿ren und ihnen zu entsprechen. Die-
ser Anreizmechanismus wird aufgrund der Eigenschaften von Software und der dadurch
bedingten Marktunvollkommenheiten eingeschr￿nkt:
• Wegen der Erfahrungsgut-Eigenschaft kann der Kunde vor dem Kauf einer Li-
zenz nur bedingt feststellen, in wie weit das Produkt seinen W￿nschen entspricht.
Vermutet er (nach dem Kauf) bei einem Konkurrenzprodukt, dass dieses seinen
Pr￿ferenzen eher entspricht, hat er allein durch die Lizenzzahlung und die ak-
kumulierten software-spezi￿schen Erfahrungen Wechselkosten. Aus dem Nicht-
Wechsel zum Konkurrenzprodukt kann somit nicht geschlossen werden, dass das
aktuelle Produkt den Pr￿ferenzen besser entspricht.
• Wegen der Netzwerk-Externalit￿ten werden sich Kunden auch dann f￿r ein be-
stimmtes Gut entscheiden, wenn sie wissen, dass es zwar ihren Pr￿ferenzen we-
niger gut entspricht, aber die installlierte Basis an Softwareeinheiten hinreichend
gro￿ ist. Der Lock-In-E￿ekt verhindert zum einen den Wechsel und bestimmt zum
anderen die Erst-Entscheidung f￿r oder gegen ein bestimmtes Softwaresystem.
• Auf der Anbieterseite f￿hren sowohl die Netzwerk-E￿ekte als auch die spezielle
Kostenstruktur zu engen Oligopolen oder gar monopolistischen Marktstrukturen.
Dadurch wird schlicht die Wahlm￿glichkeit der Nutzer stark beschr￿nkt.
Die Pr￿ferenzsteuerung im kommerziellen Softwaremarkt solte nicht so beurteilt wer-
den, als w￿rde es sich um einen vollkommenen kompetitiven Markt handeln. Ein kom-
merzieller Anbieter darf sich lediglich nicht so weit von den Kundenw￿nschen entfernen,
dass der Vorsprung eines konkurrierenden Systems die Wechselkosten ￿berkompensiert.
Ein Teil der Innovationsleistung kommerzieller Hersteller ist sicherlich auf dieses Ziel
der Sicherung der Marktposition zur￿ckzuf￿hren. Eine unmittelbare strategische Folge
der Marktstruktur ist es aber auch, die Marktmacht dazu zu nutzen, sowohl poten-
zielle Konkurrenten vom Markt fernzuhalten, als auch den Kunden einen Wechsel zu
erschweren, indem deren Wechselkosten strategisch erh￿ht werden. Dazu dienen u.a.
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Beispiel ist das Bestreben Microsofts, in den Markt f￿r mobile Audioplayer einzudrin-
gen, in welchem bisher der iPod von Apple dominiert, der auf dem verbreiteten o￿enen
Standard MP3 basiert. Microsoft will dagegen das eigene WMA-Format durchsetzen.
Gelingt dies, so ist ￿ anders als bei Apples Audioplayer ￿ der Marktzutritt Dritter prak-
tisch unm￿glich, weil die WMA-Spezi￿kation Dritten nicht zug￿nglich gemacht wird.
Was wie eine Innovationsleistung im Sinne der Kundenpr￿ferenzen aussieht, wirkt auf
der anderen Seite als Wettbewerbsbeschr￿nkung. Diese schr￿nkt auch die Wahlfreiheit
der Konsumenten ein, weil es bei einem propriet￿ren Standard nur einen Anbieter gibt,
w￿hrend bei einem o￿enen Standard zwar ebenfalls Netzwerkexternalit￿ten existieren,
die aber den Marktzutritt konkurrierender und (den Kundenpr￿ferenzen entsprechend)
di￿erenzierter Produkte nicht behindern.
Bei der Entwicklung von OSS kommt es zum einen auf die Entwicklermotivation an,
zum anderen unterscheiden sich auch die Mechanismen der Pr￿ferenzermittlung von
denen kommerzieller Softwareproduktion. Programmierer, die sich aus intrinsischer
Motivation oder aus Reputationsgr￿nden an OSS-Projekten beteiligen, haben keinen
unmittelbaren ￿konomischen Anreiz, sich an den Anwenderw￿nschen zu orientieren.
Sie werden vielmehr ihre Leistung als technische Herausforderung begreifen. Auf der
anderen Seite bedeutet aber gerade die Feststellung, dass es au￿er ￿konomischen auch
andere Anreize f￿r Entwickler gibt, Software zu produzieren, dass auch alternative
Anreize existieren k￿nnen, welche zu einer Kundenorientierung f￿hren. So kann der
Umstand, dass ein OSS-Produkt aufgrund seiner hohen Qualit￿t bzw. Kundenorien-
tierung einen hohen Marktanteil hat, den intrinsischen Entwickleranreiz ansprechen,
und ein hohes Reputationssignal darstellen, wenn die Mitarbeit an einem popul￿ren
Softwareprodukt eine entsprechende Reputation verscha￿t.
Die Pr￿ferenzermittlung der Kunden erfolgt im OSS-Bereich sehr stark auf direktem
Weg ￿ber das Internet: Dieses ist die Kommunikationsplattform f￿r die Produktent-
wicklung und kann von jedem Anwender zu vernachl￿ssigbaren Transaktionskosten
genutzt werden. Aufgrund des unmittelbar fehlenden Drucks, diesen ge￿u￿erten W￿n-
schen nachzukommen und der weniger stark ausgepr￿gten M￿glichkeit, Entwicklerres-
sourcen gezielt und massiv auf bestimmte Kundenprobleme zu orientieren, sind gewis-
se De￿zite bei der Pr￿ferenzorientierung durchaus m￿glich. Vereinzelte Studien bele-
gen zwar einerseits gewisse R￿ckst￿nde, konstatieren aber auch deutliche Fortschritte
in Richtung Nutzerorientierung (Heise News (2004f)). Qualit￿tssicherung und Benut-
zerfreundlichkeit geh￿ren zumindest bei gro￿en OSS-Projekten zu den Punkten, de-
ren Ber￿cksichtigung sich auch institutionell widerspiegelt (z.B. usability.kde.org). Die
institutionelle Verankerung der Kundenorientierung im Projekt kann durchaus eine
Selbstbindungswirkung entfalten.
Ein wichtiger Aspekt der Professionalisierung und Kundenorientierung von OSS stellt
aber auch die Tatsache dar, dass immer mehr Firmen jeglicher Gr￿￿enordnung OSS-
Gesch￿ftsmodelle entwickeln. Die Vermarktung von Komplement￿rprodukten ist l￿ngst
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lierten Basis an OSS-Produkten, d.h. an einer entsprechenden Netzwerkgr￿￿e vorhan-
den ist. Dies l￿sst sich vor allem durch ￿berzeugte Kunden erreichen. Auch wenn hier die
Kundenorientierung lediglich auf dem Umweg der Komplement￿rgutvermarktung er-
folgt, so muss dieser Mechanismus nicht unbedingt weniger e￿ektiv sein als bei kommer-
zieller Softwareentwicklung, wo die Konsumentensouver￿nit￿t ebenfalls eingeschr￿nkt
ist. Der ￿Preis￿, der f￿r die Professionalisierung von OSS zu bezahlen ist, besteht darin,
dass die OSS-Entwicklung weniger von enthusiastischen, intrinsisch motivierten Ent-
wicklern, sondern zunehmend auch von kommerziell orientierten Entwicklern (bzw.
Firmen, welche f￿r bestimmte Projekte Sponsoring betreiben) getragen wird.
Ein wesentlicher Unterschied zu CSS besteht darin, dass der Wettbewerb nicht direkt
bez￿glich einzelner Softwareprodukte besteht, sondern bez￿glich ganzer Systeme bzw.
Komplement￿rg￿ter. Zusammen mit der Quello￿enheit und der damit verbundenen
o￿enen Standards f￿hrt dies zu einer sehr viel gr￿￿erenVielfalt an Produkten, Benut-
zerober￿￿chen, Kon￿gurationsm￿glichkeiten usw., so dass eine entsprechnde Wahlm￿g-
lichkeiten der Kunden besteht. Da wegen der o￿enen Standards m￿gliche Wechselkos-
ten zwischen OSS-Produkten gering gehalten werden, sind die tats￿chlich ￿konomisch
nutzbaren Wahlm￿glichkeiten ￿ als ein Indikator der Konsumentensouver￿nit￿t ￿ im
OSS-Sektor mindestens genauso gro￿ wie im kommerziellen Sektor. Die Vielfalt und
der durch o￿ene Standards erm￿glichte (sogar erw￿nschte) Markteintritt neuer Projek-
te kann sogar dazu f￿hren, dass der Wettbwerb bei der Vermarktung ganzer Systeme
oder Komplement￿rg￿ter intensiver ist als in monopolisierten M￿rkten, da keine so
ausgepr￿gte Abh￿ngigkeit des Kunden von einem Hersteller besteht, welcher ein Inter-
esse daran hat, seine Marktmacht nicht nur durch Kundenorientierung, sondern auch
durch m￿glichst hohe Wechselkosten zu sichern. Marktstudien zufolge ￿u￿ern sich bei-
spielsweise Firmenkunden besorgt ￿ber ihre Abh￿ngigkeit vom Software-Marktf￿hrer
Microsoft (Heise News (2004g)).
Zwar ist es richtig, dass es f￿r spezielle oder extrem anspruchsvolle Kundenw￿nsche
sein kann, dass nicht gen￿gend ￿freie￿ Entwicklerressourcen verf￿gbar sind, so dass
kein entsprechendes OSS-Projekt zustande kommt. Es widerspricht dann aber nicht
der Grundidee der Community, dass in solchen F￿llen Spezialsoftware oder kundenspe-
zi￿sche Software auch auf kommerziellem Weg erstellt wird. Dabei besteht die M￿glich-
keit, kommerzielle Software zu entwickeln, die auf OSS-Plattformen ausgef￿hrt werden
(z.B. Mathematica oder Maple f￿r Linux).
4.5 Wettbewerbswirkungen
Kommerzielle Unternehmen betrachten inzwischen OSS nicht mehr als Nischenprodukt,
sondern als ernst zu nehmende wettbewerbliche Herausforderung (Heise News (2002c)
Heise News (2004b) ). Es gibt mehrere direkte und indirekte Kan￿le, durch welche die
Aktivit￿ten der Community zu mehr wettbewerblichem Verhalten auf kommerziellen
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• Die OSS-Entwicklung ￿bernimmt Konzepte kommerzieller Software und orien-
tiert sich an deren Eigenschaften, so dass OSS-Produkte auf dem Markt als enges
Substitut zu CSS-Produkten gesehen werden und ihnen Marktanteile wegnehmen.
Dies f￿hrt dazu, dass die starke Abh￿ngigkeit von einem Hersteller verringert wird
￿ schon dies kann von Firmenkunden als strategischer Vorteil gesehen werden,
selbst wenn sie dabei Wechselkosten in Kauf nehmen m￿ssen. Manche Kunden,
welche ihre Wertsch￿pfungskette durch den Zukauf propriet￿rer Software verl￿n-
gert haben, k￿nnen dies nun mit OSS-Produkten tun, die m￿glicherweise besser
z.B. auf die angebotene Hardware abstimmbar ist.
• Die OSS-Community entwickelt selbst innovative Konzepte und Standards, die
vom kommerziellen Sektor ￿bernommen werden m￿ssen, damit er wettbewerbsf￿-
hig bleibt. Wegen restriktiver Open-Source-Lizenzen wie der GPL sind hier dem
kommerziellen Sektor Grenzen gesetzt. Dort, wo OSS unter weniger restriktiven
Lizenzen verbreitet wird, werden sogar OSS-L￿sungen direkt ￿bernommen (z.B.
der TCP/IP-Stack in MS-Windows aus der BSD-Linie).
• Das Prinzip der Quello￿enheit f￿hrt zu einem transparenten ￿berpr￿fen der Soft-
ware auf Sicherheit und Stabilit￿t durch unz￿hlige Entwickler und Tester welt-
weit. M￿gliche Bu￿er-Over￿ows und andere Verwundbarkeiten k￿nnen zumindest
im Prinzip nachvollzogen und entsprechend schnell Ma￿nahmen getro￿en werden.
F￿r eine gefundene Sicherheitsl￿cke kann im Prinzip jeder einen Patch schreiben,
dies muss nicht unbedingt der Entwickler des urspr￿ngllichen Codes sein. Die-
ser sicherheitstechnische Vorzug hat sich in den letzten Jahren als h￿chst rele-
vant erwiesen und wird auch von kommerziellen Anbietern nachgeahmt, so etwa
mit dem erw￿hnten Shared-Source-Prinzip von Microsoft. Die enormen Ausga-
ben kommerzieller Anbieter f￿r Softwaresicherheit sind sicherlich auch durch den
Wettbewerbsvorsprung von OSS-Produkten bzw. durch den kritischen Vergleich
mit OSS zu erkl￿ren.
Die Wirkungen der Existenz von OSS auf den Wettbewerb in kommerziellen Softwa-
rem￿rkten ist quantitativ sehr schwer einsch￿tzbar. Es besteht jedoch die begr￿ndete
Vermutung, dass der Wettbewerbsdruck im kommerziellen Sektor verst￿rkt wird bzw.
OSS als Substitut f￿r unzureichenden funktionierenden Wettbewerb fungiert.
5 Kritische Kommentare zur MICE-Studie
Die Ergebnisse der MICE-Studie werden in sieben Thesen zusammengefasst (vgl. Kal-
wey u.a. (2003b), S.3 ￿.). Vor dem Hintergrund der hier er￿rterten Zusammenh￿nge
k￿nnen die Thesen wie folgt kommentiert werden:
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Die Studie betont die zentrale Bedeutung preisgesteuerer M￿rkte f￿r eine e￿zien-
te Allokation in einer arbeitsteiligen ￿konomie. Den argumentativen Hintergrund
bildet das Modell vollkommener wettbewerblicher M￿rkte. Dabei wird vernach-
l￿ssigt, dass es sich bei Software nicht um ein normales Konsumgut handelt:
Massive nachfrageseitige Netzwerkexternalit￿ten, positive Spillovere￿ekte des in
Software steckenden Wissens, sinkende Durchschnittskosten bei hohen ￿rst-copy-
costs, strategisch beein￿ussbare Wechselkosten usw. erfordern weitaus komple-
xere Marktmodelle. Hier liegen eine Reihe von Ergebnissen in der ￿konomischen
Literatur vor, dass unter solchen Gegebenheiten nicht unbedingt mit einer e￿-
zienten Allokation und maximaler Wohlfahrt zu rechnen ist. Dennoch wird OSS
stets dem stilisierten Lehrbuchmodell vollkommenen Wettbewerbs gegen￿berge-
stellt, um die angebliche Unterlegenheit gegen￿ber dem kommerziellen Software-
markt zu begr￿nden.
• These 2: Happy Engineering ￿ Entwicklerorientierung ist nicht Kun-
denorientierung
Dazu wurde in diesem Papier ausf￿hrlich argumentiert, weshalb im kommerziel-
len Softwaremarkt nur in eingeschr￿nktem Umfang der Konsumentensouver￿nit￿t
Rechnung getragen wird, w￿hrend es im OSS-Bereich Mechanismen der Kunden-
orientierung (nicht zuletzt durch deren Partizipation am Enstehungsprozess) gibt,
welche die Studie nicht ausreichend w￿rdigt. Es wird wieder von einem ￿kti-
ven wettbewerblichen Marktmodell ausgehend argumentiert, dassnur ein Preis-
system in der Lage sei, Konsumentensouver￿nit￿t durchzusetzen. Es wird dabei
vernachl￿ssigt, dass die Preise im kommerziellen Softwaresektor in erheblichem
Umfang monopolistische Preissetzungsspielr￿ume aufgrund hoher (und ggf. stra-
tegisch erh￿hter) Wechselkosten und wegen geringer Markteintrittsm￿glichkeiten
eine entsprechende Marktmacht widerspiegeln. Da die Grenzkosten einer Softwa-
relizenz nahezu Null betragen, wird somit in erheblichem Ma￿ Konsumentenrente
abgesch￿pft. Propriet￿re Standards lassen sich als strategisches Instrument ver-
wenden, um die Netzwerkexternalit￿ten dazu zu nutzen, Konkurrenzprodukten
den Marktzutritt zu erschweren, und verringern somit die Wahl- und Wechsel-
m￿glichkeiten der Konsumenten. Auf der anderen Seite w￿rdigt die Studie nicht
die Mechanismen der Kundenorientierung im OSS-Sektor. Diese beruhen ￿ neben
Reputations- und Selbstbindungse￿ekten ￿ auf dem Interesse an einem etablier-
ten OSS-Umfeld, d.h. an einer Netzwerkgr￿￿e, welches die Basis f￿r Komplemen-
t￿rg￿tervermarktung ist. Dabei wird die Attraktivit￿t des Netzes gerade durch
o￿ene Standards und somit dem leichten Marktzutritt unterschiedlicher Software-
projekte erreicht. Dies erh￿ht die Vielfalt und Wahlm￿glichkeiten der Nutzer bei
gleichzeitig verringerten Wechselkosten. Diese Mechanismen schr￿nken die reine
Entwicklerorientierung im OSS-Bereich ein.
27• These 3: Nicht kostenlos, aber manchmal umsonst ￿ Die Open-Source-
Ressourcenlenkung
Auch hier ist das Kernargument der ￿fehlende Markt￿, so dass Humankapital man-
gels Bepreisung nicht e￿zient auf alternative Verwendungsm￿glichkeiten (Soft-
wareprojekte) aufgeteilt werde. Dies gelte insbesondere ex ante bei der Allokation
von Entwicklungsressourcen f￿r neue Software. Hier ist entgegenzuhalten, dass in
der Community in einem sehr hohen Ma￿ zus￿tzliche Ressourcen f￿r den volks-
wirtschaftlichen Produktionsprozess akquiriert werden bzw. bestehendes Human-
kapital zus￿tzlich genutzt, d.h. besser ausgelastet wird. Es wird in der Studie so
getan, als best￿nde die Opportunit￿t, die Ressourcen auch anderweitig im kom-
merziellen Sektor zu verwenden. Dies ist nicht der Fall, wenn der Gro￿teil der
Entwicklungsarbeit freiwillig im Rahmen der Freizeit erbracht wird. Die Oppor-
tunit￿ts￿berlegung der Entwickler ist es dann, freiwillig Entwicklungsbeitr￿ge zu
leisten oder Freizeit zu konsumieren. Das Allokationsargument der Studie klam-
mert auch den entscheidenden Aspekt aus, dass es sich bei Software um codiertes
Wissen handelt, welches den gesellschaftlichen Wissenskapitaltstock erh￿ht und
positive Spillovers nach sich zieht. Aus der ￿konomischen Theorie (z.B. der Neuen
Wachstumstheorie) ist jedoch bekannt, dass unter solchen Bedingungen die nur
aufgrund von Preissignalen und durch private Anreize vermittelte Ressourcenal-
lokation zu einer Unterversorgung mit solchen G￿tern f￿hrt. Dies unterstreicht
gerade das Steuerungsde￿zit des Preissystems. Wenn nun aber Individuen frei-
willig Wissensbeitr￿ge leisten und somit eine anreizbedingte Unterversorgung ab-
bauen helfen, ist schwer einzusehen, weshalb dies die Allokationse￿zienz verrin-
gern sollte. Insgesamt l￿sst sich festhalten, dass o￿ensichtlich Leistungsanreize,
Arbeitsteilung und Koordination nicht allein durch Preise gesteuert werden und
Preise weder der einzige Allokationsmechanismus sind, noch E￿zienz sicherstellen
k￿nnen.
• These 4: Second-best L￿sung ￿ Kommerzielle Open-Source-Gesch￿fts-
modelle
Kommerzielle Komplement￿rprodukte zu OSS und eine strategische Ausrichtung
der Gesch￿ftsmodelle auf OSS werden in der Studie als Verzerrung des Preis-
gef￿ges kritisiert: ￿Kommerzielle Gesch￿ftsmodelle m￿ssen alle Investitionen in
Open-Source-Entwicklung indirekt ￿ber die Erl￿se bei komplement￿ren Produk-
ten ￿nanzieren [...]. Diese Form der Quersubventionierung verf￿lscht das markt-
wirtschaftliche Preisgef￿ge [...].￿ (Kalwey u.a. (2003b), S.5) Es wird ￿bersehen,
dass in kommerziellen M￿rkten die Lizenzkosten aus Deckungsbeitr￿gen f￿r (ex
post: ￿xe) Entwicklungskosten und Monopolrenten bestehen und zudem durch
monopolistsche Marktstrukturen und strategische Aspekte (z.B. leveraging) ge-
pr￿gt sind. Der Vertrieb ganzer B￿ndel von Leistungen mit m￿glichen Quersub-
ventionierungse￿ekten (insbesondere, wenn es um Fixkostenverteilung geht) ist
im kommerziellen Sektor ebenso anzutre￿en. Die MICE-Studie geht nicht hinrei-
28chend auf den Umstand ein, dass die Grenzkosten eines beliebig replizierbaren
Produktes Null sind. Eine Nichtbepreisung von Entwicklerleistung, deren Op-
portunit￿tskosten in vielen F￿llen in entgangener Freizeit bestehen, aber nicht
im Entzug von Ressourcen f￿r alternative Produktionszwecke, ist ebenfalls kein
￿preisverzerrender￿ Tatbestand.
• These 5: Die Schw￿chung kommerzieller Software st￿rkt nicht OSS
Die Studie argumentiert, dass der kommerzielle Sektor eine Voraussetzung f￿r
das Funktionieren eines OSS-Sektors ist, was jedoch nicht schl￿ssig belegt wird.
Diese These soll hier weder bestritten noch best￿tigt werden. Durch die Beit￿ge
zum Wissenskapitalstock und die indirekte Erh￿hung des Wettbewerbsdrucks im
kommerziellen Sektor wirkt sich aber OSS auch positiv auf diesen aus. Zudem pro-
￿tiert der kommerzielle Sektor auch von den freiwilligen Akkumulationsleistungen
von Humankapital ￿ und sei es nur durch das Aufdecken von Sicherheitl￿cken in
kommerzieller Software durch die Community. Au￿erdem tr￿gt der OSS-Sektor
zu einer Intensivierung des wettbewerblichen Verhaltens im kommerziellen Sektor
bei und erh￿ht so dessen E￿zienz. Welcher Bereich vom jeweils anderen st￿rker
pro￿tiert, kann nicht beantwortet werden.
• These 6: Open-Source-Software f￿rdert nicht den IT-Mittelstand
Kaum ein Argument der Studie spiegelt so klar die Gesch￿ftsziele des Auftragge-
bers der Studie (Microsoft) wider. Unzweifelhaft wirkt sich Microsofts Partnermo-
dell positiv auf den Mittelstand aus und f￿hrt dort zu einer hohen Wertsch￿pfung
(vgl. dazu Kalwey u.a. (2003a)). Da der IT-Mittelstand aber lediglich Komple-
ment￿rprodukte anbietet (darunter auch Software, die auf Microsoft-Produkten
aufbaut), k￿nnte er dieses genauso gut f￿r konkurrierende kommerzielle Software
oder aber auch f￿r OSS tun. Es gibt eine wachsende Zahl mittelst￿ndischer Unter-
nehmen, die mit OSS ihr Geld verdienen. Daher ist diese These schlicht unbegr￿n-
det. Dar￿ber hinaus ist auch anzumerken, dass jeder Euro, der an Wertsch￿pfung
im IT-Mittelstand erzeugt wird, einen Teil der Total-Cost-of-Ownership (TCO)
der IT-Anwender darstellt. Wenn also behauptet wird, dass kommerzielle Soft-
ware im Mittelstand mehr Wertsch￿pfung durch Lizenzen und komplement￿re
Dienstleistungen erzeuge als OSS, so kann das auch so verstanden werden, dass
die Software besonders kostenintensiv in puncto Anscha￿ung, Beratung, Kon￿-
guration, P￿ege, Schulung etc. ist.
• These 7: Die Open-Source-F￿rderung ￿ Kein Instrument der Wettbe-
werbspolitik
Zun￿chst ist die Formulierung der These schlicht falsch. OSS-F￿rderung bzw.
OSS-Subventionierung ist selbstverst￿ndlich ein im Prinzip zur Verf￿gung ste-
hendes Instrument der Wettbewerbspolitik. Es darf lediglich bezweifelt werden,
ob es sinnvoll ist, dieses Instrument einzusetzen. Hier ist anzumerken, dass kaum
29jemand eine OSS-Subventionierung fordert, insofern zielt diese Warnung v￿llig
ins Leere. Sehr wohl kann man aber das Argument umkehren: Auch die Festle-
gung der ￿￿entlichen Bescha￿ungspolitik auf einen (marktf￿hrenden) Hersteller
wirkt wie eine Subventionierung. Auch die Tatsache, dass die ￿￿entliche Hand
die Ausr￿stung z.B. von Schulen mit kommerzieller Software eines bestimmten
Herstellers zu extrem g￿nstigen Konditionen f￿rdert, wirkt in der Weise, dass
spezi￿sches Humankapital bei den Anwendern aufgebaut wird, so dass sich der
Lock-In-E￿ekt weiter verst￿rkt und die marktbeherrschende Stellung dieses An-
bieters langfristig gesichert wird. Wenn ￿￿entliche Stellen allm￿hlich beginnen,
sich in ihrer Bescha￿ungspolitik von der Festlegung auf den Marktf￿hrer zu l￿-
sen und OSS als gleichberechtigte Alternative (aus Qualit￿ts- und Kostengr￿n-
den) ins Auge zu fassen, wird man wohl kaum von einer Subventionierung und
Wettbewerbsverzerrung sprechen k￿nnen. Als problematisch hingegen ist zu se-
hen, wenn die Festlegung auf einen bestimmten Hersteller durch die Festlegung
auf OSS abgel￿st w￿rde, oder feste Quoten vorgeschrieben w￿rden. Der Wett-
bewerbsdruck, der durch eine st￿rker di￿erenzierte Bescha￿ungspolitik erzeugt
wird, welche Anscha￿ungs- und Betriebskosten, Sicherheitsaspekte, Zuverl￿ssig-
keit und l￿ngerfristige Abh￿ngigkeiten ber￿cksichtigt, kann ordnungspolitisch po-
sitiv bewertet werden.
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