Abstract-The Complex Adaptive Situational Model (CASM) promotes understanding of establishing conditions which enable software engineering success. Influenced by complexity science, CASM explains aspects of the state of dynamic equilibrium that is achieved under constraining influence of management and production governance. Four states of dynamic equilibrium are defined: Crafted Quality (Agile), Controlled Quality (waterfall), Managed Costs (WetAgile) and Self-Directed Quality. A band of software engineering feasibility is also described and it is suggested that successful software engineering initiatives require teams to operate in that band. The journey across the band of feasibility is explained by introducing SEMAT, with Crafted Quality amounting to applying SEMAT Essence, and Controlled Quality being achieved by introducing additional practices which satisfy the more stringent governance requirements. An enterprise is then described as a collection of CAS's, thereby setting the scene for further research into the complexities of human-driven complex adaptive systems.
I. INTRODUCTION
Predictability has a devious sister called complexity [1] .
II. COMPLEXITY
Our attempts at understanding complexity involve:
Dynamical systems theory; Chaos theory; Network theory;
Game theory and other branches of science that are collectively known as the Complexity Sciences. Causality ruled the sciences from the 17th century. Complexity is a product of the 20th century. Complexity theory offers a new way of understanding the problem of producing software and managing organizations -even though our minds prefer causality over complexity.
The human brain is wired to fmd purpose and causality in everything and we favor "linear thinking" to "nonlinear thinking". So we easily reason that the global financial crisis was caused by bankers. Bad atmosphere at work is caused by the manager. The team didn't make a deadline because of someone's mistake.
The mental addiction to causal determinism has led people to use control to ensure desired outcomes. Engineers and other people with technical minds are particularly susceptible to the concept of control. Engineers developed scientific management the command-and-control style of management. Engineers devised the kind of control systems we still find today which work adequately with repetitive tasks that don't require serious thought and analysis. But these control systems don't work with creative product development.
Managers also look for causes that would produce the outcomes exactly as they need them: through careful up-front design, with meticulous top-down planning. Appelo explains that agile management derives when hierarchical management embraces complexity and non-linear thinking and is a logical companion to Agile software development [2] .
III. CHALLENGES OF SOFTWARE ENGINEERING
The software development industry started in an ad hoc way with the term "software engineering" first appearing in the 1968 NATO Software Engineering Conference where attention was given to the perceived "software crisis" of the time which resulted from the impact of rapid increases in computer power and the complexity of the problems that could be tackled. In essence, it referred (and still refers) to the difficulty of writing correct, understandable, and verifiable computer programs. The roots of the software CrISIS have been recognized as being complexity, expectations, and change. All too often formal approaches introduced bureaucracy and delivered software much more slowly than the rate at which requirements were changing. At the same time, some teams of passionate and disciplined programmers, with ad hoc processes and flexible requirements, delivered products of higher quality at a fraction of the cost and in a fraction of the time.
The dilemma created by the constantly high rate of software project failure in the midst of a multitude of alternative ways of working, triggered the search for general theories of software engineering that could achieve recognition equivalent to that of, for example, Maxwell's equations in the electrical engineering community [3] . But where Maxwell's equations deal with translating natural phenomena into usable practice, software engineering is all about people applying process and technology to translate their ideas into operational solutions. This translation is enabled by design which, according to John Gero and quoted by Kruchten [4] , is a goal-oriented, constrained, decision making, exploration and learning activity which operates within a context that depends on the designer's perception of the context. In the same article Kruchten explains that he had to extend the boundary of "software design" to include much more than software practitioners' traditional activities as defined in the Software Engineering Body of Knowledge (SWEBOK). In SWEBOK, software design covers only a narrow set of processes and artifacts [5] . But if we accept that design is making choices that will shape the final product, we must include some requirements activities and all coding and testing activities. The significance of this statement is that, contrary to most other engineering disciplines, the design process remains active throughoutvirtually up until the very moment that source software is translated into executable machine language. And people drive the design process. As is described later in this article, people are the active agents in a complex adaptive system (CAS) and CAS agents respond to governance forces while applying rules.
An early case study that deals with the tension between approaches is described in Dee Hock's fascinating book "Birth of the Chaordic Age" (1999). He describes how, in the 1960's, a management team responded to their concerns when the traditional approach to system delivery was failing.
The team took ownership of the challenge and we shut ourselves in a room and didn't come out until we had an approach to which we were totally committed. He also confirms that: out of initial failure grew a magnificent success [6] .
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In 2001 a gathering held in Utah resulted in formulation of the "Agile Manifesto" [7] which was, on the one hand, a reaction against the bureaucracy of the formal approaches, while on the other hand, also taking a stand against the "chaotic" processes and low quality products of undisciplined programmers. It gave substance to the search for a middle road between structure and non-structure, between order and chaos.
Evidence demonstrates that Agile software development, when done well, shows a tremendous return on investment. Areas of concern are addressed in terms of Activity Spaces which involve the actions taken to achieve objectives.
But if
Alphas represent essential aspects of software engineering and each progresses through a number of states (Alpha States) as the team conducts work.
As described in the submission to the OMG [9] and in the published book "The Essence of Software Engineering: Applying the SEMAT Kernel" (2013) [10] , the SEMAT initiative promises to fundamentally affect the discipline of software engineering. Appelo emphasizes that the primary focus of any manager should be to energize people -to make sure that they actually want to do what's required of them. Like a gardener looking after plants in a garden, a manager looks after the employees on the tearnls [16] .
For centuries mathematicians have preferred to work with linear (ordered) systems and considered nonlinear (complex) systems to be a special group. But nonlinear systems are the norm and abundant throughout the universe, whereas linear systems are a rare and special breed. From the beginning of the universe, everything in it was shaped by self organization. Self-organization is the process where a structure or pattern appears in a system without any central authority or external element imposing it through planning. Self-organization is the norm. It is the default behavior of dynamic systems, whether these systems consist of atoms, molecules, species, businesses or software developers.
Appelo emphasizes that self-organization is not a "best practice" -it is "default practice" [17] . No matter how a team 843 is managed, there will be self-organization. People will discuss and agree on lunch meetings, folder structures, influenced by other cells according to some set of predefined rules. It is particularly interesting because it is a fme example of a system with a small set of simple rules, having complex behavior and ordering itself. The game also shows us that, whatever the initial situation is, the system will eventually always stabilize.
There is, however, one catch: the set of rules has to be chosen carefully. We therefore observe that rules must be tuned for a system to be both stabilizing and lively. A different set of rules leads to a different system with different behavior As described by Waldrop [18] Stephen Wolfram proposed a classification scheme for cellular automata -named universality classes. complexity. Given that complexity is usually explained as the region between order and chaos, this means that class IV finds itself between II and III.
Complex adaptive systems are systems that can fmd their own way toward that sweet spot of complexity, between order and chaos, where life blooms and creativity thrives.
Scientists call it the edge of chaos, but they also could have called it the edge of order. This sweet spot represents a state of dynamic equilibrium between governance forces, parameters and rules that influence emergent behavior of the CAS.
Self-organization takes care of the edge of chaos when certain parameters fall within a critical range. The manager is not a game designer and is not concerned with the low level rules of the game. Rather, the manager configures the high-level parameters, like diversity of team members, information flow between people, and connectivity between teams. When setting up governance in an organization, one responsibility of a manager is the development of a self organizing system, defming the boundaries of the board but not the rules of the game. When a manager takes rule-making into own hands, self-organization will be significantly influenced and frustrated. And then creativity, innovation, and adaptability in the system will suffer.
Self-organization is fundamental for every complex system. But in a human social system, self-organization alone is not enough. Appelo explains how Glen Alleman described the need for management by pointing out that there is a difference between self-organizing and self-directing and this is the role of management [19] . This is not "directing" in the command and control sense. It is directing in the "required business value" sense. If self-organizing teams serve their customers, who "manages" the customer, when the customer is not prepared to behave in a "well-mannered"
way? If there is more than one self-organizing team working on the same project, who coordinates the activities between these teams? When there are conflicts in resources, funding and requirements, who coordinates resolution of these conflicts? At least a little management is needed to steer self organization in a direction that is of value to everyone in the system. Appelo points out that Sanjiv Augustine calls it "light-touch leadership". Appelo calls it alignment of constraints [20] . This author calls it balancing the governance forces.
Directed self-organization in software engineering is a matter of manipulating governance so that a group of people produces results valuable to the goals of the project. 
B. Controlled Quality (The Cube)
In this domain the emergent behavior derives from constraints of engineering-style production governance and formal, high ceremony management governance. A well executed Waterfall approach to software engineering exemplifies Controlled Quality. Such an approach is described in the article "They Write the Right Stuff" by Fishman [25] . One of the key benefits of the Controlled Quality approach is that quality requirements are formally Using the template illustrated in Fig. 3, a sub- Loss of management control -that is perceived to happen when moving to a low ceremony approach.
Lack of engineering discipline -due to organic production approach.
Organizational need and documentation for planning, predictability associated with high ceremony management governance.
Steve Pieczko [30] suggests that Managed Costs might be a hybrid condition experienced by a team that is migrating from Controlled to Crafted Quality and, while still "dripping from the waterfall", they're trying to be agile. Hence the name "WetAgile", introduced in 2010 by Pieczko.
A possible explanation, but this author has experienced a number of situations where the somewhat dysfunctional, Managed Costs state seems to be permanent and a breeding ground for "management-by-politics".
The metaphor chosen for this domain is the explosion which emphasizes the often crisis-driven reality of the domain.
E. Self-Directed Quality (The Sphere)
When low ceremony management governance interacts with engineering production governance, the resulting state is Self-Directed Quality (SDQ) (The Sphere). A somewhat surprising situation. Why would practitioners elect to be constrained by engineering production governance when management governance expects no more than low ceremony? Followers of Controlled Quality would see this as an unexpected bonus, while Crafted Quality "agilista" might think of it as madness. This author suggests two possible explanations that need to be tested by means of further research.
The first might be because the tools being used enforce typical engineering production governance. It was for this reason that first generation CASM actually called this domain "Automatic Quality" [31] .
A second explanation is that small, (one-person?) software development initiatives might be executed by individual/s who prefer to follow the defined stages of the engineering life-cycle. It might well be that some developers of open source software prefer to adopt this way of working.
The metaphor chosen for this domain is the sphere, emphasizing (from an engineer's point of view), the utopian situation where effective engineering is performed with few management constraints. 
VI. BRINGING CASM To LIFE -OPTIONS FOR MANAGEMENT AND TEAMS
CASM allows management to understand levels of governance that should be applied according to characteristics of the situation. The software engineering team then responds chaordically and achieves a state of dynamic equilibrium that is situationally appropriate. Table 2 identifies a number of these situational characteristics and suggests appropriate governance that should be applied. The table is based on the assumption that we are trying to pin point the required point of dynamic equilibrium in the band introduc e significant change? be mitigated by limitin g the extent of change associated with each Other situational characteristics \vill influenc e the decision.
iteration.
An incremental, CoQ, Waterfall approach could al so be used to limit the extent of change introduced during each increment. 
