The Assembly Line Balancing Problem (ALBP) is to determine the optimal allocation of assembly operations to a set of workstations, with respect to precedence constraints. This paper proposes a multi-objective optimization to solve the ALBP using a Genetic Algorithm (GA) approach. The aim is to minimize, besides the number of workstations, two aspects, very important from an economic point of view, but poorly treated in literature: the number of high skilled workers needed to correctly accomplish the operations and the number of assembly equipment along the line. A case study was finally discussed in order to demonstrate the capability of the proposed method in finding optimized solutions in different scenarios.
Introduction
The combinatorial problem to determine the optimal allocation of assembly operations among workstations, with respect to precedence constraints, is known as the Assembly Line Balancing Problem (ALBP). Because of its complexity and great significance from an economic point of view, ALBP is considered to be one of the main issues in design and planning of manufacturing systems. The classical single-model version is the Simple Assembly Line Balancing Problem (SALBP), whose main assumptions are [1] :
• mass production of one homogeneous product;
• paced line with fixed cycle time; • deterministic execution times;
• serial line layout, one-sided stations;
• fixed launch interval corresponding to cycle time.
Depending on the objective to be pursued, several versions of the problem can be defined [2, 3] :
• feasibility problem (SALBP-F): it consists in finding a task assignment for a given number of workstations operating with a certain cycle time; • first optimization problem (SALBP-1): the objective is to minimize the number of workstations for a given cycle time; • second optimization problem (SALBP-2): the objective is to minimize the cycle time for a given number of workstations; • efficiency optimization (SALBP-E): the objective is to maximize the balance efficiency, defined as the ratio between the total operation time and the total available time.
Various techniques are currently employed in the literature to solve these balancing problems [4] . Firstly, heuristic methods can be used to find feasible solutions in a short time, giving good results for simple problems. In addition, iterative algorithms can reach a solution close to the optimal in a reasonable computing time, thanks to a finite number of steps that lead to a gradual convergence moving through successive approximations. Algorithms inspired by the biological world can also be used to solve these problems, such as Neural Networks and Ant Colony Optimization. Among them, the Genetic Algorithm (GA) has shown promising results in this field and has been chosen by many researchers because of its success in solving a wide variety of complex balancing problems [5, 6] .
State of the art and objectives
ALBP has been widely treated in the literature. Fig.1 shows the distribution of balancing objectives pursued in 25 recent papers.
As shown, most researches focuses on the minimization of the number of workstations [7] , trying simultaneously to maximize the workload smoothness, to obtain better balanced solutions [8, 9, 10] . The maximization of the line efficiency is pursued in [11] , whereas in other works the minimization of the cycle time and of the frequency of tool changes are treated, with the aim of maximizing the workload smoothness [12] or minimizing the frequency of direction changes [13] at the same time. Unlike the above-mentioned objectives, the minimization of aspects such as equipment costs and worker skills have been poorly discussed in the literature, despite the importance from an economic point of view. Contributions approaching these aspects can be found in [14] , where a method to choose the type of equipment to place in each workstation in order to minimize the total equipment cost is proposed, and in [15] , where the problem to minimize the number of temporary workers is taken into account.
The novel of this work is therefore to propose a software tool to solve SALBP-1 through a multi-objective genetic algorithm that optimizes, besides of the number of workstations, the two following important aspects:
• distribution of the worker skills along the line. The objective is to distribute the assembly tasks in order to group, in the minimum number of workstations, those ones requesting high skills; • distribution of the equipment along the line. The objective is to distribute the assembly tasks in order to group, in the minimum number of workstations, those ones requesting a specific assembly equipment. In balancing algorithms where this first aspect is not considered, solutions may lead to assembly plans that minimize the number of workstations, even though operations are distributed so that the use of a high number of skilled workers is needed. These resources may not be available, or alternatively expensive training or movement of personnel can be required to satisfy the assembly plan.
An algorithm that allows to group as much as possible operations requiring high skills in the minimum number of workstations has therefore to be developed, in order to reduce the number of high skilled workers to be placed on the line.
The same concerning equipment availability: solutions grouping in few workstations the assembly tasks with the same machines and tools should be preferred to avoid the duplication of resources along the line and to obtain a reduction of costs and complexity.
As a result, the optimization of these new parameters leads to obtaining efficient assembly line configurations.
Description of the proposed system
The developed genetic approach, named GenIAL (Genetic Iteration for Assembly Lines), has been created on a MatLab® platform. The operating mode of the software system, schematically reported in Fig.2 , can be described by the following steps:
• Random generation of the initial population through a sequence planner, which operates as follows:
1. create a subset of assembly operations without any precedence with respect to other tasks; 2. if the subset is empty, stop, otherwise go to step 3; 3. randomly choose and remove one of the operations from the subset and assign it to the first available position in the sequence; 4. put in the subset operations that follow the removed one in the precedence graph, only if not constrained by
operations not yet allocated; 5. return to step 2.
• Fitness evaluation by using a multi-objective function described in detail in section 3.3.
• Genetic operations: the individuals of the current population are selected to produce offspring according to their fitness value. Order-based crossover is applied with a probability of 98%, ensuring populations made only of feasible individuals, in contrast to the swap mutation, applied with a probability of 2%. Elitism is then applied and the roulette wheel selection is used. • Infeasible sequences correction: the action of the mutation operator may generate individuals that violate the precedence relationships, meaning infeasible assembly sequences. For this reason a repairing procedure, operating similarly to the sequence planner, has been used at this stage. • Choice of the best solution: when the predetermined stopping criteria has been reached (i.e. maximum number of iterations), the system returns the best solution of the problem. The individual with the highest value of the fitness represents the solution that best balances the assembly line in terms of the previously mentioned objectives.
Input data
The initial data for GenIAL are the line efficiency, the production rate and the total number of tasks of the assembly problem to be solved. The other data needed to describe each assembly operation are:
• Precedence relationships: these constraints are codified in the software by a square matrix, where each element a ij can be:
1 if task i is a precedence for task j a ij = 0 if no precedence occurs between i and j.
• Execution time, expressed in minutes;
• Worker skills: considering the different abilities of assembly workers on a production line, in the proposed system a skill level s i is associated to each task, as detailed below:
0 if task i does not request specific skill; s i = 1 if task i requests an intermediate skill;
2 if task i requests a high skill.
• Assembly equipment, codified with an equipment matrix whose elements e ik can be:
1 if task i requests equipment k e ik = 0 if task i does not request equipment k.
Further input data concern the algorithm parameters, namely the number of generations, the size of the population, the crossover probability and the mutation probability.
Random generation of the initial population
Chromosome structure
The encoding method implemented in this paper is the task-oriented representation. In this genetic representation each gene of a chromosome represents one assembly task, expressed by an integer number. The length of the chromosome string corresponds to the total number of tasks to be performed for a given assembly process, with an order corresponding to the processing sequence.
For each chromosome the parameters to be evaluated are: i) the number N of workstations needed to perform the assembly sequence, ii) the worker skill index S, iii) the equipment index E. N is established by allocating the tasks into the workstations such that the sum of related task times in each station does not exceed the cycle time. The index S is calculated for each chromosome as the sum of the maximum val kill e 
where n t is the number of tasks and the subset of 1,..., n t consists of tasks assigned to workstation m. Lastly, the index E is evaluated by the sum of different equipment among workstations (Eq.(3), Eq.(4)), considering t t: in each worksta ion a unique occurrence for each equipmen (3) with (4) where n k is the number of equipment and e ik is the element of the equipment matrix.
In Table 1 an example of chromosome for a 8-task problem nd E are calculated as follows: is given, where S a = 2+1+1+2= 6 = 1+2+1+1 = 5 
Fitness function
The system objective is to determine the assembly sequence with tasks allocation into workstations in order to minimize the previously explained indexes N, S and E.
To accomplish that, the following fitness function for each chromosome has been defined:
where w i represent the weights of objectives and F 1 , F 2 , F 3 represent respectively the normalized values derived from the indexes N, S and E. The greater the value of the fitness function is, the greater the probability for the chromosome to survive to the next generation will be.
The generic F i is therefore calculated through the following exp e r ssion:
where X is the current value of the considered index that need to be normalized, LB and UB are the lower and upper bound established for each of the three indexes as detailed below:
• The lower bound of the number of workstations is y e following expression: established b th (7) where T p is the total assembly time of the product and T c is the cycle time.
• The upper bound of the number of workstations is difficult to establish due to the potential risk of overestimating it. For example, to set it equal to the number of tasks is an excessive evaluation. For this reason, in the present work, the upper bound of the number of workstations has been established empirically by analyzing a great quantity of case studies and benchmark from the literature. It can be noticed that UB(N) strongly depends on LB(N), and its value can be reasonably established as a percentage increase o ogical conditions: by the f llowing l UB(N) = (8) Considering that:
If LB(N) <10 then = 30% Else if LB(N) >=10 and LB(N) <30 then = 20% Else = 10%
• The lower bound of the worker skills is the maximum value of skill in the entire assembly sequence:
LB(S) = max {s i }, i=1,…,n t (9)
• The upper bound of the worker skills is obtained by simulating the tasks assignment to stations, whose number is taken equal to the UB(N), in order to distribute the high ediate skills in every station: and interm (10) • The lower bound of the equipment is the total number of different equipment needed to perform the entire assembly sequence:
LB(E) = n k (11)
• The upper bound of the equipment is obtained by simulating the tasks assignment to stations in order not to repeat the same equipment into workstations, whose number is taken equal to the UB(N) (Eq. (12)). This allows to configure the worst situation: distribution (12)
Case study
The system has been tested using several examples of products. In this section a case study is discussed to investigate the effectiveness of the proposed approach. The example, selected from the industrial reality, is a carburetor of a four-stroke engine, whose exploded view is shown in Fig. 3 .
This case study has been analyzed using different scenarios, obtained by varying skill and equipment parameters one at a time. The assembly sequence is formed by 25 tasks shown in Table 2 , together with the input data concerning scenario 1. The problem has a production rate of 25 products/hour and the line efficiency is supposed to be 95%; the cycle time is therefore 2.28 min/product.
The other scenarios have been configured as follows:
• Scenario 2 (lower worker skills): considering column 2 of Table 3 as the skills of the tasks; • Scenario 3 (higher worker skills): considering column 3 of Table 3 as the skills of the tasks; • Scenario 4 (lower number of equipment) considering column 4 of Table 3 as the equipment of the tasks; • Scenario 5 (higher number of equipment): considering column 5 of Table 3 as the equipment of the tasks. 
Results
The experiments were performed with a population size of 80 and a number of generations of 100. The final results computed by the system for the five scenarios are reported in Table 4 . The best solutions in terms of tasks allocation for the scenarios 1, 3 and 5 are respectively reported in Tables 5, 6 and 7. 
Discussion
The results computed by the system have been compared with the solution obtained through the heuristic Largest Candidate Rule (LCR), shown in Table 8 . This heuristic only minimizes the number of workstations and has been chosen as a reference in order to highlight how the proposed GA is able to optimize the distribution of worker skills and assembly equipment along the line. Obtained index values: N = 8; S = 10; E = 11
The value 8 for the number of workstations is obtained for every configuration and, compared with the lower bound (LB(N) = 7), it highlights the capability of the proposed method to minimize the index N.
The computed results show how the system groups worker skills into workstations and reduces the total number of equipment on the line. Comparing the solution of the first scenario obtained with the proposed GA to the one obtained with LCR, the difference between indexes S and E can be detected. Using the proposed genetic approach, both the total worker skills and the total number of equipment requested on the line are lower than those ones obtained with the LCR solution. In fact, in the GA solution, the grouping of operations characterized by the same skill level, such as tasks 12 and 21, or requiring the same equipment, such as tasks 13, 14 and 16, can also be noticed. In the heuristic solution these operations are separated, so the same assembly cycle requires the duplication of resources. As far as the other scenarios are concerned, the obtained solutions show how the system groups tasks requiring high skills such as 10, 21 and 4 in one station for scenario 3, whereas the same operations in scenario 1 are divided in three different stations because they present three different skill levels. Similar considerations apply to solutions referred to other scenarios; in particular, in the line configuration for the last scenario, the grouping of operations requiring the same equipment, such as tasks 13, 16 and 1, can be noticed.
Conclusion
The paper proposes a software tool able to solve the SALBP-1 through a multi-objective genetic algorithm.
The results have demonstrated the capability of the developed genetic approach to group in few workstations the necessary resources to accomplish the assembly operations, simultaneously reducing the number of workstations, the distribution of high skilled workers and the number of assembly equipment among workstations. The obtained solutions are good results in terms of the proposed objectives, because they avoid the duplication of resources and allow the reduction of the assembly line complexity, creating efficient configurations in terms of production costs. Such an algorithm might be much in demand in industrial sectors characterized by assembly operations requiring dexterity and manual skills, acquired with years of experience (e.g.: assembly of luxury leather goods such as bags, wallets, etc.). In such companies, these professionals are usually in a limited number, and, thanks to this algorithm, assembly plans able to satisfy this restriction can be obtained, ensuring, at the same time, high level quality products.
In future works, further aspects which contribute to the reduction of costs and cycle time could be also considered in the fitness function evaluation, such as the reduction of assembly direction changes and the minimization of the workload variance.
