When teaching robotics, we have a number of constraints and desires to satisfy. We are limited by the time available to teach a class, so we need a robotic system that our students can get up to speed on quickly and easily. We are limited by robot availability, in the robots that are on hand, but also because manufacturers of inexpensive teaching robots tend to go bankrupt or change focus quickly, making it difficult to purchase new robots with the same interface as previous models. Thus, we desire an interface easily adaptable to new robots. Finally, we have recently become interested in teaching techniques for dealing with teams of possibly heterogeneous robots. All existing systems that we examined fall short in one or more of these areas, prompting our development of the The Multi-Agent Java Interface Controller (MAJIC). MAJIC was designed from the bottom up with modern software engineering principles. The interface is easy to use and learn, can be quickly adapted to new robots, and allows control of multiple robots simultaneously. This paper presents the design of this system, highlighting rapid development and clarity compared with other systems.
Introduction
Our robotics curriculum attempts to teach students techniques and methodologies at the forefront of robotics research. Teams of unmanned vehicles are quickly becoming a regular part of the robotics landscape. Advances in navigation, mapping, planning, and coordination all need to be understood by the next generation of robotics researchers.
Simultaneously, we are constrained by available resources. The availability and design of inexpensive research and teaching robots tends to change drastically over short periods of time, as technology advances or manufacturers change focus or go bankrupt. Thus, our supply of robots tends to vary as hardware ages, breaks, and is replaced. Researchers run repeatedly into the same obstacles. When several brands of robots are combined to conduct experiments such as swarming or simultaneous location and mapping (SLAM), command and control can become overwhelming.
Currently software packages provide control for various brands of robots individually, but few packages allow concurrent control of heterogeneous robotic teams. We developed the Multi-Agent Java Interface Controller (MAJIC) for just this purpose. MAJIC gives end users the ability to command and control teams of robots without worrying about how those commands are translated to individual robots. In addition, the system's concise, intuitive scripting language offers a means to conduct experiments and create programmed behaviors that are easy to understand and require minimal code.
The design of the system utilized sound software engineering practices during the specification, design, and development. Specifically,
• the system was specified and designed using UML and other software engineering practices;
• we focused on modular, object-oriented Java design, with components that can be used as a whole to coordinate a heterogeneous team of agents, or individually for robot specific applications; and
• we applied design patterns to create a package which is easily upgradable with the addition of future robotspecific libraries.
Previous Work
Various software exists which overlaps with the functionality provided by MAJIC. Most robots come with their own proprietary controller software. Some proprietary software like MobileRobots MobileEyes [1] and generic software like URBI [2] , provide useful GUI applications for remote robot control and monitoring. Several COTS packages even incorporate sensor data to provide SLAM capabilities. These packages, however, provide no abstractions that allow separating the "controller" from the rest of the system.
Other systems, such as OROCOS [3] and CARMEN [4] provide modular architectures, similar to MAJIC's, that are capable of accomplishing many predefined tasks on a single robot. For example, CARMEN, a robot navigation toolkit developed at Carnegie Mellon, is modular software designed to provide basic navigation primitives. Recently introduced, Microsoft's Robotics Studio [5] attempts to abstract robotics development in a manner similar to (or beyond) MAJIC, although in a proprietary platform.
Another single-robot control sytem that has generated much interest in the robot community is Pyro [6] . Pyro, which stands for Python Robotics, provides abstractions for low-level robot specific features much like the abstractions provided in high-level languages. These abstractions allow robot control programs written for small robots to be used to control much larger robots without any modifications. This represents an advance over previous robot programming methodologies in which robot programs were written for specific motor controllers, sensors, communications protocols and other low-level features. While Pyro supports many popular robot brands individually, it provides no means of controlling a heterogeneous team of robots.
When using a single brand of robot, a COTS or proprietary system such as those described above may provide a greater degree of command and control than MAJIC. The trade-off, however, is the time required to acquire, install, and learn the functionality of these COTS and open-source systems. That time is compounded by the fact that the process must be repeated for each kind of robot in the lab. Furthermore, once completed, the researcher is faced with powerful, robot-specific systems that lack interoperability. MAJIC alleviates these problems.
System Design

Design Considerations
The MAJIC software was designed with the needs of students and robotics researchers in mind. When conducting research with robotic systems, users typically run into common roadblocks. Tasks such as establishing communication with the robot and gaining control over its parameters and devices can require many man-hours that could otherwise be spent conducting experiments.
Communication With COTS robots, a researcher must first establish communication with the robot's embedded system, and then must learn the proper format and protocols to transfer information to and from the robot. MAJIC moves the communication implementation from the user's domain to the application domain. Instead of learning proprietary protocols for individual robots, the user can utilize MAJIC's scripting language to pass common commands to any robot managed by the application.
Control Gaining access to individual robot parameters is an absolute necessity in order for researchers to conduct any non-trivial experiments. In many cases, MAJIC adds a layer of abstraction to such tasks, allowing users the ability to intuitively obtain desired responses without extensive knowledge of robot-specific operating systems and protocols.
Coordination Communication and control for an individual robot or type of robot often does not provide a user with the assets she needs to conduct her research. The MAJIC application provides simultaneous control of any number of heterogeneous agents.
System Architecture
MAJIC is a desktop Java application designed for extensibility and platform independence. The system establishes communications with embedded robot servers via a wireless connection (see Figure 1) . The architecture maintains a strict client/server relationship.
From the high-level architecture description, we developed a component-level description, consisting of one presentation level component (a GUI manager), and two application logic components (a Logic System to parse input into valid commands, and a Robot Server, which receives commands from the Logic System and communicates those commands to the appropriate robot). Local components communicate using direct procedure calls.
Graphical User Interface
The primary goal of the user interface is task support and efficiency, with a secondary goal of usability and learnability. MAJIC provides users with easy access to robot command and control. Passing commands to a robot or setting or querying a specific robot's parameters should be uncomplicated and intuitive. Table 1 describes the purpose and behavior of the various user interface components in MA-JIC.
Behavior and Object Design
Refining our design further, we developed a domain model to capture key concepts in the problem domain. The domain model clarifies the meaning of these concepts and determines the relationships among them [7] . These concepts were further refined by use-case models, sequence diagrams, and operational contracts for each of the desired Figure 1 . MAJIC Architecture behaviors of the system. This provided the information necessary to identify application objects. The manner in which these objects interface with one another was precisely modelled using a combination of the conceptual models, the class model, and the method contracts. See [8] for details.
Implementation
Overview
Before the MAJIC application was designed and implemented, extensive research was conducted on each brand of robot in the NPS Autonomous Coordination Laboratory. Establishing communications and control with individual robots was an arduous task, but studying the available APIs for each robot helped define the capabilities we desired in MAJIC. Many of these APIs were then used by MAJIC to communicate with the robots.
Java was chosen as the programming language for MA-JIC. The popularity and portability of Java provides flexibility to the MAJIC architecture, and the use of an object-
Table 1. GUI Component Model
oriented language is also an essential aspect of MAJIC's design. Object orientation allowed us to use abstraction to create a generic robot class, called MajicBot, which could then be extended using inheritance and polymorphism.
Choosing Java does have some potential drawbacks. Depending on the task, Java may be too slow to support realtime robot control, although in some cases this issue may be alleviated through the use of real-time Java [9] . (We have not yet explored this avenue.) Another drawback of Java is its lack of a standardized serial interface, necessary for communication with some robots. While we chose to use the JavaComm API, this interface unfortunately has numerous quirks and drawbacks.
Application Features and Interface
Guided by the architectural design and existing robot APIs, we implemented MAJIC with the following features:
Button Toolbar Provides a convenient area for users to quickly access many common tasks. Buttons to add/remove robots, load behaviors, save files, view help screens, and quit the application are located here.
Robot Configurability The ability to add and remove robots allows the user to alter his robot team's configuration as dictated by situational or research requirements.
Scripting Language MAJIC Script presents the user with a standardized set of commands for all robot types supported by MAJIC.
Command Line Allows users to send a command to any currently managed robot.
Behavioral Programming Pre-programmed behaviors consisting of MAJIC Script and Java are available for uploading to a robot. Users can create and add their own behaviors.
Informational Displays Message areas provide robot sensor/parameter informaiton and give users command line feedback.
File I/O A user may load MajicAct behaviors, and save log files of MAJIC commands and robot parameters recorded during a MAJIC session.
Users are provided with a graphical interface with easy access to the features described above (see Figure 2) . 
Robot Control
A robot can be added to the interface and controlled simply by pressing the "Add Bot" button and giving the robot's address or port. Once a robot is connected to MAJIC, the user can immediately communicate with and control it from the Command Line. User commands utilize MAJIC Script, a simple, intuitive script that is detailed in Table 2 .
All commands begin with a robot ID and are delineated by a single space. Robot-specific libraries have the freedom to implement the commands in a manner most appropriate for their robot type. Due to this flexibility, command arguments can vary slightly among various brands. Users Table 2 . MAJIC Script Commands of MAJIC are assumed to have a basic knowledge of their robot and its parameter requirements. Figure 3 shows the output after running some commands from the command line. A help screen which specifies the command syntax, parameters, and ranges is available for each robot. Sequences of commands can be saved to create MajicActs, which can be replayed at a later time.
Programming Interface
All users with a desire to conduct experiments in AIrobotics are eventually faced with the task of programming their robot. Learning all the proprietary specifications and syntax of an unfamiliar robot requires valuable time and effort that could be better utilized conducting the research itself. Repeating this process for a team of heterogeneous robots can quickly become an extremely involved and overwhelming process.
Programmer's can use the Java libraries within MAJIC to address these concerns. Each extension of the MajicBot class can be used as a stand-alone class for robot-specific programming, or the classes can be used together to develop software for a team of specific robots or a specific team goal.
MAJIC provides an extra layer of abstraction for Java programmers bridging the gap between a Java program and a robot. Since all MajicBot extensions override common methods, many of the time-consuming tasks are abstracted, allowing novice programmers to gain immediate access to their robot's sensors and actuators. Figure 4 shows an example of a stand-alone program using the AIBO ERS-7 and the MajicAibo Class. This simple example combines the majic package with programming logic to create a wander behavior for the AIBO.
MAJIC provides a straightforward method for adding new robot types to the library. Once communication and control of the new robot is established, incorporating the li- brary client into the MAJIC architecture is merely a matter of extending the abstract MajicBot class, along with some housekeeping updates in the parent class.
Results
In this section we demonstrate how the implementation and application of MAJIC allows users with minimal programming experience to develop and test intricate robotic behaviors with relatively few lines of MAJIC Script.
The WanderDog code in Figure 4 is written with a combination of Java and MAJIC Script to create a functional wandering and avoidance behavior for an AIBO ERS-7, with a minimal amount of code. Excluding white space, the program contains 34 lines of code. Along with code economy, MAJIC Script also produces self-documenting code that provides easy readability. The common commands seen in WanderDog such as move, turn, get, and set are instantly recognizable and understandable.
For comparison, we implemented the same behavior in URBI. A portion of this script is shown in Figure 5 Finally, we note that the benefits of MAJIC Script reach their full potential when utilized to create behaviors for teams of multiple, heterogeneous robots. The Great Race is a simple program that instructs a Hemisson, a Pioneer, and an Aibo robot to move forward five seconds. Although this simplistic example did not display the power of information sharing among the robots, it does demonstrate the sizeable code reduction and increased readability that can be gained using MAJIC Script even in the simplest of heterogeneous robot programs. A straight Java version of this code required 157 lines of code. The same task was accomplished with 16 lines of MAJIC Script. 
Conclusions and Future Work
The overarching goal of this work was the development of a software API offering students and researchers the capability of heterogeneous, multi-agent command and control, by providing a layer of abstraction that is easily learnable and understandable for users at all levels of computer skills. Utilizing sound engineering practices, these requirements were specified and incorporated into the overall design of MAJIC. Through extensive use of UML, software design patterns, and object-oriented programming, MAJIC is modular enough to allow for future updates with relative ease and minimal recompilation. While it does take work to maintain the MAJIC environment as new robots are introduced, we believe the benefits to the classroom make this worthwhile.
Furthermore, the MAJIC application allows programmers to create their own behaviors in the form of MAJIC ACTS and develop their own programs with MAJIC Script. The simple, yet powerful set of commands in MAJIC Script allow programmers to create programs for individual robots or multi-agent teams with a significant reduction in code compared to proprietary programs.
Finally, in the case of the robots studied for this research, MAJIC is fully capable of interfacing with virtual robotic packages such as WebBots [10] . This adds even greater benefit to the user who wishes to test and troubleshoot outside the lab.
Some clear avenues for future work exist. As more students and researchers are exposed to MAJIC, its stability and functionality will benefit from their upgrades, patches, and feedback. Additional robot libraries will broaden MA-JIC's capabilities and relevance to the robotic community. Although the addition of these libraries requires minimal code alteration and recompilation, these needs could be removed altogether with a dynamic class loading mechanism.
Finally, MAJIC's modular architecture could be expanded to provide finer interaction with robots. For example, allowing the user to specify the types of sensors a robot will be equipped with or the type of motion model a robot's move command will utilize could allow the user to develop more intricate behaviors with greater precision.
