Abstract: Free-Libre Open Source Software (FLOSS) tools are free-cost license highly attractive to be implemented by organizations. However, not of all the FLOSS tools are mature, and failed implementations can occur. Thus, FLOSS evaluation-selection frameworks and FLOSS success-failure implementation factors studies have been conducted. In this research, we advance on such studies through an integrated FLOSS evaluation-selection model with a risk-based decision making approach. Our model was built upon the other two literatures, and it was structured as a Multi-Attribute Decision Making (MADM) model which contains 12 variables grouped in four risk categories: financial, organizational, enduser and technical ones. We illustrated its utilization in the domain of Information Technology Service Management (ITSM) FLOSS tools. Hence, our model contributes to the FLOSS literature with the inclusion of the risk management approach and to the FLOSS evaluation-selection praxis with the provision of an innovative and essential risk-based model. 
Introduction
The free-libre open source software (FLOSS) is defined essentially as a software product that has a free-cost license of use, whose source code is available and it can be modified, and should be not linked a specific IT technology (Coar, 2005) . According to AndroutsellisTheotokis et al. (2011) , the origins of FLOSS can be traced to the SHARE, Unix and GNU projects. FLOSS has gained organizational acceptance after the successful utilizations of high quality FLOSS star products like Linux operating system, Apache web server, MySQL data base management system, OpenOffice suite, PHP language, Mozilla Firefox browser, Sendemail mailer tool, and R tool for statistics, among others (Nagy et al., 2010; Androutsellis et al., 2011) . Other acceptance reinforcement has been provided by large and well-recognized IT firms like IBM, Sun, and Google that have promoted the creation of FLOSS communities or have promoted the utilization of some FLOSS products (Nagy et al., 2010; Spinellis and Giannikasa, 2012) . For instance, IBM supports the Java Eclipse platform, Sun the Netbeans platform, and Google the massive utilization of Linux Operating Systems (Spinellis and Giannikasa, 2012) . In particular, the organization SourceForge.net keeps a database over 130,000 FLOSS projects.
According to Watson et al. (2008) , the FLOSS phenomenon breaks typical barriers on acquisition and distribution costs, as well as physical and legal frontiers through its simple access via Internet. Thus, their high availability has stimulated their organizational implementation in several developed countries (David et al., 2003) . However, FLOSS products cannot be considered totally free-cost implementations. Nagy et al. (2010) identified hidden costs implied with the utilization of FLOSS products -despite they are per se freecost-such as: user training costs as any new software, technical implementation and operating support costs; and integration costs with legacy systems. Furthermore, it has been also reported that FLOSS products are less user-oriented polished products than proprietary alternatives, and the availability of unsupported multi-versions (i.e. the forking problem) can cause FLOSS implementation failures in organizations. Thus, organizations interested in the utilization of FLOSS products must conduct a careful evaluation-selection process (idem, 2010) and this represents a problem to Information Technology (IT) managers. A wrong selection of a FLOSS tool, from the usual extensive variety of them that is available-will produce negative effects as any failed IT implementation (Ven et al., 2008) .
For this aim, several FLOSS evaluation-selection frameworks have been reported in the literature (Nagy et al., 2010; Aversano and Tortorella, 2013) . Some of them (for instance Navica (Golden, 2005) and QMOSS (Sung et al., 2007) ) are simple models composed for 5-7 single factors and 3-5 steps, and others are complex ones with over 10-15 steps and 60 evaluation items (QualiPSo (del Bianco et al., 2009) and QSOSv2 (QSOS.org, 2013) ). Additionally, other studies have identified a set of organizational factors associated to successful and failed utilizations of FLOSS tools in organizations (Dedrick and West, 2003; Rossi et al., 2012; Li et al., 2013) , which provide also useful information to avoid failed and wrongly FLOSS evaluations. Hence, while FLOSS has been used for large companies, we consider that FLOSS is a natural logical resource to be used for small and medium-sized companies, which have more budgetary and human resource limitations for using commercial software (Tribunella and Baroody, 2007) . However, despite of the availability of FLOSS evaluation frameworks and FLOSS implementation studies, we identify that this cumulated knowledge is disperse, fragmented and complex to be applied by small organizations.
Thus, in this research we pursue the goal to design a simple and theoretically supported FLOSS evaluation-selection model suitable for small organizations. For this aim we review, at first, two core literatures: on FLOSS evaluation-selection models and on FLOSS implementation models. We enhance this design through an innovative risk-based approach (Stoneburner et al., 2002) . The FLOSS evaluation-selection model is implemented with a multi-attribute decision making mechanism (MADM) (Yoon and Hwang, 1995; Roy, 2005) . We illustrate this model with the evaluation-selection of a FLOSS tool in the domain of ITSM (Gallup et al., 2009; Brenner, 2006) . This paper is an extended and enhanced version of an initial research already reported by authors .
The remainder of this paper continues as follows: in section 2, we review the both core FLOSS literature on evaluation frameworks and implementation factors; in section 3, we report the design of the MADM FLOSS evaluation-selection model; in section 4, we illustrate its utilization with a demonstrative realistic case of evaluation-selection of a FLOSS ITSM tool; finally, in section 5, we report conclusions, limitations and recommendations for further research.
Theoretical Background

Review of Literature on FLOSS Frameworks
Several frameworks have been reported (Nagy et al., 2010; Stol and Babar, 2010; Aversano and Tortorella, 2013) for evaluating and selecting FLOSS products. These models consider factors such as (Nagy et al., 2010 ) the availability of training, documentation, third party support, integrated software and other professional services, community size, community age, and lines of source code. These factors are used in simple decision-making models with different weights for each factor, to estimate the maturity of open source software. These frameworks, thus, consider not only the software per se but additional factors (developer community, general user community, organizational attributes), but their decision-making mechanism used can be considered simple (Yoon and Hwang, 1995; Roy, 2005) .
Quality issues directly related with the software product have been based mainly in the ISO/IEC 9126 standard (ISO, 1991) . In general, quality is defined as the "degree to which a set of inherent characteristics fulfils requirements" (ISO, 2005; p.7) . The ISO/IEC 9126 defines six measurable attributes for assessing the overall quality of software: functionality, reliability, usability, efficiency, maintainability and portability. Functionality refers to extent of the software provides the required functions for the intended user. Reliability refers to the extent of the software is used without failures. Usability refers to the extent of the software is ease to use. Efficiency refers to the extent of the software has a congruent performance behavior regarding its used resources. Maintainability refers to the extent of the software is ease of modification and upgrade. Finally, portability refers to the extent of the software can be transferred to other platform. This ISO/IEC 9126 has been updated to a new ISO/IEC 25010:2011 standard (SQuaRE) (ISO, 2011) . Both ISO/IEC frameworks have been posed for software products in general. However, according to Aversano and Tortorella (2013) , the FLOSS products contain additional characteristics -due to its different community development process-and thus adaptations of these quality software evaluation models must be applied. Specific FLOSS evaluation frameworks, thus, have been proposed focused on the product, the development process or both elements.
We found 12 FLOSS evaluation frameworks in the literature: Capgemini Open Source Maturity Model (Duijnhouwer and Widdow, 2003) , Navica Open Source Maturity Model (OSMM) (Golden, 2005) , Open Business Readiness Rating (OpenBRR) (OpenBRR.org, 2005) , Open Business Quality Rating (OpenBQR) (Taibi et al., 2007) , Quality Model for Open Source Selection (QMOSS) (Sung et al., 2007) , QualOSS (Deprez, 2008) , Software Quality Observatory for Open Source Software model (SQO-OSS) (Samoladas et al., 2008) , OpenSource Maturity Model (OMM) (Petrinja et al., 2009 ), QualiPSo-Quality Platform for Open Source Software (del Bianco et al., 2009) , IRCA Model (Wheeler, 2011) , Method for Qualification and Selection of Open Source Software (QSOSv2) (QSOS.org, 2013) , and the Evaluation Framework for Free/Open Source Projects (EFFORT) (Aversano and Tortorella, 2013) . We analyzed carefully these 12 FLOSS evaluation frameworks for: 1) assessing their overall suitability for being applied in IT areas of small business, and 2) identifying the shared criteria structure. The Table 1 and 2 report respectively the results for the analyses 1) and 2).
In analysis 1), the following elements were considered: framework, year of publication, focus and scope, structural complexity, functional complexity, availability of public documentation, tool support, risk management inclusion, and suitability for small business. Focus and scope refers to the entities (product, organization) included in the evaluation and the type of FLOSS (general or particular). Structural complexity is defined in this research as the extent of the model presents a low, moderate or high conceptual density structure of criteria. Functional complexity is defined in this research as the extent of the model presents a low, moderate or high procedural difficulty of applying the steps proposed in the model. Lightweight process refers to the extent of agility to apply the evaluations steps. They might ease of applying but being to numerous becoming the process in a heavy one. Availability of public documentation refers to the free-cost documentation on the utilization of the model. Tool support refers to the availability of a FLOSS software for applying the model. Risk management inclusion refers to the explicit consideration and inclusion of risk management practices into the model. Finally, suitability for small business refers to an overall recommendation on the economic and organizational feasibility of being used in small business based on the previous criteria.
Our analysis reported in the Table 2 . Summary of FLOSS evaluation shared evaluation attributes attributes was from 1 to 10. For the software product, the most reported attributes (at least in 50% of the FLOSS frameworks) were the following: functionality-quality (10 times), maintainability (9 times), maturity-longevity and documentation (8 times), secure-reliability, user community and licensing-legal issues (6 times). Regarding the less frequent attributes for the software product these were the following: external reviews and maturity (3 times), cost effectiveness (twice), and user satisfaction (once).
For the development organization, the attribute most reported (at least in 50% of the FLOSS frameworks) were the following: developer community (8 times), and licensing-legal issues, support, organizational structure and user community (6 times). The less frequent attribute was: technical environment (1 time). Hence, this literature review on main FLOSS evaluation frameworks has provided useful insights regarding the: suitability for being applied in small organizations by being lightweight processes; the set of most and less reported evaluation attributes in the FLOSS evaluation frameworks; and the finding on the lack of risk management approaches.
Review of Studies on FLOSS Success-Failure Implementation Factors
In the initial period of 2003-2005 several FLOSS implementation studies have been reported (Dedrick and West, 2003; Fitzgerald and Kenny, 2004; Goode, 2005; Holck et al., 2005; Waring and Maddocks, 2005; Verma et al., 2005) . In the first study of Dedrick and West (2003) , it was investigated the reasons for implementing FLOSS in ten organizations through a qualitative data-grounded theory-building method. As theoretical lenses for collecting and organizing data, they used a TOE framework (technology, organization, and environment) (Depietro et al., 1990) . Factors such as: no licenses costs, new business opportunities, functionality, reliability, ease of use, and compatibility, were found enablers for successful FLOSS implementations. In turn, lack of internal expertise in FLOSS tool, and lack of external support were found as inhibitors for successful FLOSS implementations. Fitzgerald and Kenny (2004) investigated the transition of a large Irish hospital from proprietary software to FLOSS. This hospital did a change of software platforms (financial system, email system, server application systems, among others) for facing IT budget reductions. Investigators (idem, 2004) found the following enablers existent for this shift: no license costs, avoidance of proprietary lock-in, top management support, and user involvement. Regarding FLOSS implementation inhibitors that were avoided these were the following: IT staff resistance, lack of supplier responsibility. Important economic savings were also reported by investigators. Goode (2005) surveyed 500 Australian top firms for investigation FLOSS implementation inhibitors. This due to the low FLOSS adoption rate. Goode (2005) found the following inhibitors: IT staff resistance, switching costs (and training costs), lack of supplier responsibility, and lack of relevance. Holck et al. (2005) reviewed literature on FLOSS implementation factors for identifying enablers and inhibitors jointly with conducted case studies in Danish organizations. Investigators found the following enablers: no license fees, functionality-quality, and compatibility. For the case of inhibitors, the investigators found: lack of internal expertise, lack of external support, and lack of supplier responsibility. Waring and Maddocks (2005) investigated 8 case studies in UK public governmental organizations. Authors (idem, 2005) found the following enablers: no license costs, functionality-quality, reliability, and customizability. None inhibitor was reported. Verma et al. (2005) surveyed two Linux user communities at USA and India to identify factors for adopting FLOSS (in this case the Linux operating system). Investigators tested several factors (voluntariness, usefulness, compatibility, image, ease of use, result demonstrability, visibility and trialability) and found surprisingly that only compatibility and ease of use were associated to the adoption of FLOSS. These results can be explained due to the type of community: highly technical specialized one rather end-user community.
Additional studies from 2006-2013 period complement the findings on FLOSS implementation enablers and inhibitors (Ven and Verelst, 2006; Morgan and Finnegan, 2007; Gallego et al., 2008; Sohn and Mok, 2008; Lee et al., 2009; Hauge et al., 2010; Nagy et al., 2010; Rossi et al., 2012; Li et al., 2013) . In Ven and Verelst's study (2006), five case studies are reported from Belgian organizations that adopted the utilization of a FLOSS operating system. Two were large (at least 500 employees), one medium-sized (among 100-500 employees) and two small organizations (at most 100 employees). Investigators found the following enablers: no license fees, avoidance of proprietary lock-in, reliability, employee skill and training, trialability, and standard compliance. These authors (idem, 2006) also accounts as inhibitors (which were avoid by these 5 organizations) with: switching costs, lack of internal support, and lack of external support. In next study from Morgan and Finnegan (2007) it was investigated 13 organizations in the software industry located in Europe. In general, the investigators found several technology, organizational, environmental and individual enablers and inhibitors of successful FLOSS implementations. Main enablers identified were: no license costs, avoidance of proprietary lock-in, new business opportunities, functionality-quality, performance-efficiency, reliability-security, compatibility, standard compliance and implementation champion. Regarding the inhibitors they were the following ones: lack of internal expertise, lack of external expertise, hard selection process, and lack of documentation. Gallego et al's study (2008) surveyed European communities of FLOSS Linux users. They found enablers such as: functionality-quality, customizability-portability (flexibility), ease of use, and usefulness-relevance. Their study did not investigate inhibitors. In next study Sohn and Mok (2008) surveyed a population of Korean programmers working at Korean organizations. They found the following enablers: functionality, efficiency, reliability, portability and sharing knowledge between communities.
In next study of Lee et al. (2009) surveyed international Linux communities. They found the following enablers: quality, community support, expert developer community, and usefulness (satisfaction). Inhibitors were not studied. In Hauge et al. (2010) , a large Norwegian telecommunication was investigated to identify enablers and inhibitors (considered explicitly as risks). Investigators found the following enablers: no license fees, avoidance of proprietary lock-in, community support, employee skill, top management, and trialability. The identified inhibitors (reported as risks) were: lack of internal support, lack of external support, hard selection process, switching costs (and hidden costs), lack of supplier responsibility, and uncontrolled utilization. Nagy et al.'s study (2010) was focused on FLOSS implementation inhibitors (called barriers). They identified in their conceptual study the following enablers also: no license fees and avoidance of proprietary lock-in. The main found inhibitors were: switching costs (called sunk costs), project forking, lack of internal expertise, hard selection process (reported as knowledge barriers), legacy integration, and technological immaturity. In turn, Rossi et al. (2012) investigated two Italian governmental organizations as case studies. These investigators found the following main enablers: positive attitude to change (akin new business opportunities in private sector), top management support, employee skill and training, and implementation champion. Among the inhibitors these ones were found: legacy integration, lack of training, and technology complexity. Finally, in Li et al.'s study (2013) were surveyed 104 FLOSS-adopting organizations and 111 non-adopting organizations in 'An MADM risk-based evaluationselection model of free-libre open source software tools', Int. J. Technology, Policy and Management, Vol. 16, No. 4,  China. They found the following factors in adopting organizations: small IT department size, availability of internal support, availability of external support, and moderated IT criticality. Table 3 and 4 summarizes the set of main enablers and inhibitors found in these 15 studies. In Tables 3 and 4 we have linked some attributes (like functionality-quality; security-reliability, among others) for keeping a manageable data table. We have also renamed some attributes for grouping in a single one with similar meaning (like legacy integration for several specific attributes reported as interconnectedness, interoperability, and others one). From Table 3 , we identify the most recurrent enablers for implementing successfully FLOSS tools: functionality-quality (9 times), no license costs (7 times), avoidance of proprietary lock-in (5 times), and customizability, security-reliability and top management support (4 times). From Table 4 identify the most reported inhibitors impeding a successful FLOSS tool implementation: lack of internal support (7 times), lack of external support (5 times), and lack of supplier responsibility and switching costs (4 times). Finally, from the Tables 2, 3 and 4, we have derived a final integrative set of 32 attributes. These are reported in Tables 5 and 6 . These attributes are the most frequent and shared attributes collected from both core literatures: FLOSS evaluation models and FLOSS adoption models. These Tables 5 and 6 report the attribute, its definition, and its associated scale of 5 levels of risk (certain, high, moderate, low or null). 
Foundations on MADM
A MADM mechanism is a procedure for making preference decisions (e.g. evaluating, prioritizing, and selecting) over a set of available courses of action, where each one is associated usually conflictive levels of attributes (Yoon and Hwang, 1995; Roy, 2005) . A MADM risk-based approach can be defined as a decision-making mechanism based on conflictive attributes whose assessment of the courses of action are based on the levels of risk exposition. A risk exposition can be defined as the net expected damage on an asset of interest exercised on an asset's vulnerability by considering jointly the likelihood of occurrence and the impact. This joint consideration is combined usually by a qualitative scale of low, moderate and high-risk exposition (Stoneburner et al., 2002) .
The iterative design process of the MADM risk-based evaluation-selection FLOSS tool model
Based on FLOSS adoption frameworks and FLOSS adoption models literature, we pose the convergence of both ones through a risk-based approach (Stoneburner et al., 2002) . For fostering a practical utilization of it, we pose to generate a FLOSS success implementation value tree, which can be operationalized through a MADM model. With this MADM model, ITSM practitioners interested in evaluating two or more FLOSS alternatives will be able to assess the overall estimated success implementation value of each alternative by evaluating the risk-based attributes.
A decision value tree structure is a hierarchy of compose of an overall expected objective (highest level), a set of related preferred sub-objectives (intermediate level), and a set of related attributes (lowest level) used as the measurement dimension against each course of action (e.g. an alternative action) will be assessed in a decision-making process. Attributes are also known as performance measures, figures of merit, metrics or criteria. Consequently, the set of courses of action (alternatives of action) are not included in a decision value tree structure.
A decision value tree structure is based on the own concerns and preferences of the decisionmaker or decisional group. However, decision-making literature (Buede, 1986; Huber and McDaniel, 1986; Simon, 1997) suggests that a well-structured and informed decision-making process from intelligence, design, choice, to implementation and learning phases, can generate better benefits that an informal process. Thus, for generating the decision value tree, three general approaches have been suggested (Buede, 1986 ): 1. to conduct a literature review on relevant studies associated to the problem; 2. to elaborate an input-process-output model and derive relevant objectives and metrics; 3. to interview experts and elaborate an ad-hoc value scheme. In this research we use the first approach and we design a decision value tree from the FLOSS adoption frameworks and FLOSS adoption models literature. This decision value tree is elaborated from the set of factors whose existence or lack of have been associated with successful implementations of FLOSS tools, and thus can be considered an informed process (idem, 1986) . Buede (1986) suggests that either a top-down (from highest level objectives to sub-objectives and lowest level attributes path) or a bottom-up (from lowest level attributes to highest level sub-objectives and objectives path) approach can be specifically followed for 'An MADM risk-based evaluationselection model of free-libre open source software tools', Int. J. Technology, Policy and Management, Vol. 16, No. 4,  structuring the value tree. In this research we combine these two approaches, and we follow additional recommendations from literature (Buede, 1986; Keeney and Gregory, 2005) .
The steps conducted from this hybrid approach were as follows:
1. to state the overall top objective (top-down approach); 2. to identify sub-objectives from the top objective if required, and to repeat this step if required for each sub-objective (top-down approach); 3. to iteratively complete the full hierarchy of attributes (also called criteria) by using the initial list of attributes in the lowest level of the hierarchy, which will be logically associated to the set of previous identified sub-objectives (lowest level) (top-down and bottom-up approaches); 4. to refine the initial list of lowest level attributes based on the literature recommendations on unambiguity, comprehensiveness, directionality, operationability and understandability (Keeney and Gregory, 2005) ; 5. to assess the value tree hierarchy on completeness, operationability, decomposability, lack of redundancy, and size (Buede, 1986 ).
For Buede (1986) (based on Keeney and Raiffa (1976) ), a decision value tree must be complete, operational, decomposable, non-redundant, and minimal. A decision value tree is complete when it covers all concerns for decision makers. It is operational when the courses of action being considered can be clearly characterized. It is decomposable when there is independence between preferences and uncertainties, so an objective can be divided in subobjectives. Non redundant implies that there are not overlapping objectives, sub-objectives or attributes, and it avoids double counting of influences (Buede, 1986) . Finally minimal implies that once satisfied the previous conditions the value structure should not be unnecessary incremented.
In particular Keeney and Gregory (2005) have proposed that adequate attributes in the lowest level of the value tree hierarchy should achieve the following properties: unambiguity, comprehensiveness, directionality, operationability and understandability. Unambiguity means the attribute measures clearly and uniquely the level of consequences on the related objectives (e.g. fitness to objectives). Comprehensiveness implies that the attribute covers sufficiently the conceptual dimensionality of consequences on the related objectives (e.g. adequacy to objectives). Directionality means that the attribute scale of value describes directly the consequences on related objectives (e.g. measurement of objectives). Operationability implies that the attribute can be measured by reasonable and reachable information (e.g. affordability to objectives). Understandability means that the consequences assessed for objectives by using the attribute are readily understood and communicated.
Application of the iterative design process
Step 1. To state the overall top objective (top-down approach). We (research team) are interested in elaborating a decisional value tree hierarchy useful for choosing the FLOSS tool with the minimum overall implementation risk for a particular small-medium sized organization. Thus, the overall top objective is stated as: BEST (MINIMUM OVERALL IMPLEMENTATION RISK) FLOSS TOOL.
Step 2. To identify sub-objectives from the top objective if required, and to repeat this step if required for each sub-objective (top-down approach). The set of sub-objectives identified in this step (ii) correspond to the categories of: FINANCIAL RISKS, ORGANIZATIONAL RISKS, END-USER RISKS, and TECHNICAL RISKS. For this initial research, we consider sufficient to limit to a single division of the overall goal. This group of sub-objectives can be also divided, but it is recommend to elaborate a parsimoniously value structure.
Step 3. To iteratively complete the full hierarchy of attributes (also called criteria) by using the initial list of attributes in the lowest level of the hierarchy, which will be logically associated to the set of previous identified sub-objectives (lowest level) (top-down and bottom-up approaches). From the two FLOSS evaluation frameworks and FLOSS adoption models literatures we identified 32 attributes. These attributes, in this risk-based evaluation approach, are considered risky events with a high, moderate or low risk exposure determined by the joint consideration of their likelihood of occurrence and their negative impact on financial, organizational, end-user and technical goals of the organization. It must be noted that for each specific FLOSS tool alternative to be evaluated, each attribute will generate a specific risk exposure value. We elaborate an initial full hierarchy by assigning each attribute to its most adequate category of risk among FINANCIAL, ORGANIZATIONAL, END-USER or TECHNICAL one. This process was conducted several times by research team, until a final agreement. Few discrepancies were found, and those were agreed in next iteration. The assignation of the 32 attributes to the 4 risk categories was as follows:
• FINANCIAL RISKS: licensing cost effectiveness, new business opportunity, and switching costs.
• ORGANIZATIONAL RISKS: external reviews, internal expertise, interested IT staff, project champion, skilled end-user group, top management support, training, usability, and user involvement.
• END-USER RISKS: functionality-quality, market image, performance-efficiency, and usefulness-relevance.
• TECHNICAL RISKS: community support, development process, developer community, developer org. structure, documentation, interoperability-portability, maintainability, maturity-longevity, project forking, security-reliability, test information, standard compliance, technical environment, and user community.
Step 4. To refine the initial list of lowest level attributes based on the literature recommendations on unambiguity, comprehensiveness, directionality, operationability and understandability (Keeney and Gregory, 2005) . The Tables 1 to 4 (in the appendix) report the results of the refinement procedure applied to the initial list of 32 attributes. Based on this analysis, a final set of 12 selected attributes for the essential model was identified.
Step 5. To assess the value tree hierarchy on completeness, operationability, decomposability, lack of redundancy, and size (Buede, 1986) . In this analysis, we consider the full value tree hierarchy derived from the previous step 4) as showed in Figure 1 . The expected completeness, operationability, decomposability, lack of redundancy and size properties were assessed as satisfied. The Table 5 in the appendix reports this analysis on the overall adequacy of the value tree hierarchy. (Gallup et al., 2009 ). However, the implementation and finally operation of an ITSM Process Framework demands the investment of financial, human and other organizational resources. In particular, the utilization of software tools is suggested for coping with the inherently complexity of the ITSM process administration (caused by the required utilization of multiple processes, interrelationships and data) (Brenner, 2006) . However, while large and medium sized organizations can afford commercial tools from a wide offering, the involved costs preclude it for small organizations. Thus, the availability of FLOSS tools becomes a potential feasible alternative for small organizations.
Illustrative demo case
This value hierarchy was implemented in MADM mechanism by using an academic version of the Criterium Decision Plus tool (CDP, 2015) . Three ITSM FLOSS tools (ITOP, IDOIT and OTRS) were evaluated as FLOSS tools for supporting the configuration management ITSM process. The Table7 reports the input data assessed for each one of the 12 attributes in the MADM FLOSS evaluation-selection model. The Table 8 reports the transformed riskbased input data. In this MADM model we assume a similar level of importance for the four categories of risks (i.e. FINANCIAL, ORGANIZATIONAL, END-USER and TECHNICAL). Thus their level of importance was 0.250 for each category. We assume also a similar equalized scheme for all sub-criteria in each category. For example, in the ORGANIZATIONAL risk category there are three sub-criteria, and thus each one had an importance weight of 0.333. 
Figure 2
Overall evaluation of risk-based score of the three FLOSS ITSM tools A sensitivity analysis was conducted on changes in the weight scheme for the ORGANIZATIONAL and END-USER categories of risks. In both cases, none change in the importance weight scheme modified the end result of ITOP tool as best one (i.e. overall highest value by least overall risk). Figure 3 shows it for the END-USER risk category.
Figure 3 Sensitivity analysis on the END-USER risk category
The Figure 4 reports an uncertainty analysis. This analysis consists in assigning a probability distribution function for each input value assigned to each one of the 12 sub-criteria for the three evaluated FLOSS tools. In this illustrative case, we use a normal distribution with media similar to the initial assessed value for each sub-criterion, and a standard deviation of 0.10. For example, the initial numerical input value for the sub-criteria Training for the IDOIT, ITOP and OTRS tools were respectively 0.75, 0.25 and 0.25, which corresponded to high risk for IDOIT and low risk for ITOP and OTRS. These values are actually assigned qualitatively for the decision-maker from a scale to null, low, moderate, high and certain risk level. These five qualitative values correspond to the weights 0.00, 0.25, 0.50, 0.75 and 1.00 respectively. The uncertainty probability distribution functions assigned were normal distributions with means of 0.75, 0.25, and 0.25 respectively and a standard deviation of 0.10 for the three FLOSS tools. The overall integrated results indicated that the ITOP tool can be considered as best one (i.e. with an overall minimum risk) from a practical significance. The ITOP FLOSS tool outperformed a 77% to other two tools under a Sensitivity Analysis of uncertainty on the scores assigned to the 12 attributes for each FLOSS tool. However, from a statistical significance we cannot reject the hypothesis on that ITOP is better than IDOIT because this last one FLOSS tool outperformed 18% to ITOP and OTRS (i.e. a percentage greater than 10%). This last statistical-based result must be interpreted with caution as it relies totally from the statistical distribution assigned and assumed for each one of the scores assigned to the 12 criteria. In summary, the recommendation for this illustrative case is to select and implement ITOP FLOSS tool with cautionary statistical consideration on IDOIT FLOSS tool.
Figure 4
Uncertainty analysis on all risk-based input data
Conclusions
The phenomenon of elaboration and potential acceptance of FLOSS has permeated worldwide large organizations. This has been generated by: 1. the acknowledgement of successful FLOSS systems such as: Linux operating system, Apache web server, MySQL data base management system, OpenOffice suite, among others; 2. the endorsement for some FLOSS products from large IT companies; 3. the openness to access and modify source code; the free-cost license scheme. However, as it was indicated by the reviewed literature, to select and implement the correct FLOSS tool is not a straightforward process and a wrong selection can lead to a loss of valuable organizational resources. Furthermore, when the FLOSS acceptance and implementation process is pursued for small and medium sized organizations, which should be natural by the free-cost license scheme, additional complications emerge by the complexity of some free-access or proprietary FLOSS evaluation models or the consulting costs for elaborating a suitable FLOSS evaluation model for a specific small or medium sized organization.
Thus, in this research we reviewed the FLOSS evaluation-selection framework and FLOSS success-failure implementation factor literatures to advance on such studies through the design of an essential FLOSS evaluation-selection model which emerged from both literatures. Our FLOSS evaluation-selection model was designed with a risk-based decision making approach. This model was structured as a Multi-Attribute Decision Making (MADM) model which included 12 attributes grouped in four risk categories: financial, organizational, end-user and technical ones. We illustrated also its utilization in the domain of Information
