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Hoy sabemos que nuestro universo es fruto de dos grandes factores, 
por un lado, las leyes o reglas que lo rigen, y por otro, del azar o de la 
aleatoriedad. Estos dos componentes han hecho posible la formación de las 
estrellas y planetas, pero también, de la aparición de los seres humanos. 
De la misma forma, el día a día en un centro de fabricación está 
definido por un conjunto de reglas o modelos teóricos, pero también por 
infinitos condicionantes aleatorios que pueden acontecer. El trabajo del 
ingeniero es manejar todos estos elementos, con la finalidad de conseguir el 
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Esta tesis tiene por objeto el desarrollo de nuevas herramientas 
tecnológicas, para la mejora de los procesos de producción en talleres con 
configuración Job Shop. Este tipo de configuración se caracteriza por tener 
una fabricación intermitente, que en general, tiene peores rendimientos que la 
fabricación continua. Sin embargo, su gran ventaja es la versatilidad, que 
permite la fabricación de gran variedad de artículos y en series pequeñas. Es 
por ello, que es elegida por muchas empresas, como por ejemplo, las de sector 
de la fabricación naval. 
Uno de los inconvenientes de la fabricación Job Shop es la dificultad 
para realizar la programación de la producción, ya que por el taller se mueven 
simultáneamente distintos productos con procesos de fabricación muy 
dispares, dando lugar a una gran diversidad de flujos de materiales entre los 
Centros de Trabajo (CT). Al llegar una Orden de Producción (OP) a un CT 
puede encontrarlo ocupado, produciéndose colas de espera. Por el contrario, el 
CT puede terminar un lote antes de que llegue el siguiente, con lo que 
existirán tiempos muertos. A la hora de secuenciar los trabajos en los CT, 
existen unas prioridades para definir su orden de ejecución, fecha de entrega 
comprometida con el cliente, disponibilidad de materiales o herramientas, etc, 
además de un secuencia de operaciones que hay que respetar y que viene dada 
por la ruta del producto a fabricar.  
Para complicar todavía más la fabricación, suele ser habitual que los 
planes de producción tengan que ser recalculados por distintos imprevistos: 
atención a pedidos urgentes, averías en las máquinas, etc. La programación de 
la producción se vuelve muy compleja. 
El objetivo final de esta tesis es incrementar la productividad de 
empresas con configuración de fabricación Job Shop. En este trabajo se 
aplicarán tecnologías que se emplean en la implementación de sistemas de 
identificación automática y captura de datos (AIDC) como: la identificación 
por radio frecuencia (Radio Frequency IDentification), las redes de 
comunicación inalámbricas, la comunicación de campo cercano (Near Field 
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Comunication) y el uso de dispositivos móviles. Todo ello combinado con la 
utilización de software de gestión empresarial (ERP) para mejorar el 
rendimiento de este tipo de talleres. En concreto se planteará un sistema que, 
combinando la información adquirida de la situación de la planta de 
fabricación, con la programación de la producción definida con ayuda de 
ERP, permitirá: 
 Realizar un control de activos en la planta de fabricación. 
Conociendo en todo momento cuál es la situación de la 
misma. 
 Recalcular la secuenciación de ejecución de las Órdenes de 
Trabajo (OT) para cada uno de los centros de producción de 
la empresa (Rescheduling). De esta manera, cada vez que se 
produzca un evento, tanto en la planta de fabricación como en 
el sistema de gestión empresarial, se recalculará una nueva 
secuenciación de las OTs que están en espera, en cada una de 
las máquinas. Este método de secuenciación dinámica es una 
novedad, porque los sistemas empleados habitualmente, no 
están basados en los datos obtenidos en tiempo real de la 
situación de la planta. 
 Definir un conjunto de indicadores KPI, que permitan medir 
de manera concreta los parámetros de mejora del taller de 
fabricación.  
En este trabajo se presentan tres métodos de implementación de AIDC 
y su aplicación en empresas de la comarca de Vigo, con el objetivo de 
comparar sus características y determinar cuál es el más adecuado para cada 
situación.   
Las empresas estudiadas, pertenecientes al sector del metal, reúnen 
todas las características, donde las ideas presentadas en esta tesis tienen 
aplicación: 
 Bajo grado de automatización.  
 Sistemas de captura de datos en planta deficientes. 
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 Configuración del taller en Job-Shop. 
 Pequeñas series de producción, elevada flexibilidad. 
 Elevado número de trabajos en curso que generan una gran cantidad 
de stocks intermedios y elevados tiempos de fabricación. 
 Complejidad de los sistemas programación y control de la 
producción. 
Relacionadas con esta tesis doctoral a lo largo de estos últimos años, 
se han elaborado un conjunto de publicaciones que se irán describiendo en 
distintos apartados de este trabajo. Así mismo, el autor también ha utilizado 
este trabajo de investigación, para impartir distintos cursos de formación y 
generar nuevos materiales de prácticas empleados en las asignaturas en las 
que imparte docencia. 
 
Palabras clave: Identificación Automática y Captura de Datos (AIDC), 
distribución Job Shop, RFID, NFC, Mejora de la Productividad, 







The object of this thesis is the development of new technology tools 
for the improvement of production in Job Shop configuration. This type of 
configuration’s main characteristic is the intermittent production, which has 
generally lower performance than continuous production. It has, nevertheless, 
greater versatility, allowing for the production of a larger variety of products 
in small batches. It is for this reason that this will be the chosen production 
configuration for many manufactures, for example, in the shipbuilding.   
One of the complications of the Job Shop production is that increase 
difficulty in programming the production, as the workshop will be 
simultaneously carrying a number of different products with diverse 
production processes, which also means that different materials will be 
flowing through the system, between the different Work Centers (WC). When 
a new Production Order (PO) arrives to the WC, it may find it is busy, and 
generates a queue. Similarly, the WC, may finish an order before the next one 
arrives, which generates down times. When it comes to organising the 
sequence of production in a WC, there are different priorities, which will 
define in which order they will be executed, agreed delivery date, availability 
of materials or tools…as well as the operations schedule, which must be 
adhered to and comes from the product journey.  
It is also normal for the production plans to have to be re-done due to 
unforeseen circumstances: need to deal with urgent orders, problems with the 
machinery, etc. making the programming of the production very complex.  
 The objective for this thesis is to increase the productivity of 
companies using the Job Shop configuration. This project will apply 
technologies used in the implementation of systems of Automatic 
Identification and Data Capture (AIDC), like Radio Frequency Identification 
(RFID), Wireless Networks, or Near Field Communications (NFC) and the 
use of mobile devices. These combined with the use of Enterprise Resource 
Planning (ERP) will be used to improve the production. It will introduce a 
particular system that, uses the information acquired from the particulars of 
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the factory combined with the production defined with the help of ERP, to 
enable:  
 Control over all of the assets in the manufacturing plant. 
Knowing at all times what the status is.  
 Re-calculating of the sequence of production of the Work 
Orders (WO) for each of the WO of the company 
(Rescheduling). This means that for each new event, in either 
the production line or the ERP, the Work Schedule will 
change, for all the work orders in the queue for each machine. 
This new method of dynamic sequencing is new as the 
methods used for Rescheduling are not normally based in real 
time data, obtained from the actual situation in the plant.  
 Defining a set of Key Performance Indicators (KPIs), this will 
allow the specific measurement of the improvement 
parameters of the workshop.  
In this dissertation there are three implementations of AIDC under 
study, which were applied to companies in the Vigo area, with the objective 
of comparing its results and characteristics, in order to determine which one 
will be the most appropriate method for each case.  
The companies in this study, all within the metal industry, meet the 
following characteristics, which make them appropriate subjects:  
 Low automation 
 Low degree of data capture 
 Configuration in the workshop was Job-Shop 
 Small production series and high flexibility 
 High number of job in order, high level of intermediate stock 
and long production times.  
 Complex systems for programming and controlling 
production.  
 A number of articles have been published in relation to this thesis, 
over the duration of the study. These will be described in sections of this 
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dissertation. Furthermore, the author has used this investigative work to give a 
number of lectures and to develop new material for the practical study of the 
subjects that he teaches.  
 
Keywords: Automatic Identifications and Data Capture (AIDC), Job Shop 
distribution, RFID, NFC, Improvements to Productivity, Dynamic sequencing 










Esta tesis tiene por objetivo estudiar los sistemas de producción de las 
empresas con configuración Job-Shop del sector de la fabricación naval para 
tratar de mejorar sus sistemas de fabricación. Para ello, después de analizar la 
gestión de la producción de este tipo de empresas, se hace necesario mejorar 
la recogida de datos de la planta de fabricación, con la finalidad de poder 
contrastar la información del taller con la disponible en la planificación de la 
producción. Esto permitirá por un lado mejorar el control de stocks de la 
empresa, y por otro, realizar una mejor secuenciación de operaciones en cada 
una de las máquinas del taller
1
. Todo ello con el objetivo final de incrementar 
la productividad del centro de fabricación con configuración Job-Shop. 
En la figura 1, se ha tratado de resumir mediante un sencillo gráfico, 
el método seguido para la mejora de la productividad planteado en este 
trabajo. 
 
 Figura 1. Método seguido para la mejora de la productividad. 
Esta tesis doctoral se ha realizado con la idea de que sus resultados 
puedan ser empleados para la mejora de la productividad de centros de 
fabricación de Pymes que reúnan las siguientes características:  
                                                     
 
1
 Este concepto de reprogramación de la producción es conocido en la 
terminología anglosajona como rescheluding. 
 
Captura de 
datos en planta: 








control de activos 
de producción  
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1. Taller de fabricación con configuración Job-Shop 
2. Bajo grado de automatización. Esta característica 
normalmente lleva asociada, deficientes sistemas de captura 
de datos en planta. 
3. Fabricación a medida, de un catálogo de productos, sobre los 
cuáles se podrán definir importantes variaciones. 
 
Estructura de la tesis 
El primer capítulo de este trabajo realiza una breve descripción del 
origen y motivación de esta tesis y de las características más importantes del 
tipo de empresas hacia el que va enfocado.  
Los capítulos dos, tres y cuatro se dedican al estudio del estado del 
arte de los conceptos y tecnologías empleados para la realización de esta tesis. 
Fundamentalmente se estudiará la situación actual en los campos de: 
1. La gestión y control de la producción en talleres con 
configuración Job-Shop. 
2. Los sistemas de captura de datos en planta que se emplean 
fundamentalmente en la identificación de artículos. 
Combinando la identificación con otras tecnologías, se 
analizarán los Sistemas de Identificación Automática y 
captura de datos, conocidos como AIDC. 
3. Los sistemas de gestión empresarial ERP, en todo lo relativo 
a sus módulos de producción y gestión de proyectos. 
El capítulo cinco se dedica a analizar las aportaciones de este trabajo, 
relativas a la mejora de la productividad en talleres Job Shop, basadas en dos 
tipos de AIDC. 
En el capítulo seis se describe una completa solución para la mejora 
de la productividad de una empresa real, basada en AIDCs implementados 
con terminales móviles de comunicación (tabletas), que permite mejorar los 
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procesos de fabricación de artículos gestionados, tanto por proyectos, como 
por sistemas de Planificación de Recursos Empresariales (MRP). 
Por último, en el capítulo siete se detallan los resultados y las 
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En este capítulo se expone cómo surgió la idea de elaborar esta tesis 
doctoral, así como cuál ha sido el método para la solución del problema 
planteado y los resultados obtenidos. Para ello, se analizará cuáles son las 
características más importantes relativas a la gestión de producción en las 
empresas del sector de la fabricación naval, estudiando el funcionamiento de 
una empresa tipo. 
 
1.1 Origen y motivación de la tesis 
Este trabajo surgió durante la realización, por parte del autor, de una 
beca de prácticas en empresa, en una industria de auxiliar del naval de la 
comarca de Vigo. El objetivo de estas prácticas era la reorganización de los 
almacenes de la empresa y se buscaba una nueva forma de trabajo para la 
mejora de la gestión de materiales en todo el proceso de fabricación.  
Durante el trabajo en esta industria se percibió que, a pesar de la gran 
implicación por parte de la dirección de la empresa en la mejora todo el 
proceso de fabricación, los problemas que surgían en el taller a la hora de 
ejecutar las OP
2
 eran numerosos. Esta empresa tiene su taller de fabricación 
organizado en configuración Job-Shop; es decir, sus máquinas o centros de 
producción se organizan por el tipo de actividad que realizan: soldadura, 
mecanizados, montaje, etc. Este tipo de configuración, como se analizará a lo 
largo de esta tesis, se emplea en plantas en las que se debe fabricar una gran 
variedad de productos, en series pequeñas. Para incrementar la versatilidad de 
                                                     
 
2
 En este trabajo se usará la terminología de OP o OF indistintamente, para 
referirse a un documento que resume los materiales y operaciones a realizar en varios 
centros de trabajo, con la finalidad de obtener un producto final. Las OT son el 
desglose de las OP para cada uno de los centros de fabricación. También se indican 
los materiales y los trabajos a ejecutar, pero en un centro en concreto. 
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este tipo de plantas de producción, las máquinas suelen ser de propósito 
general, de tal manera que permiten realizar una gran variedad de 
operaciones, y por lo tanto, de productos. Los artículos a fabricar van pasando 
de unas secciones a otras dependiendo de sus características. En cada uno de 
las secciones se realizan una serie de operaciones y se incorporan materiales, 
con el objetivo de obtener el producto final. En la Figura 1.1, se muestra un 
ejemplo de la distribución de los talleres en una planta con configuración Job 
Shop, así como los movimientos de los productos entre centros de fabricación 
y la incorporación de materiales, para la fabricación de tres tipos de 
productos. 
 
Figura 1.1: Movimiento de materiales en configuración Job-Shop 




Los problemas que surgen en este tipo de configuraciones se refieren 
a la gestión de su taller de fabricación. Entre las dificultades más importantes 
se pueden destacar: 
 Elevado número de órdenes de fabricación en curso, muchas 
de ellas permanecen inactivas durante meses. 
 Pérdida de materiales, tanto en los almacenes como en la 
planta de fabricación.  
 Elevados tiempos de fabricación (Lead Time), lo que conlleva 
grandes stocks intermedios, que se acumulan a los pies de las 
máquinas a la espera de su ejecución. 
 Secuenciación deficiente de la OT en los distintos centros de 
trabajo. El encargado del taller tiene la responsabilidad de 
decir cuál es el siguiente trabajo que se ejecuta en cada 
centro, en función de los trabajos en cola. Normalmente el 
responsable no dispone de toda la información necesaria para 
tomar la decisión más adecuada en cada momento. Es 
habitual que cuando se inicia una nueva OF se tenga que 
detener por distintas razones: aparición de un trabajo urgente, 
falta de materiales, componentes que se están realizando en 
otros centros de trabajo y aún no están disponibles, etc. 
Todas estas situaciones provocan el incumplimiento de los plazos de 
fabricación y una baja rentabilidad de proceso de fabricación. 
Para intentar mejorar esta situación, la gerencia de la empresa instaló 
un terminal táctil de comunicación hombre-máquina, con la finalidad de que 
los empleados, introdujeran en el sistema de información de la empresa datos 
sobre:  
 Instantes de inicio y fin de las órdenes de trabajo. 
 Operario encargado de realizar las tareas. 
 Intervalos de pausa de la OT. 
Al cabo de uno meses se comprobó que el sistema no era operativo, 
ya que en un número elevado de ocasiones, los operarios se olvidaban de 
Capítulo 1. Introducción 
40 
 
arrancar la OT, de finalizarlas, etc. Por lo tanto, la información introducida en 
el sistema no era útil. 
Con la idea de mejorar esta situación, y en general la productividad de 
empresas del sector de la construcción naval, nació la idea de este trabajo.  
1.2 Enfoque para la resolución del problema 
Una vez analizados los sistemas de producción de varias empresas de 
la fabricación naval de la comarca de Vigo se comprobó que, a pesar de 
realizar correctamente la planificación de la producción, todas estas industrias 
adolecen de un sistema deficiente de control de la producción. En gran 
medida provocado por una falta de comunicación, entre lo que sucede en el 
taller de fabricación y el sistema de gestión de información de la empresa. 
Para incrementar la productividad de los talleres de fabricación en 
configuración Job-Shop se decidió estudiar los siguientes aspectos claves: 
 Mejorar el sistema de captura de datos en planta. Se busca un 
método que funcione con una mínima intervención por parte 
del operario con el objetivo de reducir los errores en la 
información capturada. Además, el sistema debe evitar 
desplazamientos improductivos por la planta, de tal manera 
que se pueda desplegar por toda la instalación de forma 
sencilla. 
 Integrar la información adquirida de forma eficiente en el 
sistema de información de la empresa. Se busca un software 
de planificación empresarial (ERP) que permita una óptima 
integración de la información adquirida de la producción. 
Después de estudiar distintos sistemas ERP, se eligieron las 
aplicaciones de software libre y código abierto. Este tipo de 
soluciones, a diferencia de las de software propietario, 
permiten acceder al código fuente de la aplicación, facilitando 
la integración de datos desde otros sistemas. 




 Definir una serie de indicadores (Key Performance Indicador, 
KPI) que permitan medir la mejora del sistema propuesto. 
Analizando la evolución de estos indicadores, se estudiará la 
efectividad del sistema elaborado. 
 
1.3 Descripción de la empresa tipo  
En este apartado se indicarán cuáles son las características más 
importantes de las empresas hacia las que va enfocado este trabajo. Para ello, 
en los siguientes puntos se analizan cuáles son las particularidades del centro 
de producción en el que surgió esta tesis doctoral y que sirve como empresa 
tipo dentro del sector. 
La empresa fue fundada en el año 1965, con el objeto de satisfacer la 
creciente demanda de equipos auxiliares de cubierta para el sector naval. Con 
el paso de los años fue consolidando su imagen de calidad y fiabilidad, 
convirtiéndose en referencia para el mercado español dentro de su gama de 
productos. 
La fabricación se inició con artículos sencillos como son las válvulas 
de aireación Figura 1.2, ideadas por el propio fundador de la empresa. Estas 
válvulas cuentan en la actualidad con la homologación por Lloys´s Register of 
Shipping, Germanischer Lloyd, Bureau Veritas, y American Bureau of 
Shipping.  
Con el paso de los años, coincidiendo con la mejora de su 
departamento de desarrollo de productos, se amplió su cartera con la 
fabricación de equipos auxiliares de cubierta: motones, cuadernales, pastecas, 
ganchos de remolque, etc. Estos elementos como estándar, están aprobados 
por Germanischer Lloyd`s, pero tienen la posibilidad de certificación por 
cualquier sociedad clasificadora 




Figura 1.2: Detalle de una válvula de aireación 
. A principios de los ochenta, se inició la producción de equipos de 
elevación como: pescantes (para botes y provisiones) pescantes de escalas 
reales, pórticos abatibles y grúas, de acuerdos a las normas I.S.O., F.E.M. y 
D.I.N. En Figura 1.3 se muestra un pescante instalado en un barco. 
 
Figura 1.3: Detalle de pescante instalado a bordo 




En esa época, coincidiendo con una importante crisis en el sector 
naval, la dirección de la empresa tomó la decisión de introducirse en un nuevo 
mercado, con la fabricación de maquinaria para canteras. En concreto en el 
año 1986, se fabricó una máquina semiautomática para el escuadre de bloques 
de granito en canteras, con una producción de 700m de barrenado por día, 
Figura 1.4. En este sector alcanza el mismo grado de éxito, dominando el 
mercado y probando la capacidad tecnológica de la empresa. Esta nueva línea 
de productos se complementa perfectamente con la división naval, siendo un 
desahogo importante para la empresa en momentos en los cuales la industria 
naval está en periodos bajos. 
 
Figura 1.4: Perforadora de escuadre de granito. 
Algunos de los productos de la empresa son líderes indiscutibles en el 
mercado español. A título orientativo se puede afirmar que el 90% de los 
buques que se construyen en este país, montan válvulas de aireación de esta 
empresa, el 100% de los remolcadores equipan sus ganchos de remolque, el 
50% instalan sus pescantes o grúas y el 90% de las máquinas de escuadrar 
bloques de granitos se fabrican en sus instalaciones. 
 




La organización interna de la empresa está representada gráficamente 
en la Figura 1.5, en la cual se observan las líneas de autoridad entre las 
diferentes direcciones y departamentos que integran la empresa. La 
organización está estructurada en diversas direcciones, cuyos responsables 
dependen directamente del director general. 
 
Figura 1.5: Organigrama de la empresa tipo 
 
Uno de los aspectos que llama la atención del organigrama de la 
empresa es el elevado porcentaje de personal que dedica su trabajo a labores 
no productivas. De la plantilla de cincuenta empleados que tiene, únicamente 
veinte están en la actualidad desempeñando su actividad en el taller, el resto 
de la plantilla se distribuye fundamentalmente en: la oficina técnica con siete 
trabajadores, seis administrativos, y el resto son mandos e ingenieros. De 
estos datos se deduce la elevada labor administrativa y de diseño, frente a la 
actividad productiva de la empresa. 
Otro problema que ha traído esta estructura con los años y el 
crecimiento de la empresa ha sido la falta de comunicación entre los distintos 
departamentos. Esta deficiencia se hace patente entre el taller y los 
departamentos de planificación de control de la producción. Esta situación 
genera diversos inconvenientes: aumento del stock para asegurar la 




producción, retrasos en el servicio a los clientes, problemas de calidad, 
dificultad a la hora de realizar la planificación de la producción y en el 
desarrollo de nuevos productos. 
Es de destacar en este tipo de empresas, la elevada cualificación de 
los operarios del taller. Es habitual encontrar en este tipo de empresas 
especialistas en: mecanizados, neumática e hidráulica, electricistas; y en 
aquellas que elaboran equipos más complejos, también especialistas en 
automatización. 
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1.3.2 Descripción de los medios de producción 
La empresa dispone de unas instalaciones propias, con 2.000 m
2
 de 
superficie edificada, sobre una parcela de 5.250 m
2
. En la Figura 1.6 se 
muestra la planta del taller de fabricación. 
 
Figura 1.6: Detalle de la planta de la empresa tipo 




Las máquinas se sitúan en una típica configuración Job-Shop, 
agrupadas por la función que realizan: soldaduras, mecanizados, montaje, etc. 
La distribución de los distintos talleres que forman la zona de producción trata 
de seguir el flujo de fabricación de los productos: 
1. Recepción de materias primas 
2. Almacén de materias primas, productos semielaborados y terminados 







10. Embalaje y expedición 
A primera vista, esta distribución parece bastante adecuada, ya que los 
productos se mueven de unos puestos a otros sin demasiados transportes 
innecesarios. 
Los principales equipos utilizados en el proceso de fabricación se 
indican en la Tabla 1.1. Como se puede apreciar la maquinaria empleada es de 
propósito general, tal como suele suceder en talleres con configuración Job-
Shop, con el objetivo de que la planta pueda ser lo más versátil posible. 
La última adquisición de la planta ha sido una mandrinadora, que 
permite a la empresa ampliar la complejidad del tipo de mecanizados a 
realizar. Es habitual que parte del mecanizado necesario para el proceso de 
producción se realice fuera de la empresa, ya que no se dispone de medios 
para ejecutar toda esta fase. Actualmente, el mecanizado es utilizado como 
comodín. En etapas de menor carga de trabajo, se realiza un mayor número de 
tareas de mecanizado dentro de la empresa, pero cuando la carga de trabajo es 
elevada, situación habitual, se externaliza más esta operación. 
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Tabla 1.1: Maquinaria para el sector naval 
Equipos A destacar 
Dos sierras Para el corte de tubos, perfiles… 
Plegadora Permite el plegado de chapas de hasta 10mm 
Cizalla Permite el corte de chapas de hasta 6 mm 
Fresadora universal 
Permite realizar recorridos en los tres ejes, hasta 
1200mm 
Tres tornos Dos de tipo paralelo y uno de tipo resolver.  
Varios equipos de 
taladrado 
Permite todo tipo de agujeros, pasantes o ciegos. 
Dos mandrinadoras 
Permiten el mecanizado de piezas con una 
tolerancia muy estrecha. 
Amoladoras Permiten el repasado de chapas de oxicorte 
Equipos de soldadura 
por arco 
Utilizados en las fases de calderería y soldadura 
para la unión de piezas de oxicorte. 
Equipos de soldadura  
por gas 
Empleada para soldadura de tubos y para trabajos 
de reparación. 
 
Otro aspecto a destacar relacionado con los procesos de fabricación es 
que la mayor parte de los productos que se producen en la empresa, 
fundamentalmente los destinados al mercado marino, necesitan tratamientos 
anticorrosión: galvanizado, zincado, pinturas antioxidantes, chorreado, etc. 
Todos estos tratamientos, por falta de medios, se realizan fuera de la empresa. 
Aspecto que complica enormemente el proceso de producción, obligando a 
que los componentes salgan y entren de las instalaciones, a veces hasta dos o 
tres veces para obtener el producto final. 
 




1.3.3 Proceso productivo 
Tal como se indicó en los puntos anteriores, el taller de fabricación 
está organizado en una configuración por procesos. De tal manera que, en 
función de las características del producto a fabricar, las materias primas se 
van moviendo de unos talleres a otros, donde se ejecutan los trabajos 
necesarios y se incorporan nuevos materiales. Así el proceso de fabricación de 
los distintos artículos que forman el catálogo de la empresa sigue un patrón 
semejante. Las operaciones más habituales a realizar son: 
1. Recepción. El proceso se inicia con la recepción de chapa de acero 
cortada normal mediante oxicorte. Esta chapa es la que se emplea 
como base para la fabricación de los bastidores de los distintos 
productos. 
2. Repasado. Los bordes de estas chapas son repasados con amoladoras, 
con la finalidad de eliminar aristas cortantes y para acondicionar las 
superficies para el proceso de soldadura. 
3. Premecanizado. Se realiza un primer mecanizado de las piezas. Por 
ejemplo, para definir roscas de los cáncamos o hacer agujeros para 
ejes. 
4. Calderería. En esta sección se toman todas las piezas que forman el 
bastidor de un producto (válvula, ganchos de disparo, pastecas, etc.) y 
se les dan puntos de soldadura con el fin de definir el conjunto. 
Por la gran variedad de variantes de los artículos a fabricar, es poco 
habitual que se empleen útiles que faciliten la definición de los conjuntos en 
la fase de calderería. Los operarios montan los conjuntos en función de los 
planos elaborados en el departamento técnico de la empresa. 
5. Soldadura. En este puesto el soldador realiza los cordones de 
soldadura que aseguran el conjunto. El principal tipo de soldadura 
utilizada es la MIG, que es muy empleada en la actualidad para la 
unión de chapas de acero. 
6. Calderería. Normalmente los conjuntos después de la soldadura 
suelen sufrir deformaciones. Por ello el producto se lleva nuevamente 
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a la sección de calderería para chequear sus dimensiones. Aplicando 
calor se le devuelve a su forma deseada. 
7. Repasado. Se eliminan los restos de soldadura y se repasa con 
amoladoras las soldaduras. 
8. Mecanizado. Una vez elaborada la estructura es habitual que el 
producto sufra una nueva actividad de mecanizado para definir, por 
ejemplo: chaveteros, terminación de superficies y contornos, etc. 
9. Tratamientos. Los productos que se fabrican en esta empresa 
desarrollan habitualmente su trabajo en ambientes agresivos, que hace 
imprescindible aplicarles tratamientos anticorrosión. Los tratamientos 
más habituales suelen ser: 
 Chorreado y pintado. El bastidor a su salida de calderería se 
chorrea para eliminar suciedades y oxidaciones. A 
continuación, se le aplica una imprimación protectora. 
 Galvanizado o cincado. Para proteger el producto se 
galvaniza o se cinca. El galvanizado se aplica en superficies 
con elevada tolerancia en dimensiones, en cambio el cincado 
se emplea en piezas con poca tolerancia, como pueden ser eje, 
cáncamos, etc. 
Estos das dos operaciones se realizan en empresas exteriores, por lo 
que se hace necesario llevar un control de cuando los artículos salen de las 
instalaciones y cuando retornan. 
10. Montaje. Una vez finalizado el bastidor se le añaden el resto de las 
piezas que forman el producto final. Se incluyen piezas como: ejes, 
rodamientos, rejillas, poleas, etc. Dependiendo de las características 
del artículo, se montarán los elementos hidráulicos y/o neumáticos, 
para facilitar su gobierno. 
11. Pintura. En esta fase se aplica al producto la pintura que le da su 
aspecto final. 
12. Etiquetaje. Finalmente, al producto se le colocan unas placas de 
identificación y se engrasa dejándolo listo para su embalaje. 




1.3.4 Sistema de información 
Para la gestión de la información gran porcentaje de empresas del 
sector naval utilizan ERPs propietarios diseñados específicamente para dicho 
sector[1]. Este software de gestión está plenamente operativo en parte de los 
departamentos de la empresa: estructuras, compras, ventas y contabilidad; 
pero hay otros departamentos que son más reacios a su utilización. En 
concreto los módulos de gestión de stocks, planificación y desarrollo de 
productos no están plenamente operativos. 
En la Figura 1.7 se muestra una vista del sistema de gestión 
empresarial que actualmente se emplea. El mayor inconveniente que presenta 
este programa es su rigidez. Los departamentos de la empresa que no lo 
utilizan, argumentan que no se adecúa a sus necesidades. Cualquier 
modificación en el programa tiene que pasar por la empresa que instaló la 
aplicación y en la mayoría de los casos suelen ser desarrollos a medida, que se 
desestiman por su alto coste. 
 
Figura 1.7: Detalle de ERP de la empresa tipo 
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La planificación de la producción en la actualidad se suele realizar 
fuera del ERP debido, entre otros muchos problemas, a: 
1. Un deficiente control de stock. 
2. La defectuosa comunicación entre los departamentos 
implicados, que provoca que no esté disponible información 
necesaria en los momentos precisos. 
Partiendo de esta planificación, el responsable de planificación y 
control de la producción, lanza las órdenes de fabricación OP desde el ERP. 
Este documento se utiliza para controlar tanto los materiales como las 
operaciones que intervienen en la fabricación de los productos. A modo de 
ejemplo, en la Figura 1.8 se muestra el detalle de un OP. 
 
Figura 1.8: Detalle de una Orden de Producción (OP) 
En esta estructura los artículos y las operaciones se muestran en la 
parte izquierda de la Figura 1.8. Se puede apreciar el siguiente árbol de 
operaciones y materiales: 
1. En la parte superior, se indica el producto final a obtener. 




2. Los centros en los que se deben hacer las distintas 
operaciones: montaje, soldadura y pintura. 
3. Los materiales a añadir en cada uno de los centros de 
fabricación. Para esta OP, en particular, solo se añaden 
materiales en el centro de montaje. 
Para las operaciones a realizar se indica, el centro de trabajo y una 
breve descripción de la misma. En cuanto a los materiales se detallan todos 
los elementos necesarios para el proceso. Una parte de estos materiales son 
productos que la empresa adquiere en el exterior, pero otros son componentes 
que la empresa elabora en sus propias instalaciones. El pedido de un producto 
final genera la orden de fabricación del producto final, y ésta conlleva la 
generación de la OP de los productos intermedios que demande el producto 
final. 
A modo de ejemplo, en la Figura 1.9, se indica la OP para el montaje 
final de una válvula de aireación. 
 
Figura 1.9: Detalle de la OP válvula de aireación 
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Esta OP únicamente posee una operación de ―montaje‖. Además, en 
esta OP se detallan 10 materiales necesarios para realizar la actividad de 
montaje. Los materiales cuyo código se inicia por un ―9‖ corresponden con 
artículos que se adquieren fuera de la empresa, pero los que se inician con un 
―1‖ corresponden a componentes que se fabrican en la empresa, por lo que 
tienen asociados  una orden de producción. Por ejemplo, el primer artículo de 
la lista 1130.0080.9100 corresponde con el ―CUERPO VALVULA 
GALVANIZADA‖. En la Figura 1.10 se muestra esta nueva OP. 
 
Figura 1.10: Detalle de la OP hija de una Válvula  
Esta nueva OP está formada por tres operaciones: galvanizado 
exterior (Megalta), repasar galvanizado  y taladrar-roscar. En la nomenclatura 
empleada en esta tesis, esta OP, se descompone en tres OT, una por cada 
centro de trabajo. Además de estas tres operaciones en la OP se incluye un 
nuevo artículo ―cuerpo de la válvula sin galvanizar‖ que a su vez tendrá su 
propia OP. 




En la Figura 1.11, se muestra la estructura en árbol de uno de los 
productos más sencillos que se elabora en la actualidad en este tipo de 
empresas, las válvulas de aireación. 
 
Figura 1.11: Detalle de la estructura de componentes de una válvula de aireación 
A la vista de esta estructura se hace evidente que antes de iniciarse la 
fabricación de un producto padre, tienen que estar elaborados todos sus 
productos hijos. 
Uno de los grandes problemas que tienen las empresas del sector de 
metal, que esta tesis trata de resolver, está relacionada con la secuenciación 
de las OT. Es bastante habitual que se decida la ejecución de una orden para 
la cual no están disponibles todos sus elementos. Cuando se comprueba que 
falta algún componente, ésta se detiene. Esto provoca que existan por el taller 
un elevado número de OPs paradas a la espera que se reciba alguno de sus 
materiales, lo cual incrementa los stocks intermedios de materiales y 
consecuentemente los tiempos de fabricación. Este proceder inadecuado, 
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también es debido al deficiente control de stock que tienen las empresas del 
sector.  
A modo de ejemplo en la Figura 1.12, se muestra un diagrama de 
operaciones para la fabricación de un artículo complejo, en la empresa tipo. 
 
Figura 1.12: Secuenciación de operaciones de fabricación 
Como se muestra en dicha figura, cada vez que se ejecuta una 
operación es habitual que los materiales intermedios se almacenen a pie de 
máquina a la espera de que se ejecute la siguiente operación. Es por ello que 
en este tipo de configuración de taller, se aprecien zonas de almacenaje 
intermedio por toda la planta de fabricación. 
 
1.3.5 Compras y aprovisionamientos 
El manual de calidad de la empresa en su procedimiento de compras 
describe la sistemática a seguir para la tramitación de los pedidos, con el 
objeto de asegurar que los productos que son adquiridos cumplen con los 
requisitos especificados. 




Las solicitudes de compras se pueden originar en cuatro situaciones 
distintas: 
1. El departamento de compras recibe del departamento de 
planificación las propuestas de compras basadas en las nuevas 
necesidades y en los stocks disponibles, con los que 
gestionará las compras de los productos. 
2. Los departamentos de ingeniería podrán adelantar las 
compras de los productos a largo plazo, con los planos 
correspondientes. 
3. Cuando el caso lo requiera surgirán demandas de compras 
desde el taller de fabricación, por medio de la solicitud al 
departamento de compras. 
4. Las demandas de compras nacen del almacén, que es el que 
tiene una información más exacta de los stocks reales de la 
empresa. En cada momento la decisión recae en el  
responsable de compras y/o producción en función del 
análisis del material, previsiones de producción, etc.  
En función de la naturaleza de la compra, los pedidos deben contener 
total o parcialmente los siguientes datos: 
 Fecha, nº de pedido y paginación del mismo. 
 Descripción del producto: tipo, clase, referencia u otra 
identificación precisa del material a comprar, código interno, 
referencia del proveedor, referencia a una oferta o pedido 
anterior, etc. 
 Cantidades, precios, plazos, formas de pago, transporte y 
embalaje. 
 Suministro de documentos: especificaciones, planos, manual 
de instrucciones, lista de despiece y otros datos técnicos, así 
como los idiomas que se utilizaran para su redacción.  
 Conformidad a normas y legislación aplicables (con los 
títulos, números y ediciones) y a las exigencias del cliente 
teniendo en cuenta las del Sistema de Calidad. 
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 Certificados requeridos de acuerdo con la relación de 
materiales con Certificados S/EN 10201, o una específica del 
pedido que se archivará en la carpeta de planos 
correspondiente de la Oficina Técnica. 
El seguimiento de los pedidos lo realiza el responsable de compras 
que revisa las fechas previstas de entrega, determinando los pedidos servidos 
fuera de plazo, para los que decide levantar un informe de No Conformidad. 
Otro aspecto importante relativo a las compras tiene que ver con los 
trabajos u operaciones realizadas en empresas externas, práctica habitual 
empleada en este tipo de  empresas. Los trabajos externos son gestionados por 
el departamento de planificación y/o jefe de taller en función de la carga de 
trabajo, tipo de pieza, disponibilidad de maquinaria, etc. Esta gestión se 
realiza por medio de un albarán, en donde además del nombre del proveedor, 
se indica cantidad, referencia, breve descripción del trabajo a realizar y 
material que se envía, guardándose una copia en el archivo de trabajos al 
exterior existente en el almacén. 
Una vez que se recibe el material, éste sigue todos los procedimientos 
aplicables igual que el acopiado, enviando la copia del albarán junto con el del 
proveedor al responsable de compras. 
 
1.3.6 Análisis de los flujos de valor en la empresa 
Para el estudio de los flujos de valor de la empresa se analiza los 
pasos que sigue el pedido de un artículo no estándar3 a través de los distintos 
                                                     
 
3
 El ochenta por ciento de los artículos que elabora la empresa son no 
estándar; es decir, que precisan para su elaboración la realización de planos 
específicos. Dependiendo del caso, los planos pueden ser totalmente nuevos o 
simplemente modificaciones de los existentes. 




departamentos de una empresa de este tipo. Se ha elegido el producto de 
mayor complejidad para el cual se necesita que intervengan todos los 
departamentos de la empresa. 
 
Departamento de ventas 
El primer paso a la hora de atender el pedido de un cliente es 
proporcionar una primera solución técnica a su demanda, así como la 
elaboración de un presupuesto. Dado la gran variedad de productos que se 
desarrollan a medida, se estimó que disponer de una lista de precios estándar 
no sería operativo. Se decidió que el departamento de ventas solicitará la 
autorización a la dirección de la empresa, antes de cotizar un precio para un 
producto con características especiales. La propuesta se envía al departamento 
técnico, que efectuará el correspondiente análisis de coste, después del cual se 
comunicará el importe del mismo al departamento de ventas. Una vez 
aceptada la oferta, el comercial negocia un precio final con el cliente que 




A su llegada a la empresa, los pedidos pasan por el departamento de 
registro de pedidos, de ahí al departamento de análisis de créditos, y de éste 
otra vez al departamento de ingeniería. En este último, se generan las listas de 
materiales y los planos necesarios para la fabricación del artículo. El proceso 
puede llevar semanas o meses, dependiendo del retraso que exista en cada uno 
de los departamentos, hasta llegar al departamento de planificación de la 
producción. Los componentes que tienen un ciclo largo de suministro, los 
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Planificación de la producción 
El pedido, los planos y la lista de materiales se llevan al departamento 
de planificación para que se integre en la planificación maestra de producción. 
Este departamento en función de los pedidos y de las listas de materiales 
genera las órdenes de fabricación en la que se detallan para cada uno de los 
componentes de un producto, tanto las operaciones a realizar, como los 
materiales necesarios. En la actualidad no se está utilizando el planificador de 
la producción disponible en el ERP de la empresa, si no que lo realiza el 
responsable de planificar la producción, en base a la carga del taller y de la 
urgencia de los pedidos. No se utiliza el planificador de la producción debido 
al gran número de órdenes de fabricación que están en circulación por toda la 
empresa, que hace imposible saber en qué puesto de trabajo está cada orden. 
Además existe un elevado número de órdenes sin cerrar, bien porque se 
terminaron pero no se informó al administrativo de producción, porque se 
extraviaron, o bien se reformó un pedido y al final no se completó una 
producción. 
Compras 
Planificación entrega las órdenes de fabricación, donde aparece 
reflejado el stock de cada componente al departamento de compras. Éste 
último se encarga de la petición de ofertas y del acopio de materiales en el 
momento oportuno. La recepción de los materiales se realiza en el almacén de 
la empresa donde se determina si el nuevo componente se ha pedido para 
stock o para una OP. En este último caso, el material se deja separado en un 
palé con su correspondiente orden. 
A modo de resumen en la Figura 1.13, se muestra cuál es el flujo de 
operaciones para atender un nuevo pedido. 





Figura 1.13: Flujo de operaciones para atender un pedido 
Producción 
Una vez lanzadas las OF se entregan al jefe del taller que, teniendo el 
cuenta la carga de trabajo de los distintos talleres, decide cuál es la secuencia 
más adecuada de ejecución de las distintas OF.  
Tal como se indicó en el apartado 1.3.3, la secuenciación de 
operaciones en cada una de las máquinas del taller, es una de las tareas más 
críticas a la hora de gestionar la producción ya que, un incorrecto 
ordenamiento, puede acarrear enormes retrasos a la hora de fabricar un 
artículo. Para realizar una correcta secuenciación de operaciones es necesario 
tener información actualizada de la planta (saber que OT se están realizando 
en cada máquina), y del departamento de planificación de la producción, que 
es quién sabe las fechas previstas de ejecución de cada OT. Normalmente, el 
jefe del taller no tiene toda la información necesaria para realizar una correcta 
secuenciación de operaciones. 
También suele ser bastante habitual que los planos se retrasen en 
oficina técnica, lo que provoca que se vayan generando OPs de las que no 
existe plano, situación que origina que el resto de los componentes del 
producto se retrasen. Otras veces, acuciados por la premura de tiempo, el 
departamento de compras realiza los pedidos de un producto sin la existencia 
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de los planos finales y sus correspondientes OPs, lo que provoca que cuando 
finalmente se lanzan éstas, los artículos pedidos no correspondan con los 
indicados. 
Los operarios de planta a medida que van ejecutando las distintas OT, 
introducen a través de un terminal de recogida de datos  que existe en el 
centro de la nave de fabricación, información de los instantes en los que se 
inician y finalizan la OT [2]. 
Estos datos de duración de cada una de las tareas sirven para: 
1. Contrastarlos con los planificados, lo que permite contrastar 
la información que tiene el planificador de la duración de las 
tareas. 
2. Determinar los costes de fabricación, que se pueden utilizar 
en algunos casos para facturar los trabajos, o para determinar 
los posibles beneficios o pérdidas obtenidas en la ejecución 
de las distintas tareas de fabricación. 
El sistema de captura de datos que en la actualidad dispone la empresa 
tipo, tiene muchas deficiencias en su funcionamiento. Al existir un único 
terminal en toda la planta, los operarios se ven obligados a realizar 
desplazamientos improductivos. Además, los empleados no están 
concienciados de la importancia de la recogida de esta información  y es 
habitual que se olviden de indicar en el sistema, los momentos de inicio, 
pausa o finalización de las distintas OT. 
En la Figura 1.14, se puede observar un terminal táctil de 
comunicación hombre-máquina similar al empleado en la planta tipo objeto de 
este estudio. 









Almacén de expedición 
Una vez que el taller realiza las distintas tareas de producción y se 
obtiene el producto terminado, éste se lleva con su correspondiente OP al 
almacén de expedición. Desde allí se manda la OP finalizada al departamento 
de producción, para que ésta se dé por cerrada en el sistema informático. 
Finalmente, el departamento de producción genera un albarán de salida y la 
factura para el envío de la mercancía al cliente. 
 
1.3.7 Análisis DAFO de la empresa tipo 
Una vez descrita la empresa, sus productos y sus flujos de valor, es el 
momento adecuado para realizar un balance general de su situación, desde un 
punto de vista interno y externo. Para ello en la Tabla 1.2, se indica el 
DAFO de la empresa.  
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 Cortesía de Siemens AG 
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Tabla 1.2. Análisis DAFO de la empresa tipo
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En este capítulo se analizará el estado del arte de las principales 
disciplinas y tecnologías que intervienen en la gestión de la producción, con la 
finalidad de situar la actividad del Control de la Producción en los talleres de 
fabricación en configuración Job-Shop. Esta actividad de la dirección de 
operaciones, es donde se centran las mejoras propuestas por esta tesis de 
doctoramiento. 
2.1 Introducción 
Hoy en día las empresas desarrollan su actividad en un mundo con 
mercados tremendamente globalizados. Éstas se ven obligadas a mejorar 
permanentemente todos sus procesos para ser competitivas. La globalización 
llega hasta tal punto, que productos de bajo valor añadido, como pueden ser 
frutas y verduras, ahora nos llegan desde todas las partes del mundo. 
El incremento de la globalización es debida fundamentalmente, a la 
reducción de las barreras comerciales entre los países y a la mayor eficiencia 
en los sistemas de transporte de mercancías. El sector de la fabricación naval 
es un sector muy liberalizado. Los productores españoles además de competir 
con fabricantes de economías desarrolladas, ahora tienen que verse las caras 
con industrias de economías emergentes, fundamentalmente del sudeste 
asiático y del este de Europa. Estos países, por su grado de desarrollo, tienen 
una ventaja competitiva muy importante respecto a las desarrolladas, en los 
niveles de los salarios que pagan a sus trabajadores. Esta situación ha 
provocado que en estos últimos años gran parte de la producción mundial se 
haya desplazado hacia estos países de economía emergente. En la Tabla 2.1 se 
puede consultar cuáles son los principales países por producción. En [4] se 
puede consultar un informe del año 2014 sobre la situación de la construcción 
naval y de la navegación. Una de las formas que tienen las economías 
desarrolladas para defenderse de esta nueva situación es el incremento de su 
productividad. Este mismo razonamiento se puede extrapolar al mundo de la 
empresa, de tal manera que, para mejorar su productividad, se debe de 
optimizar todas sus operaciones. 
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2.2 Conceptos básicos 
Este apartado se inicia con un estudio de la Dirección de Operaciones 
con la finalidad de situar en este contexto teórico el Control de Producción. 
Este último concepto es fundamental para esta tesis de doctoramiento, ya que 
en él se sitúa la captura de datos de fabricación y las mejoras de las soluciones  
planteadas en este trabajo. 
Se entiende por operaciones, los procesos mediante los que 
determinados INPUTS (materiales, trabajos de maquinaria, trabajos de las 
personas, conocimientos, etc.) se transforman en determinados OUTPUTS 
(productos de consumo, bienes de equipo, servicios, etc.) 
Se puede incluir en el dominio de la Dirección de Operaciones las 
siguientes funciones empresariales: 
 Ingeniería de procesos: definición y mejora de métodos y 
procedimientos, definición de recursos, distribución física de 
recursos. 
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 Fuente: BRS Brokers informe anual de navegación y construcción naval 
2013 




 Gestión de la Producción: Planificación y Control de la 
Producción. 
 Gestión de la calidad: Planificación, Control y Garantía. 
 Gestión del mantenimiento de los recursos productivos 
 Logística: almacenaje, manipulación, rutas de distribución. 
La fabricación constituye el aspecto central de las operaciones en las 
empresas que desarrollan actividades industriales. Las etapas de fabricación se 
pueden agrupar en dos conjuntos según su orientación: 
1. Operaciones relativas a los productos: concepción, 
representación y control de la calidad del producto. 
2. Operaciones relativas a los procesos: diseño de operaciones, 
gestión de la producción, mantenimientos, etc. 
Este trabajo se centrará en el estudio de las operaciones relativas a los 
procesos de producción. 
2.3 Etapas de la planificación de la producción 
En la Gestión de la Producción, la planificación se desarrolla en tres 
niveles correspondientes a tres horizontes temporales: 
 Nivel estratégico: Largo plazo 
 Nivel táctico: Medio plazo 
 Nivel operativo : Corto plazo (gestión del taller) 
De una forma muy resumida se puede decir que la planificación 
responde a tres cuestiones básicas en cualquiera de sus tres niveles. Qué, 
cuándo y cuánto producir. En [5] se puede consultar un estudio extenso sobre 
la planificación de la producción y sus fases. 
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2.4 Fases de Programación de la Producción 
En el nivel operativo de la planificación se desarrolla la 
Programación de la Producción; es decir, la materialización de los planes 
estratégicos y tácticos. Su ámbito de aplicación es el corto plazo (el horizonte 
de programación es el día, a lo sumo unas pocas semanas). En el proceso de 
Programación, las previsiones de venta o los pedidos firmes de un producto 
para un periodo determinado se convierten en órdenes de fabricación. Esta 
conversión supondrá el determinar cómo y cuándo se va a hacer el trabajo (en 
qué máquinas, con qué operarios, con qué materias primas, en qué fecha, con 
qué plazo…). 
Por otro lado, la misión del Control de la Producción es garantizar y 
controlar la realización, en el taller, de todo lo que se ha preparado y 
programado, tomando las acciones correctoras que sean necesarias a la vista 
de los resultados. Para realizar correctamente esta tarea es imprescindible 
tener una información lo más real posible, de lo que está pasando en el taller. 
Es ahí donde entran de lleno los sistemas de captura de datos en planta que se 
estudiarán en el siguiente capítulo. 
Todo el trabajo de las diferentes fases de la Programación y Control 
de la Producción va orientado a alcanzar los siguientes objetivos: 
 Cumplir plazos 
 Minimizar el ciclo de fabricación 
 Aprovechar al máximo los medios de producción 
A un nivel de mayor detalle, la Programación y Control de la 
Producción generalmente se ejecuta en cuatro fases, tal como se indica en la 
Figura 2.1. Como se puede observar es un proceso realimentado, de tal 
manera que, en función de la información recogida en el taller, en la fase de 
control de la producción, se vuelve a replantear la preparación y el 
lanzamiento de la producción. Esta realimentación tiene por misión optimizar 
la ejecución de las órdenes de producción en función de los acontecimientos 
que se producen en cada instante en el taller de fabricación.  





Figura 2.1: Fases de la programación y control de la producción 
En los siguientes apartados se indicará en qué consisten cada una de 
estas fases. 
2.4.1 Preparación 
La definición de la secuencia de operaciones o proceso de trabajo para 
cada orden de fabricación es una función que se denomina Preparación del 
trabajo, que se realiza con anterioridad a la programación propiamente dicha. 
Esta fase para la producción de artículos estándar no necesita repetirse cada 
vez. Sin embargo, para la producción sobre pedido, o para la ejecución de 
productos estándar que presenten importantes modificaciones, constituye una 









Control de la 
producción
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Las fases más habituales de la preparación son las siguientes: 
 Analizar el producto para determinar los métodos posibles de 
fabricarlo. 
 Determinar los materiales necesarios y su procedencia. 
 Determinar la secuencia de  operaciones a realizar. 
 Definir el tipo de maquinaria o puesto de trabajo dónde se ha 
de hacer cada operación. 
 Fijar el número y la categoría de los operarios que deben 
hacer cada operación. 
 Determinar el tiempo necesario para cada operación. 
 Calcular el tamaño de lote económico. 
 Preparar los documentos. 
 Ayudar al cálculo de presupuesto para hacer las ofertas a los 
clientes 
 Enviar la documentación a Programación y a Lanzamiento. 
Dependiendo del tipo de producción que se realice y de sus 
propios condicionantes de organización interna, cada empresa tendrá 
una estructura de preparación del trabajo. A continuación se presenta 
un esquema de las fases de preparación del trabajo, que pretende ser 
lo más universal posible, indicando la documentación que se genera 
en cada una de ellas: 
 Pedido. A instancia de algún cliente o en función de una 
programación para un periodo de tiempo, se definirán las 
cantidades de uno o más productos que la empresa ha de 
fabricar. En el pedido deben figurar tres datos fundamentales: 
o Referencia de  los productos solicitados. 
o Cantidades por producto. 
o Fecha de entrega. 
 Hoja de Ruta. Con los pedidos recibidos del departamento 
comercial, el departamento de planificación de la producción, 
configura las Hojas de Ruta. Se determinará la secuencia de 




operaciones de cada producto a fabricar. En este documento 
habrán de figurar: 
o Las operaciones a realizar. 
o El orden de la secuencia de ejecución 
o La sección y tipo de máquina o puesto para cada 
operación, los tiempos necesarios para realizarlas y la 
utilización de herramientas especiales o útiles. 
 Tiempo de proceso (Lead Time). Con este documento que 
completa al anterior, se calcula el tiempo total para la 
fabricación de un producto, desde que se lanzan las primeras 
OPs, hasta su envío al cliente. Incluye los siguientes 
elementos para cada fase de fabricación: 
o Tiempos de preparación (set up) del centro de trabajo. 
Tiempo que se invierte en limpieza, reglaje, carga y 
descarga de materiales en dicho CT. 
o Tiempo de operación. Tiempo de trabajo sobre el 
producto propiamente dicho. 
o Tiempos improductivos. Tiempo por parada de 
máquinas debido a averías, a defectos de material, 
etc. 
o Tiempo de transporte. Tiempo desde el CT actual al 
siguiente. 
o Tiempos de espera. Tiempo debido a las colas en el 
propio centro de trabajo. Éste es bastante 
impredecible ya que dependerá de la carga que tenga 
el taller en cada momento. 
 Hojas de instrucciones. Documento en el que se definirá en 
detalle el método operatorio de una operación, incluyendo 
generalmente, un croquis o plano de la misma. En ocasiones, 
la información de esta hoja está integrada en la propia Hoja 
de ruta. 
 Listas de materiales (Bill of Materials o BOM). Relación 
detallada de materias primas  y/o componentes comerciales 
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que necesita un producto para su fabricación y/o montaje. En 
ocasiones esta información también está integrada en la Hoja 
de Ruta. La información básica necesaria por cada productos 
es la siguiente: 
o Producto hijo. 
o Producto padre. 
o Cantidad necesaria de producto hijo para fabricar una 
unidad de producto padre. 
 Orden de Fabricación (OF). Partiendo de las hojas de rutas, 
el departamento de fabricación elabora la OF siguiendo 
alguna de las siguientes políticas: 
o Incluir cada pedido en una y solo una OF. Esto es lo 
más habitual en caso de fabricación bajo pedido y a 
medida de un solo tipo de producto. Suele ser el caso 
más habitual en el sector de la fabricación naval 
debido a que los productos a fabricar siempre tienen 
unas características particulares propias. 
o Descomponer un pedido en diferentes OF, una por 
cada tipo de producto. De esta manera cada orden 
solo lleva productos de un único pedido. Esto es lo 
habitual en fabricación de pedidos con más de un 
producto. 
o Crear una OF por producto, agrupando cantidades 
correspondientes a diferentes pedidos. Esto es lo 
habitual en fabricación contra pedido o contra 
almacén de productos estándares. 
Una OF debe de incluir la siguiente información: 
o Referencia del producto a fabricar. 
o Cantidad de dicho producto. 
o Fecha de terminación que estará relacionada con la 
fecha de entrega del pedido. 
 




 Órdenes de Trabajo (OT). En el caso de productos cuya 
fabricación requiere diferentes procesos en distintos Centros 
de Trabajo (CT), se puede descomponer la orden de 
fabricación original en distintas órdenes de trabajo, una para 
cada centro de trabajo. La información que debe de incluir 
dicha OT es: 
o Referencia del producto y de la OF madre. 
o Cantidad a fabricar. A este concepto también se le 
suele denominar lote de fabricación. 
o La secuencia de ejecución de las distinta OTs que 
forman una OP. 
o Fecha de inicio esperada del trabajo. Esta fecha estará 
en consonancia con la fecha final de ejecución de la 
OP. Con la finalidad de definir los tiempos de 
finalización y la secuenciación de cada una de las 
OTs que forman una OP, se suelen emplear 
herramientas gráficas como son lo diagramas de 
Gantt. 
 Bono de Trabajo. Este documento se emplea para la 
recogida de la información de planta necesaria para realizar el 
control de la producción. En este documento el operario 
deberá de indicar: 
o El nombre del operario. 
o La operación realizada o cantidad de trabajo 
ejecutado. 
o La duración de la misma. 
o El puesto de ejecución. 
o La existencia de incidencias: averías, causas de 
pausas en la fabricación, material defectuoso, etc. si 
fuese el caso. 
Toda esta documentación se describirá de forma más detallada, en el 
apartado 6.9, cuando se analice el funcionamiento se sistema de gestión 
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empresarial empleado en esta tesis. En [6] se puede consultar una información 
más detallada sobre conceptos elementales de Gestión de la Producción. 
2.4.2 Programación 
En esta etapa se realiza la previsión y coordinación de los recursos, 
con todo detalle, a muy corto plazo, y considerando las condiciones que se 
están produciendo en cada momento, con el objeto de saturar y aprovechar al 
máximo la capacidad de cada centro de producción. Es el momento de 
determinar la fecha de comienzo y finalización de cada operación a realizar en 
el taller, cumpliendo los plazos establecidos. 
La programación de las operaciones se realiza justo después de la fase 
de preparación del trabajo, teniendo en cuenta el plan de producción y la 
situación actual del taller de fabricación. 
Para poder acometer la programación de la producción, hay una serie 
de informaciones que son imprescindibles, en unos casos vienen asociadas a 
la documentación de preparación y en otros casos son debidas a la propia 
gestión de la programación: 
 Capacidad de producción. Este concepto se entiende como, la 
cantidad de trabajo (horas, kg,…) que se puede realizar en un 
periodo de tiempo, una máquina, un puesto de trabajo, etc. Se  
puede hablar de dos tipos de capacidad de producción: 
o La teórica, que sería con la que funcionaría una 
máquina o taller, en las condiciones ideales. 
o La real, que es la que se obtiene en las condiciones de 
trabajo real del taller. Siempre es menor que la 
anterior debida a las dificultades de gestión: 
rendimientos, fiabilidad de las instalaciones, falta de 
piezas, etc. 
Para conseguir la excelencia productiva se debe lograr 
que la capacidad real sea lo más próxima a la teórica. Para ello, 




las empresas deben de aplicar técnicas de organización industrial 
(estudios de métodos y tiempos, mejora de rendimientos, sistemas 
de incentivos, mejoras de mantenimiento, aumento de la 
fiabilidad, cambio rápido de útiles, etc.) 
Para la medida de la eficacia de un sistema productivo: 
maquinaria, líneas de producción, talleres, etc. Se emplea el 
concepto de OEE (Overall Equipment Efficiency). Con este 
indicador se mide los tres parámetros fundamentales de la 
producción industrial: la disponibilidad, la eficiencia y la calidad. 
Con la OEE se evalúan las mermas más importantes que reducen 
la productividad de los equipos. 
1. Reducción de velocidad de producción. 
2. Paradas y averías. 
3. Tiempos de preparación y ajustes. 
4. Rechazos de producción y puesta en marcha. 
5. Pequeñas paradas. 
Este tipo de indicadores son muy empleados en las 
fabricaciones por producto, en las que se realizan grandes lotes de 
fabricación de un artículo. Por ejemplo, en la industria 
conservera, en la automoción, en la fabricación de componentes 
electrónicos, etc. En [7] se puede consultar una revisión sobre el 
parámetro de la OEE y su correcta aplicación.   
Dependiendo de la condiciones del mercado será 
necesario aumentar o disminuir la capacidad de producción. Para 
ello se dispone de diferentes posibilidades: 
o A corto plazo: horas extras 
o A medio plazo: ajustes de plantilla y/o 
subcontratación 
o A largo plazo: incremento o reducción de dimensión 
(máquinas, instalaciones y efectivos) 
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 Carga de trabajo. Se define como la cantidad de trabajo 
(horas, kg, metros, número de piezas, etc.) pendiente de 
realización, para cumplimentar los programas de fabricación 
o los pedidos en cartera, para una máquina, puesto de trabajo, 
o sección del taller. 
 Tiempo necesario para el acopio de materiales. 
 Disponibilidad de mano de obra. 
 Disponibilidad de herramientas y dispositivos especiales. 
 Secuencia de operaciones de la hoja de ruta. 
 Fiabilidad de las instalaciones. 
 Cantidad de piezas a producir. 
 Orden de preferencia de cada pieza. 
 
La organización de la programación puede ser de dos tipos: 
 Centralizada en el departamento de programación. Que es 
quién decide el empleo de tiempo en cada centro de trabajo. 
Es indispensable controlar, si es posible en tiempo real, que la 
programación se está desarrollando según lo previsto y, en 
caso contrario, efectuar las correcciones necesarias con 
relación a la programación inicial. El departamento de 
programación es el intermediario obligado entre el cliente 
(interno o externo) y los distintos actores que intervienen en 
la elaboración de un artículo. Esto hace el sistema más pesado 
y con unos Lead Times mayores. Se llaman sistemas de 
empuje( ―push‖), porque la información y las órdenes parten 
del principio del proceso. El departamento de programación 
pasa la orden al primer centro de trabajo (CT) y éste al 
siguiente, y así hasta llegar al último CT. Este es el método de 
trabajo habitual de las empresas de la fabricación naval. 
 Descentralizada ya sea total o parcialmente, compartida 
entre el departamento central y los centros de trabajo. Es el 
caso de los sistemas de arrastre (―pull‖) de los cuales el 




Kanban es el principal representante, la realización de tareas o 
trabajos parte consumo de productos. De esta manera cuando 
se realiza la venta de un artículo, automáticamente se generan 
peticiones de fabricación a los talleres o máquinas que están 
relacionados con la entrega de los productos y desde éstos se 
van generando demandas a los anteriores. 
 
2.4.3 Lanzamiento 
El lanzamiento ordena la ejecución de un trabajo u orden de 
fabricación en el taller haciendo uso de la documentación, medios de 
fabricación y mano de obra previstos, en un tiempo determinado y según el 
programa establecido. 
El lanzamiento puede ser propiamente, la distribución del trabajo 
entre los puestos o máquinas que deben realizarlo, o una fase anterior al 
reparto, que realizará el jefe o encargado de la sección correspondiente.  
En el sector de la fabricación naval el reparto de tareas y la 
organización de los recursos de taller recaen en el jefe del taller. Éste en 
función de las tareas a realizar y sus plazos, decide la secuencia de ejecución 
de los mismos. 
Un buen lanzamiento debería realizarse solamente con un buen 
circuito de documentos; sin embargo, muchas veces es preciso utilizar un 
―seguidor‖ que investigue la marcha de las órdenes de fabricación en el taller, 
impulsando su avance y tomando medidas para corregir las dificultades que se 
presenten. 
Las actividades del lanzamiento se pueden resumir del siguiente 
modo: 
 A priori (antes de la realización del trabajo): 
o Asignar el trabajo a cada máquina, sección o puesto 
de trabajo de acuerdo con el programa. 
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o Asegurar que los materiales, piezas, herramientas, 
etc. Están en los puestos de trabajo en el momento de 
comenzar una tarea. 
o Asegurar la inspección del trabajo en sus comienzos. 
o Confirmar el cumplimiento de la hoja de ruta. 
 A posteriori (después de la realización del trabajo) 
o Registrar los tiempos de principio y fin de cada 
trabajo en el sistema de información de la empresa. 
o Recopilar las incidencias en el desarrollo de la 
producción (paradas, falta de piezas, deficiencias de 
calidad,…) 
Los documentos que se gestionan en el lanzamiento son los 
siguientes: 
 Bonos de trabajo, para el operario 
 Hoja de materiales y vales de herramientas, para el almacén. 
 Tarjetas de identificación, para adherir a cada pieza o grupos 
de pieza. En el sector de fabricación naval, por las 
características de los materiales, se suele rotular en las piezas 
el código que las identifica, tal como se muestra en la Figura 
2.2. 
 Hoja de ruta. Para conocer el recorrido de las piezas, para 
operarios y encargados. 
 Hoja de instrucción. Para los operarios y encargados. 





Figura 2.2: Rotulación para la identificación de artículos 
2.4.4 Control de Producción 
Es la función que cierra el ciclo de la programación y el control de la 
producción, realizando un análisis de lo ocurrido y comparando lo previsto 
con lo real. Analizando las desviaciones, tanto operativas como 
presupuestarias y sus causas, desencadenando las acciones oportunas para 
corregir el funcionamiento del sistema, en el caso que fuese necesario. En esta 
fase se deben supervisar el comportamiento de las existencias, de los 
proveedores, de la mano de obra y de las máquinas, para lo que hay que 
establecer unos índices de control que sean relevantes. 
La función del Control comienza con el flujo ascendente de la 
información referida a la ejecución de la fabricación hacia el sistema de 
información empresarial. Para ello se deben de registrar los siguientes datos: 
 Fecha de comienzo y terminación de cada fase del proceso de 
producción. 
 Operario que ha realizado el trabajo. 
 Cantidad de trabajo realizado. 
 Cantidad de materiales empleados y consumidos. 
 Utilización de máquinas y herramientas. 
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 Tiempos de paradas y averías. 
 Producción rechazada y sus causas. 
El tratamiento adecuado de estos datos conduce a un mayor 
conocimiento del proceso de fabricación, en cuanto al estado de avance de los 
trabajos. 
Como se ha indicado en la introducción de esta tesis, el objetivo 
fundamental de este trabajo es, por un lado, plantear nuevos sistemas de 
captura de datos en planta, y por otro, transformar los datos recogidos en 
información, para conseguir mejorar la productividad de los talleres de 
fabricación en configuración Job-Shop. 
En el ámbito del control de la producción, suelen emplearse 
indicadores de análisis de rendimientos, también conocidos por KPI, tanto 
de máquinas o instalaciones, como de operarios, consumo de materiales, 
tiempos de fabricación, etc. Generalmente estos ratios responden a una 
estructura que relaciona la utilización real con la utilización teórica de un 
activo de la empresa. Los KPI se pueden definir para medir el rendimiento de 
los distintos departamentos de la organización. De esta manera se puede 
definir indicadores que le sirvan a los responsable de las: compras, ventas, 
finanzas, RRHH, e incluso a la gerencia de la organización. La agrupación de 
distintos KPI para un determinado responsable configura lo que se conoce 
como su Cuadro de Mando, herramienta importantísima hoy en día para la 
toma decisiones. A continación, se muestran un ejemplo de indicadores para 









Generalmente, en base a estos índices, cada departamento establece 
unos objetivos de mejora de rendimiento avalados por los planes de acción 
correspondientes, que serán objeto de un seguimiento continuo por parte de la 
dirección. 
 
2.5 Tipología de los procesos de producción 
En este apartado se analizará cómo se clasifican las configuraciones 
productivas, con el objetivo de situar los procesos de  fabricación de la 
industria naval. Para ello se estudiarán los marcos de fabricación más 
importantes.  
En el año 1965 Woodward  propuso una primera clasificación de los 
procesos de producción en función del tamaño del lote de fabricación [8]. Hoy 
en día se emplea una clasificación en función de la continuidad de la 
obtención del producto [9]. 
Debido a la gran diversidad de casuísticas que se pueden encontrar en 
los procesos de fabricación parece más adecuado realizar una clasificación en 
función de más parámetros. Así, el tipo de tipología de producción que 
realizan las empresas de fabricación dependerá de factores como: 
 Según sea su respuesta a la demanda: 
o Fabricación totalmente a medida. Es el caso más 
habitual en la fabricación naval.  
o Fabricación estándar sobre catálogo 
o Fabricación estándar contra pedido del cliente 
o Fabricación estándar contra pedido de almacén o 
contra programa. 
 Según la continuidad en la obtención del producto: 
o Empresas de proceso continuo. Se obtiene siempre el 
mismo producto en la misma instalación. En este tipo 
de procesos la obtención del producto puede ser 
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discreta (tornillos, equipos de aire acondicionado) o 
no discreta (pasta de papel, refinerías) 
o Empresas de proceso discontinuo. En este tipo de 
empresas se organizan sus talleres de fabricación para 
obtener una gran cantidad de productos diferentes. 
Este tipo de configuración se pueden hacer en dos 
subcategorías: 
 Por proyectos, cuando los productos 
fabricados se diferencian entre sí 
sustancialmente implicando para la ejecución 
completa del encargo, unos estudios y 
acciones específicas. Este es el caso de la 
construcción naval, edificación de puentes, 
carreteras, etc. 
 Por lotes, cuando se utilizan las mismas 
instalaciones para la obtención de diferentes 
productos, de forma que, una vez obtenida la 
cantidad deseada (lote), se procede a ajustar 
la instalación (cambios de útiles o de 
campaña) para procesar otro lote de otro 
producto. Los productos así fabricados suelen 
estar bajo catálogo. 
 Según sea la distribución en planta:  
o Plantas Flow Shop. Es una distribución orientada al 
producto. Está pensado para fabricar grandes lotes de 
pocos productos,  por lo que está orientada a 
configuraciones continuas y repetitivas. Se trata de 
productos cuyo proceso de obtención en cada centro 
de trabajo requiere una secuencia muy similar de 
operaciones, siendo el propio producto el que 
determina la ordenación de los puestos de trabajo. 
Los productos se mueven de un puesto de trabajo al 
siguiente. Esta distribución puede adoptar diversas 




formas dependiendo de cuál se adapte mejor a cada 
situación concreta. Ejemplos de este tipo 
distribuciones son: configuración en línea, (Figura 
2.3) y en peine (Figura 2.4). 
 
Figura 2.3: Producción en línea 
 
Figura 2.4: Producción en peine. 
o Plantas Job-Shop. Este tipo de configuraciones se 
adoptan cuando la producción está orientada al 
proceso. Las operaciones  y equipos correspondientes 
a un mismo tipo de actividad, se agrupan en una 
misma área del taller. Por ejemplo: taller de tornos, 
equipos de soldadura, pintura, taller de prensas, etc. 
Por estas zonas de trabajo pasan los diferentes 
productos en función de que requieran o no la 
actividad en cuestión. 
En este tipo de configuración se producen pequeños 
lotes, o fabricación a medida, de una amplia variedad 
de productos. La maquinaria empleada es de uso muy 
versátil que permite ejecutar operaciones muy 
diversas. Este tipo de fabricación se caracteriza por 
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tener unos costes variables altos debido a la baja 
automatización de los procesos, pero como 
contrapartida, la inversión inicial no es alta, lo que 
genera bajos costes fijos. 
Los productos tienen que moverse de un área 
a otra de acuerdo con la secuencia de operaciones 
establecida en su ruta de fabricación. La variedad de 
productos fabricados supondrá diversas secuencias de 
operaciones, lo cual se reflejará en una diversidad de 
flujos de materiales entre talleres. 
Este es el tipo de distribución más habitual 
en la plantas de fabricación naval. En este tipo de 
configuración el trabajo de programación de la 
producción se vuelve especialmente importante ya 
que, en un determinado momento, se pueden estar 
desarrollando diferentes tareas al mismo tiempo en 
diferentes máquinas y para diferentes piezas. Es aquí 
donde el control de la producción y los sistemas de 
identificación en planta se hacen imprescindibles. 
o Combinación de Flow y Job-Shop. El ejemplo más 
típico de este tipo de distribuciones es la fabricación 
de electrodomésticos y automóviles. Determinadas 
partes de la fabricación se organizan en talleres 
funcionales y otras en fabricación en línea. En esta 
distribución el problema más importante es la 
secuenciación de las diversas partes de la fabricación, 
en base a los pedidos de los clientes. 
o Distribución en planta por posición fija. Este tipo de 
configuración se adopta cuando el producto por sus 
características no se puede mover. Es el caso de la 
construcción de puentes y las últimas etapas de la 
fabricación naval. En esta situación son los 




materiales, maquinarias, personas, etc, las que se 
desplazan en torno al producto. 
En la Tabla 2.2, se muestra como se clasifican las empresas del sector 
naval estudiadas para este trabajo, en función de cómo realizan sus procesos 
de fabricación.  
Tabla 2.2 Tipología de la fabricación de empresas del sector naval 
             VARIABLE                                    VALOR   
Respuesta a la demanda                         A medida 
Tipo de proceso                                    Discontinuo por proyectos 
Repetitividad                                        No repetitivo 
Distribución en planta                            Job-Shop 
 
Con la finalidad de realizar una eficiente gestión de la producción en 
talleres de fabricación como los indicados en la Tabla 2.2, se deben de aplicar 
diversas técnicas de planificación, entre las que cabe destacar: 
1. Al ser empresas que deben de realizar un Proyecto para 
desarrollar un producto o una instalación básicamente nueva y 
que, con arreglo a éste, debe establecer un calendario de 
realización de las diferentes etapas. Deberán de emplear 
herramientas como la teoría de redes, árboles de decisión, etc, 
que han dado lugar soluciones estandarizadas de amplia 
difusión, como el método del camino crítico (PERT/CPM). 
2. Además, al tener una configuración de tipo Job-Shop en la 
que los productos pasan por los CT en función de las tareas a 
realizar, se deben aplicar técnicas de Gestión de Colas para 
tomar decisiones correctas en cuanto a la secuenciación de los 
trabajos a realizar en una máquina o CT. Se pueden realizar 
dos tipos de secuenciaciones de las tareas: 
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a. Estática. Se recogen los pedidos y se realiza el 
ordenamiento de operaciones. Si a posteriori llegan 
nuevos pedidos éstos ya quedan, para la siguiente 
secuenciación que se realice. 
b. Dinámica. Esta variante, en el momento que llegan 
nuevos pedidos o se reciben nuevas materias primas, 
se realiza una nueva secuenciación. 
En [10], se analizan la problemática de la programación 
de operaciones en talleres de mecanizado, tanto para talleres 
con organización Job Shop, como con configuración Flow 
Shop.  
3. Por último, este tipo de talleres también deben tener una 
eficiente Gestión de Materiales, para que estos estén 
disponibles en los momentos en que las OF se ejecuten. 
Además, como se indicó en el apartado 1.3.5, en la industria 
naval es habitual que parte de las operaciones de fabricación 
se realicen en empresas externas, por lo que será necesario 
realizar una gestión eficiente de los materiales de las 
utilizados en dichas operaciones. 
En el capítulo 3 se analiza el estado del arte de las principales técnicas 
de identificación que se emplean en talleres de fabricación con las 
características indicada en la Tabla 2.2, con la finalidad de mejorar su 
productividad. 
2.6 Programación de operaciones en talleres Job Shop. 
La programación de operaciones de una planta con configuración Job 
Shop, es un problema ampliamente estudiado, del cual se puede encontrar una 
extensa bibliografía [12... 20]. En  año 1967, el autor Richard W. Conway, lo 
definió de la siguiente manera: 




―El problema general del Job Shop es un reto fascinante. Si bien es 
fácil plantearlo y visualizarlo, es extremadamente difícil resolverlo. El 
problema continúa atrayendo a investigadores, quienes no pueden creer que 
un problema tan simplemente estructurado, pueda ser tan difícil, hasta que lo 
intentan.‖ 
Los problemas de programación o scheduling requieren organizar en 
el tiempo, la ejecución de tareas que comparten un conjunto finito de recursos, 
y que están sujetas a un conjunto de restricciones (Constraint Satisfaction 
Problems). Éstas están impuestas, por ejemplo, por la secuencia de realización 
de las operaciones o por la disponibilidad del material para hacer una 
operación. Este tipo de problemas aparecen con frecuencia en la vida real, en 
numerosos entornos productivos y de servicios. El problema consiste en 
optimizar uno o varios criterios que se representan mediante funciones 
objetivo y que suelen estar relacionados con el coste o el tiempo total de 
ejecución. 
Un ejemplo de este tipo de situaciones se puede encontrar en la 
fabricación de obleas para la realización de circuitos integrados. Cada oblea 
precisa de una serie de tareas de: limpieza, oxidación, metalización, etc. Los 
objetivos pueden ser maximizar la utilización de las máquinas que son cuello 
de botella en la instalación, o minimizar el tiempo de ejecución. 
En este tipo de problemas existe un conjunto finito de soluciones por 
lo tanto, en teoría, bastaría con evaluar cada una de ellas con respecto al 
objetivo marcado, para encontrar la solución óptima. Sin embargo, en la 
realidad, este procedimiento no es viable ya que la complejidad de la mayoría 
de los problemas de las empresas, requiere tiempos de resolución 
excesivamente largo. 
Entre los modelos más habituales en la teoría de secuenciación 
destaca el denominado Job Shop Scheduling Problem (JSSP), considerado 
como una buena aproximación a la configuración real de las plantas 
industriales actuales. Como extensión de este modelo posteriormente se 
estableció el Flexible Job Shop Scheduling Problem (FJSSP), que incorpora la 
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posibilidad de considerar un conjunto de máquinas para realizar una operación 
determinada. Se trata de un modelo más complejo que el primero, puesto que 
añade la dificultad de escoger la asignación de cada una de las operaciones a 
una de las máquinas del centro de fabricación.  
Para la solución de la planificación de trabajos en talleres Job Shop se 
han empleado distintos métodos, entre los cabe destacar: 
 Métodos exactos. Se basa en la búsqueda de la solución 
óptima, por lo que solamente es aplicable a problemas de 
programación de tamaño reducido, ya que el tiempo de 
cómputo requerido aumenta exponencialmente con el número 
de variables. 
 Métodos heurísticos y metaheurísticos. Debido a la 
imposibilidad de encontrar la solución óptima a estos 
problemas combinatorios, este tipo de métodos busca una 
posible solución basada en análisis del problema que se 
plantea. Esta técnica fue utilizada por Albert Einsten en 1905, 
para la publicación de su trabajo sobre el efecto fotoeléctrico 
[11]. Los métodos metaheurísticos son estrategias inteligentes 
para diseñar o mejorar procedimientos heurísticos, muy 
generales con un alto rendimiento [12]. 
 Métodos de aproximación. Estas técnicas no garantizan una 
solución exacta, pero son capaces de obtener soluciones muy 
cercanas al óptimo, con tiempos de cálculo moderados, y por 
ello son útiles para problemas grandes. Dentro de estos 
métodos estacan: las reglas de prioridad de despacho (FIFO, 
LIFO, STP, etc.) y las heurísticas basadas en cuellos de 
botella.  
Las reglas de prioridad son probablemente las heurísticas aplicadas 
con mayor frecuencia para resolver problemas de programación (scheduling). 
Esto se debe a su fácil implementación y a su baja complejidad de tiempo. 
Los algoritmos de Giffler y Thompson [13] se pueden considerar como la 




base de todas las heurísticas basadas en reglas de prioridad. Estos dos autores 
han propuesto dos algoritmos para generar programación de actividades: 
 Programación activa. Tiene la propiedad de que ninguna 
operación se puede iniciar tempranamente, sin retrasar otro 
trabajo. 
 Programación sin retraso. Tiene la propiedad que ningún centro 
de trabajo permanezca inoperante si hay una tarea disponible para 
su procesamiento. 
El procedimiento de Giffler y Thompson explora el espacio de 
búsqueda por medio de una estructura en árbol. Los nodos representan los 
programaciones parciales, los arcos representan las posibles elecciones, y las 
hojas del árbol son el conjunto de ―schedules‖. Para una programación 
parcial, el algoritmo identifica todos los conflictos de procesamiento, es decir, 
identifica operaciones que compiten por la misma máquina, y en cada etapa 
usa un procedimiento de enumeración para resolver esos conflictos bajo todas 
las formas posibles. 
Dentro de reglas de prioridad de despacho, por su utilización en este 
trabajo, cabe destacar: 
 La técnica ECT (Earlist Completion Time), que ordena los 
trabajos en función de la fecha de terminación, de forma 
creciente. Es decir, el primer trabajo de la lista es el que tiene 
menor fecha de terminación. Este es el criterio principal que 
se empleará en este trabajo, para secuenciar la ejecución de 
OT en cada uno de los centros de fabricación del taller.  
 El empleo de algoritmos genéticos. Técnicas de búsqueda 
estocástica e iterativa basada en los mecanismos de evolución 
natural, que pueden usarse para resolver problemas de 
búsqueda y optimización. [14]. Este tipo de algoritmos ha 
sido utilizados para la secuenciación dinámica  (rescheduling) 
de operaciones [15] y [16]. 
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Como se indicó anteriormente, el problema de la programación de 
actividades en centros de producción Job Shop, ha sido y sigue siendo un 
tema de investigación ampliamente estudiado. En [17] se puede consultar la 
secuenciación y la programación de actividades en centros de fabricación Job 
Shop. En [18] y [19] se muestran nuevos métodos de programación. Y 
finalmente, en [20] se resumen las principales técnicas empleadas para 
abordar la programación de talleres Job Shop. 
En el apartado 6.9.2, se explica el método utilizado para realizar la  
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Como se ha indicado en los apartados anteriores, el objetivo 
fundamental de esta tesis es la mejora de la productividad de los talleres con 
configuración Job-Shop. Para conseguir esta meta, se presenta un método para 
la mejora del control de la producción, basado en el empleo de nuevos 
sistemas de captura de datos de producción. Estos sistemas de información 
permite disponer en todo momento de la información lo más exacta posible, 
de lo que está ocurriendo en todo momento en el taller de fabricación. De esta 
manera se podrán aplicar, si fuese necesario, medidas correctoras para que se 
cumplan los planes de producción. 
Hasta hace unos años en los talleres poco automatizados, como son 
los del sector naval, la información de lo que ocurría en el taller se adquiría a 
través de métodos totalmente manuales basados en partes de producción o 
partes de trabajo. En la Tabla 3.1 se muestra un ejemplo de un parte. La 
información así recogida se debe de volcar en el sistema de información de la 
empresa. Este método manual trae consigo algunos inconvenientes: 
1. Importantes retrasos hasta que la información de la planta 
está disponible en el ERP. 
2. Baja productividad, ya que la información tiene que ser 
introducida doblemente, primero por parte de los operarios 
al rellenar los partes de trabajo, y segundo, por parte de los 
servicios administrativos volcando los datos en el sistema de 
información de la empresa. 
3. La baja calidad de la información adquirida, causada 
fundamentalmente por la gran intervención humana en la 
captura que, normalmente, trae consigo gran cantidad de 
errores. 




Tabla 3.1. Ejemplo de parte diario de trabajo 
Tesis S.L. PARTE DIARIO DE TRABAJO FECHA 
 
Encargado Supervisor Operario                   Nº 
OF Abordo Taller TRABAJOS REALIZADOS 
HORAS 
Normales Extras Noche 
       
       
       
       
       
Observaciones  
 
En este capítulo, se estudiarán los principales sistemas de captura de 
datos, empleados para realizar la gestión de la producción haciendo un 
especial hincapié, en los sistemas de identificación empleados en las empresas 
del sector del metal. 
3.2 Etapas de la automatización industrial 
Para situar los flujos de información que se producen entre la planta 
de fabricación y los sistemas de gestión empresarial, se puede analizar la 
conocida como pirámide de la automatización, tal como se muestra en la 
Figura 3.1. Esta estructura está estandarizada por la norma ISA-95, que define 
el enlace entre los sistemas de control y de negocio de una empresa de 
fabricación. El objetivo de esta norma es proporcionar una terminología 
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común, que sirva para comunicarse a los fabricantes de hardware y software 
de los sistemas que intervienen [21].  
 
Figura 3.1: Pirámide de la automatización. 
En esta figura, se pueden observar los distintos escalones de la 
automatización y la transmisión de datos, entre cada uno de los niveles, se 
realiza mediantes buses de datos. A continuación, se describen cada uno de 
los niveles de la pirámide: 
1. El primer escalón está situado a píe de máquina. En éste se 
sitúan los sensores para la recogida de datos y los actuadores 
para redefinir el funcionamiento de los procesos. Para 
transmitir información entre los sensores, los  actuadores y los 
sistemas de control, se emplean los buses de sensores como el 
AS-Interface.  
2. En el segundo peldaño se encuentra la lógica de control de los 
procesos. Ésta se puede realizar empleando autómatas 
programables, microcontroladores (μC), ordenadores 
industriales, o como se propone en esta tesis, utilizando 
tabletas como elemento de recogida de datos. El tipo de bus 




para interconectar estos equipos de control entre ellos y con 
escalón superior pueden ser buses específicos de 
automatización como: DeviceNet, Profibus y redes propósito 
general como Ethernet  industrial, o redes inalámbricas como 
WiFi y ZigBee. Esta última es objeto de estudio en esta tesis 
doctoral. 
3. En el tercer nivel se encuentra los sistemas SCADA. Estas 
aplicaciones se emplean para supervisar y controlar los 
procesos industriales, utilizando para ello, sinópticos de 
planta que proporcionan información de cuál es la situación 
de la misma. En la Figura 3.2. se muestra una pantalla 
SCADA. 
 
Figura 3.2: Detalle de una pantalla de un SCADA
6
. 
                                                     
 
6
 Cortesía de Siemens AG 
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4. En el siguiente nivel se encuentran los sistemas MES, 
cuya finalidad es realizar un análisis más pormenorizado de 
los datos recogidos con el objeto de realizar tareas como 
clasificación de averías, programación de mantenimiento, KPI 
de producción, gestión de calidad, etc. Es, un paso más en la 
obtención de información partiendo de los datos capturados 
en la planta. Este tipo de sistemas son ejecutados 
mayoritariamente en PC, por lo que el tipo de bus empleado 
es Ethernet. En [22] se puede consultar en extenso análisis de 
los sistemas MES, y la interacción con los ERP. Un factor 
muy relacionado con este tipo de sistemas es la OEE, 
analizado en el punto 2.4.2. En la Figura 3.3, se muestra 
imagen de este tipo de aplicaciones. 
 
Figura 3.3: Detalle de un sistema MES
7
. 
                                                     
 
7
 Cortesía de Parsec Automation Corporation. 




5. En el último peldaño se encuentran los ERP. Estos programas 
integran toda la informática de gestión de una empresa, 
disponiendo de módulos para trabajar con las compras, las 
ventas, los RRHH, la contabilidad, la producción, la 
realización de proyectos, etc. Este tipo de aplicaciones, por su 
importancia en este trabajo, se estudia en detalle en el 
Capítulo 4:. En la Figura 3.4, se muestra una pantalla de este 
tipo de aplicaciones. En el menú superior se puede observar 
los módulos de gestión disponibles. 
 
Figura 3.4: Detalle de una aplicación ERP. 
A medida que se va subiendo niveles en la pirámide, la velocidad de 
actualización de datos se va reduciendo de tal manera que en el primer 
peldaño los sistemas pueden trabajar en tiempo real, y en los ERP, los datos se 
refrescan en intervalos de minutos y hasta horas. 
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3.3 Sistemas de captura de datos en planta. 
Por sistemas de captura de datos en planta se entiende cualquier 
método manual o automático, que se puede emplear para recoger datos de 
producción, con la finalidad de que puedan ser tratados por los sistemas de 
control y gestión empresarial. Los datos recogidos se pueden clasificar en dos 
grandes grupos: 
1. Datos tomados para la realización de control de procesos. 
Medida de cualquier parámetro físico: presión, temperatura, 
humedad, velocidad de giro de un motor, etc, que refleje la 
situación de un proceso industrial. Los sistemas que recogen 
y tratan este tipo de variables se conocen como Sistemas de 
Adquisición de Datos. En [23] se aborda el estudio de la 
Instrumentación Electrónica, que analiza desde los 
principales sensores empleados en la industria, hasta sus 
circuitos de acondicionamiento, para sus señales que puedan 
ser introducidas en sistema de control de procesos 
industriales.  
2. Datos para realización del control de la producción. 
Dentro de esta categoría se pueden recoger: 
o Contaje de producciones: número de piezas 
realizadas, número de pieza con defectos, etc. 
o Identificación de ítems: piezas, herramientas, 
papeles, etc. que se están moviendo por el taller de 
fabricación. 
o Control de  tiempos para determinar duraciones de 
fabricación o de preparación de máquina, control de 
presencia, etc. 
Este trabajo se centra en los sistemas de captura empleados para la 
realización del control de la producción, dedicando una especial atención, a 
los sistemas de recogida de datos automáticos.   




3.4 Sistemas de identificación automática y captura de 
datos. 
Como se indicó en apartado 0, la recogida de datos de producción 
empleando métodos manuales no es en muchas aplicaciones efectiva, debido 
fundamentalmente a la cantidad de errores que se producen, por la elevada 
intervención humana. Además la captura de información es una actividad que 
no aporta valor añadido a los productos. De esta manera, con la mejora de los 
sistemas tecnológicos de captura se pretende reducir la intervención humana, 
con dos objetivos; por un lado, mejorar la calidad de los datos capturados, y 
por otro, incrementar la productividad de los procesos de producción, 
liberando a los trabajadores de actividades que no aportan valor a los 
productos. 
Por sistemas de identificación automática y captura de datos, AIDC 
por sus siglas en inglés, se entiende el conjunto de tecnologías empleadas para 
la identificación automática de objetos, la recopilación de todo tipo de datos 
relacionados con ellos y la introducción  directa de esta información en 
sistemas informáticos. 
Entre las aplicaciones más importantes de los AIDC, cabe destacar: 
 Manipulación de materiales. Recepción, ubicación y envío de 
todo tipo de mercancías. Incluso hasta sistemas que permiten 
determinar si, por ejemplo, el transporte de un ítem ha sido 
dentro de unos estándares de calidad. En [24],  se presenta el 
desarrollo de un sistema autónomo basado en tecnología 
RFID para el control de temperatura. Esta aplicación permite 
asegurar que en el transporte de una mercancía, no se rompa 
la cadena de frio. 
 Aplicaciones relacionadas con el comercio minorista. 
Operaciones de venta, inventarios, traspasos, realización 
automática de pedidos, sistemas antirrobo, etc. 
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 Gestión de la producción. Procesado de pedidos, seguimiento 
de Trabajos en Curso (WIP), indicadores de utilización de 
maquinaria, duración de tareas, control de presencia, etc. 
 Otro tipo de aplicaciones. Identificación de pacientes en 
hospitales, procesamiento de cheques bancarios, captura de 
datos desde documentos impresos, etc. 
Los sistemas de AIDC normalmente constan de cuatro componentes 
principales: 
1. Codificación de datos. Los caracteres alfanuméricos son 
traducidos a un formato interpretable por las máquinas, por 
ejemplo: códigos de barras, información digital almacenada 
en una etiqueta, etc. 
2. Lectura de máquina o escaneado.  Los escáneres leen los 
datos codificados en las etiquetas y los convierten a un dato 
digital. 
3. Sistema de selección (middleware). Que filtran los datos que 
aportan una información útil, en los que sistemas que generan 
enormes volúmenes de los mismos. 
4. Sistemas de información de las organizaciones, en los que se 
introducen los datos recogidos. 
En la Figura 3.5, se muestra estructura típica de los AIDC. Este 
sistema está compuesto por los siguientes elementos: 
1. La información de identificación se graba en las etiquetas, 
que se unirán físicamente con el elemento a identificar. 
2. La lectura de las etiqueta se realiza a través de lectores. El 
conjunto de lectores, se conectan con el servidor a través de 
una red de datos. 
3. El servidor, realiza las operaciones de filtrado (middleware) y 
de almacenaje datos en una BBDD. 




4. Las distintas estaciones de trabajos, realizan consultas de 
información al servidor, con la finalidad de explorar la 
información capturada. 
 
Figura 3.5: Estructura habitual de los AIDC. 
Dentro de las tecnologías de codificación de información en los 
AIDC, cabe destacar: 
• Codificación óptica: 
– Códigos de barras (lineales y 2D), reconocimiento óptico de 
caracteres, visión artificial. Para aplicaciones de control de 
producción es muy empleada esta tecnología debido a la 
sencillez de la elaboración de las etiquetas. En la Figura 3.6, a 
la izquierda se puede observar un código de barras de 1D y a 
la derecha, un código de 2D del tipo Data matrix. La ventaja 
de este último es que en este tipo de etiquetas se puede 
almacenar más información, desde códigos alfanuméricos 
hasta direcciones URL. 











Figura 3.6: Ejemplo de codificación óptica. 
• Codificación electromagnética. 
– Identificación por Radio Frecuencia. Se basa en la lectura y 
grabación de información en etiquetas electrónicas utilizando 
campos electromagnéticos. La ventaja respecto a los códigos 
de barras es que las etiquetas (tag) pueden ser regrabables. En 
la actualidad está tomando mucha importancia una variante 
del RFID, que son los sistemas NFC por su inclusión en 
terminales como teléfonos móviles, tabletas, etc, con el 
objetivo, entre otras aplicaciones, de utilizar este tipo de 
terminales para la realización de métodos de pago seguros. 
• Tarjetas inteligentes 
– Tarjetas de plástico con microchip embebido. Estos sistemas 
pueden tener simplemente una memoria de almacenamiento o 
una estructura basada en un microprocesador. Se emplean 
prioritariamente como elementos de identificación, con 
sofisticados procesos de encriptación. 
• Sistemas biométricos, empleados para el reconocimiento en humanos, 
para la realización de control de accesos. 
– Reconocimiento de voz. 
– Análisis de huellas digitales 
– Escáner de retinas, etc. 




En [25], se puede consultar una interesante descripción de los AIDC, 
que hace un especial hincapié a los sistemas más utilizados en los sistemas de 
fabricación. 
Para la realización de este trabajo fue necesario analizar distintos 
métodos de implementación de sistemas AIDC, con la finalidad de estudiar 
cuál de ellos es el más adecuado para implementación de sistema captura de 
datos, en talleres de fabricación de tipo Job-Shop. De esta manera lo que se 
busca es un sistema que cumpliese las siguientes características: 
1. Fiabilidad de los datos capturados. 
2. Automatización máxima posible en el proceso de captura. Se 
busca una mínima intervención de los operarios para 
conseguir unos datos de calidad y para eliminar tiempos 
improductivos. 
3. Facilidad en la implementación de los puntos de captura. Esto 
permite que se pueda incrementar sin dificultad los lugares de 
lectura de datos, evitando los  desplazamientos. La situación 
ideal para este tipo de sistemas de captura es que los puntos 
de introducción de información estén situados donde se 
producen los datos; por ejemplo, a pie de máquina. 
4. Baja velocidad de adquisición. En esta aplicación no es 
necesario ratios elevados de captura de datos porque se 
trabaja con datos de control de la producción, que no son de 
variación rápida. 
En la Tabla 3.2 se muestra una comparativa del los principales AIDC, 
analizando sus principales parámetros de funcionamiento.  
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La tecnología que mejor se adapta en la actualidad, para el control de 
producción en talleres Job-Shop del sector del metal, es el RFID, debido al 
gran avance que ha experimentado en la última década. Mejora que se pone de 
manifiesto, tanto en las etiquetas, como en los lectores. Debido a esta 
evolución, la utilización de la tecnología RFID se ha globalizado y hoy en día 
es habitual encontrar equipos como tabletas o teléfonos móvil, que incorporan 
lectores RFID.   
Para el correcto funcionamiento de los sistemas de identificación es 
imprescindible fijar unas pautas de normalización de los códigos empleados, 
de tal manera que éstos puedan ser utilizados en un mundo globalizado. El 
organismo que se encarga de fijar esta normativa es EPCglobal [26]. Esta 
entidad tiene como principal objetivo estandarizar la Codificación Electrónica 
de los Productos (EPC). Este código es un identificador único universal que 
proporciona una identidad única para cada objeto físico, con el objeto poder 




realizar su trazabilidad a lo largo de toda su vida útil. El estándar de 
codificación es de uso libre y se puede consultar en la página de EPCglobal. 
En la Figura 3.7 se muestra la estructura de un código EPC de 96 bits, que 
consta de cuatro campos: 
1. Cabecera: que define la variante de EPC dentro de un número 
posible de estructuras. Entre las estructuras definidas más 
importantes se puede destacar: 
a. SSCC: Serial Shipping Container Code 
b. SGLN: Serial Global Location Number 
c. GRAI: Global Returnable Asset Identifier 
2. El código del fabricante. 
3. El identificador del producto. 
4. Y finalmente el número de serie. 
 
Figura 3.7: Código Electrónico de Producto 
EPCglobal también está trabajando en lo que se denomina ―Internet of  
Things (IoT)‖ que tiene por objetivo la asignación de un identificador único a 
cualquier elemento conectado a la infraestructura de internet: televisores, 
neveras, sistemas de seguridad, etc. El objetivo es que los usuarios puedan 
comunicarse con estos sistemas, pero también para que puedan hablar entre 
ellos. En [27] se puede consultar una actualizada visión sobre los sistemas 
RFID, e IoT, además de un interesante estudio de lo denominado Internet 2.0 
o la red colaborativa.  
En el campo de de la investigación de los AIDC tiene especial 
relevancia el grupo de trabajo conocido como Auto-ID Labs. Este organismo, 
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formando por siete universidades y centros de investigación, investiga y 
desarrolla nuevas técnicas para la mejora del comercio global, buscando el 
beneficio de los consumidores. Centra sus trabajos en aplicaciones del RFID y 
en tecnología emergentes como IoT. En [28] se puede consultar más 
información sobre este organismo. 
En [29] se detallan los elementos que lo forman, así como, los 
estándares más utilizados en este tipo de sistemas de identificación. En [30] se 
analiza en detalle los estándares actuales relativos a los AIDC y más en 
concreto los relativos a los sistemas basados en la tecnología RFID. En [31] se 
puede consultar sobre la dificultad de integración de la información capturada 
mediante los AIDC, en los sistemas de información de las empresas. 
Finalmente, en [32] se analiza la importancia de los AIDC en las Pymes de 
producción. 
En el siguiente apartado, por su importancia en esta tesis, se realizará 
profundizará en los métodos de identificación basados en el uso de RFID. 
 
3.4.1 Sistemas de Identificación por Radio Frecuencia. 
El RFID es una tecnología que usa la comunicación mediante ondas 
de radio para intercambiar datos entre un lector y una etiqueta (tag). Esta 
última normalmente está pegada a un objeto con el objetivo de identificarlo o 
realizar su trazabilidad. Por lo tanto, el RFID es una comunicación 
inalámbrica cuyo rango de transmisión puede variar desde unos pocos 
centímetros hasta muchos kilómetros.  
El RFID es, hoy en día, una tecnología madura cuya invención data de 
mediados de siglo pasado, pero no ha sido hasta esta última década, en la que 
se ha empleado con gran difusión. Esta mayor utilización se ha debido al 
abaratamiento progresivo de las etiquetas. En la actualidad, se puede 
encontrar determinados modelos a precios inferiores a 0,10€.  




El RFID permite identificar artículos, sin contacto óptico entre el 
lector y la etiqueta, mediante radiofrecuencia. Esta característica implica que 
la lectura de las etiquetas se puede realizar de forma totalmente automática. 
Presenta otra gran ventaja respecto a otros métodos de identificación como los 
códigos de barras, permite la lectura simultánea de múltiples etiquetas. Estas 
dos particularidades hacen al RFID una herramienta idónea para la recogida 
de datos en planta de fabricación. Existe numerosa literatura donde  se analiza 
la aportación del RFID a la gestión empresarial, desde la cadena de suministro 
[33], hasta los procesos de producción [34] y [35]. 
En toda aplicación RFID existen tres componentes básicos: las 
etiquetas, los lectores-escritores de etiquetas y el software de gestión de datos. 
Este último habitualmente es un ERP. En la Figura 3.8, se muestra la 
estructura más habitual de los AIDC basados en tecnología RFID.  
 
Figura 3.8: AIDC basado en tecnología RFID 
Al ser una tecnología madura existen múltiples posibilidades de 
implementación del sistema. Según las particularidades de la aplicación será 
necesario seleccionar unas características u otras de los componentes. Los 
parámetros más importantes que se deben analizar a la hora de abordar una 
implantación RFID son:  
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1. Elección de la frecuencia de funcionamiento del sistema 
RFID. La frecuencia marcará la distancia de lectura entre el 
lector y la etiqueta. En general, cuanto mayor es la frecuencia, 
mayor será la distancia de lectura. Las frecuencias más 
empleadas son: LF (125 KHz), HF (13 MHz), UHF (856 
MHz y 2,4 GHz). En general las etiquetas de HF son 
empleadas para la identificación de ítems individuales; por 
ejemplo, en aplicaciones para realizar inventarios en 
almacenes. La UHF, por su mayor distancia de lectura, es 
muy utilizada en situaciones de movimiento de mercancías; 
por ejemplo, en logística. Es la frecuencia elegida para los 
estándares definidos por EPCglobal. 
2. Otro aspecto a seleccionar es el tipo de etiquetas. Una 
etiqueta está compuesta por un circuito integrado, que 
contiene un microprocesador y una memoria, combinado con 
una antena. Dentro de las distintas variantes de etiquetas 
RFID, cabe destacar por su importancia en este trabajo, las 
denominadas incrustadas (inlay). Este tipo son muy 
utilizadas, porque su código puede ser escrito por impresoras 
de RFID, lo que incrementa la versatilidad de los sistemas de 
identificación.  
En la Figura 3.9 se muestra una imagen de este tipo 
de impresoras, que tienen capacidad para imprimir 
simultáneamente, la etiqueta RFID y texto con códigos de 
barras. 





Figura 3.9: Detalle de una impresora RFID (cortesía de Zebra Technologies) 
Existen en el mercado una amplia variedad de etiquetas de 
radio frecuencia. Uno de los parámetros más importantes de 
clasificación es si éstas disponen o no de batería de 
alimentación: 
a.  Pasivas. Sin baterías, obtienen su energía gracias al 
campo magnético generado desde el lector. En 
general son más sencillas, baratas y con menor 
capacidad de almacenamiento. Al no tener fuente de 
energía propia, el campo de lectura es menor. 
b. Activas. En general más complicadas, con baterías, 
tienen capacidad para generar una señal por sí misma, 
es por lo que su distancia de lectura es mucho mayor, 
alcanzado distancias hasta 100 metros. Este tipo de 
etiquetas pueden ser configuradas de distintos modos, 
pudiendo transmitir su código de identificación junto 
con otros datos. Este tipo de etiquetas pueden ser 
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reutilizadas repetidas veces; por ejemplo, en 
aplicaciones de control de producción. 
c.  Entre ambas existe la variante de las semiactivas, 
que tienen batería pero su comportamiento es como 
las pasivas. 
Las etiquetas también se pueden clasificar en función 
de su capacidad de memoria y en función de si son escribibles 
o simplemente de lectura: 
a. Único bit, de solo lectura. 
b. De solo lectura con un identificador único. Este tipo 
es empleado para la grabación de EPC. 
c. Una única escritura y muchas lecturas. 
d. De lectura y escritura. Este tipo de etiquetas tienen 
una memoria de escritura que puede ser escrita y 
modificada. Este es el tipo de etiqueta empleada es 
este trabajo. 
En general los parámetros más importantes para la elección de 
etiquetas son: 
1. El rango de lectura. 
2. El ratio de transmisión de datos. 
3. La idoneidad para la lectura en masa. 
4. La sensibilidad a los objetos circundantes. Este parámetro se 
debe tener en cuenta cuando las etiquetas se vayan a colocar 
sobre líquidos, metales, etc, sustancias que pueden interferir 
en su funcionamiento. En [30] se analiza en detalle los tipos 
de etiquetas más empleadas en aplicaciones empresariales. 
En la Figura 3.10, se muestra a la izquierda, una etiqueta pasiva de 
tipo inserción (inlay), en la cual se puede observar el circuito integrado y la 
antena en forma de bobina (coil). Y a la derecha una activa con un 
encapsulado de tipo robusto. 





Otro parámetro importante a considerar que define las características 
del sistema RFID, es el tipo de ítems que se van a etiquetar en la aplicación: 
artículos, herramientas, útiles o simplemente los papeles. Por ejemplo, las 
Órdenes de Fabricación que se mueven en los talleres. Según sea el elemento 
a etiquetar y su manipulación, las etiquetas tendrán que ser más o menos 
robustas, característica que está íntimamente ligada con el precio de las 
mismas, y por lo tanto, del sistema RFID. 
Entre las aplicaciones más habituales de la tecnología RFID cabe 
destacar: 
1. Trazabilidad de cualquier tipo de ítem. 
2. Método de pago en autopistas. 
3. Control de inventarios. 
4. Sistemas de identificación. 
En [30] se analizan como se implementan los sistemas RFID, y sus 
aplicaciones en campos como, la cadena de suministro, en el comercio al por 
menor, la industria del empaquetado y el transporte.   
En esta tesis doctoral se han analizado distintas tipos de tecnologías 
RFID, con el objetivo de estudiar cuál es la más adecuada para su utilización 
en sistemas de control de la producción en empresas del sector del metal. En 
el año 2013, con el objeto de profundizar en el estudio de las tecnologías 
RFID, se realizó un proyecto final de carrera, en el que se analizaron distintos 
tipos de lectores RFID, y su funcionamiento en distintas condiciones de 
funcionamiento [36]. 
 
Figura 3.10: Ejemplos de etiquetas de RFID (fuente: Texas Instruments) 
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En el siguiente apartado se introducirá una variante de los sistemas 
RFID, denominada tecnología de campo cercano, Near Field Technology 
(NFC). Ésta por sus características y por su disponibilidad en teléfonos 
móviles y tabletas, desde el punto de vista del autor, va a ser toda una 
revolución en los sistemas de AIDC. 
 
3.4.1.1 Comunicación de campo cercano (NFC)   
 
Se conoce como Near Field Communication (NFC) a la tecnología 
RFID basado en acoplamiento inductivo, con un campo de lectura de unos 
pocos centímetros. Esta distancia de lectura es tan reducida que en muchas 
aplicaciones es necesario poner en contacto los dos dispositivos a interactuar 
para que se produzca la comunicación. El usuario debe realizar una acción 
voluntaria para que se produzca el intercambio de datos. Por todo ello, el NFC 
se está empleando como herramienta de identificación, autentificación y pago 
seguro. Entre las aplicaciones más importantes de esta comunicación están el 
desarrollo de tarjetas inteligentes, pasaportes electrónicos, configuración 
rápida de dispositivos, etc. Desde el año 2005 con la aparición de los 
teléfonos inteligentes esta tecnología se está incorporando a este tipo de 
dispositivos. En la Figura 3.11, se muestra un proceso de pago seguro 
empleando un teléfono con tecnología NFC. 
 
Figura 3.11: Proceso de pago empleando tecnología NFC. 




La comunicación de campo cercano opera en la banda libre de 
frecuencia de 13,56 MHz con velocidad máxima de transmisión comprendida 
entre 106 y 848 Kbps y está defida mediante la norma ISO 14443. La 
comunicación NFC puedes ser de dos maneras dependiendo de la naturaleza 
de los elementos a comunicar: 
1. Pasivo. La comunicación se produce entre un elemento 
activo, por ejemplo una tableta, y otro pasivo,  por ejemplo 
una etiqueta pasiva. En esta situación el elemento activo lee o 
escribe la información en la etiqueta. Su aplicación más 
habitual es para identificación y trazabilidad. 
2. Activa. Ambos dispositivos tienen capacidad para generar su 
propio campo electromagnético. Es el caso que se produce 
entre, por ejemplo, dos teléfonos móviles. Se emplea para 
transmitir ficheros (fotos, videos, archivos de texto). 






La ventaja de la comunicación NFC respecto a otras tecnologías 
inalámbricas radica fundamentalmente en la sencillez de establecer la 
comunicación. En la Tabla 3.3, se comparan distintas comunicaciones 
inalámbricas, indicando sus parámetros más representativos. 
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Tabla 3.3: Comparativa entre distintas tecnología inalámbricas 
 NFC RFID Bluetooth Wi-Fi 
Consumo 
energético 
Muy bajo Muy bajo Bajo Medio 
Velocidad 
transmisión 
400 Kbps 400 Kbps 700 Kbps 
Hasta 
100Mbps 
Distancia < 10 cm < 100 m < 30 m < 30 m 
Topología P2P P2P P2P Estrella 
Costo Bajo Bajo Bajo Medio 
 
En el mundo del NFC también existen una serie de organismos que 
trabajan con objetivo de estandarizar esta tecnología. Los más importantes 
son:  
 NFC Forum. Es una asociación de industrias sin ánimo de 
lucro, con el objetivo de mejorar el uso de esta tecnología en 
el campo de la electrónica de consumo [37] 
 GlobalPlatform. Es una asociación de industrias sin ánimo de 
lucro que identifica, desarrolla y publica especificaciones para 
facilitar la seguridad e interoperabilidad de sistemas NFC 
[38].  
 Open Mobile Alliance (OMA). Organismo que desarrolla 
estándares abiertos para la industria de teléfonos móviles 
[39]. 
En el año 2003 se fija el primer estándar internacional a propuesta de 
ISO/IEC bajo el epígrafe 18092, que incluía los estándares ISO 14443 (tipos 
A y B) y FeLica. El gran impulso a esta tecnología se produjo en el año 2004 
cuando empresas, como Nokia y Philips, apostaron por este sistema de 




intercambio de datos y crearon NFC Forum. La aportación más importante de 
este organismo son NFCIP-1 y 2, que definen el protocolo de comunicación 
entre dos dispositivos NFC. En [40] se puede consultar un documento 
elaborado por el Instituto Nacional de Tecnología de la Comunicación, sobre 
la tecnología NFC y su aplicación en los terminales móviles. En Tabla 3.4 se 
muestran los tipos de etiquetas NFC y sus características principales.  
Tabla 3.4: Tipos de etiquetas NFC. 
 
En la memoria de las etiquetas se almacena la información en un 
formato especial denominado NDEF (NFC Data Exchange Format). Este 
formato define cómo serán guardados y encapsulados los datos dentro de las 
mismas, de tal manera que puedan ser leídos por cualquier lector, 
independientemente del fabricante de los dispositivos implicados. 
Un mensaje NDEF se compone de una serie de registros, los cuales 
contienen una cabecera y un cuerpo. La cabecera contiene información sobre 
el tipo y la longitud de los datos almacenados en el cuerpo. Posteriormente, se 
encuentran los datos propiamente dichos o payload. 
Estos datos pueden ser de diferentes clases, por ejemplo URIs o 
cualquiera de los tipos de datos específicos para NFC identificados por las 
Definiciones de Tipos de Registros o RTD (Record Type Definition). Los 
RTD son formatos optimizados para la transmisión entre dispositivos NFC. 
Dependiendo de la aplicación se emplearán unos u otros tipos de RTD: 
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 RTD Texto: Es el tipo más simple y contiene una cadena de 
texto en codificación Unicode. Puede utilizarse como si de 
texto en plano se tratara, aunque realmente se ideó para añadir 
metadatos de otros registros dentro de la etiqueta. En la 
aplicación para el control de la producción propuesta en esta 
tesis, se empleará este formato para la codificación de la 
etiquetas NFC. 
 RTD URI: Se trata de una serie de datos que identifican un 
recurso en concreto (estas siglas se refieren a Uniform 
Resource Identifie, identificador uniforme de recursos). Los 
recursos a identificar pueden ser de diferentes tipos, ya que 
las informaciones almacenadas pueden ser teléfonos, 
direcciones de correo electrónico, direcciones web, etc. Así, 
la etiqueta que incorpore esta información permitiría remitir 
al usuario a un determinado recurso. Un registro URI puede 
utilizarse de forma aislada o formando parte de otros 
registros, como el Smart Poster. 
Además de la URI en cuestión, en el RTD se define 
un campo URI Identifier, que contiene el protocolo a utilizar. 
Están soportados hasta 35 protocolos diferentes, incluyendo 
HTTP, FTP, Telnet, incluso Samba o Bluetooth. Esto hace 
que los dispositivos no necesiten implementar un protocolo 
para las URIs, ya que éste se encuentra especificado en el 
propio dato. 
 RTD Smart Poster: Es el RTD por excelencia y el que 
engloba la mayor parte de los usos finales. Se define como 
una estructura que contiene a los RTDs anteriores además de 
un icono y acciones de control recomendado (hacer una 
acción, editar un contenido o guardarlo). Por ejemplo, puede 
contener información de un contacto, con nombre en un RTD 
texto, correo y página web en URI, foto en un tipo MIME 
image/jpeg o cualquier otro dato representable con estos 
tipos. 




 RTD de control genérico: Da acceso a funciones o 
aplicaciones que no puedan ser expresadas mediante otros 
RTDs. Además permite enviar órdenes a otros dispositivos, 
pudiendo incluso seleccionar qué aplicación desea que ejecute 
la orden. 
 RTD firma: Contiene en la etiqueta una firma digital para los 
contenidos como método de seguridad. Soporta firmados 
DSA, ECDSA y PKCS#1, que además aporta cifrado, y 
certificados X.509 y X9.68. Se puede usar una sola firma para 
todo el contenido, o firmar sólo otros registros o grupos de 
registros, además de poder usarse diferentes firmas para 
diferentes registros. 
En la Figura 3.12, se muestran imágenes de una aplicación para 
móviles desarrollada por el fabricante NXP Semiconductors, en la que se 
puede observar los tipos de RTD con los que se pueden grabar las etiquetas.  
 
Figura 3.12: Detalle aplicación móvil para el manejo de etiquetas NFC
8
.  
                                                     
 
8
 Cortesía de NXP Semiconductors. 
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Uno de los puntos fuerte de la tecnología NFC respecto a otros AIDC 
radica en sus estándares de seguridad, debido a que fue concebida como una 
herramienta para la realización de pagos seguros y de identificación. 
En [41] se puede consultar un completo análisis de la tecnología NFC, 
desde sus técnicas de implementación hasta sus aplicaciones. En [42] se puede 
consultar un artículo que analiza el uso de la tecnología NFC, para la 
localización de activos en entornos de fabricación. En [43] se hace referencia 
al uso de la tecnología NFC, para la mejora de las clases prácticas de la 
materia Instrumentación Electrónica en el Grado de Ingeniería en  
Organización Industrial de la Universidad de Vigo. 
3.4.1.2 Redes de sensores sin hilos 
Las redes de sensores sin hilos o Wireless Sensor Network (WSN) se 
desarrollaron para cubrir situaciones en las que es necesario realizar medidas 
en numerosos puntos de adquisición y no está disponible una infraestructura 
para implementar una red de comunicación cableada. La característica que 
tienen los elementos que forma una WSN es que cada uno de ellos puede 
realizar labores de medida, pero además tienen capacidad de comunicación 
inalámbrica entre ellos, con la finalidad de crear la red de comunicación. 
Este tipo de redes se rigen bajo el estándar ZigBee/IEEE 802.15.4. 
Esta tecnología emergente orientada hacia el control y supervisión, tiene 
grandes posibilidades de adopción en campos tan diversos como la domótica, 
el control industrial y el cuidado de la salud humana. 
Comparada con otros protocolos inalámbricos como WI-FI, y/o 
Bluetooth; ZigBee está diseña para aplicaciones de bajo coste, bajo consumo 
(los nodos de la red pueden ser alimentados con baterías) y bajos volúmenes 
de datos. En la Tabla 3.5 se muestra, indicando los principales parámetros 
característicos, donde está el campo de aplicación de las principales redes 
inalámbricas. Una de las grandes ventajas de este tipo de redes es que se 
puede implantar un elevado número de nodos. Una red ZigBee puede constar 
de un máximo de 65535 nodos distribuidos en subredes de 255 nodos, 




El estándar IEEE 802.15.4 se completó en 2003 y fue ratificado a 
finales de 2004. Es un estándar de hardware y software, donde están definidos 
los términos de conexión de redes, las capas físicas (PHY), y la capa de 
control de acceso al medio (Mac). La alianza ZigBee ha añadido las 
especificaciones de capas de red (NWK) y aplicación (APL) para completar lo 
que se llama la pila (stack) ZigBee [44]. Esta asociación es abierta, sin ánimo 
de lucro, que tiene por objetivo conducir el desarrollo y facilitar el uso de este 
estándar. 




















Transmisión  de 
voz y datos 
Memoria 
necesaria 
4KB – 32 KB 250KB+ 1MB+ 16MB+ 
Vida baterías 
(días) 
100 – 1000+ 1-7 0,5 – 5 1 – 7 
Tamaño red 
(nodos) 
65000  7 32   1 
Velocidad 
(Kbps) 
20 – 250 720  54 Mbps 64 – 128  
Cobertura 
(metros) 
1 – 1000  10 100 1000+ 
Parámetros 
importantes 









Las principales características del estándar son: 
 Flujos binarios inalámbricos de 20 Kbps, 40 Kbps, 110 Kbps, 250 
Kbps o 851Kbps dependiendo del rango de frecuencias que se 
emplee. 
 Topologías de red en malla o peer-to-peer. 
 Empleo de direcciones cortas (16 bits) o extendidas (64 bits). 
 Acceso al canal compartido mediante algoritmos de contienda 
(CSMA-CA o ALOHA, este último sólo para UWB), o libres de 
contienda mediante asignación de slots de tiempo (GTSs). 
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 Posibilidad de trabajar a frecuencia de 868MHz, 915MHz y  en la 
banda de 2,4GHz. Sin embargo, a la hora de diseñar dispositivos, 
las empresas optan prácticamente por la banda de 2,4 GHz. 
El estándar define dos tipos de dispositivos: 
 Dispositivos de funcionalidad completa (Full Function 
Device, FFD). 
 Dispositivos de Funcionalidad Reducida (Reduced Function 
Device, RFD). 
Estos tipos de dispositivos difieren en su uso y en la cantidad de 
memoria que requieren para funcionar. Un FFD puede actuar como 
coordinador PAN (Personal Área Network), como enrutador o como 
dispositivo final. Un FFDs pueden comunicarse con cualquiera de estos tres 
tipos de dispositivos. Sin embargo, un RFD suele ser un dispositivo más 
simple, con menor capacidad para realizar tareas complejas o de larga 
duración. Normalmente desempeñarán aplicaciones sencillas que consuman 
poca energía. Los RFDs solo podrán comunicarse con un FFD, no pudiéndolo 
hacer con otro RFD, por lo que siempre se comportarán como dispositivos 
finales. Este tipo de componente se suelen situar en lugares donde no está 
disponible una tensión de alimentación puesto que, normalmente, se 
alimentan con baterías. Para reducir el consumo de los RFD se suele 
configurar un estado de bajo consumo (sleeping), del que sólo sale en 
momentos puntuales, para realizar las funciones de medida y comunicación. 
En la Figura 3.13, se indica la estructura de tres posibles 
configuraciones de las redes ZigBee. Las configuraciones punto a punto y en 
estrella son redes de un solo salto, la topología en malla es de varios saltos, lo 
que permite incrementar el tamaño de la red. En [45] se puede consultar  
sobre los sistemas RFID, los AIDC y las redes de sensores sin hilos. 





El rango máximo entre nodos de la red depende de la potencia  
El rango máximo entre nodos de la red depende de la potencia de los 
mismos, pero la distancia está comprendida entre 100m y 1km. La utilización 
de los enrutadores permite  ampliar el tamaño de este tipo de redes. La 
estructura en malla permite conectar los nodos de la misma, a través de 
distintos caminos. Este tipo de comunicación ofrece caminos redundantes por 
toda la red, de modo que si falla un camino, otro se hará cargo del tráfico. 
En [46] se presenta una descripción detallada de las redes bajo la 
norma IEEE 802.15.4. La implantación de redes ZigBee desde su punto de 
vista práctico se puede consultar en [47]. En [48] se aborda la aportación de 
las redes inalámbricas a la implementación de sistemas de captura de datos. 
Actualmente existen cerca de una veintena de compañías dedicadas a 
la fabricación de chips para el protocolo ZigBee, entre las más importantes 
están: Texas Instruments, Microchip Technology, Digi International. En este 
trabajo después de estudiar, el hardware y el entorno de desarrollo de estos 
tres fabricantes, se ha optado por la solución planteada por Digi International, 
debido a la cantidad de información disponible, a su robustez y su amigable 
entorno de trabajo. 
 
Coordinador (Access point) 
Router (Enrutador) 
Dispositivo final (End device) 
Punto a punto 
 (Peer to peer) 
Estrella (Star) 
Malla (Mesh) 
Figura 3.13: Topología de redes ZigBee. 
  
 
Capítulo 4:  ESTADO DEL ARTE DE LOS SISTEMAS DE 











En la actualidad, los sistemas de planificación de recursos 
empresariales (ERP) son aplicaciones software que tienen por objetivo 
facilitar gestión informática todas las actividades de una empresa: compras, 
ventas, RRHH, finanzas, producción, etc, dando lugar a una aplicación que 
integra toda la información de las diferentes unidades de negocio, en un 
mismo sistema informático. 
En sus inicios las primeras herramientas informáticas de gestión se 
diseñaron para atender partes aisladas de la empresa, pero con el paso de los 
años los desarrolladores se dieron cuenta de la necesidad de integrar todas 
estas herramientas. De esta manera, a principios de la década de los 90 
empiezan a surgir sistemas capaces de integrar diferentes aplicaciones en una 
sola, cumpliendo con las siguientes premisas: 
 Optimizar procesos generales de la empresa. 
 Garantizar la integridad de los datos. 
 Eliminar información y operaciones redundantes. 
 Compartir la información entre todos los componentes de la 
empresa. 
El objetivo es integrar todas las áreas de una empresa e 
interconectarlas en línea para que todas dispongan de la información en 
tiempo real y evitar información redundante. Se trata de evitar que un mismo 
dato tenga que ser introducido varias veces y en diferentes aplicaciones, con 
el consiguiente riesgo de error y coste administrativo. En definitiva, facilitar 
el flujo de información dentro de la empresa de forma clara y precisa. 
Las primeras aplicaciones de gestión empresarial que se desarrollaron  
realizaban el control de inventarios, evolucionando más tarde a los sistemas 
de Planificación de Requerimientos de Material o Material Requirements 
Planning (MRP) que daban soporte al proceso productivo mediante la 
planificación de las necesidades de material, con la finalidad de atender los 
pedidos de los clientes. 




Más tarde, en los años 80, progresaron hacia los MRP-II que 
facilitaban la optimización de todo el proceso de producción. Estos sistemas 
fueron incorporando la gestión de nuevas áreas como la financiera, RRHH, 
gestión de proyectos, etc, dando paso a los sistemas ERP, que permiten el 
control de todas las actividades internas de la empresa. 
El ERP II (o ERP extendido) amplía este concepto superando los 
límites de la propia empresa, añadiendo a otros integrantes de la cadena de 
valor: clientes y proveedores, colaboradores y otros socios de negocio. Con la 
integración con clientes y proveedores aumenta el intercambio de la 
información y la colaboración entre los distintos agentes. En la Figura 4.1, se 
muestra la evolución de los sistemas de información de la empresa, hasta 
llegar a los actuales ERP – II. 
 
Figura 4.1: Evolución de los sistemas de gestión empresarial 
Como se muestra en dicha figura, los ERP en la actualidad, abarcan 
un enorme número de actividades,  por lo que las aplicaciones comerciales se 
suelen clasificar en distintos niveles (―Tier‖ es la acepción anglosajona), en 
función del tamaño de la compañía que pueden gestionar: 
 ERP Tier 1. Este mercado es para grandes compañías con más 
de 1000 empleados. Para este tipo de compañías se emplean 
ERP como SAP, Oracle y Sage Group. Este tipo de 
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soluciones son las más completas del mercado, cubriendo 
todos los aspectos de negocio.  
 ERP Tier 2. Para empresas de tamaño medio hasta 1000 
empleados y con cifras de ingresos hasta 250 millones de 
Euros. En este nivel los ERP son capaces de gestionar 
pequeñas multinacionales, con distintas sedes, monedas y 
consolidación financiera. 
 ERP Tier 3. Este nivel se ocupa de pequeñas compañías con 
menos de 100 empleados. Son aplicaciones más sencillas que 
en muchos casos no abarcan todas las aplicaciones de negocio 
de la compañía. 
En [49] se puede consultar sobre el mercado de los ERPs, y los 
problemas que suelen aparecer en una implantación de este tipo 
de aplicaciones. En [50] se compara las diferencias de 
implementación de sistemas ERP, en función del tamaño de la 
sociedad. 
 
4.2 Tipos de aplicaciones ERP 
En los últimos años el desarrollo de los ERP ha experimentado un 
crecimiento notable debido a numerosos factores, entre ellos, el crecimiento 
de la industria del software. Otro factor destacable es un mayor acceso a este 
tipo de tecnología, no sólo de grandes empresas y multinacionales, sino de 
medianas y pequeñas empresas que representan buena parte del tejido 
empresarial. 
La implantación de un sistema ERP es una cuestión de carácter 
estratégico que entraña una gran dificultad y un gran coste. Así pues, se debe 
analizar y evaluar adecuadamente las alternativas existentes. Es muy 
importante en la elección de un sistema ERP que la solución esté alineada con 




la estrategia de la empresa. En [51] se analizan los riesgos que pueden surgir 
en la implementación de ERP en pequeñas y medianas empresas.  
Se pueden clasificar los ERP desde dos enfoques claramente 
diferenciados. Por un lado, están las soluciones de mercado o propietarias, 
en las que la empresa que desarrolla el ERP suele dar el soporte necesario 
para su puesta en marcha y se encarga de la evolución del sistema, 
incrementando las funcionalidades a lo largo del tiempo. Tienen el 
inconveniente de que suponen un gran desembolso económico por el coste 
inicial de adquisición de la licencia, así como el posterior soporte en cuanto a 
mantenimiento, desarrollos específicos y cursos de formación. Se debe tener 
presente que las soluciones suelen ser cerradas, obligando a la empresa 
implantada a adaptarse, en muchos casos, a las condiciones del sistema ERP. 
Algunos ejemplos de sistemas ERP propietarios que pertenecen a 
grandes compañías desarrolladoras de software son SAP (SAP Business One), 
Microsoft (Microsoft Dynamics NAV) y Sage (Sage Murano). También cabe 
destacar que existen soluciones propietarias desarrolladas por empresas más 
pequeñas que son muy específicas o verticales en ciertos sectores, pero que 
pueden ser una buena solución en el caso de querer un producto muy 
desarrollado y con un coste inferior en comparación al que podría 
proporcionar una gran empresa como SAP o Microsoft. El inconveniente de 
estas aplicaciones específicas es que la evolución del software viene impuesta 
por el desarrollo que vaya realizando la empresa implantadora. Suele suceder 
que aparezcan nuevas necesidades que no están desarrolladas y que su 
implantación supone un elevado coste. 
Por otro lado están las soluciones “Open Source” o de código 
abierto, en este caso la empresa que desarrolla el núcleo del ERP libera el 
código de la aplicación. En esta situación, la propia empresa implantada 
puede liderar el proceso de implantación si cuenta con un departamento 
informático adecuado. Se debe tener en cuenta que el código abierto no 
implica que todo sea gratis. Las empresas desarrolladoras de este tipo de 
sistemas suelen contar con una comunidad de ―partners‖ o socios que ofrecen 
servicios de implantación, configuración, parametrización y formación de 
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usuarios en sus aplicaciones ERP. Sin ellas, en la mayoría de los casos, se 
hace inviable llevar a cabo una implantación con éxito.   
En la actualidad, los ERP distribuidos bajo licencia ―Open Source‖ 
gozan de una presencia destacada en el mercado del software empresarial, 
gracias a la madurez y experiencia que se ha alcanzado en el sector por parte 
de desarrolladores y empresarios. Uno de los aspectos que ha favorecido el 
incremento de este tipo de soluciones en ―Open Source‖ es la mayor 
flexibilidad y el menor coste que tienen frente a las soluciones propietarias. 
Otro de los aspectos fundamentales es la existencia de grandes comunidades 
de usuarios que respaldan y apoyan el producto compartiendo el 
conocimiento, revisando el código desarrollado y desarrollando nuevas 
aplicaciones que permiten, a los usuarios finales, disponer de soluciones para 
situaciones menos habituales. En [52] se describen las características de los 
ERP de código abierto.  
Entre este tipo de sistemas ERP de código abierto se puede destacar 
por volumen de mercado y prestaciones a OpenBravo y OpenERP. Ambos 
sistemas tienen un enfoque claro hacia las PYMEs y han sido desarrollados de 
manera nativa para entornos web y son multiplataforma. Este tipo de 
soluciones se pueden englobar dentro de las tier 2. Como se indica en el 
capítulo 6, en esta tesis doctoral se ha seleccionado el ERP de software libre 
OpenERP. Esta elección es debida fundamentalmente, a la disponibilidad del 
código fuente de la aplicación. Esta característica facilita la realización de 
aplicaciones que permiten, por ejemplo, integrar los AIDC en el ERP, con la 
finalidad de mejorar el control de la producción de una empresa. 
En [53] se analiza las razones por las que las PYMES se decantan por 
soluciones ERP de código abierto, respecto a soluciones propietarias. 
 




4.3 Arquitectura de las aplicaciones ERP 
Las actuales aplicaciones de gestión empresarial tienen una 
arquitectura de tipo cliente-servidor. Además, debido al imparable empleo de 
internet, estos clientes y servidores suelen estar en puntos distintos de la red. 
En la Figura 4.2, se puede observar la arquitectura de una solución concreta 
como es OpenERP. En esta estructura se pueden destacar los siguientes 
elementos: 
1. El servidor de Base de Datos (BBDD). La BBDD que se 
utiliza en los ERP es de tipo relacional y orientada a objetos, 
en los que los datos se almacenan fijando relaciones entre 
ellos. Se emplean BBDDs como: PostgresSQL, Oracle, SQL 
server, etc. 
2. Servidor ERP. Aplicación que actúa como interfaz entre las 
peticiones de información de los clientes y la BBDD. Facilita 
por lo tanto, el acceso a la información de la BBDD de una 
manera más amigable para el usuario final.  
3. Servidor web. Aplicación que hace posible que la 
información disponible en el ERP, sea accesible a través de la 
web mediante el uso de navegadores. Entre los servidores 
web más utilizados están: Apache, Internet Information 
Services (IIS) y Nginx. 
4. Cliente web. En el lado de los usuarios finales, para acceder a 
la información del ERP, son necesarios navegadores web 
como: Chrome, Internet Explorer, Firefox, etc. 
 
 




Figura 4.2: Arquitectura habitual de las aplicaciones ERP
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También existen numerosas posibilidades en función de donde se 
instalan los distintos elementos de esta arquitectura. Así, se pueden localizar 
todos en la empresa implantada, los servidores en la empresa instaladora, o 
emplear los conocidos como Software como Servicio (SaaS). En esta última 
posibilidad, los servidores se alojan en una empresa TIC que es la que se 
encarga del mantenimiento y soporte lógico de los datos. 
El núcleo de todo sistema ERP es su base de datos, por lo que el 
siguiente punto se dedica a analizar las principales BBDDs y sus principales 
características.  
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 Cortesía de OpenERP S.A. 




4.3.1 Bases de datos empleadas para la implantación de sistemas 
ERP 
Todo sistema de captura de datos de planta se basa en la recopilación 
de valores, tanto de procesos como de producción, los cuales una vez 
adquiridos se deben almacenar, para su posterior tratamiento. Para su 
almacenamiento se pueden emplear diversas aplicaciones informáticas: como 
ficheros planos, hojas de cálculo, etc. Debido a las relaciones que se generan a 
la hora de realizar consultas de estos datos para transformarlos en 
información, la aplicación por excelencia son las BBDDs. 
La elección de la BBDD marcará las posibilidades y características de 
la aplicación de gestión empresarial a desarrollar.   A continuación, se 
analizan las opciones más importantes para su implementación: 
 Oracle Database 
Es el motor de base de datos relacional más usado a nivel mundial 
y su dominio en el mercado de servidores empresariales ha sido casi total 
hasta hace poco. Está considerado como uno de los sistemas de bases de 
datos más completos por su soporte de transacciones, estabilidad, 
escalabilidad y soporte multiplataforma. 
Se trata de un sistema de base de datos objeto - relacional (o 
ORDBMS por el acrónimo en inglés de Object-Relational Data 
Management System), producido y comercializado por Oracle 
Corporation. Como principal inconveniente estaría su elevado precio 
incluso, para una licencia de uso personal. 
 Microsoft SQL Server 
Sistema de base de datos relacional de gestión desarrollado por 
Microsoft. Existen al menos una docena de diferentes ediciones de 
Microsoft SQL Server dirigidas a diferentes tipos de aplicación y para 
diferentes cargas de trabajo, que van desde pequeñas aplicaciones que 
almacenan y recuperan los datos en el mismo equipo, a millones de 
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usuarios y equipos que tienen acceso a grandes cantidades de datos a 
través de Internet al mismo tiempo.  
Su versión más reducida, SQL Express Edition, (llamada 
anteriormente MSDE) posee el mismo motor de base de datos pero 
orientado a proyectos más pequeños y se distribuye en forma gratuita. 
Sus principales lenguajes de consulta son T-SQL y ANSI SQL. 
Sus principales características son: 
1. Soporte de transacciones. 
2. Soporte procedimientos almacenados. 
3. Incluye un entorno gráfico de administración, que permite 
el uso de comandos DDL y DML. 
4. Permite trabajar en modo cliente-servidor, donde la 
información y datos se alojan en el servidor y los terminales o 
clientes de la red sólo acceden a la ella. 
5. Permite administrar información de otros servidores de 
datos. 
Es común desarrollar proyectos completos complementando 
Microsoft SQL Server y Microsoft Access a través de los llamados 
ADP (Access Data Project). De esta forma se completa la base de datos 
(Microsoft SQL Server), con el entorno de desarrollo (VBA Access), a 
través de la implementación de aplicaciones de dos capas mediante el 
uso de formularios Windows. 
En el manejo de SQL mediante líneas de comando se utiliza el 
SQLCMD. Para el desarrollo de aplicaciones más complejas (tres o más 
capas), Microsoft SQL Server incluye interfazs de acceso para varias 
plataformas de desarrollo, entre ellas .NET, pero el servidor sólo está 
disponible para Sistemas Operativos. 
 MySQL 
MySQL es un SGBD relacional, multihilo y multiusuario con más 
de seis millones de instalaciones. MySQL AB —desde enero de 2008 una 




subsidiaria de Sun Microsystems y ésta a su vez de Oracle Corporation 
desde abril de 2009— desarrolla MySQL como software libre en un 
esquema de licenciamiento dual. Por un lado, se ofrece bajo la GNU GPL 
para cualquier uso compatible con esta licencia, pero para aquellas 
empresas que quieran incorporarlo en productos privativos deben comprar 
una licencia específica que les permita este uso.  
Al contrario de proyectos como Apache, donde el software es 
desarrollado por una comunidad pública y los derechos de autor del 
código están en poder del autor individual, MySQL es patrocinado por 
una empresa privada, que posee el copyright de la mayor parte del código. 
Esto es lo que posibilita el esquema de licencia anteriormente 
mencionado. Además de la venta de licencias privativas, la compañía 
ofrece soporte y servicios. Para sus operaciones contratan trabajadores 
alrededor del mundo que colaboran vía Internet.  
Sus principales ventajas son: 
1. Acceso a las bases de datos de forma simultánea por varios 
usuarios y/o aplicaciones. 
2. Seguridad, en forma de permisos y privilegios. Determinados 
usuarios tendrán permiso para consulta o modificación de 
determinadas tablas. Esto permite compartir datos sin que peligre 
la integridad de la base de datos o protegiendo determinados 
contenidos. 
3. Potencia SQL es un lenguaje muy potente para consulta de 
bases de datos y usar un motor ahorra una enorme cantidad de 
trabajo. 
4. Portabilidad SQL es también un lenguaje estandarizado, de 
modo que las consultas hechas usando SQL son fácilmente 
transferibles a otros sistemas y plataformas. Esto, unido al uso de 








PostgreSQL es un sistema de gestión de bases de datos relacional 
orientado a objetos y  libre, publicado bajo la licencia BSD, con menos 
restricciones en comparación con otras como la GPL. 
El desarrollo de PostgreSQL está dirigido por una comunidad de 
desarrolladores que trabajan de forma desinteresada,  libre y/o apoyados 
por organizaciones comerciales. Dicha comunidad es denominada el 
PGDG (PostgreSQL Global Development Group). 
Sus principales características son: 
1. Alta concurrencia mediante un sistema denominado MVCC 
(Acceso concurrente multiversión, por sus siglas en inglés) 
PostgreSQL permite que, mientras un proceso escribe en una 
tabla, otros accedan a la misma tabla sin necesidad de bloqueos. 
Cada usuario obtiene una visión consistente de los últimos 
cambios que se han realizado (commit). Esta estrategia es 
superior al uso de bloqueos por tabla o por filas común en otras 
bases, eliminando la necesidad del uso de bloqueos explícitos. 
2. Amplia variedad de tipos nativos, números de precisión 
arbitraria, texto de largo ilimitado, figuras geométricas (con una 
variedad de funciones asociadas), direcciones IP (IPv4 e IPv6), 
bloques de direcciones estilo CIDR, direcciones MAC,  matrices 
(arrays). Adicionalmente los usuarios pueden crear sus propios 
tipos de datos, los que pueden ser por completo indexados, 
gracias a la infraestructura GiST de PostgreSQL.  
3. Claves ajenas. También denominadas, llaves ajenas o claves 
foráneas (foreign keys). 
4. Disparadores (triggers). Un disparador o trigger se define 
como una acción específica que se realiza de acuerdo a un evento, 
cuando éste ocurra dentro de la base de datos. En PostgreSQL 
esto significa la ejecución de un procedimiento almacenado 
basado en una determinada acción sobre una tabla específica. 




5. Funciones. Bloques de código que se ejecutan en el servidor. 
Pueden ser escritos en varios lenguajes, con la potencia que cada 
uno de ellos da, desde las operaciones básicas de programación, 
tales como bifurcaciones y bucles, hasta las complejidades de la 
programación orientada a objetos o la programación funcional. 
Algunos de los lenguajes que se pueden usar son los siguientes: 
un lenguaje propio llamado PL/PgSQL (similar al PL/SQL de 
Oracle), C, C++, Java PL/Java web, plPHP, PL/Python, PL/Perl, 
etc. 
6. Gran nivel de seguridad tanto interna, como externa. 
 Microsoft Access 
Microsoft Access, también conocido como Microsoft Office 
Access, es un sistema de gestión de base de datos de Microsoft que 
combina el sistema relacional Microsoft Jet Database Engine con una 
interfaz gráfica de usuario y herramientas de desarrollo de software. Es 
parte de Microsoft Office Suite, incluido en las ediciones profesionales 
aunque también se vende por separado. 
Access almacena los datos en un formato propio basado en el 
motor de base de datos Access Jet pero también puede importar o vincular 
directamente a los datos almacenados en otras aplicaciones y bases de 
datos. 
Se puede usar para desarrollar aplicaciones de software. Al igual 
que otras aplicaciones de Office, Access es compatible con Visual Basic 
para Aplicaciones, un lenguaje de programación orientado a objetos que 
puede hacer referencia a una gran variedad de objetos DAO incluidos 
(Data Access Objects), ActiveX Data Objects, y muchos otros 
componentes ActiveX. Se usan objetos visuales en formularios e informes 
para exponer sus métodos y propiedades en el entorno de programación 
VBA y los módulos de código VBA pueden declarar y llamar a funciones 
del sistema operativo Windows. 
 




1. Los usuarios pueden crear tablas, consultas, formularios e 
informes y conectarlos entre sí con macros.  Usuarios avanzados 
pueden usar VBA para escribir programas de manipulación de 
datos y control de usuario. 
2. Es posible la importación y exportación de datos entre varios 
formatos incluyendo  Excel, Outlook, ASCII, dBase, Paradox, 
FoxPro, HTML, ODBC
10
 (compatible con: Microsoft SQL 
Server, Oracle, MySQL, PostgreSQL), etc. También se pueden 
enlazar los datos en su ubicación actual para ver, consultar, editar 
y presentación de informes. 
3. El formato de la base de datos (MDB o ACCDB en Access 
2007) puede contener la aplicación y los datos en un mismo 
archivo. Esto hace que sea muy conveniente para distribuir la 
aplicación completa a otro usuario, y poder ejecutarla en entornos 
desconectados. 
4. Una de las ventajas de Access desde la perspectiva de un 
programador es su relativa compatibilidad con SQL. Las 
consultas se pueden ver gráficamente o editarlas como sentencias 
SQL y éstas SQL se pueden utilizar directamente en macros y 
módulos VBA para manipular las tablas de Access. Los usuarios 
pueden mezclar VBA y macros para las formas y la lógica de 
programación. VBA también pueden incluirse en las consultas. 
5. Ofrece consultas con parámetros. Estas consultas y tablas de 
acceso pueden ser referenciadas desde otros programas como 
Visual Basic 6 y NET. A través de DAO o ADO.  
6. Las ediciones de escritorio de Microsoft SQL Server pueden 
ser utilizadas con Access como una alternativa al motor de base 
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 ODBC, es un estándar de acceso a BBDD. El objetivo de este interfaz es 
traducir las consultas de datos de una aplicación a comandos que entienda el sistema 
de gestión de la BBDD. 




de datos Jet. Este soporte se inició con MSDE (Microsoft SQL 
Server Desktop Engine), una versión reducida de Microsoft SQL 
Server 2000, y continúa con las de SQL Server Express versiones 
de SQL Server 2005 y 2008. 
7. Es una base de datos basada en servidor de archivos. A 
diferencia de cliente-servidor del sistema de gestión de bases de 
datos relacionales (RDBMS), Microsoft Access no implementa 
disparadores de base de datos, procedimientos almacenados, o el 
registro de transacciones. Access 2010 incluye, a nivel de tabla, 
triggers y procedimientos almacenados incorporados en el motor 
de datos ACE. Así, un sistema de base de datos cliente-servidor 
no es un requisito para utilizar procedimientos almacenados o 
disparadores de tabla con Access 2010. Las tablas, consultas, 
formularios, informes y macros pueden ahora ser desarrollados 
específicamente para aplicaciones web de base en Access 2010. 
8. Mediante formularios web con ASP.NET se puede consultar 
una base de datos MS Access, recuperar los registros y mostrarlos 





Capítulo 5:  APORTACIÓN DE LOS AIDC BASADOS EN 









Tal como se indicó en los capítulos anteriores, el objetivo de esta tesis 
doctoral es proponer novedosos sistemas de captura de datos, que permitan 
optimizar el control de la producción en empresa con fabricación de tipo Job-
Shop. Con este objetivo, a lo largo de este capítulo se analiza la 
implementación de sistemas de captura de datos basados en tecnología RFID 
conectados con distintos software que permitan la transformación de los datos 
de producción, en información para la realización del control de la 
producción. 
Después del análisis realizado en el capítulo 4, los datos capturados en 
las plantas de fabricación se pueden clasificar en dos grandes grupos: 
1. Datos obtenidos para la realización de control de procesos. 
En estas aplicaciones se recogen datos procedentes de 
sensores, con la finalidad de controlar la evolución de los 
procesos de fabricación, como por ejemplo, procesos de 
pasteurizados de productos alimenticios, sistemas de 
regulación de funcionamiento de motores o bombas, etc. Para 
el control de este tipo de procesos se emplean normalmente, 
redes de autómatas programables, y la información recogida 
se visualiza en sistemas SCADA y sistemas MES. 
2. Datos capturados para la realización del control de la 
producción. Este otro tipo de aplicaciones tienen por objetivo 
capturar información de cómo se ejecutan los trabajos en los 
distintos talleres de fabricación de una empresa. Por lo que 
los sensores se sustituyen por elementos que cuentan piezas o 
que indican que actividad se está ejecutando en cada taller, o 
quién está realizando una tarea. Esta información también se 
visualiza en los sistemas SCADA, tal como se indicó en el 
apartado 3.2, pero donde realmente se explota estos datos de 
producción es en los sistemas ERP. Para la captura de este 
tipo de datos se pueden emplear redes de Controladores 




Lógico Programables (PLCs), pero en muchas aplicaciones se 
utilizan los AIDC, estudiados en el capítulo anterior, como 
códigos de barras, tecnología RFID, etc, o los todavía muy 
utilizados informes en papel (partes de trabajo). 
En este capítulo se analiza la implementación de distintos sistemas de 
captura basado en tecnología RFID, conectados a sistemas de información que 
permitan realizar el control de la producción de empresas con fabricación Job-
Shop. 
 
5.2 Descripción de la situación de partida 
La solución de optimización del control de la producción que se 
plantea en este capítulo, se ha desarrollado tomando como base la empresa 
tipo presentada en el apartado 1.3. En dicho apartado, se describe una 
compañía que tiene su taller de fabricación en una configuración de tipo Job-
Shop y con un bajo grado de automatización. Esta última característica es 
muy habitual en empresas, como las del sector de la fabricación y reparación 
naval, en las cuáles sus procesos de elaboración son muy manuales y en los 
que no es eficiente emplear PLC para controlarlos. Esta situación produce que 
en este tipo de talleres sea imprescindible disponer de un sistema de captura 
de datos de producción para conocer la evolución de los distintos trabajos.  
Hasta hace una década la recogida de datos en este tipo de empresas 
se realizaba de forma manual, empleando para ello los típicos partes de 
trabajo, que rellenan los operarios al finalizar sus operaciones. Más tarde, con 
el abaratamiento de los terminales de comunicación hombre-máquina, estos 
incorporaron a este tipo de talleres. Este nuevo Sistema de Captura de Datos 
(SCD), en terminología anglosajona (DCS) permitió por un lado, eliminar los 
papeles y la necesidad de introducir doblemente la información, y por otro, se 
redujo el tiempo hasta que los datos estaban disponibles en el ERP. Pero como 
se indicó en el apartado1.1, la calidad de la información capturada es baja, 




debido a que muchas veces los operarios se olvidan de introducir la 
información en el sistema. Por ese motivo se decidió buscar un DCS que 
tratase de mejorar todos los inconvenientes de los que adolecía el sistema 
basado en terminales de comunicación hombre-máquina. 
El nuevo sistema de captura debería de cumplir las siguientes 
condiciones: 
1. El sistema debe de capturar los datos con una mínima 
intervención por parte de los operarios. Por lo que la 
herramienta de captura utilizada debe estar basada en las 
tecnologías analizadas en el capítulo 4, dedicado a los AIDC. 
2. El DCS debe de ser fácil de desplegar; es decir, que exista la 
posibilidad de colocar terminales de captura donde se genera 
la información. De esta manera se minimizan los 
desplazamientos de los operarios. 
3. La calidad de la información capturada debe ser elevada. 
Como se indica en  la Figura 5.1, la típica planta de fabricación del 
sector naval, se puede descomponer en 5 talleres o centros de trabajo, en los 
que será necesario recoger la información de la producción: 
1. Corte y repasado de chapa. 
2. Troquelado y rematado. 
3. Montaje y moldeado. 
4. Soldadura. 
5. Pintura y acabados. 





Figura 5.1: Distribución en planta del centro de fabricación estudiado 
Para analizar el comportamiento de los distintos AIDC que se 
presentan en esta tesis doctoral, se va a considerar que la empresa fabrica 
bidones de chapa, siguiendo el proceso productivo que se indica a 
continuación. 
El proceso de fabricación comienza a partir de las materias primas: 
1. Varios tipos de chapas, según la variedad de acero. 
2. Remates para dotar a las tapas de orificios de llenado y 
vaciado. 
Se crearán primero tres productos intermedios: tapas, fondos y 
carcasas, para finalmente formar el bidón de acero a partir de los anteriores. 
La ruta de producción de una tapa consistirá en cortar y repasar los 
discos de acero en el puesto de ―Corte y repasado‖. A continuación, en 
―Troquelado y rematado‖, una máquina hará las aberturas roscadas en las 
tapas e insertará los remates. Uno de los agujeros será para el llenado o 
vaciado del bidón, mientras que el otro será de ventilación. Por último en 
―Montaje y modelado‖ se doblará el borde de la tapa a la medida precisa. 
Para los fondos, se cortarán y repasarán los discos de acero en ―Corte 
y repasado‖, para finalmente doblar los bordes en ―Montaje y modelado‖. 




Para la elaboración de las carcasas, las chapas de acero pasarán por el 
puesto de ―Corte y repasado‖ donde una cuchilla de cizalla cortará el acero a 
medida, repasándolo luego y a continuación, en ―Montaje y modelado‖ la 
modeladora transformará las láminas de acero recortadas en lo que será la 
carcasa del bidón, añadiendo unos canales llamados aros de rodadura. Por 
último, en ―Soldadura‖, un soldador de resistencia eléctrica generará calor 
para soldar la costura lateral, uniéndola interior y exteriormente para evitar 
fugas. 
Para terminar el proceso, dentro de la ruta de producción del bidón, en 
el puesto de ―Montaje y modelado‖, se unirán los bordes de la tapa y la 
carcasa creando una costura entrelazada. A  continuación, en el puesto de 
―Soldadura‖, se soldará el fondo a la carcasa para finalmente, en el puesto de 
―Pintura y acabados‖, una pistola de pintura rociará el bidón  con una pintura 
al esmalte mientras gira, dándole un brillo protector. En la Figura 5.2, se 
resume este proceso de fabricación. 
 
Figura 5.2: Esquema de fabricación del producto tipo bidón. 




En los siguientes apartados se seleccionarán los principales 
componentes del AIDC, adecuados para la aplicación de control de la 
producción que se plantea en este trabajo. 
5.3 Elección de la tecnología RFID 
El primer paso para la implementación del sistema AIDC basado en 
tecnología RFID, pasa por el estudio de las distintas posibilidades de 
implementación y analizar cuál es la más adecuada para cada aplicación. Tal 
como se indicó en el apartado 3.4.1, el RFID es, en la actualidad, una 
tecnología madura de tal manera que, para abordar una aplicación, existen 
muchas posibles soluciones que es necesario analizar. En los siguientes 
apartados, se indica como ha sido el proceso de selección de la tecnología 
RFID que se ha empleado para la mejora de la producción en talleres de 
fabricación Job-Shop. 
5.3.1 Elección de la frecuencia de trabajo 
Entre las decisiones más importantes que se deben abordar para 
implantar un sistema RFID está la elección de la frecuencia de 
funcionamiento. Este parámetro está íntimamente ligado con la distancia de 
lectura entre el lector y la etiqueta. En este trabajo se han seleccionado dos 
tipos de lectores en función de su frecuencia: 
1. Lectores de frecuencia HF. Este tipo de lectores trabajan a 
una frecuencia de 13.56 MHz, lo que permite distancias de 
lectura del orden unos pocos centímetros, utilizando etiquetas 
pasivas. 
2. Lectores de frecuencia UHF. Trabajan a frecuencias de 
856MHz. Este tipo de lectores permiten distancias de lectura 
entre el lector y la etiqueta del orden de unos pocos de metros 
con etiquetas pasivas. 




Para la elección de los lectores se buscó un dispositivo de bajo coste, 
pero que tuviera una gran versatilidad de uso. Por lo que se seleccionó 
lectores de tecnología embebida y con un amplio interfaz de comunicación. 
Para lectura a cortas distancias se optó por el lector SkyeModule M2 y para 
distancias del orden de metros, por el SkyeModule M9 del fabricante Skytek. 
En la Figura 5.3, se muestran un detalle del  lector M2.  
 
Figura 5.3: Detalle del lector RFID embebido M2. Cortesía de Skyetek 
Entre las características más importantes de este lector, cabe destacar: 
 Posibilidad de ajustar la potencia de emisión 
 Incorpora una antena interna, aunque tiene la posibilidad de 
conexión de una antena externa que permite incrementar la 
distancia de lectura. 
 Ofrecer a través de su conector ―mounting hole‖ de 24 pines, 
distintas posibilidades de conexión con un host
11
 
(microcontrolador, ordenador personal, etc.): 
o UART (TTL) 
o SPI 
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 En terminología RFID, Host se refiere al hardware que está conectado al 
lector RFID, y que se encarga de recopilar y tratar los datos que el lector aporta. El 
host puede ser un microcontrolador, un ordenador personal, un autómata programable, 
etc. 






 Siete terminales de conexión que pueden actuar con entradas 
o salidas. 
 Sencilla programación a través de una única API 
 Protocolo anticolisión que permite la lectura simultánea de 
múltiples etiquetas. 
 Soportar una amplia variedad de etiquetas (ISO15693, 
ISO14443A/B). Es compatible con la tecnología NFC.  
La ventaja de este tipo de lectores si lo comparamos con los lectores 
RFID industriales, es su reducido precio. Esta característica permite situar 
múltiples puntos de lectura sin incrementar excesivamente el precio de las 
implantaciones. Además, las amplias posibilidades de comunicación de este 
tipo de lectores, incrementa las posibilidades de realización de aplicaciones a 
medida. El inconveniente que presentan los lectores embebidos es que para su 
uso es necesario implementar un interfaz de comunicación con el host. En 
Figura 5.4 se muestra un lector industrial, en el que se puede observar los 
terminales para la conexión de antenas así como los conectores para la 
comunicación con el Host (Ethernet, comunicación serie, USB). En [54] se 
muestran las posibilidades de utilización de estos lectores conectados con una  
Field Programmable Gate Array (FPGA), para la gestión de varios lectores 
RFID embebidos. 
 
Figura 5.4: Detalle de lector RFID industrial. Cortesía de Motorola 




En la Figura 5.5 se muestra el lector embebido M9 con conexión a 
través de ―Compact Flash‖. Este tipo de lector tiene unas características muy 
similares a las indicadas para el M2. La diferencia estriba en la distancia de 
lectura, que a máxima potencia puede llegar a los 6 metros. Este tipo de 
lectores, por su distancia de lectura, son muy utilizados para la identificación 
de artículos, soportando protocolos empleados para el EPC. Como EPC 
C1G1, EPC C1G2, además de la norma ISO18000. 
 
Figura 5.5: Detalle del lector embebido M9. Cortesía de Skyetek. 
5.3.2 Elección del tipo de etiquetas 
En el apartado 3.4.1, se analizaron los tipos de etiquetas que se 
pueden emplear para la implementación de una aplicación RFID. La elección 
de la etiqueta adecuada dependerá fundamentalmente de los siguientes 
parámetros: 
 Tipos de elementos a etiquetar. No es lo mismo etiquetar, un 
material de fabricación, un contenedor, un animal, o un papel 
de fabricación. Este  factor definirá: 
o La robustez de la etiqueta, por ejemplo si puede 
funcionar a la intemperie o no. 
o La reutilización de la etiqueta, por ejemplo en el caso 
de etiquetaje de contenedores. 




o La posibilidad de que ésta pueda ser colocada sobre 
materiales metálicos o sobre líquidos. 
 Distancia de lectura, que definirá si la etiqueta es: pasiva, 
semiactiva o activa. 
 La necesidad de almacenar información en bancos de 
memoria de la etiqueta. 
 El número de etiquetas que se pueden leer simultáneamente. 
Para las aplicaciones de control de la producción que se presentan en 
esta tesis doctoral, se emplean etiquetas pasivas, no reutilizables y adhesivas. 
Éstas se colocarán sobre los órdenes de producción con la finalidad de 
identificar qué operación se está ejecutando en cada instante, en cada uno de 
los centros de fabricación de la empresa. En la Figura 5.6 se muestra una 
bobina de etiquetas pasivas que  pueden ser codificadas por el usuario final, 
mediante impresoras RFID. 
 
Figura 5.6: Detalle de bobina de etiquetas RFID pasivas. 
Para la aplicación de control de la producción que se plantea en este 
trabajo, las etiquetas se pegarán en las órdenes de fabricación que se mueven 
en los talleres de fabricación. De esta manera empleando estos tags, 
combinados con el AIDC basado en tecnología RFID, se conocerá en todo 
momento la situación del taller de fabricación.  




En la Figura 5.7, se muestra un detalle de una hoja de ruta para la 
fabricación de un producto de la industria naval, en el que se ha incorporado 
en la parte superior derecha una etiqueta de identificación. 
 
Figura 5.7: Detalle de una hoja de ruta con etiqueta RFID 
Otro aspecto a considerar a la hora de implantar un AIDC basado en 
tecnología RFID, es la manera que tienen los lectores de comunicarse con los 
Host. Esta característica define varios aspectos de funcionamiento del sistema, 
y también como la aplicación software de explotación del AIDC, tiene que 
programarse. En los siguientes apartados se analiza distintas posibilidades de 
conexión entre los lectores y el host, y cuáles son las particularidades de cada 
una de ellas. 
En los siguientes apartados se proponen distintas configuraciones para 
desplegar los AIDC basados en tecnología RFID, con el objetivo de mejorar 
el control de la producción de la planta de fabricación tipo. 




5.4 Sistema de control de la producción basado en 
ordenadores personales y RFID 
La primera decisión que se plantea en este trabajo para la 
implementación del AIDC, es situar en cada uno de los puntos de captura, un 
lector y un ordenador personal, conectando ambos mediante un bus USB. A 
continuación, se describe tanto el hardware como el software desarrollado 
para la implementación de esta solución.  
5.4.1 Solución hardware 
El sistema físico necesario para esta implantación se puede observar 
en la Figura 5.8, en la que se muestra como en cada uno de los puntos de 
lectura se emplea un PC conectado a un lector RFID. La información 
adquirida por los distintos ordenadores se recopila en un servidor central a 
través de una red Ethernet.  
 
Figura 5.8: Estructura del AIDC basado en PC y lectores RFID USB. 




En la Figura 5.9, se muestra un detalle de la tarjeta interfaz 
desarrollada, para conectar los lectores embebido M2 y M9 a través del puerto 
USB del ordenador personal.  
 
Figura 5.9: Detalle adaptador USB desarrollado para los lectores embebidos. 
Este sistema tiene varias ventajas, respecto a otros métodos de 
implementación de un AIDC basado en RFID, entre las que se puede destacar: 
1. Su sencillez de implementación, ya que cada uno de los 
lectores es atendido directamente por un PC, de esta manera 
el software que los gestiona es más sencillo de desarrollar. La 
información capturada por cada punto, se lleva a una BBDD 
central, empleando para ello la red Ethernet que conecta los 
distintos ordenadores. 
2. Disponer en cada centro de producción de un PC, también 
permite que éste se pueda emplear como canal de 
comunicación entre el departamento de producción y los 
talleres. De tal manera, que en la planta se pueda acceder a 
los sistemas de información de la empresa, para consultar 




documentos como: planificaciones de producción, órdenes de 
producción, planos, manuales de calidad, etc. 
3. El ordenador se puede emplear también como sistema para 
controlar o supervisar procesos, por ejemplo empleando 
tarjetas de adquisición de datos, que permiten capturar 
señales de sensores.  
El mayor inconveniente que plantea esta solución está relacionado 
con su coste elevado al ser necesario adquirir tantos PC como puntos de 
captura existan. Esta desventaja se puede minimizar, con la sustitución de los 
PC por los denominados ordenadores de placa reducida, como por ejemplo el 
hardware Raspberry Pi [55]. Otra dificultad, que en algunas instalaciones 
puede aparecer, es la complicación al abordar la comunicación entre los 
distintos ordenadores de captura, sobre todo si se opta por hacer un cableado 
con la finalidad de realizar una red Ethernet. 
En el siguiente apartado se analizan los elementos de la aplicación 
software que se han desarrollado para implementar esta solución AIDC. 
 
5.4.2 Elección de las herramientas software 
5.4.2.1 Base de datos 
Para la implementación de este AIDC se ha tratado de buscar la 
solución más eficaz y estandarizada que se adaptara al hardware indicado en 
el apartado anterior. 
Así, como elemento para conseguir el almacenamiento de los datos 
adquiridos por lo lectores se empleará la base datos Access que ya viene 
incluida en el paquete de programas de Microsoft Office, el cual es habitual 
junto con el sistema operativo Windows. Además, Access que es en realidad 
un sistema de gestión de bases de datos, permite la creación de consultas, 
formularios e informes, ideales para el control y gestión de toda la 
información generada en la planta de producción. 




Se pueden también importar, exportar o vincular datos entre multitud 
de formatos como Excel, ASCII, dBase, Paradox, FoxPro, HTML, ODBC 
(compatible con: Microsoft SQL Server, Oracle, MySQL, PostgreSQL), para 
ver, consultar, editar o presentar informes. 
 Access dispone además del entorno de programación VBA y los 
módulos de código VBA pueden declarar y llamar a funciones del sistema 
operativo Windows.  Esto debería de permitir, en principio, poder controlar 
los lectores RFID desde el propio Access mediante Visual Basic para 
Aplicaciones. 
5.4.2.2 Sistema de gestión empresarial (ERP) 
Una vez almacenada la información procedente de la planta obtenida 
con el sistema RFID, es necesario analizar estos datos con los disponibles en 
el sistema de gestión empresarial de la empresa. Todo ello con el objetivo de 
optimizar el control de la producción de la empresa. Para ello se hace 
necesario seleccionar una herramienta ERP adecuada para esta aplicación. 
Para el ERP, tras estudiar las distintas opciones, se concluye  que 
ERPs como Microsoft Dynamics NAV o SAP, que son ERPs propietarios, son 
demasiado extensos, con opciones y herramientas que no son necesarias para 
esta aplicación. 
 Con lo cual, dentro de las opciones actuales de software libre para 
ERP se seleccionó OpenERP ya que, la segunda opción más destacable, 
Openbravo, después de probarla,  parece considerablemente menos apropiada. 
OpenERP tiene numerosas ventajas respecto a otras soluciones de 
gestión empresarial, en las que cabe destacar su modularidad, es decir, para 
cada aplicación se puede decidir qué parte del software instalar. 
 
5.4.2.3 Lenguaje de programación 
Para el desarrollo de la aplicación para capturar los datos de los 
lectores RFID a través del puerto USB, es necesario elegir el lenguaje de 




programación.  La solución más efectiva para comunicarse con la BBDD 
consistiría en emplear Visual Basic para Aplicaciones 
Para el control de estos lectores M2 y M9, SkyeWare ofrece en su 
página web las librerías apropiadas, ejemplos de programas y documentación. 
Ahora bien, las librerías aportadas por SkyeWare son para los lenguajes C, 
C++ y C# pero no para Visual Basic para Aplicaciones, lo que imposibilita el 
control de dichos lectores directamente desde Access. 
Ante la necesidad de recurrir a un lenguaje de los soportados por los 
lectores RFID de SkyeWare, se optó por C#.  El desarrollo de aplicaciones en 
este lenguaje es mucho más rápido que en leguajes menos ―evolucionados‖ 
como C en el cual, el compilador se limita a traducir código sin aportar 
prestaciones que faciliten la programación, como la asignación de memoria 
automática. 
En cuanto al entorno de programación, el más utilizado para este 
lenguaje es el Microsoft Visual Studio. Se trata de uno de los entornos de 
programación más potentes del mercado actualmente, con una buena interfaz 
gráfica y gran cantidad de herramientas incluidas, como la tecnología de 
autocompletado IntelliSense, la compilación en segundo plano, la 
programación en paralelo, el explorador de arquitectura, el soporte para varios 
lenguajes, etc. 
 
5.4.3 Descripción de la solución software desarrollada 
5.4.3.1 Programación de los puestos de captura 
El sistema de control de la producción desarrollado, comienza en los 
lectores RFID. Para su gestión se ha programado una aplicación encargada de 
realizar las peticiones de lectura, con una determinada frecuencia. Los datos 
de los tags capturados, se almacenan en la base de datos local de cada puesto, 
junto con la hora  y número de puesto en el que fue detectado. La aplicación 
diseñada y la tabla donde se graban los datos capturados, se muestra en la 




Figura 5.10. En esta aplicación el usuario final puede seleccionar el 
identificador del puesto, si los datos serán sobrescritos o no en la BBDD y el 
intervalo de lectura. En la parte superior derecha de la Figura 5.10, se 
muestran las etiquetas que se encuentran en el lector. Estos identificadores se 
cruzan con la información disponible en ERP, para determinar la 
correspondencia entre el identificador de la etiqueta y la OF.  
 
Figura 5.10: Aplicación diseñada para la gestión de los lectores RFID. 
 Una vez realizada la lectura, los datos se guardarán en una base de 
datos local de una sola tabla con tres campos (PuestoNTag, Hora y Tag).  
La aplicación de lectura está desarrollada para ser utilizada bajo 
entorno Windows y para un sólo lector, pero con posibilidad de leer cualquier 
número de tarjetas de forma simultánea. Esta última opción se ha empleado 
para determinar el número de OFs, que se encuentra en espera en un centro 
determinado. 
Como ya se indicó, está programado en C# con Visual Studio, y en su 
programación, se emplearon, entre otras características: 
 Temporización mediante hilos (Thread), en lugar de temporizadores 
(timers). Esta característica garantiza una gran estabilidad al 
programa cuando está activada la lectura automática, ya que se 




ejecuta de forma independiente, el formulario principal y la lectura 
automática. 
 Detección automática del dispositivo RFID mediante temporizadores 
y bucles try – catch. 
 Configuración detallada de la aplicación mediante botones, checkBox 
y comboBox. 
 Visualización del estado de las lecturas y configuración mediante 
TextBoxs: uno para Status y el segundo como panel para mostrar las 
tarjetas activas (detectadas en la última lectura). 
 Ocultación automática del panel mediante notifyIcon para la lectura 
automática en segundo plano. 
 Formulario secundario para avisar de la detección / extracción de 
tags. 
En el anexo 1.1,  se puede consultar el código desarrollado para esta 
aplicación. 
5.4.3.2 Base de datos central 
Una vez que los lectores se encuentran distribuidos en los distintos 
puestos de la planta, los datos capturados se almacenan en archivos de Access 
de manera local en cada puesto. El siguiente paso consiste en centralizar toda 
la información capturada en una BBDD común. Con este objetivo, se 
empleará una nueva base de datos Access, situada en un puesto central y 
programada en VBA. El DBMS diseñado utilizará tablas vinculadas a los 
puestos, para recoger la información de éstos, de forma automática y 
periódica. La información recopilada se procesa mediante consultas, 
formularios, etc, con el objetivo de calcular los costes de fabricación, realizar 
los historiales de OFs cuando éstas se dan por finalizadas, visualizar la 
situación en tiempo real de la planta de fabricación, etc. 
El aspecto de dicha base de datos se presenta en la Figura 5.11. En la 
parte de la izquierda se puede observar, la estructura de la BBDD 
desarrollada, con sus tablas, consultas, módulos, tablas vinculadas y  
formularios. En la parte de la derecha se muestra un sinóptico de la planta de 




fabricación, que se genera al seleccionar la opción de ―consultas de OF‖. En 
este sinóptico, en cada uno de los puestos se puede observar: 
 El operario que está realizando la operación 
 La OF que está en ejecución 
 Las órdenes de fabricación que están en espera en cada 
puesto, en la parte central del gráfico. 
 
Figura 5.11: Detalle de la BBDD Access para la gestión del AIDC. 
Una dificultad añadida que tiene este AIDC es que se emplea un único 
lector RFID en cada puesto para capturar tanto la información de los 
operarios, como de las OFs. Para ello, los datos recogidos se comparan con la 
información introducida en el sistema por el departamento de planificación de 
la producción, en el sistema OpenERP. Las tablas donde están definidos los 
operarios y las OFs, están en una BBDD PostgresSQL, que es la utilizada por 
Open ERP. Concretamente, el nombre de las órdenes de fabricación se 
encontrará en el campo ―name‖ de la tabla ―public_mrp_production‖ y el 
nombre de los operarios en el campo ―name_related‖ de la tabla 
―public_hr_employee‖. Estas tablas, junto con otras, han de ser previamente 
vinculadas en Access a la base de datos PostgreSQL. De esta manera, el 
AIDC emplea la BBDD de Access, para capturar los datos de los lectores y el 
sistema de gestión empresarial OpenERP, para que los distintos 




departamentos de la empresa introduzcan los datos diarios de la actividad 
empresarial. 
Una vez distinguido el tag, si pertenece  una OF, se guardará en la 
tabla oculta ―OFs Puestos‖, y si pertenece a un Operario, se guardará en 
―Operarios activos‖. Las OFs en espera se vuelcan directamente de las tablas 
vinculadas de espera a la tabla oculta ―OFs Puestos en espera‖. 
Para el funcionamiento de todo el sistema es necesario definir tres 
módulos en VBA: 
1. Actualiza planta, que se encarga de actualizar el formulario 
planta. Este módulo sólo accede a las tablas para mostrar 
visualmente la información al usuario. Es por tanto, el 
módulo al que llama el formulario ―planta‖ cuando se ejecuta, 
y una vez abierto con una frecuencia de 10 segundos actualiza 
la información. 
2.  ActualizaTablas es el módulo encargado de actualizar las 
tablas principales, las primeras en recibir los datos de las  
tablas vinculadas, que son las tablas ocultas ―OFs Puestos en 
espera‖ y ―OFs Puestos‖ y la tabla de Operarios activos.  
3. Funciones es el módulo donde se guardan todas las funciones 
a las que el resto del programa puede llamar en más de una 
ocasión. Por ejemplo, la función ―OFs‖ es la encargada de 
actualizar el resto de tablas de datos. Esta función realizará 
cálculos y, a diferencia de del módulo ―ActualizaTablas‖, irá 
comparando los datos actuales con los antiguos para eliminar 
o añadir registros. 
En el anexo 1.2, se puede consular el código VBA, desarrollado para 
la implementación de estas tres funciones. 
En cuanto a la configuración del OpenERP para esta aplicación, se 
han seguido los siguientes pasos: 
1. Creación de la empresa. Cada una de las empresas que se definen 
en OpenERP, representa una BBDD en el sistema PostgreSQL. 




2. Elección de los módulos a instalar en ERP. Los módulos 
representan cada una de las áreas o departamentos que se van a 
gestionar. De la gran variedad de módulos disponibles para la 







En la Figura 5.12, se muestra la opción de OpenERP, para 
instalar nuevos módulos de gestión a la aplicación. Como se 
puede observar en la figura, la instalación de los módulos 
principales, genera un nuevo menú en la barra superior. 
 
Figura 5.12: Vista para instalar nuevos módulo en OpenERP 
Una vez instalados, es importante la configuración de 
ciertos módulos. Para ello se accede desde el menú superior 
―Configuración‖, y seleccionando en el menú de la izquierda el 




módulo en cuestión. Para este trabajo, aunque todos los módulos 
instalados son útiles, el de ―Producción‖ será imprescindible y su 
configuración, se muestra en la Figura 5.13. 
 
Figura 5.13: Detalle de configuración del módulo de producción de OpenERP 
3. Definir los usuarios del sistema de gestión empresarial. Cada uno 
de los usuarios representa un papel de uso en la aplicación. Para 
esta aplicación se deben de definir un mínimo cuatro tipos de 
usuarios: 
a. Administrador. Que es el superusuario de la aplicación. 
Se emplea para configurar el OpenERP y para definir y 
dar permisos al resto de los usuarios. 
b. Logística. Este rol es el encargado de gestionar las 
operaciones logísticas de la empresa: compras, ventas y 
gestión de almacenes. 
c. Producción. Este usuario será el encargado de la gestión 
de las actividades de producción de la empresa. Deberá 
de configurar el módulo de producción para: 
i. Indicar la estructura del taller de fabricación. 
ii. Definir las listas de materiales que configuran los 
distintos productos finales de la empresa. 




iii. Concretar las órdenes de producción, para atender 
los pedidos de los clientes. 
iv. La evolución, en tiempo real del taller de 
fabricación, con el objetivo de tomar decisiones 
sobre las modificaciones de la secuencia de 
ejecución de órdenes de fabricación en colas. 
d. Responsable de contabilidad. Será el encargado de 
supervisar el funcionamiento contable de la organización.  
Para el desarrollo de esta aplicación de control de la producción y con 
la finalidad de incluir en el ERP los datos capturados por el sistema AIDC, se 
debe modificar algunos módulos existentes. Concretamente el de 
―Producción‖ y el de ―Recursos humanos‖. Para poder añadir el campo del tag 
y así asociar una OF o un Operario, a un código de etiqueta concreto. Este 
tipo de modificaciones en OpenERP pueden ser realizadas de dos maneras: 
1. La primera consiste en editar el código Phython de un módulo y 
añadir las instrucciones necesarias para la modificación. 
2. Desde la propia interfaz del cliente.  
Para añadir estos campos, desde la interfaz, es necesario seguir el 
siguiente proceso de configuración: 
1. Entrar en la aplicación en modo desarrollador. 
2. Seleccionar el modelo a modificar.  
3. Ir a menú de ―Configuración‖ del ERP y buscar la opción de 
―Estructura de la base de datos  Modelos‖ 
4. Buscar el modelo que se desea modificar. Para el caso del modelo 
de producción este se denomina ―mrp.production‖. En la Figura 
5.14, se muestra el modelo para la gestión de las órdenes de 
fabricación y del módulo de fabricación. Desde éste se puede 
acceder a los distintos campos de la tabla de BBDD de 
producción y también añadir campos nuevos.  





Figura 5.14: Detalle del modelo para la gestión de las orden de producción. 
5. Crear el campo para almacenar los tags, capturados con los 
lectores RFID. Los campos en color azul son obligatorios. Para el 
nombre del campo, este ha de seguir la norma de OpenERP, 
precedido por x_. En la Figura 5.15, se muestra el formulario para 
añadir un nuevo campo a la tabla de la BBDD de producción. 
 
Figura 5.15: Formulario para crear un nuevo campo en una tabla de OpenERP. 
El proceso es similar para cualquier campo que se desee añadir en 
cualquier objeto. Para este trabajo también se añade otro campo tag al  objeto 
de empleados ―hr.employee‖. 




Una vez creados los campos se harán visibles editando las vistas de la 
aplicación. Éstas se generan mediante archivos XML, que pueden ser editados 
mediante un editor de texto o desde la propia aplicación de gestión. Para ello 
se segue el siguiente proceso: 
1. Se activa el modo desarrollador. Esto provoca que aparezca un 
combo box en la parte superior izquierda de todas las ventanas del 
cliente web que permite acceder a las opciones de desarrollo. 
2. Se elege la vista en la que se desea colocar el campo y una vez en 
ella la posición dentro del formulario. 
3. A continuación, en el combo box,  se selecciona ―Editar 
FormVista‖ lo que permite acceder al código XML de la vista. 
Dentro del código se insertará el campo añadido. En la Figura 
5.16, se puede observar en la parte superior el combo box, donde 
se selecciona la opción de desarrollo a utilizar y en la esquina 
inferior derecha, el código XML de la vista. 
 
Figura 5.16: Detalle de la edición de una vista XML desde OpenERP. 
En la Figura 5.17, se muestra el formulario para gestionar las órdenes 
de producción, en el que se ha añadido el campo ―TAG‖ donde se almacenan 
los datos procedentes de los lectores RFID. 





Figura 5.17: Formulario modificado con el campo añadido do TAG 
 
5.4.3.3  Intercambio de datos Access y OpenERP 
Para el intercambio de datos entre las tablas de Access y las tablas de 
OpenERP (PostgreSQL), es necesario instalar el driver ODBC de PostgreSQL 
en Windows, que se podrá descargar desde la dirección: 
http://www.postgresql.org/ftp/odbc/versions/msi/ 
Una vez descargado e instalado, se accede al ―Panel de control‖, 
donde se busca ―Herramientas administrativas‖, y una vez ahí ―Orígenes de 
datos ODBC‖. Se abrirá una nueva ventana, en la pestaña ―DNS de usuario‖ y 
se selecciona  ―PostgreSQL35W‖ y a continuación, se pincha en ―Agregar…‖  





Figura 5.18: Detalle administrador de orígenes OBDC 
Finalmente, se configura el driver tal como se indica en la ventana 
mostrada en la Figura 5.19. Se debe de definir la dirección IP donde se ubica 
la base de datos de PostgreSQL de la instalación de OpenERP, así como el 
usuario de la BBDD y la contraseña de dicho usuario. Una vez realizada esta 
configuración se podrá vincular cualquier tabla de PostgreSQL, con la base de 
datos de Access. 
 
Figura 5.19: Configuración driver PostgreSQL 
Para terminar el proceso de vinculación es necesario establecer 
relaciones entre las tablas de PostgreSQL y Access. Para ello desde suite de 
Access se selecciona la opción de ―Datos Externos‖ y dentro del menú ―Mas‖ 
la opción de ―Bases de datos de OBDC‖. En esta nueva ventana se selecciona 
la opción ―Vincular al origen de datos creando una tabla vinculada‖, tal como 
se muestra en la Figura 5.20. Una vez hecho esto se abre una nueva ventana 




para seleccionar el origen de datos; ahí selecciona la pestaña de ―Origen de 
datos de equipo‖, ―PostgreSQL35W‖ y finalmente ―Aceptar‖. 
 
Figura 5.20: Ventana de Access para la vinculación de tablas con otras BBDD 
Al realizar todo este proceso se abre una última ventana en la que se 
muestra las tablas de PostgreSQL que se pueden vincular, tal como se observa 
en la Figura 5.21. 
 
Figura 5.21: Lista de vinculación de tablas de PostgreSQL. 




El cruce de la información disponible en el sistema Access procedente 
del AIDC con la relativa a la planificación de la producción existente en el 
OpenERP, permite obtener informes relativos a: 
 Duración de las OFs ejecutadas. 
 Estimación de Lead Time para la fabricación de los 
productos. 
 Estimación de costes directos e indirectos relativos a la 
fabricación de los artículos. 
5.4.4 Conclusiones y resultados obtenidos 
El sistema de control de la producción basado en lectores RFID 
conectado mediante conexión USB a PC, que se ha presentado en este 
apartado, es un importante avance en la gestión de la fabricación de talleres de 
fabricación Job-Shop, con bajo grado de automatización. La solución 
planteada, cruzando la información disponible en el sistema Access 
procedente del AIDC, con la relativa a la planificación de la producción 
existente en el OpenERP, permite entre otros aspectos: 
1. Conocer en tiempo real la situación de la planta de fabricación.  
2. Realizar la trazabilidad de la producción. Obteniendo distintos 
informes con los que evaluar los tiempos de fabricación de los 
productos y de las OFs. 
3. Estimar los costes de fabricación. 
4. Conocer quién ha realizado cada tarea. 
A modo de ejemplo, en la Figura 5.22, se muestra una consulta que 
calcula, la duración y costes de una orden de fabricación después de su paso 
por cuatro puestos de trabajo. 





Figura 5.22: Consulta resumen estimación de duración y coste de una OF. 
Por todo ello, se puede concretar que este sistema es un gran avance 
en el control de la producción de empresas de sector de metal, ya que éstas, 
por sus deficientes sistemas de captura de datos en planta, no disponen de 
herramientas adecuadas que les permitan conocer la situación de su taller de 
fabricación. 
El sistema planteado en esta tesis, es una solución plenamente 
operativa, pero que en determinados tipos de talleres de fabricación no es 
posible su implementación, fundamentalmente debido a la complejidad del 
despliegue del AIDC. En esta solución, en cada uno de los puntos de captura 
es necesario emplear un PC, lo que incrementa su complejidad. Para 
solucionar este posible inconveniente, se plantea otra posible solución para 
optimizar el  control de la producción que optimiza tanto el hardware como el 
software de la aplicación. 




5.5 Sistema de control de la producción basado en redes 
inalámbricas y RFID 
Con la finalidad de estudiar nuevas posibilidades de optimizar el 
control de la producción basado en AIDC para plantas de fabricación en 
configuración en Job-Shop,  se presenta otra posible implementación, que 
sirve para tipologías de plantas de fabricación, en las que el despliegue del 
sistema AIDC, sea más complicado de abordar. 
En los siguientes apartados se explicarán tanto el hardware como el 
software de este nuevo sistema de control de la producción basado en AIDC. 
5.5.1 Tipología de empresa  
La empresa en la que se centra esta solución, pertenece al sector de la 
automoción de Vigo. Se dedica a la fabricación de tornillos y chapas para la 
etapa de ―herraje‖ de fabricación de automóviles en la planta de PSA Peugeot 
Citroën. 
La planta de fabricación de vehículos de PSA en Vigo comprende 
cuatro unidades de trabajo: 
 Embutición. El taller de Embutición representa el inicio del 
proceso de fabricación de un automóvil. Aquí la chapa, 
enrollada en grandes bobinas, es transformada en las 
diferentes piezas que compondrán la carrocería del vehículo. 
 Herraje. En esta etapa las distintas piezas de chapa se unen, 
mediante soldadura láser o por puntos eléctricos para 
conformar la estructura del automóvil, la carrocería del 
vehículo. Ésta normalmente es la que más automatizada en las 
plantas de fabricación de automóviles. 
 Pintura. En esta fase las carrocerías reciben, inicialmente, 
tratamientos específicos (fosfatación, cataforesis y 
estanqueidad) para hacerla lo más resistente posible frente a 




los agentes atmosféricos y mecánicos. Posteriormente, las 
carrocerías adquieren el color definitivo y brillante gracias a 
la aplicación de bases coloreadas y barnices. 
 Montaje. En esta etapa es donde se ensamblan los 
componentes del automóvil. Está formada por tres talleres 
con cometidos muy específicos: primera terminación, órganos 
mecánicos y segunda terminación, donde el automóvil queda 
listo para rodar. 
La empresa de este estudio se organiza por centros de trabajo, además 
los productos a fabricar definen la secuencia de fabricación y el movimiento 
de los materiales por los distintos talleres. Por ello, esta planta es idónea para 
la realización del presente estudio, dado que la coordinación de las órdenes de 
trabajo es imprescindible para su buen funcionamiento. 
La empresa fabrica, gestiona y transporta los tornillos y las tuercas. 
La empresa realiza los siguientes procesos de producción: 
1. Procesamiento del alambrón. El primer paso es tomar el 
alambrón de acero, ya sea en rollo o en barras y tenerlo unas 30 
horas en un horno para poder ablandarlo. Este proceso permite 
poder trabajarlo. El segundo paso en la preparación de este 
alambre es sumergirlo en un baño de ácido sulfúrico para retirar 
cualquier partícula de óxido y luego se baña en fosfato. Todo esto 
evita que el acero se oxide antes de fabricarse el tornillo. 
Finalmente se lubrica para moldearlo mejor. 
2. Enderezado y corte. La máquina moldeadora, primero endereza el 
alambre, luego lo corta en trozos ligeramente más largos que el 
futuro tornillo. El sobrante se convertirá en la tuerca. Por eso el 
corte ligeramente mayor. 
3. Moldeado. Cada pieza pasa por un molde que la deja 
perfectamente redonda.  
4. Achaflanado. Una herramienta llamada punteadora da forma al 
tornillo, en ambos extremos, creando así la parte en que se 
engancha la tuerca. 




5. Roscado del tornillo. En esta fase se crean los filetes para que se 
puedan enroscar las tuercas, unos rodillos a alta presión imprimen 
la forma de la rosca. 
Con este último paso se termina la fabricación del tornillo o Perno. 
Para la fabricación de las tuercas, se realizan las siguientes etapas: 
1. Aplastado de las postas.  
2. Forjado de la forma hexagonal. 
3. Troquelado. Se troquela el orificio en su centro de la ―posta‖ 
4. Roscado.  
En la Figura 5.23, se muestra un detalle de la planta de fabricación 
estudiada para esta aplicación. En cada uno de los centros de trabajo se 
ubicará un elemento de captura basado en un lector RFID. 
 
Figura 5.23: Detalle de la planta de producción. 




5.5.2 Solución hardware 
Con el objetivo de simplificar el despliegue del AIDC, se estudiaron 
otras posibilidades de implementación. La primera característica que se 
considera es tratar de eliminar el uso de los PCs en cada uno de los puntos de 
lectura. De esta manera, se analizan nuevas técnicas de conexión del lector a 
otros sistemas de tratamiento de datos como autómatas programables, 
ordenadores embebidos, etc. Después de analizar estas tecnologías se opta por 
conectar el lector a un microcontrolador (μC) para que este dispositivo de 
tratamiento de información se encargue del procesado de la información 
capturada por los lectores. La elección de este dispositivo encaja a la 
perfección con los lectores embebidos del fabricante Skyetek, ya que ambos 
dispositivos disponen de puertos de comunicación como UART (TTL), SPI y 
I
2
C. La utilización de un μC además, simplifica enormemente el hardware, 
respecto a las otras soluciones planteadas y por lo tanto, el coste del sistema. 
Otra mejora que se propuso, fue sustituir la red Ethernet, que 
complica el despliegue del AIDC por una red comunicación inalámbrica. Para 
este punto, también se estudiaron distintas redes inalámbricas, como las redes: 
WiFi, Bluetooth, GSM, pero finalmente la que se comprobó que mejor se 
adaptaba a esta aplicación son las redes ZigBee. Esta red se emplea para la 
implementación de redes de sensores sin hilos, y ha sido analizada en el 
detalle en el apartado 3.4.1.2. 
En la Figura 5.24, se muestra la estructura del sistema de control de la 
producción basado en el AIDC inalámbrico. En la parte superior de la figura 
se muestran los terminales clientes en los que se consultará la información 
recopilada por el AIDC. En el centro de la figura se sitúa el servidor donde se 
ejecutará el sistema de gestión empresarial. A este equipo se conecta, a través 
de un puerto USB, el coordinador de la red inalámbrica. En la parte inferior de 
la figura se representa  los puntos de lectura inalámbricos. En estos se situará 
la placa de adaptación con el microcontrolador y el transceptor que 
establecerá la comunicación inalámbrica con el servidor. 





Figura 5.24: Sistema de control de la producción basado en un AIDC  inalámbrico 
En los siguientes apartados se analizan las posibilidades de 
implementación de estas mejoras, así como del resultado obtenido. 
 
5.5.2.1 Implementación del AIDC con tecnología inalámbrica 
 
Tal como se indicó en apartado anterior, el AIDC que se presenta en 
esta solución está basado en dos tecnologías novedosas: las redes ZigBee y el 
RFID. La primera de ellas se ha empleado para la implementación de la 
infraestructura de la red de captura de datos y la segunda, como elemento de 
lectura de información. A continuación, se describe la implementación de la 
red inalámbrica para la comunicación de los elementos de sistema de captura 
de datos. 
Se ha desarrollado una red ZigBee, por su baja tasa de transmisión, 
por su bajo consumo y su sencillez. La configuración de la red ZigBee es en 




estrella; es decir, con un coordinador de red (Access Point [AP]) y un total de 
diez dispositivos finales (Router/End Device), uno en cada centro de trabajo. 
En estos dispositivos finales se implementan los lectores RFID. Por lo tanto, 
serán los puntos donde se recogerá la información de las etiquetas. El AP se 
conecta directamente al puerto USB del servidor y se encarga de recopilar la 
información de toda la red, tal como se indica en la Figura 5.24. 
Para la implementación de la red inalámbrica se barajaron varios 
modem inalámbricos, como: 
 El dispositivo CC2430, del fabricante Texas Instruments [56] 
que es un circuito integrado de los denominado ―System-on-
Chip‖ que funciona a una frecuencia de 2,4 GHz y que 
cumple con el estándar IEEE 802.15.4, sobre el que se 
construyen las redes ZigBee. En[57] se describe una 
aplicación basada en este dispositivo para la medida de la 
velocidad de bicicletas de spinning, basada en tecnología 
inalámbrica.  
 El transceptor MRF24J40MA, del fabricante Microchip 
Technology [58]. Dispositivo que también funciona a 
frecuencias de 2,4GHz y cumple el estándar IEEE 802.15.4. 
Tomando como base la solución de Microchip, para la 
implementación de redes inalámbricas, en [59], [60] se 
muestran dos aplicaciones para la medición de contaminantes 
en aguas. En la Figura 5.25, se muestra una placa para la 
implementación de un dispositivo final, basada en el 
transceptor de Microchip. 





Figura 5.25: Detalle de la placa desarrollada basada en MRF24J40MA 
 La tercera opción, que ha sido la seleccionada, es la 
utilización de transceptor inalámbrico del fabricante Digi 
International, en concreto el modelo XBEE S2 [61]. En la 
Figura 5.26, se muestra este transceptor que puede actuar, 
tanto como AP, Enrutador (Router) o como Dispositivo final 
(End Device); según sea su configuración software, en una 
red inalámbrica ZigBee. Este dispositivo permite implementar 
redes que trabajan a 2,4GHz, con tasas de transmisión 250 
Kbit/Sg y con potencias de emisión que pueden llegar a los 
100 mW. Este tipo de modem inalámbrico se pueden 
comunicar: 
o Mediante el envío de comandos AT. Es el modo más 
sencillo, pero también el que permite menores 
prestaciones. 
o Mediante el protocolo API. En este modo, toda la 
información que entra y sale del modem es 
empaquetada en paquetes (frames), que definen 
operaciones y eventos dentro del módulo. En este 
modo, el host externo al XBEE se debe encargar de 
generar la trama que se va a enviar. Este modo 




permite optimizar la comunicación entre los distintos 
elementos de la red. En [62] se muestra un ejemplo 
para el control de sistemas de iluminación. 
 
Figura 5.26: Detalle de modem inalámbrico XBEE S2 
A continuación, se describe la estructura de los elementos de la red y 
su configuración, desarrollados para esta aplicación: 
1. Coordinador de red (AP). Sus funciones son las de controlar y 
coordinar la red, además de la definición de los caminos que deben 
seguir los dispositivos para conectarse entre ellos. Sólo puede haber 
un Coordinador PAN en la red. Para el envío de información a los 
Router/End Device se ha seleccionado una comunicación de tipo 
Broadcast, de tal manera que la información enviada por el AP será 
recibida por todos los elementos de la red. En las peticiones de 
información enviada a los Router se empaquetará el número de nodo 
(nº de máquina) al que se le realiza la petición, de tal manera que sólo 
responderá el correspondiente al  identificador enviado. 
Para la configuración de los modem XBEE, se emplea la 
aplicación X-CTU que proporciona el fabricante. En la Figura 5.27, se 
muestra una captura de pantalla de este programa con la configuración 
del un Router/End Device. De esta configuración cabe destacar: 
a. PAN (Personal Area Network) ID. Este número define el 
identificador de la red. Todos los elementos de la red deben 
de tener el mismo identificador. 




b. DH (Destination Address High), DL (Destination Address 
Low).  Estos parámetros definen la dirección de destino con 
el que se va a comunicar el dispositivo. En el caso de 
configuración de un Router, como es el caso de la Figura 
5.27, se indica la dirección del coordinador de la red. Si se 
está configurando el coordinador y se define una 
comunicación Broadcast, se definirá DH = 00 y DL = FFFF   
 
Figura 5.27: Detalle de la configuración de un transceptor XBEE 
2. Estructura de los Router/End Device:  
Los Router/End Device son los elementos de captura de datos. En 
este punto se describe cuál es el hardware y software desarrollado para 
implementar los dispositivos finales de la red, basados en lectores RFID. 
Para la implementación de los End Device son necesarios tres 
elementos: 
 Lector RFID. Como en la solución anterior se emplean los 
lectores embebidos M2 y M9. Este elemento suministrará la 




información captada de las etiquetas RFID y se la entregará al 
µC para su procesamiento 
 Modem ZigBee. Se selecciona el mismo modelo que para el 
AP, del fabricante Digi. Éstos, se programaron en modo AT
12
, 
y con dirección de destino la del AP. 
 Un microcontrolador. Para comunicar el lector RFID con el 
modem ZigBee. Es necesario implementar un circuito interfaz 
entre ambos. El μC se encargará de procesar la información 
procedente del lector y encapsularla de forma adecuada para 
que pueda ser transmitida a través de la red ZigBee. 
Para la elección del μC se estudiaron varias 
posibilidades de implementación: 
1. Del fabricante Microchip, en concreto los de la 
familia PIC: 
 El modelo PIC18F2550, para la 
implementación del coordinador. Este 
dispositivo tiene conexión USB para su 
sencilla conexión con el ordenador que actúa 
como Host. 
 El modelo PIC18F2620 para la 
implementación de los End device. En la 
Figura 5.25, se muestra la placa desarrollada 
para la implementación de End-device 
basada en este µC. 
2. Del fabricante Texas Instruments, el modelo CC2430 
que como se indicó es un dispositivo ―System-on-
chip‖ que integra en el mismo encapsulado, el μC y 
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 AT es un conjunto de comando encadenas de texto, que permiten la 
comunicación entre modem de forma sencilla. Fueron establecidos en 1981 por 
Dennis Hayes.  




el transceptor de ZigBee. En la Figura 5.28 se 
muestra las placas realizadas para la implementación 
de un coordinador y un dispositivo final, para la 
implementación del una red inalámbrica basada en el 
CC2430. 
 
Figura 5.28: Detalle de un AP y un End-device basado en el transceptor CC2430 
3. Finalmente, se optó por el entorno de desarrollo libre 
Arduino, basados en los microcontroladores de 
Atmel AVR [63]. Este entorno permite desarrollar 
aplicaciones, en lenguaje C++, de forma rápida y a 
bajo coste. 
Las primeras pruebas para la implementación de los dispositivos 
finales, se realizan tomando como base el Arduino Mega 2560. Esta placa de 
desarrollo dispone de 54 entradas/salidas digitales y 14 de éstas pueden 
utilizarse para salidas PWM, 16 entradas analógicas, cuatro puertos UARTs 
(puerto serie), un oscilador de 16MHz, una conexión USB, un conector de 
alimentación, una cabecera ICSP y un pulsador para el reset. 




Esta placa al disponer de cuatro puertos serie, facilita enormemente el 
desarrollo de los dispositivos finales. De tal manera que, uno de los puertos se 
puede emplear para la comunicación con el lector RFID y otro para la 
comunicación con el modem XBEE. En la Figura 5.29, se muestra un detalle 
de la conexión del modulo XBEE y del lector RFID, a través de los puerto 
serie del µC ATmega2560. 
 
Figura 5.29: Detalle de la implementación del dispositivo de captura. 
Una vez que se comprueba el funcionamiento del dispositivo final 
basado en Arduino  Mega, se decide realizar una placa de circuito impreso 
(PCB) específica que optimice la implementación de los elementos lectores 
del AIDC. Para perfeccionar el diseño se decide sustituir el µC ATmega2560, 
por otro con menores prestaciones y más adaptado a la aplicación. Se 
seleccionó el microcontrolador ATmega328. Este dispositivo dispone de 14 




entradas/salidas digitales (6 de las cuales pueden ser configuradas como 
salidas PWM), 6 entradas analógicas y un único puerto serie. Al disponer solo 
de un único terminal de comunicación, que se emplea para comunicación con 
el host en tareas de programación, es necesario definir por software dos 
puertos más, uno para la comunicación con el lector RFID y otro para la 
conexión con el modem XBEE. Este µC es la base de la placa de desarrollo 
Arduino Uno. En la Figura 5.30, se muestra esta placa, en la que destaca el 
microcontrolador ATmega328. 
 
Figura 5.30: Placa de desarrollo Arduino uno 
Una vez depurado el diseño se elabora una PCB, que incluye el 
ATmega328, un terminal para la programación del microcontrolador en la 
propia placa, los zócalos para conexión del módulo XBEE y el lector RFID; 
así como los adaptadores de comunicación entre los distintos dispositivos. En 
la Figura 5.31, se muestra el diagrama de conexiones entre los distintos 
elementos que forman la placa. De la misma manera en la Figura 5.32, se 
indica el PCB desarrollado.  





Figura 5.31: Esquemático de la placa desarrollada para los lectores RFID 
 
Figura 5.32: PCB de la placa desarrollada para los puntos de captura 
Finalmente, en la Figura 5.33 se puede observar un detalle de la placa 
desarrollada colocada sobre una etiqueta de RFID. En la parte superior de la 
placa se puede observar el µC y el transceptor XBEE, y en la parte inferior el 
lector RFID. 






Figura 5.33: Detalle del dispositivo de captura desarrollado. 
En el anexo 2.1, se puede consultar el código del µC, así como la 
configuración de los modem XBEE, del coordinador y de los dispositivos 
finales. 
Para el correcto funcionamiento del AIDC, en la programación de los 
distintos puntos de captura, se debe indicar el identificador del punto de 
captura y éste se asociará a cada uno de los talleres a controlar con el sistema 
de captura. 
5.5.3 Solución software. 
Con la finalidad de realizar el control de la producción de la empresa 
de fabricación de tornillería indicada en el apartado 5.5.1, se desarrolla una 
aplicación de gestión basada en el entorno de desarrollo .net. El objetivo de 
esta aplicación es la de explotar los datos proporcionados por AIDC basado en 
RFID y redes inalámbricas, para la mejora de la producción de la empresa.  
El Sistema de control de la producción estará compuesto por: 




 Una base de datos desarrollada específicamente para el 
sistema. En ella se almacena toda la información generada por 
un lado, por el AIDC, con la situación actual de la planta de 
fabricación, y por otro, la generada en el sistema de gestión 
de la producción. Para la implementación de esta BBDD se ha 
empleado la que viene incluida en el entorno de trabajo 
Visual Studio, SQL Server Express Edition, disponible en el 
entorno de desarrollo Visual Studio. 
 La aplicación de gestión de la producción desarrollada, donde 
se definirá la secuencia de operaciones a ejecutar  y se 
comprobará si proceso coincide con lo planificado, 
empleando para ello los datos capturados con el AIDC. Para 
la programación en este marco de trabajo, se pueden emplear 
distintos lenguajes de programación como: J#, Visual Basic o 
C#, permitidos en el sistema de desarrollo Visual Studio. De 
todos estos el que mejor se adecua a esta aplicación es C#. 
 
5.5.4 Descripción de la aplicación desarrollada 
Esta descripción se centra en la parte más destacable de este trabajo 
que es la relativa a la aplicación que permite la gestión de los datos adquiridos 
por el AIDC, ya que la aplicación desarrollada para la gestión de la 
producción, está disponible en muchos ERP comerciales. 
La aplicación para el control de la producción basada en un AIDC 
inalámbrico se muestra en la Figura 5.34. 





Figura 5.34: Detalle de la aplicación para la gestión del AIDC inalámbrico. 
Como se puede observar en la parte superior de la figura, se puede 
seleccionar el puerto serie al que se conecta el coordinador de la red 
inalámbrica. 
A continuación, desde el menú ―Configuración‖ se puede indica el 
número de puntos de adquisición disponibles. Esta opción llama a una ventana 
como la que se muestra en la Figura 5.35.  
 
Figura 5.35: Ventana para la selección del número de puntos de captura. 




Una vez configurado el número de lectores, la aplicación de control 
de la producción desarrollada, presenta un detalle de la planta con los puntos 
de recogida inalámbricos configurados, tal como se muestra en la Figura 5.36. 
 
Figura 5.36: Aplicación de captura configurada para nueve puntos de captura. 
El funcionamiento del programa y como se gestionan los datos 
recibidos por el puerto serie es el siguiente: 
1. Lo primero que se hace es asignar al identificador de una tarjeta el 
producto a fabricar, la descripción de trabajo a realizar y la ruta de 
fabricación. Tal como se indica en la Figura 5.37, el producto a 
fabricar debe pasar por P1, P3, P5 y P8. 





Figura 5.37: Detalle de la ventana de asignación de rutas de fabricación. 
2. Una vez realizada la asignación, el producto se graba en la BBDD 
y en la ventana de control del AIDC aparece en la lista de 
productos a fabricar. Tal como se muestra en la Figura 5.38, 
cuando se selecciona un producto en la lista de la BBDD, la 
aplicación proporciona información sobre la situación de 
ejecución de un artículo. El color rojo identifica los puesto por los 
que debe pasar el producto a fabricar y que están pedientes de 
ejecución. En la parte inferior de la pantalla exite un indicador 
―Estado del proceso‖ que muestra la situación de la orden de 
producción. En este caso rojo, ya que aún no se ha iniciado la OP 
y no lo hará hasta que la etiqueta pase por alguno de los puestos 
asignados. De darse el caso de que el producto pasa por un puesto 
equivocado se notificaría inmediatamente del error producido, a 
través del textbox de notificaciones. Se informará de la OP del 
producto, la hora en la que se detectó y los puestos por los cuales 
debe pasar. 





Figura 5.38: Detalle de la situación de ejecución de un producto. 
3. Cuando el producto pasa por un puesto por el que debería pasar, 
en este caso el P1, se ve como el indicador rojo pasa a color 
ámbar. Esto indica que se está procesando, además el ―Estado del 
proceso‖ cambiará tambien a ámbar. Esta situación se muestra en 
la  
 
Figura 5.39: Sinóptico de una orden producción iniciada. 
4. Una vez terminado el producto, se saca la OP del puesto en el que 
esta y bajo esa condición, el control P1 se cambiará a color verde, 
que indica que esta fase de producción está finalizada, tal como se 
muestra en la Figura 5.40. 





Figura 5.40: Detalle de finalización de la fase 1 de una OP. 
5. Una vez que se ejecuten el resto de las operaciones el producto 
estará finalizado. La información de la situación de cada OP, no 
se guarda en la tarjeta, sino que se gestiona desde el sistema de 
información desarrollado. Esto se hace así con la finalidad de que 
los operarios no tengan que grabar las tarjetas durante la 
ejecución del proceso. Este aspecto minimiza la intervención de 
los operarios en el funcionamiento del AIDC. 
6. En cualquier momento es posible modificar una OP con la 
finalidad de alterar la ruta de fabricación de un producto. También 
existe la opción de eliminar una OP. 
En la parte superior de la pantalla principal de la aplicación está 
disponible un sinóptico de la planta, en el que se muestra cada uno de los 
puestos de trabajo. Si se pulsa sobre las etiquetas que identifican cada uno de 
los puestos, se mostrará la OP que está previsto que pase por él. En la Figura 
5.41. se muestra un detalle del sinóptico de la planta. 





Figura 5.41: Detalle de sinóptico de la planta disponible en la aplicación 
En la Figura 5.42, se muestran las etiquetas existentes en el P1 y en el 
P9. En el P1 además de las las tarjetas asignadas en la base de datos, aparece 
el texto ―?????‖ que significa que en el P1 hay una tarjeta sin asignación en la 
Base de datos. Cuando hay algún puesto, como por ejemplo el P9,  en el que 
no está previsto ejecutar ninguna operación, aparecerá la notación ―Vacío‖ 
para distinguirlo de los demás casos. 
 
Figura 5.42: Detalle de las OP en espera en un puesto. 
En el anexo 2.2, se ha incluido el código desarrollado para la gestión 






Capítulo 6:  APORTACIÓN DE LOS TERMINARLES  DE 









6.1 Descripción de la empresa objeto de este estudio 
En este apartado se presenta un nuevo método para realizar el control 
de la producción basado en AIDC. Esta implementación se ha realizado en 
una organización, con la casuística presentada en el apartado 1.3. Una 
empresa del sector del naval, con taller de fabricación en estructura Job-Shop 
y de pequeño tamaño. 
La empresa EMEGA, S.L. está ubicada en la Avenida de Beiramar, 
183 Bajo, localizada en el ayuntamiento de Vigo, provincia de Pontevedra. 
La Avenida de Beiramar, está situada estratégicamente a lo largo del 
puerto de Vigo, contando con acceso inmediato a los muelles, astilleros y 
otros talleres del sector. Además tiene acceso directo al segundo cinturón 
(VG-20) de la ciudad de Vigo y a la autopista AP-9, que vertebra la 
comunidad gallega desde A Coruña (al norte) hasta su unión con Portugal (al 
sur), tal como se muestra en la Figura 6.1. 
 
Figura 6.1: Ubicación de la empresa EMEGA S.L. 




ELABORADOS METÁLICOS DE GALICIA, S.L. (EMeGA, S.L.) 
es una empresa que se dedica, principalmente, a la reparación y 
transformación de buques para armadoras dentro del sector naval en la ciudad 
de Vigo. También lleva a cabo otras actividades para otras empresas y 
astilleros como la fabricación y montaje de calderería y tubería, tanto en el 
ámbito del sector industrial como del naval. 
La empresa desarrolla sus operaciones de dos formas diferenciadas. 
La primera de ellas en su taller, donde fabrican o transforman elementos 
dentro de su nave, que luego los traslada al barco para su montaje definitivo. 
La segunda en obra, donde se repara in situ, los elementos dañados y se llevan 
a cabo labores de mantenimiento con el fin de garantizar el correcto 
funcionamiento de todas las piezas y mecanismos. 
Con la finalidad de cubrir todas las necesidades de CP de esta 
empresa, se desarrollan dos tipos de sistemas basado en AIDC: 
1. Para controlar la fabricación que se lleva a cabo en el taller, 
se desarrolla un sistema de control de la producción basado en 
lectores NFC que permite conocer en qué situación está la 
planta de fabricación, en tiempo real. Los trabajos que se 
realizan en la nave suelen ser trabajos planificados con 
antelación, por lo que para realizar el control de este tipo de 
tareas se emplea el módulo de producción (MRP) del sistema 
de gestión empresarial. 
2. Con la finalidad de conocer la evolución de los trabajos que 
se realizan en los barcos, que suelen ser trabajos menos 
planificados, se emplea el módulo de gestión de proyectos del 
ERP.  
Para complementar los sistemas de CP, se desarrolla una aplicación 
para conocer las entradas y salidas de los operarios de la planta de fabricación. 
Este sistema de control de presencia, introduce los datos de los operarios 
directamente en el ERP. 




La nave de la empresa cuenta con una superficie de 800 m² de taller y 
200 m² de oficinas. La altura del taller es de 5 metros. Dispone de diversa 
maquinaria como 2 puentes grúa (uno de 5 Tn y otro de 10 Tn) una plegadora, 
tornos y taladros, curvadoras hidráulicas, mandrinadoras y mesas de 
soldadura. 
Cuenta con unos 20 trabajadores entre personal administrativo, 
técnico y operarios. La mayor parte de sus operarios están especializados en 
tareas de soldadura y calderería. Son capaces de desarrollar tanto los diseños 
suministrados por sus clientes, como los creados por parte de su oficina 
técnica, bajo los requerimientos y premisas solicitados. 
El tipo de productos que se desarrollan se puede clasificar en dos 
tipos: 
1. Los artículos elaborados totalmente a medida, tomando como 
base, las especificaciones de los clientes. 
2. Artículos fabricados tomando como base el catálogo de 
productos de la empresa. Como pueden ser elementos de 
elevación y arrastre de cargas.   
  
6.2 Implementación de AIDC basados en terminales de 
comunicación móviles. 
Los terminales de comunicaciones móviles, del tipo de tabletas y 
teléfonos móviles inteligentes, desde su aparición a principios del siglo XXI, 
han sido toda una revolución en el mundo de la informática. El primer 
fabricante en desarrollar un primer prototipo de tableta fue Nokia en el año 
2001. A ésta le siguieron otros dispositivos con mayor o menor éxito. En el 
año 2010, la empresa Apple presentó el iPad, momento en que este tipo 
ordenadores portátiles alcanzaron un gran éxito comercial. 




Tanto las tabletas como los teléfonos inteligentes, emplean una 
pantalla táctil como interfaz de comunicación con el usuario. Esta 
característica facilita enormemente la utilización del terminal permitiendo su 
manejo a usuarios poco expertos, como puede ser el caso de operarios de 
fabricación. El gran éxito de este tipo de terminales respecto a otros sistemas 
informáticos, radica en la amplísima variedad de hardware que integran: 
 Distintas formas de conexión a internet: Wi-Fi, 3G o 4G. 
 Pantallas táctiles de distintas dimensiones. Este tipo hardware 
facilita enormemente la interacción con el usuario. 
 Enlaces para comunicación con otros dispositivos: Bluetooth, 
HDMI, USB. 
 Sistemas de localización: GPS, A-GPS. 
 Sensores como acelerómetros, giroscopios, sensores de 
temperatura. 
 Cámara de captura de imágenes y video. Ésta con el software 
adecuado permiten realizar captura de datos mediante la 
lectura de códigos de barras. 
 Lectores de NFC. Muchos fabricantes de terminales, con el 
objetivo de implementar sistemas de pago seguro, integran en 
sus dispositivos lectores RFID de campo cercano. Este tipo de 
lectores se utilizan en la solución que se presenta en este 
capítulo para implementar el AIDC. 
Este hardware, unido a las casi millón de Apps disponibles, en los 
repositorios de Apple (App store) o de Android (Google Play), hacen que 
cada día más, este tipo de terminales sean imprescindibles a nivel de 
informática de consumo, pero también cada vez más, en el ámbito 
empresarial. En este último, son ampliamente utilizadas en departamentos 
como ventas, compras, almacenes, pero cada vez más en producción. 
Actualmente están disponibles tabletas y teléfonos móviles, con 
grandes formatos de pantalla y con terminación robusta (rugged); es decir,  
con grados de protección IP68 que pueden trabajar perfectamente en 




ambientes industriales. En la Figura 6.2 se muestra una imagen de este tipo de 
tabletas.  
 
Figura 6.2: Detalle de una tableta con grado de protección IP68 
En este capítulo se presenta un sistema de control de la producción 
para talleres en configuración Job-Shop, basado en un AIDC que emplea 
lectores de NFC, disponible en terminales de comunicación móviles.   
6.3 Elección de sistema gestión de información. 
Una vez seleccionado el tipo hardware a emplear en la 
implementación del AIDC, otra decisión importante es elegir el sistema de 
gestión de la información más adecuado, para el desarrollo del sistema de 
control de la producción. 
Una de las grandes ventajas de la utilización de tabletas, respecto a los 
lectores RFID empleados en el apartado 5.5, es la posibilidad de utilizar la 
pantalla del dispositivo para intercambiar información con los operarios de 
planta. De esta manera, el flujo de información entre el taller y el resto de los 
departamentos de la empresa es bidireccional. 




Para la elección del sistema de información se plantean dos opciones: 
1. Desarrollar un sistema de gestión a medida, como el que se 
presenta en el apartado Sistema de control de la producción 
basado en redes inalámbricas y RFID. 
2. Emplear como sistema de información un ERP comercial. La 
utilización de un sistema de gestión de recursos empresarial, 
presenta numerosa ventajas respecto a la realización de 
aplicaciones a medida. La más clara es que un ERP 
comercial, permite emplear todas las herramientas disponibles 
en la aplicación, para gestionar la empresa. El mayor 
inconveniente de emplear una aplicación comercial radica, en 
que habitualmente, el software no se adecúa completamente a 
la manera de trabajar de la empresa. En esta situación será 
necesario, o bien cambiar los procesos de negocio de la 
empresa para que se acomoden a la operativa del ERP, o 
modificar el ERP, con la finalidad de que se adapte a la 
operativa de la empresa 
Como ya se comentó en el capítulo 4, los ERP ponen a disposición de 
sus usuarios herramientas para gestionar todas las actividades de negocio de 
una empresa, compras, ventas, finanzas, gestión de proyectos, producción, etc. 
Esto permite utilizar el ERP para realizar las tareas de planificación de la 
producción de la empresa. La solución que se presenta en este trabajo es 
completar el módulo de producción del ERP de tal manera que permita 
realizar, de forma eficiente, el control de la producción de empresas con 
talleres en configuración Job-Shop. Se Incorporan los datos suministrados por 
el AIDC basado en uso de tabletas con tecnología NFC. 
En el siguiente apartado se analizan distintas posibilidades para la 
implementación del sistema ERP. 




6.4 Elección del sistema ERP 
La elección de un sistema de información se puede considerar como 
una decisión estratégica para una organización debido al gran desembolso, 
tanto monetario como en horas de personal, que se debe de realizar. Migrar de 
una solución a otra es una tarea muy complicada, ya que la operativa difiere 
bastante de unas a otras. Por todo ello, elegir una opción inadecuada para la 
organización genera innumerables problemas con el personal, que más tarde o 
más temprano opta por ponerse en contra de la aplicación, haciendo imposible 
la implantación del ERP.  
Antes de decidir qué tipo de sistema ERP se adapta mejor a las 
necesidades de la empresa, es necesario analizar cuáles son los condicionantes 
de partida de la empresa objeto de estudio: 
1. El sistema ERP debe ser una aplicación orientada a una pyme. 
2. El sistema ERP a implantar debe ser escalable y fácilmente 
parametrizable a las nuevas necesidades derivadas del 
crecimiento de la empresa. 
3. La disponibilidad del código fuente del sistema de gestión. 
Esto es necesario para poder incorporar los datos obtenidos 
por el AIDC desarrollado, así como para poder generar los 
informes necesarios de la información capturada. 
4. El equipo hardware del que dispone la empresa es reducido y 
no puede ser ampliado. 
5. La empresa desarrolla sus actividades de producción, en taller 
dentro de la propia nave o en obra, con desplazamiento al 
buque. 
6. La reducción de la utilización de papel para controlar las 
operaciones que se lleven a cabo por parte de los operarios. 
7. Al ser una PYME, el coste de la implementación de la 
aplicación debe de ser reducido. 
8. Los módulos más importantes son el de facturación y 
contabilidad, el de gestión de proyectos, el de gestión de 




almacén, el de gestión de recursos humanos y el de 
producción. 
Dados los objetivos y condicionantes de este trabajo, se descarta de 
inicio el uso de sistemas ERP propietarios, por el coste que supone en 
licencias y de adaptación. Otro factor importante para descartar este tipo de 
software, es el hecho de que no exista posibilidad de desarrollar y personalizar 
nuevas funciones, ya que el código fuente es propiedad de la empresa 
desarrolladora. Además, al estar vinculado a un contrato o servicio de 
mantenimiento, no se puede cambiar de proveedor si se considera que el 
actual no cubre las necesidades del cliente. 
Por todo ello, se procede a analizar únicamente los sistemas ERP de 
código abierto. Este estudio se centrará principalmente en OpenBravo y 
OpenERP por ser, a día de hoy, dos de los ERP de código abierto más 
potentes y populares entre la comunidad de usuarios.  
OpenBravo es un sistema ERP destinado a empresas de pequeño y 
mediano tamaño, de carácter multiplataforma y diseñado para utilizarse como 
aplicación web a través de un navegador. La plataforma OpenBravo ERP 
viene integrada por defecto con una serie de módulos, entre los que se 
encuentran: 
● Gestión de aprovisionamiento. 
● Gestión de almacenes. 
● Gestión de producción. 
● Gestión de ventas. 
● Gestión de proyectos y servicios. 
● Gestión financiera y contabilidad. 
Actualmente Openbravo ERP consta de dos versiones, Openbravo 
Community Edition, de libre distribución y con acceso al código, aunque con 
algunas funciones limitadas, así como actualizaciones restringidas y sin 
garantía de corrección de fallos. La otra versión es Openbravo Network 
Edition, de código propietario y que requiere la compra de la licencia, pero 




que contiene todas las funcionalidades activas y todos los módulos 
comerciales.  
Openbravo es una aplicación con arquitectura cliente/servidor 
programada en Java y XML. Se ejecuta sobre Apache y Tomcat y soporta 
como sistema gestor de bases de datos a PostgreSQL y Oracle. Está 
disponible en múltiples idiomas, entre los que se encuentra el español. 
Openbravo ERP puede implantarse en un solo servidor o en un grupo (cluster) 
de servidores, prestando servicio a miles de usuarios. Los servidores pueden 
estar ubicados en local, en un centro de datos o en la nube. 
En cuanto al otro sistema ERP a analizar, OpenERP, resulta similar en 
prestaciones y tecnología a OpenBravo, sin embargo, presenta ciertos matices 
que pueden decantar finalmente la elección entre las dos herramientas. Al 
igual que OpenBravo, OpenERP, tiene como objetivo el sector de las 
pequeñas y medianas empresas. Si bien es cierto, en la propia página web de 
la empresa destacan haber realizado implantaciones con éxito en grandes 
empresas como DANONE y AUCHAN, entre muchas otras. También ha sido 
diseñada como aplicación multiplataforma y para utilizarse a través de un 
navegador web.  
A diferencia de OpenBravo, OpenERP, ofrece el núcleo de su 
aplicación totalmente gratis y sin limitaciones. De la misma forma, también 
están disponibles la mayoría de los módulos que se publican bajo licencia 
AGPL
13
. Esta licencia garantiza que no se requiera ninguna tasa para utilizar 
los módulos y que, mientras se respeten los términos de la licencia, se pueda 
modificar el código del programa de forma directa y compartirlo con el resto 
de la comunidad. Tanto el núcleo del programa, en sus distintas versiones, 
como los módulos oficiales y de terceros, están disponibles en la propia 
página web de la empresa OpenERP S.A. Además, existe un repositorio 
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 Affero General Public Licence es un tipo de licencia diseñada 
específicamente para asegurar la cooperación en comunidad, para el caso de software 
que corra en servidores de red. 




oficial, GitHub, en el que la comunidad puede compartir documentación y 
contribuciones de terceros que ayudan a mejorar y ampliar el código existente 
[64]. Como el número de módulos con los que se puede completar y ampliar 
OpenERP es muy extenso, a continuación se destacan los más importantes: 
● Contabilidad y finanzas. 
● Gestión de ventas. 
● Gestión de compras. 
● CRM. 
● Gestión de almacenes. 
● MRP (Producción). 
● Gestión de proyectos. 
● Gestión de empleados. 
En cuanto a la arquitectura, OpenERP tiene claramente diferenciados 
los componentes de servidor y cliente. El servidor se ejecuta 
independientemente del cliente. El servidor se encarga de manejar la lógica de 
negocio y de comunicarse con el sistema que gestiona la base de datos 
PostgreSQL. El cliente presenta la información a los usuarios y les permite 
interactuar con el servidor a través de un navegador web. La parte del servidor 
que controla la lógica del negocio utiliza el lenguaje de programación Python, 
mientras que en el cliente se utiliza código XML, para construir las vistas y 
los modelos que se visualizan en el navegador web. 
OpenERP dispone de archivos que permiten cargar múltiples 
traducciones, entre las que se encuentra el español. Al igual que OpenBravo, 
OpenERP puede implantarse en un solo servidor o en un cluster de servidores, 
prestando servicio a miles de usuarios. Los servidores pueden estar ubicados 
en local, en un centro de datos, o en la nube. 
En la Tabla 6.1 se expone una tabla en la que se recogen los requisitos 
de compatibilidad de cada ERP con los planteados por la empresa. 
 




Tabla 6.1: Principales características de los ERPs de software libre. 
 
Una vez analizado los dos ERP, se decide optar por OpenERP como 
solución para llevar a cabo la implantación en la empresa EMeGa S.L. Como 
se puede comprobar en la tabla, OpenERP satisface mejor los requerimientos 
de la empresa. Otro de los principales motivos por los que se elige OpenERP 




es que garantiza que se pueda utilizar el núcleo del programa, así como sus 
módulos, sin restricciones ni limitaciones a la hora de modificar código. 
Además, existe una comunidad muy importante y activa detrás del programa, 
que facilita la adquisición de documentación y conocimiento. 
6.5 Estructura del sistema de control de la producción 
basado en tabletas con NFC 
Una importante ventaja que presenta la solución para el control de la 
producción que se propone en este capítulo, respecto a las explicadas en el 
capítulo 5, radica en que para implementar esta solución no ha sido necesario 
desarrollar ningún hardware especifico. Las tabletas empleadas facilitan todos 
los sistemas necesarios para el despliegue de esta solución. Por un lado el 
lector de NFC, y por otro la comunicación Wi-Fi, para llevar los datos 
capturados a la BBDD del servidor.  
En la Figura 6.3, se muestra un esquema con la estructura del sistema 
para el control de la producción implementado. Se puede observar en la parte 
inferior de la figura el AIDC desplegado basado en el uso tabletas que se 
encargan de realizar la lectura de las etiquetas NFC. Para la gestión de este 
hardware de adquisición se ha desarrollado una aplicación bajo SO Android, 
que se encarga de la gestión del lector NFC y del envío de los datos al 
servidor. La elección de este sistema operativo respecto a otras opciones 
como, iOS de Apple o Windows Mobile de Microsoft, ha sipo por dos 
razones: 
1. Android se encuentra más cerca de la filosofía de software 
libre porque está desarrollado sobre un núcleo de Linux. 
Google Inc. proporciona acceso completo a las APIs del 
framework, así como a un conjunto de bibliotecas de C/C++ 
usadas por varios componentes del sistema. 
2. Android es líder en el mercado de los SO para dispositivos 
móviles, tanto teléfonos inteligentes como tabletas. 




Existiendo en el mercado una amplísima variedad de 
dispositivos de diferentes prestaciones y precios. En [65] se 
analiza la revolución que ha provocado la aparición de 
Android en el mercado de los SO para dispositivos móviles. 
En la parte central de la Figura 6.3, se muestra el servidor donde está 
instalado el software de gestión empresarial OpenERP y su BBDD 
PostgreSQL. En la parte superior de la figura, se indican los equipos clientes 
que a través de navegadores web explotan la información almacenada en el 
servidor de OpenERP.  
 
 
Figura 6.3: Estructura del sistema para el CP basado en tabletas con lectores NFC. 




6.6 Software desarrollado para la implementación del 
control de la producción. 
En este apartado se describen las aplicaciones software necesarias 
para la implementación del sistema de CP basado en lectores NFC. Por un 
lado, se describe la configuración y los desarrollos realizados para la 
implementación del servidor de OpenERP, y por otro, la aplicación ubicada 
en las tabletas para la captura de los datos de producción. 
Para el desarrollo de esta aplicación del CP se ha empleado 
mayoritariamente software libre que, como se ha indicado anteriormente, 
tiene dos grandes ventajas respecto a las aplicaciones de software propietario. 
Por un lado, no tener que pagar por su utilización, y por otro, la disponibilidad 
de librerías, API, etc, desarrolladas y mejoradas por amplias comunidades de 
usuarios.   
El empleo de tabletas para la implementación del AIDC permite 
realizar nuevas aplicaciones que completen el sistema de control de la 
producción presentado en el capítulo 5. Un ejemplo de ello, es la posibilidad 
de realizar sistemas de control de presencia o de identificación de operarios, 
basado en tarjetas NFC. 
 Para desarrollar estas aplicaciones es necesario emplear sistemas de 
programación de alto nivel. Debido al grado de profundidad que se debe 
alcanzar para garantizar unos resultados óptimos en la implantación, es 
necesario utilizar: 
1. Lenguajes de programación con los que trabaja OpenERP y 
contar con conocimientos avanzados sobre el sistema 
operativo Ubuntu, que es el SO más adecuado para la 
implantación de esta herramienta de gestión empresarial. En 
concreto, OpenERP se constituye con tres lenguajes de 
programación: Python  para la capa lógica (funcionalidad) 
[66], XML para la capa de presentación (interfaz gráfica) y 
SQL para la capa de datos (base de datos). Además, para el 




desarrollo de las nuevas aplicaciones que complementan a 
OpenERP, se deben emplear lenguajes de programación 
orientados a la web como Html5, Css3, Javascript y PHP. 
Html5 y Css3 representan la última evolución de las normas 
que definen la estructura y formato, respectivamente, de 
cualquier página web. Javascript y PHP aportan la lógica y la 
funcionalidad, haciendo posible páginas web dinámicas. El 
primero se ejecuta desde el lado del cliente (navegador web) y 
el segundo se ejecuta desde el lado del servidor.  
En relación con la elaboración de páginas web que 
permitan la comunicación con OpenERP, este sistema de 
gestión empresarial, a partir de su versión 8, integra su propio 
editor de páginas web
14
. Esta característica facilita 
enormemente la elaboración de plataformas para la 
comunicación con los operarios de la empresa, pero también, 
con distintos colaboradores como clientes, proveedores, 
subcontratas, etc.  
2. Para el desarrollo de las aplicaciones de las tabletas, se ha 
empleado entornos de desarrollo para aplicaciones sobre SO 
Android [67], como el sistema de programación basado en el 
IDE de Eclipse
15
[68], o el nuevo sistema de desarrollo 
diseñado por Google, Android Studio. En la Figura 6.4, se 
muestra el entorno de trabajo de Android Studio. Una gran 
ventaja que presenta este IDE, comparado con otras entornos 
de desarrollo Android, es que permite visualizar en tiempo 
real la aplicación que se está desarrollando en distintos tipos 
de terminales.  
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 El software de gestión empresarial OpenERP, a partir de la versión 8, ha 
cambiado su denominación por la de Odoo. 
15
 Eclipse es un IDE de programación que permite desarrollar aplicaciones en 
lenguajes de programación de alto nivel, como: Java, Phyton, C++, etc. 





Figura 6.4: Detalle del entorno de desarrollo Android Studio
16
  
Las aplicaciones desarrolladas utilizan como lenguaje 
de programación Java. 
3. Para conseguir la comunicación entre el servidor de OpenERP 
y las aplicaciones desarrolladas, se emplea el protocolo 
―XML-RPC‖. Esta pasarela consiste en una ―API‖ que facilita 
la comunicación entre OpenERP y otras aplicaciones 
externas. Está basado en XML para codificar los datos y 
HTTP como protocolo de transmisión de mensajes. Existen 
implementaciones para varios SO, lenguajes de 
programación, licencias comerciales y de software libre. 
Como por ejemplo, C/C++, Java, Microsoft.NET, Python, 
PHP, etc. En esta tesis doctoral se ha empleado este conector 
con aplicaciones escritas en: Java, Python y PHP. En [69] 
indica cómo se emplea esta API, para realizar conexiones al 
servidor de OpenERP. 
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6.7 Instalación y parametrización del servidor de 
OpenERP. 
Con la finalidad de configurar el software de gestión empresarial 
OpenERP, para la aplicación de control de la producción de la empresa 
EMEGA se ha  sigue el siguiente proceso: 
1. Instalación del SO para albergar el programa de gestión 
empresarial. La aplicación de gestión empresarial, se puede 
instalar sobre Windows o sobre Linux, pero el código está 
optimizado para su utilización sobre este último. Después de 
probar distintas distribuciones, la más idónea para esta 
aplicación es Ubuntu Server, en concreto la versión 14.04.2 
con soporte a largo plazo [70]. 
2. Instalar la aplicación de gestión en el equipo servidor. Para 
usuarios noveles se puede emplear fichero de instalación ―all-
in-one‖ (todo en uno) disponible en la página web del 
desarrollador. La ejecución de este archivo viene guiada por 
un instalador facilitando enormemente el proceso. Siguiendo 
los pasos se instala primero la BBDD y a continuación, el 
servidor de OpenERP. 
La segunda opción de instalación, más complicada 
pero más eficiente, consiste en descargar la aplicación de 
gestión desde un repositorio
17
. En la actualidad Odoo (antiguo 
OpenERP) se puede descargar desde el repositorio GitHub 
[71]. Para esta instalación se deberá descargar inicialmente la 
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 Un repositorio es un sitio web donde se almacenan programas, con la 
finalidad de que éstos se puedan difundir a través de una red. Estos sitios son muy 
empleados en el mundo del software libre, para que los usuarios puedan tener sus 
aplicaciones actualizadas y libres de software mal intencionado. 




BBDD PostgresSQL y a continuación, el servidor de 
OpenERP. 
3. Instalación de la localización española. El siguiente paso 
consiste en instalar una serie de módulos para adecuar la 
contabilidad del software de gestión a la normativa española. 
Estos módulos de la localización también están disponibles en 
el repositorio GitHub. 
4. Instalación de los módulos necesarios para particularizar el 
sistema de gestión a la empresa EMEGA. Como se indicó en 
el apartado 6.4, Odoo es una aplicación escalable de tal 
manera que, dependiendo de tipo de empresa a gestionar, se 
instalarán unos módulos de gestión u otros. Para esta 
implantación los módulos más importantes que se instalaron 
son: ventas, compras, facturación, contabilidad (financiera y 
analítica), gestión de almacenes (logística, inventarios, 
recepción y envíos), gestión de proyectos (planificación y 
supervisión), producción (centros y rutas de fabricación, 
operaciones, listas de materiales) y recursos humanos 
(nóminas, asistencia, control de trabajos), etc. 
5. Parametrización de los módulos instalados. La aplicación de 
gestión permite configurar el funcionamiento de cada uno de 
los módulos instalados a través de una serie de pantalla de 
configuración. En la Figura 6.5, se muestra un detalle del 
formulario disponible en OpenERP, para la parametrización 
de opciones del módulo de producción. 





Figura 6.5: Detalle de la ventana de configuración del módulo de producción. 
Las parametrizaciones más importantes realizadas en esta 
empresa del sector del metal son: 
 En contabilidad, definir y configurar diarios con la 
finalidad de automatizar la generación de asientos de 
las operaciones contables más habituales de la 
empresa. Se crea una secuencia de numeración 
separada, para los asientos y las facturas. Con la 
finalidad de cumplir la normativa española a tal 
efecto. En la Figura 6.6, se muestra la pantalla de 
configuración donde se define la secuencia separada 
de asientos y facturas, para el diario de compras. 





Figura 6.6: Detalle del diario de Compras 
 Se parametrizan la formas de pago y tipos de 
facturación de la empresa. 
 En el módulo de almacén se definen los almacenes de 
la empresa. Por la operativa de esta empresa, cada vez 
que realiza un trabajo a bordo de un barco, se define 
un nuevo almacén en el buque. En la Figura 6.7, se 
muestra un detalle de los posibles movimientos de 
materiales entre el almacén central de la empresa y el 
almacén de uno de sus barcos. En el almacén central 
se han definido dos almacenes virtuales que permiten 
la recepción y la expedición de mercancías.  Se activa 
la opción de trazabilidad y se instala un módulo para 
generar referencias únicas y consecutivas, para los 
productos.  





Figura 6.7: Detalle del flujo de mercancías entre almacenes. 
 Para los productos se definen categorías y el método 
de cálculo de la valoración automática de stocks. En 
la  Figura 6.8, se muestra un detalle de las cuentas 
empleadas para la realización de la valoración de 
inventario. Los productos también se pueden 
categorizar en función de si son almacenable o no, en 
tres categoría: almacenables, consumibles y servicios. 
 
Figura 6.8: OpenERP. Ventana de valoración de stocks. 




 Se definen los usuarios de OpenERP. Para cada uno 
de ellos se configura la contraseña de acceso al 
sistema y los roles a desempeñar en el sistema de 
gestión empresarial. Este rol indicará a qué partes del 
software tiene acceso el usuario. En la  Figura 6.9, se 
puede observar la configuración de los permisos de 
un usuario del sistema de gestión. 
 
Figura 6.9: Configuración de permisos de acceso de un usuario de OpenERP. 
En Tabla 6.2 la se muestra los usuarios definidos  y los roles 











Tabla 6.2: Roles de usuarios 
 
 En el módulo de RRHH, se introducen los datos de 
todo el personal de la empresa. Este módulo permite 
entre otros aspectos realizar la gestión del control de 
presencia, de partes de trabajo, de nóminas, etc. Para 
el correcto funcionamiento de los RRHH se instalaron 
los módulos: 
o Directorio de empleados (hr). 
o Partes de tiempo (hr_timesheet_sheet). 
o Asistencias (hr_attendance). 




Dentro de la configuración de los empleados se define 
el coste de hora/hombre y el diario analítico al que se 
asocian los resultados de los cálculos. Esta 
información es fundamental para el cálculo de costes 
que se ha desarrollado en la aplicación del CP de esta 
tesis doctoral. 
Con la finalidad de adaptar el programa de gestión 
empresarial a las particularidades de la empresa, se realizan las 
siguientes adaptaciones: 
1. Adaptación del módulo de contabilidad. El módulo de 
contabilidad de OpenERP para su versión española, instala 
entre otros elementos las plantillas con los datos de las 
cuentas, los impuestos y los códigos del plan contable español 
a fecha de 2008. 
Debido a las continuas modificaciones en materia 
contable que se han ido produciendo en el país hasta la fecha 
actual de implantación de este trabajo, se hace necesario 
actualizar las plantillas facilitadas por OpenERP y ajustarlas a 
la nueva legislación. Además, se aprovecha la oportunidad 
para optimizar y personalizar las plantillas a las necesidades 
particulares de la empresa EMEGA, S.L. y corregir una serie 
de ―bugs‖ (errores) que contienen las plantillas oficiales de 
OpenERP. 
Para la actualización de las plantillas contables, se 
decide partir de las plantillas oficiales de OpenERP y 
modificar aquellas partes que sean necesarias.  
En concreto, se simplifica el número de archivos a 
tres, cuando el módulo oficial se instala seis. Los archivos 
modificados son los siguientes:  
 ―account_chart_pymes.xml‖: Contiene el plan de 
cuentas español para pequeñas y medianas empresas. 




 ―fiscal_templates_pymes.xml‖: Se definen las 
posiciones fiscales Régimen Nacional, Recargo de 
Equivalencia, Extracomunitario, Intracomunitario y 
Retención de IRPF. 
 ―taxes_data_pymes.xml‖: Definición de IVA y 
retenciones, códigos de impuestos y cuentas contables 
adicionales. 
Las modificaciones llevadas a cabo en el archivo 
―account_chart_pymes.xml‖ se muestran a continuación: 
 Se arregla la asociación de la cuenta 472000 con la 
cuenta padre 472 que produce un ―bug‖ y se modifica 
la propiedad del campo ―reconcile‖ a ―false‖ para que 
no permita la reconciliación.  
 Se modifica la parte del código que genera la plantilla 
de cuentas para que por defecto se seleccione la 
cuenta 400 de proveedores en lugar de la 410 de 
acreedores. De esta forma al crear un nuevo 
proveedor se le asocia por defecto la cuenta de 
proveedores.  
Las modificaciones llevadas a cabo en el archivo que 
define las posiciones fiscales, ―fiscal_templates_pymes.xml‖, 
son: 
 Partiendo del código original se actualiza la plantilla 
que define las distintas posiciones fiscales en 
Régimen Nacional, Recargo de Equivalencia, 
Extracomunitario, Intracomunitario y Retención de 
IRPF.  
 Se eliminan dependencias a posiciones fiscales ya 
obsoletas. 




Las modificaciones llevadas a cabo en el archivo que 
define las posiciones fiscales, ―taxes_data_pymes.xml‖, se 
describen a continuación: 
 Se crea una nueva plantilla de impuestos con los 
nuevos tipos impositivos del IVA que entraron en 
vigor el 1 de septiembre de 2012. El tipo general 
queda en el 21%, el reducido en el 10% y el 
superreducido continua en el 4%.  
 Se solucionan los problemas que se generan en el 
archivo original, cuando se selecciona el tipo de 
impuesto del 21% IVA repercutido.  
Finalmente, se crea un asistente (wizard) que permite 
instalar de manera cómoda y automatizada las nuevas 
plantillas de la contabilidad española desde el propio 
programa OpenERP. El nombre del ―wizard‖ es ―Plan 
General Contable Español Personalizado (PGCE) 2012‖. En 
la  Figura 6.10, se muestra la pantalla para instalar, actualizar 
o desinstalar el módulo de la contabilidad española 
personalizado. 
 
Figura 6.10: Detalle de instalador de módulo contable desarrollado. 




2. Reestructuración y adaptación de los menús. Como parte de 
la adaptación de programa de gestión a la empresa del sector 
naval se modifican algunos elementos de la interfaz gráfica, 
con los que interactúa el usuario, con la finalidad de que sean 
más claros y operativos. En concreto, se adaptaron los menús 
de los módulos de almacén, ventas, compras y recursos 
humanos. A modo de ejemplo, en la Figura 6.11 se muestra 
las modificaciones realizadas en la barra de menús del 
módulo de RRHH. En la parte de la izquierda se puede 
observar el menú original y a la derecha el modificado. 
 
Figura 6.11: Adaptación del menú de RRHH. 
El único grupo que se mantiene como el original es el 
de ―Recursos Humanos‖. En el resto se lleva a cabo una 
reestructuración completa. Además, se añade un nuevo grupo 
―Productos‖, que permite al usuario acceder desde este menú a 
los productos de la clase servicios. En el nuevo menú se 




agrupan los elementos en cuatro grupos. Estos grupos reciben 
los nombres de ―Recursos humanos‖, ―Control de horas‖, 
―Actividad‖ y ―Productos‖. El primer grupo está conformado 
por los elementos ―Empleados‖ y Contratos. En el segundo 
grupo están los ―Partes de horas‖ y los ―Partes de hora a 
validar‖. El tercer grupo se compone por las ―Actividades‖, las 
―Asistencias‖ y los ―Tiempos por proyecto‖. En el cuarto y 
último grupo, están los ―Servicios por categoría‖ y los 
―Servicios‖. 
En el anexo 3.1, se incluye el código XML, que facilita la 
modificación de la vista del módulo de RRHH. 
En los siguientes apartados se indican los sistemas desarrollados a 
partir del AIDC basado en tabletas, para controlar: 
1. Los trabajos realizados a bordo de los barcos. Este tipo de 
actividades, tal como se indicó en el apartado 0, se gestionan 
con el módulo de gestión de proyectos. 
2. Las operaciones realizadas en el taller de fabricación de la 
empresa. Este tipo de operaciones al estar más planificadas se 
gestionan con el módulo de producción del ERP. 
6.8 Sistema de Gestión de proyectos basado en AIDC. 
Con el objetivo de atender las necesidades de registro de la asistencia 
y los partes de trabajo, se desarrollan dos aplicaciones, una para registrar las 
entradas y salidas de los empleados, y otra para registrar los trabajos llevados 
a cabo en obra (barco). Esta información se incorpora a los módulos de 
RRHH y gestión de proyectos. De esta manera se eliminan los partes de 
trabajo, que emplea la empresa para conocer la evolución de las distintas 
tareas. El objetivo de estas dos aplicaciones es completar la funcionalidad con 
la que cuenta OpenERP en sus módulos de recursos humanos y de gestión de 




proyectos, capturando la información de la evolución de los trabajos de la 
manera más eficiente posible. 
6.8.1 Topología de las soluciones planteadas 
Dado que las dos aplicaciones, para el control de presencia y la 
gestión de partes de trabajo, se programan con PHP, es necesario contar con 
un servidor web. Se decide instalar en local el entorno de desarrollo ―XAMP 
[72]‖, que entre otros contenidos, cuenta con un servidor web ―Apache‖ que 
posibilita la ejecución de páginas web en PHP. Además de las dos 
aplicaciones, se desarrolla una API (Interfaz de programación de aplicaciones) 
en PHP propia para manejar el protocolo de comunicación ―XML-RPC‖, 
permitiendo el intercambio de información entre las aplicaciones 
desarrolladas y OpenERP. 
Las dos aplicaciones, la API y el servidor web, se alojan en el mismo 
equipo en el que se instala OpenERP. El acceso, tanto a las aplicaciones web 
como a OpenERP, se puede realizar desde cualquier navegador web (Chrome, 
Safari, Mozilla, Opera o Explorer) que tenga acceso a internet. Todas ellas 
comparten una misma dirección IP, aunque el enlace se consigue por puertos 
distintos:  
 OpenERP utiliza la dirección 193.146.44.71 y puerto 8069. 
 Las aplicaciones web utilizan la dirección 193.146.44.71 y 
puerto 80. 
El equipo en el que están instalados todos los programas está 
conectado vía Ethernet a un conmutador (switch). A este switch también se 
conecta un enrutador inalámbrico y un PC o tableta cliente. El enrutador 
inalámbrico proporciona al servidor conexión a internet, y facilita que se 
pueda acceder desde cualquier dispositivo externo al programa OpenERP y a 
la aplicación de registro de operaciones. El PC o tableta cliente conectado al 
―switch‖ tiene abierta la aplicación de asistencia en el navegador web y se 
utiliza para ―fichar‖ las entradas y salidas de los empleados. Cada empleado 




tiene asignado un código que introduce, o bien por teclado, o bien a través del 
lector NFC, en la aplicación tanto a la entrada como a la salida. 
En la Figura 6.12, se puede observar una posible disposición de los 
distintos elementos descritos en este apartado. 
 
Figura 6.12: Topología para la gestión de operaciones y asistencia. 
6.8.2 API XML-RPC. Puente entre aplicaciones 
Como se ha indicado anteriormente, para realizar la comunicación 
entre el servidor de OpenERP y las aplicaciones de ―Registro de operaciones 
y asistencia‖ se emplea el protocolo XML-RPC. 
XML-RPC es un protocolo de llamada remota a procedimientos que 
utiliza internet como medio de comunicación. Funciona mediante intercambio 
de mensajes entre cliente y servidor, utilizando el protocolo ―http‖ para el 
transporte de los mensajes. XML-RPC utiliza peticiones ―post‖ de ―http‖ para 
enviar un mensaje, en formato ―XML‖, señalando: 
 El procedimiento que se va a ejecutar en el servidor. 
 Los parámetros que se pasan al servidor. 




El servidor devuelve el resultado en formato ―XML‖. Es necesario 
convertirlo de nuevo al formato del lenguaje de programación que se esté 
utilizando. 
Resumiendo, XML-RPC permite que el software escrito en distintos 
lenguajes y/o plataformas pueda comunicarse entre sí mediante el empleo del 
―XML‖. Este software, posibilita que las aplicaciones creadas en PHP puedan 
intercambiar datos con OpenERP que está desarrollado en Python. 
Para hacer viable la utilización del protocolo XML-RPC es necesario 
crear una interfaz de programación de aplicaciones o API. El propósito de 
cualquier API consiste en proporcionar un conjunto de funciones de uso 
general y llamadas a ciertas librerías que ofrecen acceso a servicios desde los 
procesos. La gran ventaja de utilizar una API es que representa un método 
para conseguir abstracción en la programación. 
La API desarrollada se basa, principalmente, en la librería 
―xmlrpc.inc‖ para PHP. Dicha librería se puede descargar bajo licencia de 
software libre y goza de gran aceptación entre la comunidad de 
programadores. Además de la inclusión de la librería en la API, también se 
define una clase llamada ―OpenERP‖ que contiene las propiedades (variables 
locales) y los métodos (funciones) que permiten realizar las acciones básicas.  
Las propiedades que contiene la clase son las siguientes: 
 ―$server‖: Ruta de enlace al servidor OpenERP a la que se 
conecta el usuario. 
 ―$dbname‖: Base de datos de OpenERP a la que se conecta el 
usuario. 
 ―$uid‖: Identificador único que se le asigna al usuario cuando 
inicia correctamente la conexión. 
 ―$user‖: Nombre de usuario con el que se inicia la sesión en 
el servidor de OpenERP. 
 ―$pwd‖: Contraseña de usuario con el que se inicia la sesión 
en el servidor de OpenERP. 




 ―$id‖: Identificador del objeto que se devuelve si se trata de 
un valor. 
 ―$ids‖: Identificador del objeto que se devuelve si se trata de 
un conjunto de valores. 
 ―$fields‖: Conjunto de valores con el nombre o valor del 
campo. 
 ―$error‖: Recoge la causa del error. 
Los métodos que contiene la clase son los siguientes: 
 ―login‖: Función para establecer la conexión con el servidor e 
iniciar sesión. Argumentos: usuario, contraseña, base de datos 
y ruta de enlace al servidor. 
 ―create‖: Función para crear un objeto. Argumentos: valores y 
modelo. 
 ―write‖: Función para escribir en un objeto. Argumentos: 
identificador del objeto, valores y modelo. 
 ―search‖: Función para buscar un objeto. Argumentos: 
atributo o campo, elemento de comparación, palabra clave y 
modelo. 
 ―read‖: Función para leer un objeto. Argumentos: 
identificador del objeto, atributo o campo, y modelo. 
 ―unlink‖: Función para eliminar un objeto. Argumentos: 
identificador del objeto y modelo. Con ―field‖ podría 
eliminarse un campo o atributo del objeto. 
Una vez incluida la llamada a la API en cualquiera de los programas 
que se desee crear, sólo es necesario instanciar el objeto ―OpenERP‖ para 
poder utilizar los métodos que contiene. De esta forma se simplifica 
notablemente el código y la reutilización de funciones que se repiten en las 
aplicaciones. 
En el anexo 3.2, se muestra el código desarrollado para conectar las 
aplicaciones de gestión de asistencias y gestión de partes de trabajos, con la 




BBDD de OpenERP. El script desarrollado está basado en la API de XML-
RPC para PHP. 
 
6.8.3 Aplicación para el registro de asistencia de empleados. 
La aplicación para registrar las entradas y las salidas de los empleados 
consta de un reloj digital que marca la hora dinámicamente, un campo de 
texto para introducir la clave del empleado y un botón para lanzar el proceso, 
que debe registrar en OpenERP la acción. El formato de los diferentes 
elementos que conforman la página web se consigue utilizando una hoja de 
estilos en ―Css3‖.  
Dado que las páginas webs construidas en HTML son estáticas y no 
permiten ningún tipo de acción dinámica, se debe recurrir al lenguaje de 
programación ―javascript‖ para conseguir el efecto del reloj que se actualiza a 
cada segundo. 
En la Figura 6.13se muestra una captura de pantalla hecha sobre la 
aplicación y se puede observar el aspecto de la página principal. 
 
Figura 6.13: Aplicación para el control de asistencia. 




La caja de texto en la que el empleado introduce los datos y el botón, 
forman parte de un formulario. Al apretar el botón, el formulario se envía con 
la información recogida al servidor web donde, junto con la hora capturada, se 
inicia el proceso que registra la información en OpenERP a través del 
protocolo ―XML-RPC‖. Previamente a iniciar este proceso se valida la 
información que ha introducido el empleado en el cuadro de texto para evitar 
errores en el envío y registro de la información. 
Inmediatamente después de enviar los datos a OpenERP, se carga 
desde el servidor web una página con los datos registrados y la acción 
efectuada sobre fondo verde. 
  A los pocos segundos la página web se recarga automáticamente y 
muestra de nuevo la página principal preparada para realizar otro registro. 
 En el caso de que el empleado que introduce los datos haya 
registrado una acción de entrada previamente, la ventana que se muestra es 
idéntica a la acción de entrada salvo la información registrada y la acción 
efectuada, que en este caso se muestra sobre fondo rojo, tal como se muestra 
en la Figura 6.14. 
 
Figura 6.14: Control de asistencia. Registro de salida. 
Para conseguir todos los efectos mostrados, es necesario realizar 
varias operaciones de consulta previamente sobre OpenERP. En primer lugar 




es necesario abrir una conexión con OpenERP y comprobar que la clave 
introducida se corresponde con un usuario dentro del sistema. Una vez 
confirmado el usuario, se consulta el número de acciones efectuadas. Si el 
resultado es cero o par corresponde a una acción de entrada y si es impar 
corresponde a una acción de salida. A continuación, se formatea la 
información que va a ser enviada a OpenERP y se indica la vista y el modelo 
al que pertenecen. En el caso de que se produzca algún tipo de error en todo el 
proceso se le notifica al empleado que la operación no se ha realizado con 
éxito. 
En el anexo 3.3, se puede consultar el código desarrollado para el 
funcionamiento de la aplicación web, para la gestión de asistencia. 
El resultado de todo el proceso anteriormente descrito, es la captura 
de pantalla del módulo de recursos humanos en la vista de ―Asistencias‖ que 
se muestra Figura 6.15. 
 
Figura 6.15: Detalle de registro de asistencia en OpenERP. 
6.8.4 Aplicación para el registro de trabajos y operaciones. 
La aplicación que se presenta en este apartado tiene por finalidad 
introducir en el ERP los datos que sirven para conocer la evolución de los 




trabajos de reforma y reparación, que se realizan a bordo de los barcos. Este 
tipo de trabajos se gestionan desde los módulos de RRHH y gestión de 
proyectos del sistema de gestión empresarial porque, como se indicó 
anteriormente, suelen ser actividades no totalmente planificadas. 
El objetivo de esta aplicación es la eliminación de los partes de 
trabajo, que habitualmente se emplean en este sector para conocer la 
evolución de este tipo de actividades. Como se indicó en el apartado 0, la 
utilización de este método manual de captura de datos, tiene dos grandes 
inconvenientes. Por un lado, que los datos a capturar los tenga que registrar, 
primero el operario de producción y más tarde el encargado de introducirla en 
el ERP, y por otro, el retardo en la disponibilidad de la información. 
Con la aplicación que se presenta en este apartado, el operario a 
medida que va realizando las distintas tareas de un proyecto introduce en el 
sistema de información las actividades realizadas. Esta información está 
inmediatamente disponible en el ERP. 
El software para registrar la duración de los trabajos llevados a cabo 
en obra consta de dos campos de texto: una lista dinámica de elementos y un 
botón para lanzar el proceso que debe registrar en OpenERP la acción. El 
formato de los diferentes elementos que conforman la página web se consigue 
utilizando una hoja de estilos en ―Css3‖.  
 El primer campo de texto recoge la clave del empleado, mientras que 
el segundo, recoge una breve descripción del trabajo a realizar. Además, se 
visualiza una lista dinámica de elementos con los proyectos actualmente 
activos en OpenERP. Por defecto siempre está seleccionado el primero de los 
elementos de la lista. Por último, hay un botón que confirma la acción.  
 En la Figura 6.16, se muestra una captura de pantalla hecha sobre la 
aplicación, en la que se puede observar el aspecto de la página principal. 





Figura 6.16: Aplicación para la captura de partes de operación. 
Al igual que ocurre en la aplicación de asistencia, tanto las cajas de 
texto en las que el empleado introduce los datos, como el elemento 
seleccionado de la lista y el botón, forman parte de un formulario. Al apretar 
el botón, el formulario se envía al servidor web con la información recogida 
donde, junto con la hora capturada, se espera a que el empleado confirme que 
ha finalizado el trabajo. Previamente a iniciar este proceso se valida la 
información que ha introducido el empleado en el cuadro de texto para evitar 
errores en el envío y registro de la información.  
Una vez finalizado el trabajo, el empleado debe confirmar que la 
operación ha terminado. Una vez completada la acción, la aplicación captura 
la hora de finalización y junto con la de inicio, se calcula la duración de la 
operación. Esta información, junto con los datos del empleado, la descripción 
del trabajo y el proyecto seleccionado, son enviados a OpenERP a través del 
protocolo de comunicación ―XML-RPC‖. 
 De la misma forma que sucede en la aplicación de asistencia, es 
necesario realizar varias operaciones de consulta previamente sobre 
OpenERP. En primer lugar, antes de mostrar la página principal hay que abrir 
una conexión con OpenERP y obtener los proyectos que están actualmente 
activos para, posteriormente, generar la lista de elementos entre los que el 




empleado debe asignar uno al trabajo. El resto de acciones se lanzan en el 
momento en el que el empleado pulsa el botón para comenzar la operación. 
En ese momento se comprueba que la clave introducida se corresponde con un 
usuario dentro del sistema. Una vez confirmado el usuario, se muestra la 
ventana a la espera de finalizar la operación. Cuando el empleado confirme 
esta acción se calcula la duración del trabajo y junto con el resto de la 
información recogida anteriormente, se formatea todo y se envía a OpenERP, 
indicando el modelo y la vista a la que pertenecen. En el caso de que se 
produzca algún tipo de error en todo el proceso se le notifica al empleado que 
la operación no se ha realizado con éxito. 
 En el anexo 3.4.1, está disponible el código de la aplicación web, para 
la gestión de operaciones. 
El resultado de todo el proceso anteriormente descrito, se muestra  del 
módulo de recursos humanos en la vista de ―Actividades‖ que se muestra en 
la Figura 6.17. En ella se puede observar cómo, efectivamente, se han 
registrado la acción y los datos coinciden con los mostrados en la aplicación. 
 
Figura 6.17: OpenERP. Información capturada de un parte de trabajo. 




Desde el programa de gestión, el proceso que se sigue con los partes 
de horas es el siguiente: 
1. Los partes se envían a sus responsables, que desde el menú de 
―Partes de horas a validar‖ le dará el visto bueno. En la Figura 
6.18, se muestra un la pantalla de validación de los partes de 
trabajo. 
 
Figura 6.18: Pantalla de validación de parte de trabajo. 
2. Una vez validados, estos trabajos son incorporados al 
proyecto al que pertenecen. 
La operativa del módulo de gestión de proyectos de OpenERP es la 
siguiente: 
1. Lo primero que se hace es definir un nuevo proyecto. En el 
caso de la empresa EMEGA, éste representa el nombre del 
barco, por ejemplo Cape Flower, en el que se van a realizar 
los trabajos de reparación. 
2. Dentro del proyecto se definen las tareas a realizar 
(subproyectos), por ejemplo CFL001. CFL es el acrónimo del 
nombre del barco. 
3. Finalmente, dentro de las tareas se definen las actividades a 
realizar. En la  Figura 6.19, se muestra un detalle de una tarea 
y las actividades a realizar. En la parte de la derecha de la 




figura se puede observar, la evolución de cada una de las 
tareas. 
 
Figura 6.19: Detalle de las actividades a realizar dentro de una tarea. 
Cuando se define un proyecto en OpenERP, se planifican las tareas y 
actividades a realizar, además de su duración prevista. Cuando el operario 
desde el AIDC da por realizada una actividad, automáticamente ésta se marca 
como realizada en el módulo de proyectos.  
También existe la posibilidad de que los operarios desde la aplicación 
de captura de partes de trabajo, pueda definir una nueva actividad, que no 
estaba planificada. Esta acción conllevará la creación automática de una 
nueva actividad dentro de la tarea. 
En la Figura 6.20, se puede observar un detalle de una actividad a 
realizar dentro de la subproyecto CFL001. Para que el OpenERP funcione 
según se ha descripto en este apartado, es necesario modificar el módulo de 
proyectos. En esta modificación se añaden las pestañas de ―Horas‖ y 
―Materiales‖ que aparecen en la figura. Estas dos pestañas permiten indicar 
por un lado, la duración real de cada actividad y por otro, indicar la 
imputación de materiales a las actividades.  
En el anexo 3.4.2 se muestra código XML, para modificación de las 
vistas de los módulos afectados en la aplicación de gestión de proyectos. 





Figura 6.20: Detalle de la modificación realizada en el módulo de proyectos. 
Una vez que el proyecto va avanzado, el sistema de gestión 
empresarial permite la facturación de una o varias actividades, de una tarea 
completa, o de un proyecto completo. Esta facturación se realiza desde el 
módulo de ventas, en el menú de contratos. En la Figura 6.21,  se muestra un 
detalle del formulario de facturación de contratos, en el que se puede 
observar, las horas y los materiales, facturados y pendientes de facturación.  
 
Figura 6.21: Detalle de la pantalla de facturación de proyectos. 




6.9 Sistema de control de fabricación basado en tabletas 
y lectores NFC. 
En este apartado se muestra la aplicación desarrollada para controlar 
la producción en el taller con configuración Job-Shop, de la empresa 
EMEGA. En este taller se realiza la fabricación de elementos que 
posteriormente, se instalarán en los barcos. 
Este tipo de tareas, antes de su realización, son planificadas por el 
departamento de producción de la empresa. De tal manera que, cuando se 
inicia una actividad en el taller, los operarios disponen de una orden de 
producción como la indicada en la Figura 5.7. En este impreso se adhiere una 
etiqueta NFC, para que pueda ser leída por los lectores de las tabletas, 
ubicados en los distintos centros de trabajo del taller. 
Con el objetivo de que la explicación del sistema de control de la 
producción basado en el uso de tabletas resulte lo más claro posible se analiza 
cómo es el funcionamiento de la aplicación considerando la fabricación de un 
bidón de chapa, como el estudiado en el apartado 5.2. Tal como se indicó en 
dicho apartado, para la fabricación de un bidón de chapa, se parte de unas 
materias primas: chapa y de las válvulas de llenado y se elaboran unos 
productos intermedios: la carcasa, la tapa y el fondo del bidón. Finalmente se 
realiza el ensamblaje de producto final. 
Con la finalidad de realizar la planificación de la producción en 
OpenERP de este  artículo es necesario definir las siguientes configuraciones: 
1. Definición de los artículos: materias primas, productos 
intermedios y productos finales. En la Figura 6.22, se muestra 
un detalle de la definición de estos artículos en OpenERP. 
Para cada uno de estos artículos es necesario indicar su 
método de abastecimiento. Es decir, si el producto se compra, 
o si se fabrica en el taller. Este último caso, es el que se  
indica para los artículos intermedios, que son de fabricación 
propia. 





Figura 6.22: Detalle de artículos para la fabricación de bidones. 
2. Definición de las listas de materiales. Estas permiten 
establecer los componentes necesarios para la obtención de un 
producto nuevo. En la Figura 6.23, se muestra las tres listas 
de materiales para la fabricación de un bidón: una carcasa, 
una tapa y un fondo. 
 
Figura 6.23: Lista de materiales para la fabricación de un bidón. 
3. Una vez definidos los materiales y sus relaciones, el siguiente 
paso será especificar la estructura del taller de fabricación. 
Para ello desde la opción de centros de trabajos de fabricación 
se definirán los talleres de la empresa EMEGA. En la Figura 
6.24, se muestra un detalle de los centros de fabricación que 
forman el taller de la empresa. 





Figura 6.24: Centros de trabajo definidos 
4. El siguiente paso será indicar la ruta de fabricación de los 
productos. Para ello, para cada uno de los productos 
intermedios y para el producto final, se especificará dicha 
ruta. En la Figura 6.25, se muestran los centros de trabajo por 
los que se debe de pasar para la fabricación del artículo 
―Bidón‖. 
 
Figura 6.25: Ruta de fabricación para el producto Bidón 
5. Una vez definida la estructura de los productos y del taller de 
fabricación, el siguiente paso es lanzar las órdenes de 
producción de los artículos a elaborar. Esta acción se puede 
realizar desde el módulo de fabricación, en el menú de 
―Órdenes de producción – crear‖ o, si el ERP está 
correctamente configurado, desde los propios pedidos de 
venta. Además, si es necesario y dependiendo de cómo estén 
configurados las materias primas, también se generarán 




solicitudes de pedidos de compra de forma automática, con la 
generación de OP. 
La confirmación de una orden de producción genera 
de forma automática, tantas órdenes de trabajo como centros 
de fabricación por los que deba pasar el artículo para su 
fabricación. En la Figura 6.26, se puede ver el desglose de la 
orden de producción MO/0005, que genera tres órdenes de 
trabajo, una por cada centro de fabricación por donde debe de 
pasar.  
 
Figura 6.26: Detalle de las órdenes de trabajo de una orden de producción. 
  En la columna de la derecha, se indica la situación de 
la OT. Esta podrá ser borrador, iniciar, pausar, reanudar, 
finalizar y cancelar. En la Figura 6.27, se muestran los 
posibles estados y las condiciones de evolución entre ellos, de 
una OT en OpenERP. 
 
Figura 6.27: Detalle de los posibles estado de una OT en OpenERP. 




En los ERP, la evolución de las OT entre estados, se 
realiza de manera manual a través de botones. En la Figura 
6.28, se muestra una orden de trabajo que está iniciada. En la 
parte superior de la figura se muestran tres botones, que 
permiten finalizarla, pausarla y cancelarla. De tal manera, que 
los administrativos del departamento de producción, con la 
llegada de los partes de trabajo, va definiendo la evolución de 
la OT. Con la finalidad de que en el ERP, muestra todas las 
posibles situaciones de una OT, se añade un nuevo estado 
denominado ―espera‖. Éste representa la situación de una OT 
que se encuentra en espera para su ejecución en un centro de 
producción. En la Figura 6.29, se muestra el nuevo diagrama 
de estados de las OTs, con el nuevo estado definido. 
 
Figura 6.28: Detalle de una orden de trabajo. 





Figura 6.29: Diagrama de estados con el nuevo estado de espera creado. 
El objetivo de esta tesis doctoral es que esta información del estado de 
una orden, la introduzcan los propios operarios de producción, para ello se 
empleará el AIDC basado en el uso de tabletas. 
Con el objeto de realizar la captura de datos automática de la 
evolución de las órdenes de trabajo, se ha procedido de la siguiente manera: 
1. Colocar a las órdenes de producción, una etiqueta NFC 
identificativa. 
2. Colocar en cada uno de los centros de fabricación del taller de 
EMEGA, una tableta para la captura de los datos, a pie de 
máquina. 
3. Realizar la adaptación del programa OpenERP, para que sea 
posible la introducción de los datos capturados sin 
intervención humana. 
4. Desarrollar una aplicación para las tabletas que permita a los 
operarios de producción, empleando las etiquetas NFC, 
capturar la información de la situación del taller de 
fabricación. 
En los siguientes apartados se indicarán las soluciones software 
desarrolladas, para la implementación de los dos últimos puntos. 
 




6.9.1 Aplicación Android para la captura de datos mediante NFC. 
En este apartado se describe la aplicación desarrollada para recoger 
datos del taller de fabricación. Ésta se ejecuta en la tabletas situadas en cada 
uno de los puntos de captura de datos y son manejadas por los operarios del 
taller. Dichos trabajadores, normalmente, tienen dificultades en el manejo de 
sistemas informáticos. Por esta razón,  a la hora de desarrollar las pantallas de 
comunicación con los operarios, se ha tratado que sean lo más sencillas y 
claras posibles. 
La aplicación desarrollada para la implementación del AIDC basado 
en tabletas y lectores NFC, está compuesta básicamente por tres partes de 
código: 
1. La implementación de un interfaz de comunicación con el 
operario. Éste se encargará de facilitar la introducción de la 
situación de cada una de las OT en el sistema de gestión 
empresarial. 
2. El código encargado de realizar la lectura de las etiquetas 
NFC. 
3. El software que facilita la grabación de los datos capturados, 
en el sistema de gestión empresarial. Esta operación se realiza 
a través de órdenes de ejecución de flujo de trabajo. Como se 
indicó en el apartado 6.6, el protocolo empleado es XML-
RPC. 
Para el desarrollo de esta Apps, es necesario instalar el entorno de 
desarrollo de Android, que consiste básicamente en: 
1. Descargar el JDK (Java Development Kit) que permitirá 
desarrollar aplicaciones en Java. 
2. Descargar el IDE que se empleará para desarrollar el Apps. 
Para esta opción, como se indicó en el apartado 6.6, se puede 
emplear el IDE de Eclipse o el propio que proporciona 
Google, Android Studio. Para el desarrollo de la Apps que se 
presenta en este trabajo, se emplea Eclipse. 




3. Instalar el SDK (Software Development Kit) de Android. 
4. Instalar las ADT (Android Development Tools) con lo que se 
descargará entre otras herramientas de desarrollo, la Google 
API, imprescindible para el desarrollo de Apps. 
Toda Apps está formada por una serie de ―activity‖ que representan 
cada uno de las pantallas de interacción con el usuario. Las actividades están 
formadas por dos elementos: 
1. La parte lógica,  código Java, que define  funcionamiento de 
la actividad. 
2. La parte gráfica, código XML, que define la presentación 
gráfica de la Apps. 
La estructura de un proyecto para crear una Apps de Android es la 
siguiente: 
 src. Es donde están alojadas las clases, es decir, los ficheros 
Java que se utilizan para definir el funcionamiento de la 
aplicación. En el apartado 6.9.1.1 se indican las clases más 
importante desarrolladas para esta aplicación. 
 gen. Es la carpeta donde se almacena el código generado de 
forma automática por el SDK. 
 Android x.x. Donde se incluyen las API de Android, según 
la versión seleccionada para la realización del proyecto. 
 Android Private Libraries. Librerías asociadas al proyecto. 
 asset. Esta carpeta es donde se incluyen archivos asociados a 
la aplicación. Por ejemplo, bases de datos, audios, videos, 
etc. 
 bin. En esta carpeta se compila el código y se genera el 
fichero .apk. Este último contiene la aplicación final, lista 
para instalarla en un dispositivo Android. 
 libs. Código JAR con librerías que usa en el proyecto. Su 
objetivo es permitir ciertas funcionalidades importantes no 
disponibles en el nivel de API seleccionado como mínimo. 




Una librería fundamental para poder utilizar el protocolo de 
comunicación XML-RPC es la biblioteca Apache XML-RPC 
[73]. 
 res. Carpeta que contiene los recursos usados por la 
aplicación. Estos recursos se especifican según los distintos 
tamaños de pantalla, la orientación del dispositivo, los 
idiomas, etc. Estas variantes son útiles para particularizar la 
visualización de la aplicación a las necesidades del usuario 
final. Las subcarpetas pueden tener un sufijo si se desea que 
el recurso sólo se cargue al cumplirse una condición. Por 
ejemplo ―hdpi‖ significa que sólo ha de cargar los recursos 
contenidos en esta carpeta cuando el dispositivo donde se 
instala la aplicación tiene una densidad gráfica alta 
(>180dpi). Esta carpeta entre otros recursos contiene: 
o drawable: En esta carpeta se almacenan los ficheros 
de imágenes (JPG o PNG) y descriptores de 
imágenes en XML. 
o layout: Contiene ficheros XML con vistas de la 
aplicación. Las vistas permitirán configurar las 
diferentes pantallas que compondrán la interfaz de 
usuario de la aplicación.  
o menú. Ficheros XML con los menús de cada 
actividad. 
o values. En esta carpeta se almacenan los strings 
(textos), colores y los estilos. 
 AndroidManifest.xml. Este fichero describe la 
configuración general de la aplicación Android. En él se 
indican las actividades, intenciones, servicios y proveedores 
de contenido de la aplicación. También se declaran los 
permisos que requiere la aplicación. Se indica la versión 
mínima de Android para poder ejecutarla, el paquete Java, la 
versión de la aplicación, etc. 




 ic_launcher-web.png. Icono de la aplicación de gran tamaño 
para ser usado en páginas Web.  
 project.properties. Fichero generado automáticamente por el 
SDK. Nunca hay que modificarlo. Se utiliza para comprobar 
la versión del API y otras características cuando se instala la 
aplicación en el terminal. 
La aplicación desarrollada tiene un nivel mínimo de API de 10, 
Andriod 2.3.3 Gingerbread. Esta versión de Android fue la primera que 
incorporó utilidades para el manejo de lectores NFC. 
La versión de Android objetivo de esta aplicación es la API 20, 
Android 4.4 KitKat, que es la más popular en el momento de su desarrollo. En 
el anexo 3.5.1, se puede consultar el fichero de configuración de la aplicación 
―AndroidManifest.xml‖. 
Tomando como base esta explicación, en la Figura 6.30 se puede 
consultar, la estructura del proyecto creado para la aplicación de control de la 
producción.  
 
Figura 6.30: Estructura de proyecto de captura NFC. Clase desarrolladas. 




En internet existen numerosos recursos para profundizar en la 
programación de aplicaciones Android [74] y  [75]. 
A continuación, se describen los principales componentes de la 
aplicación de captura 
6.9.1.1 Elementos de la aplicación de captura de datos. 
En los siguientes apartados se describen brevemente, los elementos 
más importantes que forman la Apps de control de la producción, 
desarrollados para este trabajo. 
Actividades desarrolladas: 
 UserIDActivity: Pantalla inicial para la identificación de usuario. 
El nombre de usuario se puede teclear o se puede autentificar 
acercando una etiqueta NFC de identificación. Se realiza una 
conexión con el servidor OpenERP para comprobar si el usuario 
introducido está definido. En caso afirmativo se pasa a la 
siguiente pantalla. En la Figura 6.31, se muestra la ventana de 
validación de usuario. 
 
Figura 6.31: Pantalla de validación de usuario. 




 MainActivity: Pantalla principal donde se realiza la lectura de las 
etiquetas NFC y se envían los datos al servidor OpenERP. 
Inicialmente se realiza una conexión con el servidor para cargar la 
cola de espera e indicar el trabajador que se encuentra en el 
puesto de trabajo correspondiente. En la Figura 6.32 se muestra la 
ventana de lectura previa de una etiqueta. 
 
 
Figura 6.32: Ventana de previa a la lectura de una etiqueta. 
En el momento que una etiqueta NFC entre el campo 
de lectura se produce la identificación de la orden de 
fabricación. A continuación, se realiza una conexión con el 
servidor OpenERP para conocer el estado en el que se 
encuentra la orden identificada. Según ese estado, se adapta la 
interfaz gráfica para mostrar sólo los botones con las posibles 
acciones a efectuar según el flujo de trabajo establecido. Cada 
vez que se cambie de estado se realiza una nueva conexión 
para comunicárselo al servidor y se adapta la interfaz gráfica 
al nuevo estado. Como se indicó en la Figura 6.29, las 
órdenes trabajo pueden estar en seis estados distintos: 




borrador, espera, ejecución, pausa, finalizada y cancelada. 
Según el estado en la que se encuentre se mostrará una 
pantalla de evolución u otra.  
En la Figura 6.33, se muestra la lectura de una OT 
que está definida en el CT: montaje y moldeado, en modo 
borrador. Desde este estado se puede pasar a poner en cola, 
iniciar o cancelar. En la parte inferior de la pantalla, se 
indican las OTs que están en espera en el CT y su orden de 
prioridad de ejecución. En el punto 6.9.2, se explicará en 
detalle el criterio de secuenciación de las órdenes en espera. 
 
Figura 6.33: Pantalla estado modo borrador. 
Si la orden está en ejecución se muestra la pantalla de la 
Figura 6.34, que permite pasar la OT a alguno de los siguientes  
estados: pausar, finalizar o cancelar. 





Figura 6.34: Pantalla de estado en ejecución. 
Estando en la ventana de ejecución, si el operario retira la OT 
con la etiqueta NFC del rango de lectura del lector, se muestra una 
ventana de error y se activará un aviso acústico. Éste es un 
mecanismo para evitar que el operario realice cualquier tipo de acción 
con una OT, sin justificarla en el sistema. En la figura Figura 6.35 se 
muestra dicha ventana. Este tipo de avisos aseguran la calidad de la 
información captura. 
 
Figura 6.35: Pantalla de alarma por retira de OT sin justificación. 




 Preferences: Pantalla de ajustes de la aplicación. Se selecciona el 
centro de trabajo y se configura la conexión con el servidor 
OpenERP, entre otros ajustes. En la Figura 6.36, se muestra la 
ventana que permite realizar los ajustes de la aplicación. 
 
Figura 6.36: Pantalla de ajustes. 
 PasswordToSettings: Pantalla intermedia que solicita la 
introducción de una contraseña para acceder a los ajustes. Se 
utiliza para que los operarios no puedan entrar y alterar la 
configuración de la aplicación. 
 AboutActivity: Pantalla para mostrar una breve explicación sobre 
la aplicación. 




En la Figura 6.37, se muestra un detalle de la colocación de una de las 
tabletas de captura, en uno de los centros de producción del taller de la 
empresa Emega. En la parte posterior de la tableta, se puede observar la hoja 
de ruta de un artículo, en la que está pegada la etiqueta NFC, tal como se 
muestra en la Figura 5.7. 
 
Figura 6.37: Detalle de la colocación de la tableta en un centro de trabajo 
Lectura de las etiquetas:  
Con la finalidad de realizar la lectura de etiquetas NFC con formato 
NDEF, se incorpora un conjunto de métodos. 
 NdefTextReader: Clase que incluye los métodos para capturar los 
mensajes NDEF contenidos en una etiqueta y realizar la lectura de los 
registros (sólo los que contienen texto plano, RTD_TEXT) de un 
mensaje NDEF. 
 UnknownTagException: Excepción de usuario que se genera al leer 
una etiqueta NFC con payload desconocida (TNF=UNKNOWN) o si 
la etiqueta está sin configurar (en estado INICIALIZADO). 




En [76] se puede consultar sobre la programación de aplicaciones 
NFC para Android.  
API de comunicación con el servidor de OpenERP. 
Incluye un conjunto de métodos para realizar la comunicación con un 
servidor OpenERP usando el protocolo XML-RPC. Se emplean las bibliotecas 
Apache XML-RPC orientadas a la programación en Java. 
 JavaOpenerpConnector: Clase principal que alberga los métodos 
necesarios para iniciar sesión en el servidor OpenERP, ejecutar flujo 
de trabajo y realizar tareas como búsqueda, lectura, escritura, 
eliminación de registros de la base de datos. Un objeto de esta clase 
actuará como conector entre la aplicación Android y el servidor para 
establecer la comunicación. 
 FilterCollection: Clase auxiliar para crear filtros de búsqueda con las 
especificaciones requeridas para utilizar en las peticiones XML-RPC 
de búsqueda de registros. 
 UserIDException: Excepción de usuario que se utiliza para notificar 
que durante el inicio de sesión el usuario y/o la contraseña son 
incorrectos. 
Otras clases implementadas. 
Son clases propias del sistema operativo Android para añadir 
funcionalidades a la aplicación. 
 BootReceiver: Receptor que se utiliza para detectar cuando está 
cargado totalmente el sistema operativo, después de encender el 
dispositivo, y lanzar la aplicación automáticamente. 
 ConnectivityChangeReceiver: Receptor que sirve para detectar 
cuándo se restablece una conexión a red, una vez que la aplicación se 
esté ejecutando para retornar automáticamente a la pantalla donde se 
estaba antes de la pérdida de la conexión. 
 NfcReaderApplication: Clase que sirve para almacenar información 
global de toda la aplicación: variables y métodos comunes a todas las 
actividades. 




 MyWidget: Clase para configurar el widget de escritorio de la 
aplicación. 
Hay más clases más como LauncherActivity, StatusBarConfiguration, 
CollapseStatusBarThread y SendEmailActivity que sólo se usan en el modo 
tienda (modo kiosco). Este modo de funcionamiento sirve para que el 
dispositivo sólo ejecute una aplicación sin poder abandonarla. 
La grabación de las etiquetas NFC, se puede realizar desde cualquier 
terminal que disponga de un lector/escritor NFC. En este trabajo para la 
grabación de las etiquetas con el código de la OP, se ha empleado el software 
de fabricante NXP, indicado en la Figura 3.12. 
En el anexo 3.5.1, debido a su extensión, se puede consultar una parte 
del código para la implementación de la clase principal de la aplicación. 
6.9.2 Adaptación del OpenERP para el CP basado en AIDC. 
Con la finalidad de mostrar la información captura en la planta de 
fabricación, a continuación se indican las modificaciones realizadas en el 
ERP.  
Las adaptaciones más importantes ejecutadas son: 
 Cambios en las vistas para la presentación de los datos 
capturados. 
 Creación de nuevas tablas, y campos en las tablas ya 
existentes, de la BBDD. Así como, la definición de las nuevas 
relaciones entre los campos creados y los existentes. 
 Tomando como base los datos capturados, realización de los 
cálculos oportunos para la determinación de indicadores 
como orden de ejecución de OT en espera, duración de 
tiempos de fabricación, costes de fabricación, tiempos de 
espera, etc. 
Por todo ello, ha sido necesaria la elaboración de un nuevo módulo de 
OpenERP, donde están incluidas todas estas modificaciones. Con la 




instalación de este nuevo módulo, el programa de gestión empresarial queda 
adaptado para mostrar toda la información capturada por el AIDC. 
A continuación, se indica en que formularios de OpenERP se puede 
consultar la información recogida: 
1. Con la finalidad de conocer de una forma rápida y clara la 
situación del taller de fabricación, en la vista resumen de 
―centros de producción‖ se añaden los siguientes campos: 
a. Ejecutando. Da información de la OT, que se 
encuentra en ejecución en cada centro de trabajo. 
b. Operario. Indica el operario que está realizando la 
OT en ejecución, para cada centro. 
c. En espera. Proporciona información del número de 
OTs que están en espera en cada centro de 
producción. 
En la Figura 6.38, se muestra el formulario resumen de 
―centro de producción‖ antes y después de añadirle los 
nuevos campos. Esta pantalla es de suma utilidad al 
responsable del taller de fabricación, porque de un sólo 
vistazo, le permite conocer la situación de la planta de 
fabricación.  
 
Figura 6.38: Evolución del formulario resumen de los centros de producción. 




Para la modificación de esta vista con los campos 
añadidos, es necesario cambiar el modelo de ―centros de 
producción‖. En Tabla 6.3, se muestra el modelo en cuestión 
y los campos añadidos a la BBDD. 
Tabla 6.3: Modelo centros de trabajo con los campos añadidos. 
 
2. Información detallada de la situación de los centros de 
producción. Partiendo de la pantalla de la Figura 6.38 y 
seleccionando cualquiera de los centros de producción, se 
abre un nuevo formulario que proporciona una información 
más específica de la situación del centro.  
 
Figura 6.39: Información detallada de la situación de un centro de fabricación. 




  En la Figura 6.39, se muestra el formulario de 
OpenERP que proporciona información detallada del centro 
de fabricación de ―Corte y repasado‖. En esta pantalla se  
incorpora una nueva pestaña al formulario denominada 
―NFC‖, con la siguiente información:  
 El identificador asignado al puesto. Este código 
corresponde con el grabado en las tabletas de 
captura. 
 El identificador del operario. Que se emplea para 
conocer qué operario está ejecutando la OT en el 
centro producción. 
 La orden de trabajo que está en ejecución en el 
centro de trabajo. 
 Y por último, las órdenes de trabajo que están en 
espera en este centro de fabricación. Es 
importante indicar que la aplicación desarrollada, 
ordena de forma automática las órdenes que están 
en espera. 
Tal como se indicó a lo largo de este trabajo, esta tesis tiene por 
misión, desarrollar AIDCs que permitan la captura de los datos en distintos 
sistemas de producción, para incorporarla al software de gestión empresarial. 
Esta información sirve para conocer la situación real de la planta de 
fabricación, pero también para tomar acciones correctoras, si se observan 
desvíos sobre los planes de producción elaborados. 
En la actualidad una de las tareas más importantes de los responsables 
de los talleres de fabricación con configuración Job-Shop, como es el caso de 
EMEGA, es decidir en cada momento, que nueva tarea han de realizar los 
operarios de planta. Esta decisión la toma en función de las actividades que 
están pendientes de realizar (OT en esperas) y de si surgen órdenes de urgente 
ejecución. Con este objetivo, una aportación importante realizada en esta 
tesis, tiene que ver con secuenciación de las órdenes que están en espera en 
cada uno de los centros de trabajo. Esta secuenciación dinámica se realiza 




cruzando los datos proporcionados por el AIDC de la situación actual de la 
planta y los datos de planificación de la producción disponibles en el ERP de 
la empresa. 
La secuenciación de las tareas que están pendientes en un centro de 
trabajo se realiza en función del siguiente criterio: 
1. Disponibilidad de los materiales para la realización de una 
orden. 
2. En función de la holgura mínima de la actividad. Ésta se 
calcula restando la fecha en la que se debe de finalizar de la 
tarea, y la duración de la misma. La OT con menor holgura 
son las tienen mayor prioridad. Las órdenes de producción 
calificadas como ―urgentes‖ se introducen en el sistema con 
una fecha de finalización del día actual, para que siempre 
tenga prioridad máxima.  
3. Prioridad de los clientes. 
En el apartado 2.6, se estudiaron las técnicas más empleadas para la 
secuenciación de operaciones en sistemas de fabricación flexible. En [77] se 
puede consultar un síntesis de estas reglas de prioridad. Y en [78] se analizan 
distintas técnicas de secuenciación de operaciones y, empleando técnicas de 
aprendizaje automático, se determina cuál utilizar en función de la situación 
de la planta de fabricación. 
De esta manera se asignan tres niveles de prioridad a la OT. 
 Prioridad 1. Todos los componentes están disponibles y que 
tienen un menor tiempo de holgura. En caso de existir varias 
órdenes en una máquina en esta situación, se pueden aplicar 
criterios como:  
o Ejecutar la OT más cortas. 
o Las que deben de pasar por el cuello de botella de la 
instalación. 
o Tener en cuenta la importancia del cliente. 




 Prioridad 2. Las OTs que tienen todos sus componentes 
disponibles, pero tienen mayores tiempos de holgura. 
 Prioridad 3. Las que no tienen todos sus componentes 
disponibles. 
De esta manera, tal como se muestra en la Figura 6.39, el jefe del 
taller dispone de un criterio para la asignación de los nuevos trabajos a los 
operarios. Él por su parte, podrá añadir otros parámetros como priorizar los 
cuellos de botella de la instalación, o asignar actividades en función de 
cualificación de los operarios disponibles. 
Continuando con las adaptaciones realizadas en OpenERP para la 
visualización de los datos capturados con el AIDC, otro objetivo que se 
plantea es la medición de los tiempos de fabricación, con la finalidad de 
realizar cálculos de duración de operaciones y también costes de fabricación. 
Para ello, los datos enviados desde las tabletas, además de indicar la OT y el 
operario, también incluyen el instante de tiempo en que se produce una 
operación. De esta manera, se mide la duración de los intervalos en que las 
OT están espera y ejecución, en cada uno de los centros de trabajo. 
Esta información se incorpora en el formulario que muestra el detalle 
de las OT. Se añaden los siguientes campos: 
 Fecha entrada en lista de espera. Corresponde con el instante 
en que el operario indicó que la OT está disponible en el 
puesto para su ejecución. 
 Tiempo total en lista de espera. Éste se calcula por diferencia 
entre, el instante de entrada en espera y la fecha inicial de 
fabricación. 
 Fecha inicial. Ésta se envía al servidor cuando el operario, 
lee una etiqueta que está en espera o no, e inicia su 
fabricación. 
 Fecha final. Ésta se fija cuando el operario da por finalizada 
una orden. 




 Tiempo total en estado de Pausa. Este campo se crea, porque 
el operario tiene la posibilidad de pausar un OT que está en 
ejecución. 
 Horas laborables. Éstas se calculan por diferencia de la fecha 
final e inicial, y al resultado se le resta el tiempo de pausa. 
      El resultado de estas modificaciones se pueden observar en la Figura 6.40. 
 
Figura 6.40: Formulario de la OT modificada con los nuevos campos. 
En la Tabla 6.4, se muestra el modelo ―líneas de centros de trabajo‖, 
con los campos existentes y los añadidos. 
Tabla 6.4: Detalle de modelo órdenes de trabajos y sus campos. 
 




El sistema también ha sido adaptado para cálculos los costes de 
fabricación, en función de los precios asignados a los CT y a la duración de 
las operaciones. En la Figura 6.41, se muestra una orden de fabricación que 
para su ejecución ha pasado por tres CT, se indica el coste de cada operación 
y el coste total de la orden de producción. 
 
Figura 6.41: Pantalla para el cálculo de los costes de fabricación de una OP. 
En el anexo 3.5.2, se puede consultar el código XML, necesario para 
adecuar las vistas modificadas. Y en el anexo 3.5.3, está disponible el código 
Phyton, desarrollado para darle lógica a los distintos campos añadidos. 
Con la finalidad de facilitar la consulta de la situación de la planta a 
los jefes del taller en [79] se presenta un trabajo que emplea como hardware 
de visualización de la situación del taller las Google Glass. A modo de 
ejemplo, en la Figura 6.42, se muestra una tarjeta desarrollada para este 
dispositivo. 





Figura 6.42: Tarjeta que resume de la situación de la planta. 
El desarrollo de aplicaciones para las Google Glass, al ser una 
tecnología muy novedosa y que se actualiza muy rápidamente, no existe 
demasiada documentación escrita sobre el tema. Se encuentra información 
actualizada en Internet, fundamentalmente en la página de fabricante [80]. 
Otras referencias de utilidad para el desarrollo de aplicaciones con este 
dispositivo, se pueden consultar en [81], [82]. En la actualidad, las 
aplicaciones más importantes que se están desarrollando se encuentran en los 
campos como, la medicina, educación y servicios de emergencia. En los 
siguientes enlaces se pueden consultar interesantes aplicaciones realizadas en 

















En este apartado se describen los principales resultados obtenidos en 
esta tesis. Como síntesis se puede indicar, que este trabajo tiene por objetivo, 
el desarrollo de nuevos sistemas de identificación automática y captura de 
datos (AIDC), para su empleo en el control de la producción de procesos de 
fabricación. Se han analizado, las mejoras alcanzadas en talleres de 
fabricación con configuración Job Shop y en procesos gestionados por 
proyectos. 
Los resultados obtenidos están basados en la interrelación de dos 
tecnologías. Por un lado, la captura de datos obtenidos mediante el uso de 
tecnologías AIDC, y por otro, la integración de estos datos con la información 
de la planificación de la producción que existe en el software sistemas de 
gestión empresarial (ERP). Todo ello con la finalidad de optimizar los 
procesos de fabricación en empresas, como las del sector de la construcción 
naval. 
Los AIDC que se presentan en este trabajo, utilizan como tecnología 
de captura el RFID. Como se indicó en el capítulo 4, donde se analizan los 
AIDC, esta técnica es la más adecuada para la implementación de sistemas de 
control de la producción en empresas con bajo grado de automatización. Los 
sistemas RFID minimizan la intervención humana en la captura de los datos, 
lo que trae consigo, una mayor calidad de la información y la reducción de los 
costes de captura. 
 En los siguientes apartados se indican los resultados obtenidos con 
distintas soluciones planteadas. 
7.1.1 Sistemas de control de la producción basado en AIDC con PC. 
En el apartado 5.4, se presenta un AIDC basado en una red de 
ordenadores personales, conectados a lectores RFID de tipo embebidos. Con 
el objetivo de optimizar el control la producción se desarrolló una aplicación 




de gestión basada, en una BBDD Access y en un ERP. El sistema desarrollado 
permite: 
1. Conocer en tiempo real la situación de la planta de 
fabricación. 
2. Determinar la duración de los tiempos ejecución de la OT en 
cada uno de los centros de trabajo, y el tiempo total de 
fabricación de un producto final. 
3. La estimación de los costes de fabricación por centros de 
producción. 
El AIDC que se presenta en esta solución, tiene la ventaja de ser muy 
sencillo de implementar porque el uso de PC facilita el despliegue del sistema 
de captura, aunque esta solución en muchos tipos de empresa no es factible. 
Por ejemplo, en aquellos casos en los que poner ordenadores por toda la 
planta no es asumible.  
7.1.2 Sistema de control de la producción basado en AIDC con 
tecnología ZigBee. 
Esta solución se presenta en el apartado 5.5, y se basa en la 
implementación de un AIDC con lectores RFID, en la que la red de captura se 
implementa utilizando una red de inalámbrica de bajo consumo y baja tasa de 
transmisión de datos, como son las redes ZigBee. La utilización de esta nueva 
tecnología simplifica el despliegue del AIDC facilitando su utilización en 
empresas con deficientes infraestructuras. Para la implementación de este 
sistema de captura de datos, ha sido necesario desarrollar un hardware 
específico, que actúa de interfaz entre los lectores RFID y los transceptores 
ZigBee. 
Para la explotación de los datos obtenidos desde el AIDC 
inalámbrico, se desarrolló una aplicación de fácil manejo que permite: 
1. Definir la estructura del taller de fabricación. 




2. Configurar las órdenes de producción de los artículos a 
elaborar. 
3. Visualizar la situación, en tiempo real, de la planta de 
fabricación. 
4. Conocer las órdenes de producción que están en situación de 
espera en cada puesto, etc. 
7.1.3 Aplicación de los AIDC para el control de la producción en 
una empresa de sector naval. 
La última y la más completa solución para el control de la producción 
basada en AIDC, que se presenta en este trabajo, utiliza la tecnología NFC 
como elemento de captura. Este tipo de lectores, se encuentran disponibles en 
terminales móviles de comunicación como teléfonos móviles y tabletas. De 
esta manera el AIDC desarrollado se implementa con una red de tabletas 
robustas, que permiten tanto la recogida de información, como la 
comunicación con los operarios de planta. Este sistema de captura de datos, 
aúna todas las ventajas de los AIDC anteriores. 
La aplicación desarrollada utiliza como soporte de información un 
ERP comercial, OpenERP. Esta aplicación de gestión tiene la característica de 
ser de código abierto, lo que facilita su adaptación para incorporar la 
información adquirida con el AIDC. 
La solución de control de la producción desarrollada, se presenta en el 
Capítulo 6: y ha sido diseñada tomando como base las necesidades de 
empresas del sector naval de la comarca de Vigo. Esta aplicación de gestión, 
basándose en los datos recogidos con el AIDC, permite optimizar el control 
de la producción de: 
1. Tareas de producción, que la empresa realiza en su taller de 
fabricación. Este tipo de actividades, están perfectamente 
planificadas y su gestión se realiza con el módulo de 
producción MRP del ERP. 




2. Trabajos de reparación. Éstos se realizan  a bordo del barco 
y suelen ser tareas que no están totalmente planificadas, por 
lo que su gestión se realiza desde el módulo de proyectos 
del ERP. 
Con este objetivo, se ha desarrollado una aplicación para sistema 
operativo Android que permite la captura de datos procedente de los lectores 
NFC y su incorporación automática en el ERP. La información capturada 
permite: 
1. Registrar la asistencia de los empleados. 
2. En el control de proyectos: 
a. Imputar trabajos realizados, indicando sus 
duraciones. 
b. Imputar materiales empleados en las reparaciones. 
c. Conocer la evolución de los trabajos, en el instante 
en que se realizan, y los operarios que los ejecutan. 
d. Calcular los costes reales de las tareas y proyectos 
realizados. 
3. En el control del taller de fabricación: 
a. Controlar el estado de la planta de fabricación, en 
tiempo real. 
b. Realizar la secuencia dinámica o rescheduling de las 
órdenes de fabricación que están en espera en cada 
centro de trabajo. Esta secuenciación dinámica se 
obtiene aplicando reglas de prioridad, en función de 
la situación real de la planta y de la reformulación de 
los planes de producción. 
c. Medición de los tiempos de espera y ejecución de las 
órdenes de trabajo. 
d. Determinación de costes reales de fabricación. 




7.1.4 Comparativa de los sistemas de control de la producción 
propuestos. 
A modo de resumen, en la  Tabla 7.1, se comparan las principales 
características de cada uno de los sistemas de control de la producción 
desarrollados. De esta tabla se deduce que, de los tres sistemas de control de 
las producciones planteadas, el que presenta mejores características de 
utilización en empresas con talleres de fabricación Job Shop es el basado en 
tabletas, ya que permite el despliegue de sistemas de comunicación 
bidireccionales entre la planta de fabricación y los departamentos de gestión. 
Este tipo de dispositivos, tienen un futuro asegurado en el control de procesos 
y de sistemas de producción, de las futuras plantas de fabricación. 
Tabla 7.1: Comparativa de las soluciones desarrolladas. 
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No Media Difícil Si No Difícil 
AIDC basado 
en tabletas 
Si Corta Si Si Si Si 
  
7.2 Resultados obtenidos. 
Una característica asociada a los sistemas de fabricación Job Shop es 
su baja productividad, comparada con otros sistemas de fabricación orientados 
al proceso como los sistemas Flow Shop. Este inconveniente se transforma en 
una ventaja en la medida que los sistemas Job Shop permiten la fabricación de 
una gran variedad de artículos en pequeñas series. Esta última característica 
hace que este tipo de configuración sea la elegida por empresas que realizan 




una fabricación muy a medida, como es el caso de las del sector de la 
construcción naval. Los talleres Job Shop suelen estar escasamente 
automatizados y sus sistemas de captura de datos en planta suelen ser 
deficientes lo que, añadido a la complejidad de la operativa de estos talleres, 
hace muy difícil obtener ratios de productividad elevados. 
Con la implantación de los sistemas de control de la producción 
basados en AIDC, se han obtenido numerosas mejoras, que se han ido 
describiendo a lo largo de este trabajo y entre las que cabe destacar:  
 Conocimiento, en tiempo real, de la situación de los procesos 
de fabricación tanto los gestionados por proyectos, como los 
tratados con herramientas de planificación de recursos de 
fabricación (MRP). 
 Determinación de duración de actividades. 
 Cálculo de costes reales de fabricación. 
 Información sobre qué personas intervienen en la realización 
de los trabajos. 
En general, una  información detallada y actualizada de los procesos 
de fabricación. Pero la aportación más importante de esta tesis está 
relacionada con la secuenciación de las tareas del taller. Como se ha indicado 
a lo largo de este trabajo, uno de las mayores dificultades de la gestión de un 
taller en configuración Job Shop es la definición del ordenamiento de las 
tareas que se deben de realizar en cada uno de los CT. La planificación de 
tareas en talleres Job Shop es un tema que ha sido ampliamente estudiado, 
pero las soluciones planteadas están basadas en el empleo de técnicas análisis 
de problemas combinacionales, como la utilización de métodos heurísticos o 
algoritmos genéticos.  
Hasta la fecha de la aparición de los AIDC, los datos que se recogían 
de los procesos de fabricación, se obtenían con partes de trabajo. La 
información recopilada con este método llega al departamento de producción 
con un retraso importante, lo que hace imposible que se puedan tomar 
acciones correctoras para incrementar la productividad del taller.  




Sin una información actualizada de lo que sucede en los procesos de 
fabricación, las acciones correctoras las toma el jefe de taller. Éste, 
normalmente no tiene todos los datos necesarios, le falta la información del 
departamento de producción (nuevos pedidos, falta de materiales, etc.) para 
tomar las decisiones correctas.  
Con las soluciones propuestas en este trabajo, la información del taller 
llega en tiempo real al departamento de producción, el cuál puede tomar las 
acciones correctoras necesarias, con la finalidad de reducir los tiempos de 
espera y de fabricación de las OT. Esta nueva secuenciación dinámica de las 
tareas se puede enviar al taller utilizando el canal de comunicación 
proporcionado por el AIDC. 
Con la finalidad de evaluar la mejora que introducen la utilización de 
AIDC en el control de la producción de empresas Job Shop, es necesario 
definir KPI adecuados. 
Después de un análisis profundo, se decidió estudiar la evolución de 
la tasa de utilización de los centros de trabajo; es decir, la relación de horas de 
actividad del CT, respecto a su utilización máxima. Para este KPI se realizó el 
siguiente análisis.  
Cuando una OT se finaliza en un CT, ésta pasa al siguiente puesto de 
fabricación para continuar con su hoja de ruta. El siguiente CT, puede 
encontrarse con dos situaciones: 
1. Que el CT esté ocupado. En esta situación la OT se pondrá en 
espera de tal manera que el sistema de control de la 
producción le asignará una posición en la cola de espera. En 
esta situación no se producirá una mejora en el KPI. 
2. Que el CT esté libre en el momento de la finalización de la 
OT en el centro anterior. En esta situación el sistema 
informará al responsable del taller, que existe un OT que se 
puede empezar a ejecutar, lo que se traducirá en una 
reducción del tiempo de espera de la OT, y un incremento en 
la utilización de CT. 




Para analizar este KPI se seleccionó un CT, con una tasa de ocupación 
elevada, como es el centro de soldadura Los resultados obtenidos se pueden 
consultar en Tabla 7.2. Las dos primeras medidas se realizaron, sin sistema de 
control de la producción y las cinco siguientes con el AIDC la aplicación 
operativa. 

















71 66 79 92 89 73 84 
 
De los datos se confirma con el sistema se incrementa la utilización 
del CT de montaje, lo cual se traducirá un mayor rendimiento del taller. 
Una situación indeseable que se produce en los talleres Job Shop es 
que, en numerosas ocasiones se inicia la ejecución de una OT en un CT y 
durante su realización el operario tiene que detenerla. Este escenario se 
produce, por ejemplo, cuando un material necesario para la ejecución de la 
OT no está disponible (puede estar realizándose en otro CT), o porque es 
necesario una determinada herramienta. Esta obligatoriedad de pausar una OT 
produce, incrementos en el tiempo de realización de los productos, aumentos 
de los stocks intermedios de fabricación y en general, una disminución de la 
productividad del taller. 
Con la finalidad de evaluar este parámetro se estudió un nuevo KPI. 
Éste mide la cantidad de OT, que se pausan en los CT, del taller. De la misma 
forma que en el KPI anterior, se realizaron dos medidas antes y cinco después 
de implementar el sistema de control de la producción basado en AIDC. El 
plazo de tiempo para cada una de las medidas es de tres días. Los resultados 
obtenidos se pueden observar en la Tabla 7.3. 
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La conclusión de esta tesis doctoral es que el desarrollo de los nuevos 
sistemas AIDC aplicados a los sistemas de producción, está permitiendo la 
implementación de aplicaciones más eficientes para el control de la 
producción. Este tipo de soluciones, hasta la aparición de las nuevas 
tecnologías que se presentan en este trabajo, sólo eran posibles en talleres de 
fabricación con un elevado grado de automatización. Así los sistemas de 
fabricación Job-Shop, que tradicionalmente se caracterizan por su baja 
productividad, pueden añadir otra ventaja a su gran versatilidad, que es un 
incremento en su rendimiento, a la hora de realizar sus procesos de 
fabricación. 
7.3 Aportaciones de la tesis doctoral 
 Las aportaciones más importantes de esta tesis se pueden resumir en 
dos aspectos: 
1. El desarrollo de nuevos sistemas de identificación automática 
y captura de datos, los conocidos como AIDC y su aplicación 
al control de la producción en talleres de producción Job 
Shop. En concreto se proponen tres sistemas que utilizan 
como tecnología de captura los sistemas RFID. 
2. La mejora de la productividad de los talleres de fabricación 
Job Shop. Ésta se consigue por: 
a. El conocimiento de la situación de la planta de 
fabricación en tiempo real. 




b. Una nueva técnica de elaboración de la secuenciación 
dinámica de operaciones en el taller de fabricación. 
Este método está basado en contrastar, los datos 
adquiridos de la situación del taller de fabricación, 
con la información de la programación de la 
producción disponible en los sistemas ERPs.  
7.4 Futuras líneas de investigación. 
Una vez finalizado este trabajo y analizando las prestaciones de los 
sistemas de control de la producción basados en AIDC. Se plantean las 
siguientes mejoras y líneas de investigación futuras: 
1. Analizar otros métodos de secuenciación dinámica de 
operaciones, que junto a la utilización de los AIDC 
presentados en este trabajo, permitan el incrementar  
rendimiento de los sistemas de fabricación flexible. 
2. Estudiar otros KPI, que permitan confirmar las mejoras de la 
productividad, que se obtiene con la aplicación de los AIDC 
presentados. 
3. Explorar otras técnicas de implementación de AIDC. 
Sistemas basados en ordenadores de placa reducida. 
4. Integrar sistemas de alertas y herramientas de visualización, 
de tal manera que todos los empleados de fabricación puedan 
conocer la situación actual de su centro de producción, pero 
también de la planta en su conjunto. 
5. Estudiar la posibilidad de realizar páginas web, con la 
finalidad de suministrar información de la situación de la 
planta, a usuarios externos a la organización. 
6. Integrar en el sistema de control del taller, nuevas actividades, 
como puede ser las operaciones de mantenimiento de equipos. 
7. Eliminación total de papeles del taller de fabricación. 
Aprovechar la utilización de las tabletas de AIDC, para 













Capítulo 8: Bibliografía 
[1] Ibermatica, Soluciones Empresarial. PRODUCCIÓN - ERP - RPS. [En 
linea]. 
http://soluciones.ibermatica.com/vdoc/easysite/ise/Home/Soluciones/ER
P. (2014, Agosto) 
[2] Siemens AG. Paneles HMI. [En linea]. 
http://www.automation.siemens.com/salesmaterial-
as/brochure/es/brochure_panels_es.pdf. (2014, Agosto) 
[3] L. Eguizábal. Proyecto de mejora de la productividad basado en la 
gestión Lean. Universidad de Vigo. 2007. 
[4] RBS Brokers. Annual review & archives. [En linea]. 
http://www.brsbrokers.com/review_archives.php. (2014, Noviembre) 
[5] E. Fernández y C. Vázquez. Dirección de la Producción. II Métodos 
Operativos. Madrid. Civitas. 1994. 
[6] C. Ocho y P. Arana. Gestión de la Producción. San Sebastian. 
Donostiarra S.A. 1996. 
[7] E. de Ron y J. Rooda. Equipment Effectiveness: OEE Revisited. IEEE 
Transations on Semiconductor Mannufacturing. vol. 18, no. 1. 2005. 
[8] J. Woodward. Industrial Organization: Theory and Practice. Oxford 
University Press. 1965. 
[9] J. A. Domínguez y otros. Dirección de Operaciones. Aspectos 
estratégicos en la producción y los servicios. McGraw-Hill. 1995. 
[10] J. Márquez. Optimización de la programación (scheduling) en Talleres 
de Mecanizado. Madrid. Universidad Politécnica de Madrid. 2012. 
[11] A. Einstein. Wikisource. [En linea]. 
www.pitt.edu/~jdnorton/lectures/Rotman_Summer_School_2013/Einstei




n_1905_docs/Einstein_Light_Quantum_WikiSource.pdf. (2015, Abril) 
[12] F. Glover. Future paths for integer programming and links to artificial 
intelligence. Computers & Operations Rechearch. vol. 5, no. pp. 533-
549. 1986. 
[13] B. Giffler y G. Thompson. Algorithm for solving production scheduling 
problems. Operations Research. vol. 8, no. pp. 487-503. 1960. 
[14] J. H. Holland. Adaptation in natural and artifical systems: an 
introductory analysis with applications to biology, control, and artifical 
intelligence. University of Michigan Press, no. Ann Arbor, p. 183. 1975. 
[15] M. T. Jensen. Generating robust and flexible job shop schedules using 
genetic algorithms. IEEE Transactions on Evolutionary Computation. 
vol. 7, no. 3, pp. 275-288. 2003. 
[16] H. Xinchang. Job shop rescheduling by using multi-objective genetic 
algorithm. Engineering, International Conference on Computers and 
Industrial. Awaji. 2010. 
[17] K. Trietsch, D. Baker. Principles of Sequencing and Scheduling. Wiley. 
2009. 
[18] A. Banharnsakun y B. Sirinaovakul. Job Shop Scheduling with the Best-
so-far ABC. Engineering Applications of Artifical Intelligence. vol. 25, 
no. 3, pp. 583-593. 2012. 
[19] T. Lin, H. Chiang. A simple and effective evolutionary algorithm for 
multiobjective flexible job shop scheduling. International Journal of 
Production Economics. vol. 141, no. 1 pp. 87-98. 2013. 
[20] V. Peña y L. Zumelzu. Estado del Arte del Job Shop Scheduling 





[21] The International Society of Automation. ISA95 Overview. [En linea]. 
http://www.isa-95.com/(2014, Octubre) 
[22] M. Heiko y otros. Manufacturing Execution Systems. McGraw-Hill. 
2009. 
[23] M. Pérez y otros. Instrumentación Electrónica. Thomson. 2003. 
[24] M. Conde y L. Eguizábal. Dispositivos sensores de radio frecuencia 
para o control da cadea de frio. Universidad de Vigo. 2009. 
[25] M. Groover. Automation, Production System and Computer-Integrated 
Manufacturing. Prentice Hall. 2001. 
[26] EPCglobal. GS1 El lenguaje global de los negocios. [En linea]. 
http://www.gs1.org/epcglobal. (2014, Noviembre) 
[27] P. Nagabhushana. Design and Construction of an RFID-enabled 
Infrastructure. CRC Press. 2014. 
[28] University of Cambridge, MIT, ETH Zurich y otros. Auto-ID Labs. [En 
linea]. http://autoidlabs.org/wordpress_website/. (2014, Noviembre) 
[29] A. Smith y F. Offodile. Information management of automatic data 
capture: an overview of technical developments. Information 
Management & Computer Security. vol. 10, no. 3, pp. 109-118. 2002. 
[30] W. Hansen y F. Gillert. RFID for the Optimization of Business Process. 
John Wiley & Sons, Ltd. 2006. 
[31] S. Udoka. Automated data capture techniques: a prerequisite for 
effective integrated manufacturing systems. Computers and industrial 
engeneering. vol. 21, no. 1-4 , pp. 217-221. 1991. 
[32] S. Hodgson, F. Nabhani, y S. Zarei. AIDC feasibility within a 
manufacturing SME. Assambly automation. vol. 30, no. 2 , pp. 109-116. 
2010. 




[33] A. Xiawei, K. Xamar, y otros. A review of RFID technology and its 
managerial applications ind different industries. Journal of Engineering 
and Technology Management. vol. 29, no. 1, pp. 152-167. 2012. 
[34] M. Duncan, J. Sanjay, y otros. Auto ID Systems and Intellligent 
Manufacturing Control. Pergamon, Engineering Applications of 
Artificial Intelligence. vol. 15, pp. 365-376. 2003. 
[35] D. Kurt y A. Collier. RFID as an Enabler of Improved Manufacturing 
Performance. Decision Sciences. vol. 39, no. 4. Noviembre 2008. 
[36] P. Gamarra y L. Eguizábal. Diseño e implementación de un sistema de 
cronometraje de pruebas deportivas basado en RFID. Universidad de 
Vigo. 2013. 
[37] NFC FORUM. NFC Forum Specification Architecture. [En linea]. 
http://nfc-forum.org/. (2014, Diciembre) 
[38] GlobalPlatform. Technical Overview. [En linea]. 
http://www.globalplatform.org/aboutus.asp. (2014, Diciembre) 
[39] Open Mobile Alliance. Technical Information. [En linea]. 
http://openmobilealliance.org/. (2014, Diciembre) 
[40] Instituto Nacial de Ciberseguiridad. La Tecnología NFC: Aplicaciones y 
Gestión de Seguridad. [En linea]. 
http://www.egov.ufsc.br/portal/sites/default/files/cdn_nfc_final.pdf. 
(2014, Diciembre) 
[41] V. Coskun y K. Ok. Near Field Communication. From theory to 
practice. John Wiley & Sons Ltd. 2012. 
[42] R. Imtiaz, J. Ramanathan. NFC in industrial applications for monitoring 
plant information. 4th International Conference on Computing, 




[43] L. Eguizábal, A. Lago, y A. Mélendez. A laboratory project for an 
electronic instrumentation course in the Engineering on Industrial 
Organization Degree. 11th Technologies Applied to Electronics 
Teaching, TAEE 2014. Bilbao. pp. 1-7. 2014. 
[44] ZigBee Alliance. Application Level Standardization. [En linea]. 
zigbee.org. (2014, Diciembre) 
[45] H. Lehpamer. Rfid. Desing Principles. Artech House. 2012. 
[46] E. Callaway y P. Gorday. Home Networking with IEEE 802.15.4: A 
Developing Standard for Low-Rate Wireless Personal Area Networks. 
vol. 40, no. 8, pp. 70-77. Agosto 2002. 
[47] R. Faludi. Building Wireless Sensor Networks. O´Reilly. 2011. 
[48] L. Eguizábal y A. Lago. Desarrollo de un sistema de captura de datos 
para plantas de fabricación basado en tecnologías inalámbricas. 
Seminario Anual de automática y electrónica industrial e 
instrumentación, pp. 234-242. 2013. 
[49] Chief Information Officers (CIO). ERP Definition and Solutions. [En 
linea]. www.cio.com/article/2439502/enterprise-resource-planning/erp-
definition-and-solutions.html. (2014, Diciembre) 
[50] G. Buonanno, G. Faverio, y otros. Factors affecting ERP system 
adoption: A comparative analysis between SMEs and large companies. 
vol. 18, no. 4, pp. 384-426. 2005. 
[51] P. Poba-Nzaou y L. Raymond. Managing ERP system risk in SMEs: A 
multiple case study. Journal of Information Technology. vol. 26, no. 3, 
pp. 170-192. 2011. 
[52] N. Serrano y J. M. Sarriegi. Open source software ERPs: A new 
alternative for an old need. IEEE Software. vol. 23, no. 3, pp. 94-97. 
2006. 




[53] B. Johansson y F. Suidzina. ERP systems and open source: An initial 
review and some implications for SMEs. Journal of Enterprise 
Information Management. vol. 21, no. 6 , pp. 649-658. 2008. 
[54] I. Sampedro, F. Poza, y L. Eguizábal. Utilización de circuitos de tipo 
FPGA para la implementación de un sistema electronico que integre 
variso lectores RFID. Universidad de Vigo. 2013. 
[55] Fundación Raspberri Pi. Teach Resources. [En linea]. 
http://www.raspberrypi.org/. (2015, Febrero) 
[56] Texas Instruments corporated. Overview for ZigBee. [En linea]. 
http://www.ti.com/lsds/ti/wireless_connectivity/zigbee/overview.page?k
eyMatch=zigbee&tisearch=Search-EN-Everything. (2015, Feb.) 
[57] N. Arnez y L. Eguizábal. Diseño y programación de una red ZigBee 
basado en el SOC CC2430 para la medida de velocidad de giro de 
bicicletas Spinning. Universidad de Vigo. 2011. 
[58] Microchip Technology Inc. Embedded Wireless. [En linea]. 
http://www.microchip.com/. (2015, Mayo) 
[59] J. Pesado y L. Eguizábal. Realización de un coordinador de unar red 
MiWi para la detección de contaminantes en aguas [Recurso 
electrónico] / alumno, Javier Pesado Gil. Vigo. Universidad de Vigo. 
2013. 
[60] M. Aragunde y L. Eguizábal. Realización de dispositivos End-Device de 
una red MIWI para la detección de contaminación en aguas. 
Universidad de Vigo. 2012. 
[61] Digi Internaltional. Soluciones M2M. [En linea]. www.digi.com/es/. 
(2015, Febrero) 
[62] A. Alonso y L. Eguizábal. Propuesta de ahorro energético en sistemas 




[63] Arduino. What is Arduino? [En linea]. www.arduino.cc. (2015, Febrero) 
[64] Comunidad de desarrolladores de Odoo. Open Source Apps To Grow 
Your Business. [En linea]. https://github.com/odoo/odoo. (2015, Marzo) 
[65] M. Butler. Android: Changing the mobile landscape. vol. 10, no. 1, pp. 
4-7. 2011. 
[66] Phyton Software Foundation. Documentation, tutorials, and guides. [En 
linea]. www.python.org/psf/. (2015, Marzo) 
[67] Android Inc. Página de desarrolladores de Android. [En linea]. 
http://developer.android.com/index.html. (2015, Marzo) 
[68] Eclipse Foundation. Getting Started with the Eclipse Workbench. [En 
linea]. https://eclipse.org/. (2015, Marzo) 
[69] OpenERP S.A. XML-RPC Protocol. [En linea]. 
https://doc.odoo.com/6.0/developer/6_22_XML-RPC_web_services/. 
(2015, Marzo) 
[70] Canonical Ltd. Ubuntu server overview. [En linea]. 
http://www.ubuntu.com/. (2015, Marzo) 
[71] OpenERP S.A. GitHub Odoo. [En linea]. https://github.com/odoo/odoo. 
(2015, Marzo) 
[72] Apache Friends. XAMPP Apache. [En linea]. 
https://www.apachefriends.org/es/index.html. (2015, Marzo) 
[73] Sourceforge repository. OpenERP Java API. [En linea]. 
http://openerpjavaapi.sourceforge.net/. (2015, Marzo) 
[74] Universidad Politecnica de Valencia. Curso Android. [En linea]. 
http://www.androidcurso.com/. (2015, Marzo) 
[75] J. T. Girones. El gran libro de Android. Valencia. Marcombo, S.A. 2014. 




[76] V. Coskun. Professional NFC application development for Android. 
John Wiley. 2013. 
[77] Stephen Chapman. Planificación y control de la producción. Pearson. 
2006. 
[78] P. Priore, J. Puente, y R. Pino. Secuenciación de sistemas de fabricación 
flexible mediante aprendizaje automático.. IX Congreso de Ingeniería de 
Organización. Oviedo. 2005. 
[79] I. González y L. Eguizábal. Sistema de supervisión de una planta de 
fabricación mediante Google Glass y OpenERP. Universidad de Vigo. 
2014. 
[80] Google Inc. Google Developers. Glass. [En linea]. 
https://developers.google.com/glass/develop/overview. (2015, Marzo) 
[81] T. Houston. Google's Project Glass augmente reality glasses begin 
testing. [En linea]. http://www.theverge.com/2012/4/4/2925237/googles-
project-glass-augmented-reality-glasses-begin-testing. (2015, Marzo) 
[82] J. Tang. Beginng Google Glass Development. Apress. 2014. 
[83] S. Feng, R. Ciare, y otros. Immunochromatographic diagnostic test 
analysis using google glass. ACS Publications, no. Vol 8. pp. 3069-3079. 
2014. 
[84] T. Stamer. Project glass: An extension of the self. IEEE Pervasive 



















1 CÓDIGO LA APLICACIÓN DE CP BASADO EN AIDC CON PC Y RFID ............................. 290 
1.1 CÓDIGO DE LA APLICACIÓN DE CAPTURA EN C# ............................................................... 290 
1.2 CÓDIGO DE LA APLICACIÓN EN VBA ............................................................................. 306 
2 CÓDIGO DE LA APLICACIÓN DEL CP BASADO EN AIDC CON RED ZIGBEE ................... 344 
2.1 CÓDIGO DEL MICROCONTROLADOR DEL END DEVICE ........................................................ 344 
2.2 CÓDIGO EN .NET DE LA APLICACIÓN DE CONTROL DE LA PRODUCCIÓN. ................................. 347 
2.2.1 FUNCIONES Y EVENTOS DE LOS FORMULARIOS. ................................................................... 347 
3 CÓDIGO DE LA APLICACIÓN DE CP BASADO EN TABLETAS Y ERP .............................. 420 
3.1 ADAPCIONES DE LAS VISTAS DE OPENERP ..................................................................... 420 
3.2 SCRIPT PARA EL MANEJO DE LA API XML-RPC ............................................................... 426 
3.3 APLICACIÓN CONTROL DE ASISTENCIA. .......................................................................... 441 
3.4 GESTIÓN DE PROYECTO BASADO EN AIDC ..................................................................... 470 
3.4.1 GESTIÓN DE PARTES DE TRABAJO ..................................................................................... 470 
3.4.2 CÓDIGO XML PARA LA MODIFICACIÓN DE LAS VISTAS .......................................................... 483 
3.5 CÓDIGO DE LA APLICACICIÓN DE CONTROL DE LA PRODUCCIÓN. .......................................... 502 
3.5.1 CÓDIGO DE LA APLICACIÓN ANDROID ............................................................................... 502 
3.5.2 CÓDIGO XML PARA LA MODIFICACIÓN DE LAS VISTAS DEL MÓDULO DE PRODUCCIÓN ............... 533 
3.5.3 CÓDIGO PHYTON DE MÓDULO NFC ................................................................................. 536 
 




1 Código la aplicación de CP basado en AIDC con PC y RFID 
1.1 Código de la aplicación de captura en C# 
“RFID con Access.cs” : 
 
using System;  
using System.IO;  
using System.Collections.Generic;  
using System.ComponentModel;  
using System.Data;  
using System.Drawing;  
using System.Linq;  
using System.Text;  
using System.Threading;  
using System.Threading.Tasks;  
using System.Windows.Forms;  
using SkyeTek.Tags;  
using SkyeTek.Devices;  
using SkyeTek.STPv3;  
using SkyeTek.Readers;  
using System.Collections;  
using System.Data.OleDb;  
namespace PFC___RFID_con_Access  
{  
  public partial class Form1 : Form  
  {  
    public Form1()  
    {  
      InitializeComponent();  
    }  
 
    ArrayList myTags = new ArrayList();  
    const Boolean MUX_ENABLE = false;  
    const int iterations = 10000;  
    Controller c = new Controller();  
    string[] Tarjetas = new string [20];  
    int tagleidos = 0;  
    string[] Tarjetas_ant = new string[20];  
    int tagleidos_ant = 0;  
    bool boton2 = false;  
    bool cb2 = false;  
    bool timer = false;  
    bool pararhilolectura = false;  
    bool arranque = true;  
    int tiempoauto = 10000;  
    string Puesto = "1";  




    string PT = "1.1";  
    bool f = false;  
    private void Form1_Load(object sender, EventArgs e)  
    {  
      comboBox1.Text = "01";  
      comboBox2.Text = "10 Segundos";  
      arrancar();  
    }  
    private void arrancar() {  
      try  
      {  
        c.CreateUSBDevice();  
        c.CreateReader();  
 
 
        c.SetTagType(TagType.AUTO_DETECT);  
        Status("Lector cliente RFID para Microsoft 
Access.\r\nIniciado en: " + DateTime.Now.ToString() + ".\r\n");  
        Status("USB Device Created.\r\nSkyetek Reader Created.");  
        Status (String.Format("Reader Name: {0}\r\n", c.GetName()));  
        c.Stop();  
        timer1.Stop();  
        timer1.Enabled = false;  
        button0.Enabled = true;  
        button1.Enabled = true;  
        comboBox2.Enabled = true;  
        label2.Enabled = true;  
        checkBox4.Enabled = true;  
        groupBox3.Enabled = true;  
      }  
      catch (Exception)  
      {  
        Status("\r\n Dispositivo RFID no encontrado. Conéctelo al 
puerto USB.\r\n");  
        timer1.Enabled = true;  
        timer1.Interval = 800;  
        timer1.Start();  
        button0.Enabled = false;  
        button1.Enabled = false;  
        comboBox2.Enabled = false;  
        groupBox3.Enabled = false;  
        checkBox4.Enabled = false;  
      }  
    }  
 
 
    private void leetarjeta()  
    {  
      //LEER TARJETAS  
      myTags = c.GetTags();  
      string lectura = "";  




      foreach (string k in myTags)  
      {  
        lectura += k.ToString() + "&";  
      }  
      lectura = lectura.TrimEnd(&apos;&&apos;);  
      bool tag = false;  
      for (int j = 0; j < 20; j++) { Tarjetas_ant[j] = Tarjetas[j]; 
}  
      tagleidos_ant = tagleidos;  
      tagleidos=0;  
      Array.Clear(Tarjetas, 0, 20);  
      for (int i = 0; i < lectura.Length; i++)  
      {  
        if (lectura[i] == &apos;&&apos;) { tag = false; }  
        if (tag == true) {  
          Tarjetas[tagleidos] += lectura[i];  
        }  
        else { if (lectura[i] == &apos;-&apos;) { tag = true; 
tagleidos++; } }  
      }  
      //Tarjetas activas:  
      VisualizaActivas("limpia");  
      if (tagleidos == 1) { VisualizaActivas(" "); }  
      for (int i = 1; i < tagleidos+1; i++)  
 
 
      { VisualizaActivas(" " + Tarjetas[i] );}  
      //Status:  
      if (((checkBox3.Checked == true) && (boton2 == 
true))||(boton2==false))  
      {  
        String hora = DateTime.Now.Hour.ToString("D2") + ":" + 
DateTime.Now.Minute.ToString("D2") + ":" + 
DateTime.Now.Second.ToString("D2");  
        VisualizaStatus(hora + " - Detectadas " + 
tagleidos.ToString() + " tarjetas:");  
        for (int i = 1; i < tagleidos + 1; i++)  
        { VisualizaStatus(" " + Tarjetas[i]); }  
        VisualizaStatus("");  
      }  
      //Avisos:  
      if ((checkBox2.Checked == true) && (boton2 == true))  
      {  
        int coincidencias = 0;  
        for (int i = 1; i < tagleidos + 1; i++)  
        {  
          for (int j = 1; j < tagleidos_ant + 1; j++) {  
            if (Tarjetas_ant[j] == Tarjetas[i]) { coincidencias++; }  
          }  
        }  
        int tnuevas = tagleidos - coincidencias;  




        int tquitadas = tagleidos_ant - coincidencias;  
        if((tnuevas>0)||(tquitadas>0)){  
 
 
          string mensaje = "";  
          if (tnuevas == 1) { mensaje = "1 tarjeta nueva 
detectada."; }  
          if (tnuevas > 1) { mensaje = tnuevas + " tarjetas nuevas 
detectadas."; }  
          if ((tnuevas > 0) && (tquitadas > 0)) { mensaje += "\r\n"; 
}  
          if (tquitadas == 1) { mensaje += "1 tarjeta extraida.";}  
          if (tquitadas > 1) { mensaje += tquitadas + " tarjetas 
extraidas."; }  
          LanzaAviso(mensaje);  
        }  
      }  
      //Guardar en Access si auto:  
      if (checkBox4.Checked == true) { BBDDReset(); }  
      if ((checkBox1.Checked == true) && (boton2 == true))  
      {  
        for (int j = 1; j < tagleidos + 1; j++){  
          PT = Puesto+"."+j;  
          BBDDInsertar(PT, Tarjetas[j]);  
        }  
      }  
    }  
    public void Status(string mensaje)  
    {  
      textBox1.AppendText(mensaje + "\r\n");  
    }  
 
    public static bool BBDDInsertar(string Puesto, string Tag)  
    {  
      bool fl;  
      try  
      {  
        OleDbConnection MyConnection = new 
OleDbConnection(@"Provider=Microsoft.Jet.OLEDB.4.0; User 
ID=;Password=; Data Source=RFID.mdb;Persist Security Info=False");  
        OleDbCommand CommandQuery = new OleDbCommand("INSERT INTO 
Tarjetas(PuestoNTag, Hora, Tag) VALUES(&apos;" + Puesto + 
"&apos;,&apos;" + DateTime.Now.ToString() + "&apos;,&apos;" + Tag + 
"&apos;)", MyConnection);  
        OleDbDataAdapter add = new OleDbDataAdapter();  
        MyConnection.Open();  
        add.InsertCommand = CommandQuery;  
        add.InsertCommand.ExecuteNonQuery();  
        MyConnection.Close();  
        fl = true;  
      }  




      catch { fl = false; }  
      return fl;  
    }  
    public static bool BBDDReset()  
    {  
      bool fl;  
      try  
      {  
 
        OleDbConnection MyConnection = new 
OleDbConnection(@"Provider=Microsoft.Jet.OLEDB.4.0; User 
ID=;Password=; Data Source=RFID.mdb;Persist Security Info=False");  
        OleDbCommand CommandQuery = new OleDbCommand("DELETE FROM 
Tarjetas", MyConnection);  
        OleDbDataAdapter delete = new OleDbDataAdapter();  
        MyConnection.Open();  
        delete.DeleteCommand = CommandQuery;  
        delete.DeleteCommand.ExecuteNonQuery();  
        MyConnection.Close();  
        fl = true;  
      }  
      catch { fl = false; }  
      return fl;  
    }  
    public delegate void DelegadoStatus(string mensaje);  
    void VisualizaStatus(string mensaje) { Invoke(new 
DelegadoStatus(VisualizarenStatus), new object[] { mensaje }); }  
    void VisualizarenStatus(string mensaje)  
    {  
      textBox1.AppendText(mensaje + "\r\n");  
    }  
    public delegate void DelegadoActivas(string mensaje);  
    void VisualizaActivas(string mensaje) { Invoke(new 
DelegadoActivas(VisualizarenActivas), new object[] { mensaje }); }  
 
 
    void VisualizarenActivas(string mensaje)  
    {  
      if (mensaje == "limpia") { textBox2.Clear(); 
textBox2.AppendText("\r\n"); }  
      else { textBox2.AppendText("\r\n"+mensaje); }  
    }  
    public delegate void DeleadoAvisos(string mensaje);  
    void LanzaAviso(string mensaje) { Invoke(new 
DeleadoAvisos(LanzarAviso), new object[] { mensaje }); }  
    void LanzarAviso(string mensaje)  
    {  
      Form2 Ver = new Form2();  
      Ver.Aviso = mensaje;  
      Ver.Show();  
    }  




    void finTemporizacion(object o)  
    {  
      leetarjeta();  
    }  
    void lecturacontinua()  
    {  
      System.Threading.Timer temporizador = new 
System.Threading.Timer(new 
System.Threading.TimerCallback(finTemporizacion), 0, 0, tiempoauto);  
 
 
      while (pararhilolectura == false) { Thread.Sleep(1); }  
      temporizador.Dispose();  
    }  
    private void button0_Click(object sender, EventArgs e)  
    {  
      leetarjeta();  
    }  
    private void button1_Click(object sender, EventArgs e)  
    {  
      if (checkBox4.Checked == true) { BBDDReset(); }  
      for (int j = 1; j < tagleidos + 1; j++)  
      {  
        PT = Puesto + "." + j;  
        BBDDInsertar(PT, Tarjetas[j]);  
      }  
      Status("Tags Guardados en la base de datos.");  
      Status("");  
    }  
    private void button2_Click(object sender, EventArgs e)  
    {  
      if (boton2 == true)  
      {  
        button2.Text = "Activar";  
        button2.BackColor = Color.DarkSeaGreen;  
        boton2 = false;  
        pararhilolectura = true;  
 
 
        String hora = DateTime.Now.Hour.ToString("D2") + ":" + 
DateTime.Now.Minute.ToString("D2") + ":" + 
DateTime.Now.Second.ToString("D2");  
        Status(hora + " - Finalizado el ciclo automático de 
lectura.");  
        Status("");  
      }  
      else {  
        button2.Text = "Detener";  
        button2.BackColor = Color.LightCoral;  
        boton2 = true;  
        pararhilolectura = false;  




        Thread hilolectura = new Thread(lecturacontinua);  
        hilolectura.Start();  
        String hora = DateTime.Now.Hour.ToString("D2") + ":" + 
DateTime.Now.Minute.ToString("D2") + ":" + 
DateTime.Now.Second.ToString("D2");  
        Status(hora + " - Inicio del ciclo automático de lectura.");  
        Status("");  
      }  
    }  
    private void timer1_Tick(object sender, EventArgs e)  
    {  
      if (timer == false)  
      {  
        timer1.Interval = 200;  
        textBox1.Clear();  
        timer = true;  
 
 
      }  
      else  
      {  
        timer1.Interval = 800;  
        arrancar();  
        timer = false;  
      }  
    }  
    private void timer2_Tick(object sender, EventArgs e)  
    {  
      pararhilolectura = false;  
      Thread hilolectura = new Thread(lecturacontinua);  
      hilolectura.Start();  
      timer2.Stop();  
      timer2.Enabled = false;  
      if (cb2 == true)  
      {  
        Status("Frecuencia de lectura automática cambiada a: " + 
comboBox2.Text + ".");  
        Status("");  
        cb2 = false;  
      }  
    }  
    private void notifyIcon1_MouseDoubleClick(object sender, 
MouseEventArgs e)  
    {  
      this.Show();  
      this.WindowState = FormWindowState.Normal;  
 
 
      notifyIcon1.Visible = false;  
    }  
    private void Form1_Resize(object sender, EventArgs e)  




    {  
      if (this.WindowState == FormWindowState.Minimized)  
      {  
        this.Visible = false;  
        notifyIcon1.Visible = true;  
      }  
    }  
    private void comboBox1_SelectedIndexChanged(object sender, 
EventArgs e)  
    {  
      Puesto = comboBox1.Text;  
      if (arranque == false)  
      {  
        Status("Puesto establecido en: " + comboBox1.Text + ".");  
        Status("");  
      }  
    }  
    private void comboBox2_SelectedIndexChanged(object sender, 
EventArgs e)  
    {  
      switch (comboBox2.Text)  
      {  
 
 
      case "01 Segundo":  
        tiempoauto = 1000;  
        break;  
      case "02 Segundos":  
        tiempoauto = 2000;  
        break;  
      case "03 Segundos":  
        tiempoauto = 3000;  
        break;  
      case "04 Segundos":  
        tiempoauto = 4000;  
        break;  
      case "05 Segundos":  
        tiempoauto = 5000;  
        break;  
      case "06 Segundos":  
        tiempoauto = 6000;  
        break;  
      case "07 Segundos":  
        tiempoauto = 7000;  
        break;  
      case "08 Segundos":  
        tiempoauto = 8000;  
        break;  
      case "09 Segundos":  
        tiempoauto = 9000;  
        break;  




      case "10 Segundos":  
        tiempoauto = 10000;  
        break;  
      case "15 Segundos":  
 
 
        tiempoauto = 15000;  
        break;  
      case "20 Segundos":  
        tiempoauto = 20000;  
        break;  
      case "30 Segundos":  
        tiempoauto = 30000;  
        break;  
      case "45 Segundos":  
        tiempoauto = 45000;  
        break;  
      case "01 Minuto":  
        tiempoauto = 60000;  
        break;  
      case "02 Minutos":  
        tiempoauto = 120000;  
        break;  
      case "05 Minutos":  
        tiempoauto = 300000;  
        break;  
      case "10 Minutos":  
        tiempoauto = 600000;  
        break;  
      case "30 Minutos":  
        tiempoauto = 1800000;  
        break;  
      }  
      if (boton2 == true)  
      {  
        cb2 = true;  
        pararhilolectura = true;  
 
 
        timer2.Enabled = true;  
        timer2.Start();  
      }  
      else {  
        if (arranque == false)  
        {  
          Status("Frecuencia de lectura automática cambiada a: " + 
comboBox2.Text + ".");  
          if (f == true) { Status("*NOTA: Para guardar en Access en 
modo sobrescritura, se recomiendan frecuencias superiores a 6 sg."); 
f = false; }  
          Status("");  




        }  
        else { arranque = false; }  
      }  
    }  
    private void checkBox1_CheckedChanged(object sender, EventArgs 
e)  
    {  
      if(checkBox1.Checked==true)  
      {  
        Status("Guardar en Access activado.");  
        Status("");  
      }  
      else{  
        Status("Guardar en Access desactivado.");  
        Status("");  




    }  
    private void checkBox2_CheckedChanged(object sender, EventArgs 
e)  
    {  
      if (checkBox2.Checked == true)  
      {  
        Status("Avisos activados.");  
        Status("");  
      }  
      else {  
        Status("Avisos desactivados.");  
        Status("");  
      }  
    }  
    private void checkBox3_CheckedChanged(object sender, EventArgs 
e)  
    {  
      if (checkBox3.Checked == true)  
      {  
        Status("Visualización en Status activada.");  
        Status("");  
      }  
      else {  
        Status("Visualización en Status desactivada.");  
        Status("");  
      }  




    private void checkBox4_CheckedChanged(object sender, EventArgs 
e)  




    {  
      string temp = comboBox2.Text;  
      if (checkBox4.Checked == true)  
      {  
        Status("Modo sobrescribir en base de datos activado.");  
        Status("");  
        comboBox2.Items.Remove("01 Segundo");  
        comboBox2.Items.Remove("02 Segundos");  
        comboBox2.Items.Remove("03 Segundos");  
        comboBox2.Items.Remove("04 Segundos");  
        comboBox2.Items.Remove("05 Segundos");  
        if (tiempoauto < 6000) {  
          f = true;  
          comboBox2.Text = "06 Segundos";  
 
        }  
      }  
      else  
      {  
        Status("Modo sobrescribir en base de datos desactivado.");  
        Status("");  
        comboBox2.Items.Clear();  
        comboBox2.Items.Add("01 Segundo");  
        comboBox2.Items.Add("02 Segundos");  
        comboBox2.Items.Add("03 Segundos");  
        comboBox2.Items.Add("04 Segundos");  
        comboBox2.Items.Add("05 Segundos");  
        comboBox2.Items.Add("06 Segundos");  
 
 
        comboBox2.Items.Add("07 Segundos");  
        comboBox2.Items.Add("08 Segundos");  
        comboBox2.Items.Add("09 Segundos");  
        comboBox2.Items.Add("10 Segundos");  
        comboBox2.Items.Add("15 Segundos");  
        comboBox2.Items.Add("20 Segundos");  
        comboBox2.Items.Add("30 Segundos");  
        comboBox2.Items.Add("45 Segundos");  
        comboBox2.Items.Add("01 Minuto");  
        comboBox2.Items.Add("02 Minutos");  
        comboBox2.Items.Add("05 Minutos");  
        comboBox2.Items.Add("10 Minutos");  
        comboBox2.Items.Add("30 Minutos");  
      }  
      arranque = true;  
      comboBox2.Text=temp;  
    }  
  }  
  public class Controller  
  {  
    private Tag tag;  




    private ArrayList tagList;  
    private Device device;  
    private STPv3Reader reader;  
    //Time delay used between requests and responses  
    private static int delay = 5; //ms  
 
 
    //Constructor initializes data structure to hold tags and tag 
type  
    public Controller()  
    {  
      tagList = new ArrayList();  
      tag = new Tag();  
    }  
    //Create a device from the first module detected on the USB bus  
    public Boolean CreateUSBDevice()  
    {  
      Device[] devices;  
      devices = USBDeviceFactory.Enumerate();  
      if (devices.Length == 0)  
      {  
        //Console.Out.WriteLine("No USB devices found");  
        return false;  
      }  
      else  
      {  
        device = devices[0];  
        return true;  
      }  
    }  
    //Create a device from a module connected to COM1 serial port  
    public Boolean CreateSerialDevice()  
    {  
 
 
      device = new SerialDevice();  
      try  
      {  
        device.Address = "COM1";  
      }  
      catch (Exception ex)  
      {  
        Console.Out.WriteLine("EXCEPTION:" + ex.ToString());  
      }  
      return true;  
    }  
    //Create a skyetek reader from a skyetek device. Set default tag 
type.  
    public void CreateReader()  
    {  
      device.Open();  




      reader = new STPv3Reader(device);  
    }  
    //Wrapper for opening device.  
    public void Start()  
    {  
      device.Open();  
    }  
    //Wrapper for closing device  
    public void Stop()  
    {  
      device.Close();  
 
 
    }  
    public void SetTagType(TagType type)  
    {  
      tag.Type = type;  
    }  
    public TagType GetTagType()  
    {  
      return tag.Type;  
    }  
    public String GetProduct()  
    {  
      return reader.ProductCode;  
    }  
    public String GetName()  
    {  
      return reader.ReaderName;  
    }  
    //Returns the number of ports  
    public int GetMuxPorts()  
    {  
      //used for READ_SYSTEM_PARAMETER which returns an array of 
bytes  
      //the data field for the mux system parameter is 1 byte in 
length  
      byte[] m = new byte[1];  
      m[0] = 0;  
 
 
      int ports = 0;  
      //Build switch mux request.  
      STPv3Response response;  
      STPv3Request requestMux = new STPv3Request();  
      requestMux.Command = STPv3Commands.READ_SYSTEM_PARAMETER;  
      requestMux.Address = 0x000A;  
      requestMux.Blocks = 0x01;  
      //send request and parse response  
      try  
      {  




        requestMux.Issue(device);  
        response = requestMux.GetResponse();  
        if (response != null && response.ResponseCode == 
STPv3ResponseCode.READ_SYSTEM_PARAMETER_PASS)  
        {  
          if (reader.ProductCode == "0002")  
          {  
            //check for 4 port HF mux  
            m[0] = 1;  
            if (response.Data[0] == m[0])  
            {  
              ports = 4;  
            }  
            //check for 8 port HF mux  
            m[0] = 2;  
            if (response.Data[0] == m[0])  
            {  
 
 
              ports = 8;  
            }  
          }  
          if (reader.ProductCode == "0007" || reader.ProductCode == 
"0009")  
          {  
            //check for 4 port UHF mux  
            m[0] = 5;  
            if (response.Data[0] == m[0])  
            {  
              ports = 4;  
            }  
            //check for 8 port UHF mux  
            m[0] = 6;  
            if (response.Data[0] == m[0])  
            {  
              ports = 8;  
            }  
          }  
        }  
      }  
      catch (Exception ex)  
      {  
        Console.Out.WriteLine("EXCEPTION:" + ex.ToString());  
      }  
      return ports;  
    }  
 
 
    //Opens a specific mux port  
    public Boolean SetMuxPort(byte port)  
    {  




      //used for WRITE_SYSTEM_PARAMETER which expects an array of 
bytes  
      //the data field for the mux system parameter is 1 byte in 
length  
      byte[] p = new byte[1];  
      p[0] = port;  
      //Build switch mux request.  
      STPv3Response response;  
      STPv3Request requestMux = new STPv3Request();  
      requestMux.Command = STPv3Commands.WRITE_SYSTEM_PARAMETER;  
      requestMux.Address = 0x000A;  
      requestMux.Blocks = 0x01;  
      requestMux.Data = p;  
      //send request  
      try  
      {  
        requestMux.Issue(device);  
        response = requestMux.GetResponse();  
        if (response != null && response.ResponseCode == 
STPv3ResponseCode.WRITE_SYSTEM_PARAMETER_PASS)  
        {  
          return true;  
        }  
      }  
      catch (Exception ex)  
 
 
      {  
        Console.Out.WriteLine("EXCEPTION:" + ex.ToString());  
      }  
      return false;  
    }  
    //Perform an Inventory Select to get a list of all tags in the 
field  
    public ArrayList GetTags()  
    {  
      //start each time with empty list  
      tagList.Clear();  
      //Build select tag request.  
      STPv3Response response;  
      STPv3Request requestTag = new STPv3Request();  
      requestTag.Tag = tag;  
      requestTag.Command = STPv3Commands.SELECT_TAG;  
      requestTag.Inventory = true;  
      try  
      {  
        //Send select tag request and get first response.  
        requestTag.Issue(device);  
        response = requestTag.GetResponse();  
        //while (response == null)  
        //{  




        //retry  
        // Thread.Sleep(delay);  
        // response = requestTag.GetResponse();  
        // Console.Out.WriteLine("null resp");  
 
 
        //}  
        if (response == null)  
        {  
          Console.Out.WriteLine("null resp");  
          tagList.Clear();  
          return tagList;  
        }  
        //Continue getting responses and terminate parsing tag 
ID&apos;s upon finding SELECT_TAG_INVENTORY_DONE.  
        while (response.ResponseCode != 
STPv3ResponseCode.SELECT_TAG_INVENTORY_DONE)  
        {  
          if (response.ResponseCode == 
STPv3ResponseCode.SELECT_TAG_PASS)  
          {  
            // Add tag to list  
            string tid = String.Join("", Array.ConvertAll<byte, 
string>(response.TID, delegate(byte value) { return 
String.Format("{0:X2}", value); }));  
            tagList.Add(response.TagType + "-" + tid);  
          }  
          response = requestTag.GetResponse();  
          if (response == null)  
          {  
            Console.Out.WriteLine("null resp");  
            tagList.Clear();  
            return tagList;  
          }  
          /*  
int counter = 0;  






response = requestTag.GetResponse();  
Console.Out.WriteLine("null resp");  
//counter++;  
//if (counter > 3)  
//{  








        }  
      }  
      catch (Exception ex)  
      {  
        Console.Out.WriteLine("EXCEPTION:" + ex.ToString());  
      }  
      return tagList;  
    }  





1.2 Código de la aplicación en VBA 
MÓDULO “FUNCIONES” 
Option Compare Database  
Function tiempo(ByVal contador As String, ByVal incremento As Integer) As String  
'Incrementa un contador de tiempo con formato "xh xm xs" los segundos que le 
indiquemos en "incremento"  
'Ejemplo de llamada:  
'Dim Hora As String, inc As Integer, res As String  
'inc = 10  
'Hora = "5h 6m 8s"  
'res = Funciones.Tiempo(Hora, inc)  
Dim ph As Integer, pm As Integer, ps As Integer, seg As Integer, min As Integer, 
horr As Integer  
ph = InStr(contador, "h")  
pm = InStr(contador, "m")  




ps = InStr(contador, "s")  
horr = Mid(contador, 1, ph - 1)  
min = Mid(contador, ph + 2, pm - ph - 2)  
seg = Mid(contador, pm + 2, ps - pm - 2)  
seg = seg + incremento  
If seg >= 60 Then  
seg = seg - 60  
min = min + 1  
If min >= 60 Then  
horr = horr + 1  
min = min - 60  
End If  
End If  
tiempo = CStr(horr) + "h " + CStr(min) + "m " + CStr(seg) + "s"  
End Function  
Function Tiempo2(ByVal contador As String, ByVal incremento As String) As 
String  
'Incrementa un contador de tiempo con formato "xh xm xs" el tiempo que le 
indiquemos en "incremento" con formato "xh xm xs"  
'Ejemplo de llamada:  
'Dim Hora As String, inc As String  
'Hora = "5h 45m 58s"  




'inc = "2h 35m 8s"  
'res = Funciones.Tiempo2(Hora, inc)  
Dim ph As Integer, pm As Integer, ps As Integer, seg As Integer, min As Integer, 
horr As Integer  
Dim ph2 As Integer, pm2 As Integer, ps2 As Integer, seg2 As Integer, min2 As 
Integer, horr2 As Integer  
ph = InStr(contador, "h")  
pm = InStr(contador, "m")  
ps = InStr(contador, "s")  
ph2 = InStr(incremento, "h")  
pm2 = InStr(incremento, "m")  
ps2 = InStr(incremento, "s")  
horr = Mid(contador, 1, ph - 1)  
min = Mid(contador, ph + 2, pm - ph - 2)  
seg = Mid(contador, pm + 2, ps - pm - 2)  
horr2 = Mid(incremento, 1, ph2 - 1)  
min2 = Mid(incremento, ph2 + 2, pm2 - ph2 - 2)  
seg2 = Mid(incremento, pm2 + 2, ps2 - pm2 - 2)  
seg = seg + seg2  
min = min + min2  
horr = horr + horr2  
If seg >= 60 Then  




seg = seg - 60  
min = min + 1  
End If  
If min >= 60 Then  
horr = horr + 1  
min = min - 60  
End If  
Tiempo2 = CStr(horr) + "h " + CStr(min) + "m " + CStr(seg) + "s"  
End Function  
 
Function Intervalo(ByVal Inicio As Date, fin As Date) As String  
'Calcula la diferencia entre dos fechas y devuelve el resultado con formato "xh xm 
xs"  
'Ejemplo de llamada:  
'Dim inicio As Date, fin As Date, res As String  
'inicio = "01/02/2013 19:50:41"  
'fin = "16/02/2013 09:03:41"  
'res = Funciones.Intervalo(inicio, fin)  
Dim interv As Date, minutostotal As Long, segundostotal As Long, Horas As Long, 
Minutos As Long, Segundos As Long  
interv = fin - Inicio  
Horas = Int(CSng(interv * 24))  




minutostotal = Int(CSng(interv * 1440))  
segundostotal = Int(CSng(interv * 86400))  
Minutos = minutostotal Mod 60  
Segundos = segundostotal Mod 60  
Intervalo = Horas & "h " & Minutos & "m " & Segundos & "s "  
End Function  
Function Antigua(ByVal Fecha1 As Date, Fecha2 As Date) As Date  
'Devuelve la fecha más antigua de dos que recive como parámetros  
If Fecha1 > Fecha2 Then  
Antigua = Fecha2  
Else  
Antigua = Fecha1  
End If  
End Function  
Function CalculaCoste(ByVal Puesto As String, ejecucion As String) As String  
'Calcula el coste de una OF a su paso por un puesto  
Dim coste As Integer, costeh As Integer, costemin As Double, id As Integer  
Dim ph As Integer, pm As Integer, min As Integer, horr As Integer  
ph = InStr(ejecucion, "h")  
pm = InStr(ejecucion, "m")  
horr = Mid(ejecucion, 1, ph - 1)  
min = Mid(ejecucion, ph + 2, pm - ph - 2)  




id = DLookup("id", "public_resource_resource", "code= '" + Puesto + "'")  
costeh = DLookup("costs_hour", "public_mrp_workcenter", "resource_id = " & id)  
costemin = costeh / 60  
coste = costeh * horr  
CalculaCoste = coste + min * costemin  
End Function  
Function GuardaHistorico(Registro() As String)  
Set rs14 = CurrentDb.OpenRecordset("Histórico de OFs ejecutadas")  
With rs14  
.AddNew  
rs14!OF = Registro(1)  
rs14!Tag = Registro(2)  
If (Registro(3) = "") Then  
Else: rs14!Ejecución_P1 = Registro(3)  
End If  
If (Registro(4) = "") Then  
Else: rs14!Comienzo_P1 = Registro(4)  
End If  
If (Registro(5) = "") Then  
Else: rs14!Fin_P1 = Registro(5)  
End If  
If (Registro(6) = "") Then  




Else: rs14!Intervalo_P1 = Registro(6)  
End If  
If (Registro(7) = "") Then  
Else: rs14!Coste_P1 = Registro(7)  
End If  
If (Registro(8) = "") Then  
Else: rs14!Ejecución_P2 = Registro(8)  
End If  
If (Registro(9) = "") Then  
Else: rs14!Comienzo_P2 = Registro(9)  
End If  
If (Registro(10) = "") Then  
Else: rs14!Fin_P2 = Registro(10)  
End If  
If (Registro(11) = "") Then  
Else: rs14!Intervalo_P2 = Registro(11)  
End If  
If (Registro(12) = "") Then  
Else: rs14!Coste_P2 = Registro(12)  
End If  
If (Registro(13) = "") Then  
Else: rs14!Ejecución_P3 = Registro(13)  




End If  
If (Registro(14) = "") Then  
Else: rs14!Comienzo_P3 = Registro(14)  
End If  
If (Registro(15) = "") Then  
Else: rs14!Fin_P3 = Registro(15)  
End If  
If (Registro(16) = "") Then  
Else: rs14!Intervalo_P3 = Registro(16) 
End If  
If (Registro(17) = "") Then  
Else: rs14!Coste_P3 = Registro(17)  
End If  
If (Registro(18) = "") Then  
Else: rs14!Ejecución_P4 = Registro(18)  
End If  
If (Registro(19) = "") Then  
Else: rs14!Comienzo_P4 = Registro(19)  
End If  
If (Registro(20) = "") Then  
Else: rs14!Fin_P4 = Registro(20)  
End If  




If (Registro(21) = "") Then  
Else: rs14!Intervalo_P4 = Registro(21)  
End If  
If (Registro(22) = "") Then  
Else: rs14!Coste_P4 = Registro(22)  
End If  
If (Registro(23) = "") Then  
Else: rs14!Ejecución_P5 = Registro(23)  
End If  
If (Registro(24) = "") Then  
Else: rs14!Comienzo_P5 = Registro(24)  
End If  
If (Registro(25) = "") Then  
Else: rs14!Fin_P5 = Registro(25)  
End If  
If (Registro(26) = "") Then  
Else: rs14!Intervalo_P5 = Registro(26)  
End If  
If (Registro(27) = "") Then  
Else: rs14!Coste_P5 = Registro(27)  
End If  
rs14!Inicio_OF = Registro(28)  




rs14!Finalización_OF = Registro(29)  
rs14!Total_Ejecución_OF = Registro(30)  
rs14!Total_Intervalo_OF = Registro(31)  
rs14!Total_Coste_OF = Registro(32)  
.Update  
End With  
End Function  
Function OFs() 'FUNCIÓN PARA ACTUALIZAR TODAS LAS TABLAS DE 
DATOS DE OFs.  
'Variables:  
Dim temp As Integer  
temp = 10 '-->Variable TEMP a la que le daremos el valor de tiempo en segundos 
con el que llamamos a la función  
Dim ok As Boolean  
ok = False  
Dim rs8 As DAO.Recordset  
Dim rs9 As DAO.Recordset  
Dim rs10 As DAO.Recordset  
Dim rs11 As DAO.Recordset  
Dim rs12 As DAO.Recordset  
Dim rs14 As DAO.Recordset  
Dim rs20 As DAO.Recordset  




Set rs8 = CurrentDb.OpenRecordset("OFs Puestos") '-->Tabla oculta para importar 
datos de las tablas Vinculadas y trabajar con ellos (Se podría haber usado también 
una matriz)  
Set rs9 = CurrentDb.OpenRecordset("OFs Puestos en espera") '-->Tabla oculta para 
importar datos de las tablas Vinculadas y trabajar con ellos (Se podría haber usado 
también una matriz)  
Set rs10 = CurrentDb.OpenRecordset("OFs finalizadas")  
Set rs11 = CurrentDb.OpenRecordset("OFs en ejecución")  
Set rs12 = CurrentDb.OpenRecordset("OFs en espera")  
Set rs13 = CurrentDb.OpenRecordset("OFs finalizadas por puesto")  
Set rs14 = CurrentDb.OpenRecordset("Histórico de OFs ejecutadas")  
Set rs20 = CurrentDb.OpenRecordset("Operarios activos")  
 
 
'#"OFs en espera"  
'->Quitamos y actualizamos la Hora:  
If rs12.RecordCount > 0 Then  
rs12.MoveFirst  
Dim Hora As String  
Do While Not rs12.EOF()  
If rs9.RecordCount > 0 Then  
rs9.MoveFirst  
End If  




ok = False  
Do While Not rs9.EOF()  
If rs12!Tag = rs9!Tag Then  
ok = True  
Hora = rs9!Hora  
End If  
rs9.MoveNext  
Loop  
If ok = False Then  
DoCmd.RunSQL "DELETE FROM [OFs en espera] WHERE [Tag]='" + rs12!Tag + 
"'"  
Else  
With rs12  
.Edit  
rs12!Hora = Hora  
.Update  
End With  
End If  
rs12.MoveNext  
Loop  
End If  
'->Añadimos:  




If rs9.RecordCount > 0 Then  
rs9.MoveFirst  
Do While Not rs9.EOF()  
If rs12.RecordCount > 0 Then  
rs12.MoveFirst  
End If  
ok = False  
Do While Not rs12.EOF()  
If rs9!Tag = rs12!Tag Then  
ok = True  
End If  
rs12.MoveNext  
Loop  
If ok = False Then  
With rs12  
.AddNew  
rs12!PuestoNTag = rs9!PuestoNTag  
rs12!Tag = rs9!Tag  
rs12!OF = DLookup("name", "public_mrp_production", "x_Tag= '" + rs9!Tag + "'")  
rs12!Hora = rs9!Hora  
rs12!Hora_inicio = rs9!Hora  
.Update  




End With  
End If  
rs9.MoveNext  
Loop  
End If  
'Actualizamos la tabla de #"OFs finalizadas por puesto" y quitamos las finalizadas de 
#"OFs en ejecución"  
If rs11.RecordCount > 0 Then  
rs11.MoveFirst  
End If  
Do While Not rs11.EOF()  
If rs8.RecordCount > 0 Then  
rs8.MoveFirst  
End If  
ok = False  
Do While Not rs8.EOF()  
If rs11!Tag = rs8!Tag Then  
ok = True  
End If  
rs8.MoveNext  
Loop  
If ok = False Then  




With rs13  
.AddNew  
rs13!PuestoNTag = rs11!PuestoNTag  
rs13!Tag = rs11!Tag  
rs13!OF = DLookup("name", "public_mrp_production", "x_Tag= '" + rs11!Tag + "'")  
rs13!Tiempo_de_ejecución = rs11!Tiempo_de_ejecución  
rs13!Comienzo = rs11!Hora_inicio  
rs13!fin = rs11!Hora  
rs13!Intervalo_de_tiempo = Funciones.Intervalo(rs13!Comienzo, rs13!fin)  
.Update  
End With  
DoCmd.RunSQL "DELETE FROM [OFs en ejecución] WHERE [Tag]='" + 
rs11!Tag + "'"  
End If  
rs11.MoveNext  
Loop  
'Añadimos las nuevas y actualizamos los tiempos a la tabla #"OFs en ejecución"  
If rs8.RecordCount > 0 Then  
rs8.MoveFirst  
Dim Pu As String, Ho As String, Taa As String  
Do While Not rs8.EOF()  
ok = False  




Pu = rs8!PuestoNTag  
Ho = rs8!Hora  
Taa = rs8!Tag  
If rs11.RecordCount > 0 Then  
rs11.MoveFirst  
End If  
Do While Not rs11.EOF()  
If Taa = rs11!Tag Then  
ok = True  
End If  
rs11.MoveNext  
Loop  
With rs11  
'->Si el tag NO está en la tabla añadimos el registro 
If ok = False Then  
.AddNew  
rs11!PuestoNTag = Pu  
rs11!Hora_inicio = Ho  
rs11!Hora = Ho  
rs11!Tag = Taa  
rs11!OF = DLookup("name", "public_mrp_production", "x_Tag= '" + Taa + "'")  
rs11!Tiempo_de_ejecución = "0h 0m 0s"  






'->Si el tag SI está en la tabla actualizamos la hora  
If rs11.RecordCount > 0 Then  
rs11.MoveFirst  
Do While Not rs11.EOF()  
If rs11!Tag = Taa Then  
With rs11  
.Edit 
rs11!Hora = Ho  
.Update  
End With  
End If  
rs11.MoveNext  
Loop  
End If  
'->y si el operario está en el puesto con la OF incrementamos 'TEMP' segundos el 
campo "Tiempo_de_ejecución":  
Dim Puesto As String, Num As String, Buscar As String  
Dim ph As Integer, pm As Integer, ps As Integer, seg As Integer, min As Integer, 
horr As Integer  
Puesto = Mid(Pu, 1, 2)  




Num = Mid(Pu, 4, 4)  
If Num = "1" Then  
Buscar = Puesto + ".2"  
Else 
Buscar = Puesto + ".1"  
End If  
If (IsNull(DLookup("PuestoNTag", "[Operarios activos]", "PuestoNTag= '" + Buscar 
+ "'"))) Then  
Else  
If rs11.RecordCount > 0 Then  
rs11.MoveFirst  
Do While Not rs11.EOF()  
If rs11!Tag = Taa Then  
With rs11  
.Edit 
rs11!Tiempo_de_ejecución= Funciones.tiempo(rs11!Tiempo_de_ejecución, temp)  
rs11!Hora = Ho  
.Update  
End With  
End If  
rs11.MoveNext  
Loop  




End If  
End If  
End If  
End With  
rs8.MoveNext  
Loop  
End If  
  




'#Histórico de OFs ejecutadas  
'Si se detecta un tag nuevo en la tabla vinculada de "OFs finalizadas", se quita toda la 
información sobre ese tag de "OFs finalizadas por puestos"  
'para añadirla al "Histórico de OFs ejecutadas", dando así totalmente por finalizada la 
OF.  
If rs10.RecordCount > 0 Then  
rs10.MoveFirst  
Do While Not rs10.EOF()  
Dim Registro(32) As String, Cont(20) As Integer, Tags(20, 5) As String  
Dim i As Integer, j As Integer, X As Integer, Finalizacion As String, Inicio As 
String, TEjecucion As String, TIntervalo As String  
i = 0  
TEjecucion = "0h, 0m, 0s"  
TIntervalo = "0h, 0m, 0s"  
If rs13.RecordCount > 0 Then  
rs13.MoveFirst  
End If  
Do While Not rs13.EOF()  
If rs10!Tag = rs13!Tag Then  
i = i + 1  
Tags(i, 1) = Mid(rs13!PuestoNTag, 1, 2) 'Cogemos sólo el puesto (dejamos el nº de 
tag)  
Tags(i, 2) = rs13!Tiempo_de_ejecución 




Tags(i, 3) = rs13!Comienzo  
Tags(i, 4) = rs13!fin  
If i = 1 Then  
Inicio = rs13!Comienzo  
Else  
Inicio = Funciones.Antigua(Inicio, rs13!Comienzo)  
End If  
Finalizacion = rs13!fin 'Para la fecha de finalización de OF vamos quedándonos con 
la última fecha de finalización por puesto que aparece. (Por orden de aparición, en 
teoría no sería necesario buscar la fecha más reciente/antigua ya que las OFs se 
guardan a medida que se terminan)  
Tags(i, 5) = rs13!Intervalo_de_tiempo  
TEjecucion = Funciones.Tiempo2(TEjecucion, Tags(i, 2))  
TIntervalo = Funciones.Tiempo2(TIntervalo, Tags(i, 5))  
Registro(1) = rs13!OF  
Registro(2) = rs13!Tag  
Registro(7) = 0 ' Es necesario iniciar a cero los costes para que los campos vacios no 
dean error al calcularlos. 
Registro(12) = 0  
Registro(17) = 0  
Registro(22) = 0  
Registro(27) = 0  
End If  






If i > 1 Then 'Si hay algo  
For j = 1 To i 'Para cada registro encontrado con ese Tag...  
Cont(Tags(j, 1)) = Cont(Tags(j, 1)) + 1 'Se indica que se va a guardar un registro 
nuevo para ese puesto  
If Tags(j, 1) = 1 Then: X = 3  
If Tags(j, 1) = 2 Then: X = 8  
If Tags(j, 1) = 3 Then: X = 13  
If Tags(j, 1) = 4 Then: X = 18  
If Tags(j, 1) = 5 Then: X = 23  
If Cont(Tags(j, 1)) = 1 Then 'Si es el primer registro para ese puesto  
Registro(X) = Tags(j, 2)  
Registro(X + 1) = Tags(j, 3)  
Registro(X + 2) = Tags(j, 4)  
Registro(X + 3) = Tags(j, 5)  
Registro(X + 4) = Funciones.CalculaCoste(Tags(j, 1), Tags(j, 2))  
End If  
If Cont(Tags(j, 1)) > 1 Then 'Si ya habíamos guardado previamente algún registro en 
ese puesto  
Registro(X) = Funciones.Tiempo2(Registro(X), Tags(j, 2))  
Registro(X + 2) = Tags(j, 4)  




Registro(X + 3) = Funciones.Tiempo2(Registro(X + 3), Tags(j, 5))  
Registro(X + 4) = Funciones.CalculaCoste(Tags(j, 1), Registro(X))  
End If  
Next j  
Registro(28) = Inicio  
Registro(29) = Finalizacion  
Registro(30) = TEjecucion  
Registro(31) = TIntervalo  
Registro(32) = CStr(CLng(Registro(7)) + CLng(Registro(12)) + CLng(Registro(17)) 
+ CLng(Registro(22)) + CLng(Registro(27)))  
res = Funciones.GuardaHistorico(Registro())  




Do While Not rs10.EOF()  
DoCmd.RunSQL "DELETE FROM [OFs finalizadas por puesto] WHERE [Tag]='" 
+ rs10!Tag + "'"  
rs10.MoveNext  
Loop  
End If  
rs8.Close  











End Function  
 
MÓDULO “ACTUALIZATABLAS”  
Option Compare Database  
Function Actualizar_Tablas()  
'Pasa los datos de las tablas vinculadas a los puestos a las tablas de OFs y Operarios 
activos según sea  
'Variables  
Dim OF As Boolean  
OF = False  
Dim PNT As String, hor As String, Ta As String  
Dim rs1 As DAO.Recordset  
Dim rs2 As DAO.Recordset  
Dim rs3 As DAO.Recordset  
Dim rs4 As DAO.Recordset  




Dim rs5 As DAO.Recordset  
Dim rs6 As DAO.Recordset  
Dim rs7 As DAO.Recordset  
Dim rs8 As DAO.Recordset  
Dim rs9 As DAO.Recordset  
Dim rs20 As DAO.Recordset  
Set rs1 = CurrentDb.OpenRecordset("Puesto 1")  
Set rs2 = CurrentDb.OpenRecordset("Puesto 2")  
Set rs3 = CurrentDb.OpenRecordset("Puesto 3")  
Set rs4 = CurrentDb.OpenRecordset("Puesto 4")  
Set rs5 = CurrentDb.OpenRecordset("Puesto 5")  
Set rs6 = CurrentDb.OpenRecordset("public_mrp_production")  
Set rs7 = CurrentDb.OpenRecordset("public_hr_employee")  
Set rs8 = CurrentDb.OpenRecordset("OFs Puestos") '-->Tabla oculta para importar 
datos de las tablas Vinculadas y trabajar con ellos (Se podría haber usado también 
una matriz)  
Set rs9 = CurrentDb.OpenRecordset("OFs Puestos en espera") '-->Tabla oculta para 
importar datos de las tablas Vinculadas y trabajar con ellos (Se podría haber usado 
también una matriz)  
Set rs20 = CurrentDb.OpenRecordset("Operarios activos")  
'#Tabla "OFs puestos en espera" (Oculta)  
'Como sólo hay OFs, borramos y cogemos todos los datos de las tablas vinculadas  
DoCmd.RunSQL "DELETE FROM [OFs Puestos en espera]", -1  




DoCmd.RunSQL "INSERT INTO [OFs Puestos en espera] ( PuestoNTag, Hora, Tag 
) SELECT [Espera 1].PuestoNTag, [Espera 1].Hora, [Espera 1].Tag FROM [Espera 
1];", 0  
DoCmd.RunSQL "INSERT INTO [OFs Puestos en espera] ( PuestoNTag, Hora, Tag 
) SELECT [Espera 2].PuestoNTag, [Espera 2].Hora, [Espera 2].Tag FROM [Espera 
2];", 0  
DoCmd.RunSQL "INSERT INTO [OFs Puestos en espera] ( PuestoNTag, Hora, Tag 
) SELECT [Espera 3].PuestoNTag, [Espera 3].Hora, [Espera 3].Tag FROM [Espera 
3];", 0  
DoCmd.RunSQL "INSERT INTO [OFs Puestos en espera] ( PuestoNTag, Hora, Tag 
) SELECT [Espera 4].PuestoNTag, [Espera 4].Hora, [Espera 4].Tag FROM [Espera 
4];", 0  
DoCmd.RunSQL "INSERT INTO [OFs Puestos en espera] ( PuestoNTag, Hora, Tag 
) SELECT [Espera 5].PuestoNTag, [Espera 5].Hora, [Espera 5].Tag FROM [Espera 
5];", 0  
'Asignamos nombres a tags de "OFs puestos en espera"  
If rs9.RecordCount > 0 Then  
rs9.MoveFirst  
Do While Not rs9.EOF()  
With rs9  
.Edit  
rs9!OF = DLookup("name", "public_mrp_production", "x_Tag= '" + rs9!Tag + "'")  
.Update  
End With  






End If  
rs9.Close  
 '#Tablas "OFs Puestos" (Oculta) y "Operarios activos"  
'Borramos las tablas "OFs Puestos" y "Operarios activos" para actualizarlas puesto a 
puesto:  
DoCmd.RunSQL "DELETE FROM [OFs Puestos]", -1  
DoCmd.RunSQL "DELETE FROM [Operarios activos]", -1  
'PUESTO 1  
If rs1.RecordCount > 0 Then  
rs1.MoveFirst  
Do While Not rs1.EOF()  
rs6.MoveFirst  
Do While Not rs6.EOF()  
If rs1!Tag = rs6!x_Tag Then  
PNT = rs1!PuestoNTag  
hor = rs1!Hora  
Ta = rs1!Tag  
OF = True  
End If  
rs6.MoveNext  





If OF = False Then  
If (IsNull(DLookup("[name_related]", "[public_hr_employee]", "[x_Tag]='" + 
rs1!Tag + "'"))) Then  
Else  
PNT = rs1!PuestoNTag  
hor = rs1!Hora  
Ta = rs1!Tag  
End If  
End If  
rs1.MoveNext  
If OF = True Then  
OF = False  
With rs8  
.AddNew  
rs8!PuestoNTag = PNT  
rs8!Hora = hor  
rs8!Tag = Ta  
rs8!OF = DLookup("name", "public_mrp_production", "x_Tag= '" + Ta + "'")  
.Update  
End With  
Else  




With rs20  
.AddNew  
rs20!PuestoNTag = PNT  
rs20!Hora = hor  
rs20!Tag = Ta  
rs20!Operario = DLookup("name_related", "public_hr_employee", "x_Tag= '" + Ta 
+ "'")  
.Update  
End With  
End If  
Loop  
End If  
rs1.Close  
'PUESTO 2  
If rs2.RecordCount > 0 Then  
rs2.MoveFirst  
Do While Not rs2.EOF()  
rs6.MoveFirst  
Do While Not rs6.EOF()  
If rs2!Tag = rs6!x_Tag Then  
PNT = rs2!PuestoNTag  
hor = rs2!Hora  




Ta = rs2!Tag  
OF = True  
End If  
rs6.MoveNext  
Loop  
If OF = False Then  
If (IsNull(DLookup("[name_related]", "[public_hr_employee]", "[x_Tag]='" + 
rs2!Tag + "'"))) Then  
Else  
PNT = rs2!PuestoNTag  
hor = rs2!Hora  
Ta = rs2!Tag  
End If  
End If  
rs2.MoveNext  
If OF = True Then  
OF = False  
With rs8  
.AddNew  
rs8!PuestoNTag = PNT  
rs8!Hora = hor  
rs8!Tag = Ta  




rs8!OF = DLookup("name", "public_mrp_production", "x_Tag= '" + Ta + "'")  
.Update  
End With  
Else  
With rs20  
.AddNew  
rs20!PuestoNTag = PNT  
rs20!Hora = hor  
rs20!Tag = Ta  
rs20!Operario = DLookup("[name_related]", "[public_hr_employee ]", "x_Tag= '" + 
Ta + "'")  
.Update  
End With  
End If  
Loop  
End If  
rs2.Close  
'PUESTO 3  
If rs3.RecordCount > 0 Then  
rs3.MoveFirst  
Do While Not rs3.EOF()  
rs6.MoveFirst  




Do While Not rs6.EOF()  
If rs3!Tag = rs6!x_Tag Then  
PNT = rs3!PuestoNTag  
hor = rs3!Hora  
Ta = rs3!Tag  
OF = True  
End If  
rs6.MoveNext  
Loop  
If OF = False Then  
If (IsNull(DLookup("[name_related]", "[public_hr_employee]", "[x_Tag]='" + 
rs3!Tag + "'"))) Then  
Else  
PNT = rs3!PuestoNTag  
hor = rs3!Hora  
Ta = rs3!Tag  
End If  
End If  
rs3.MoveNext  
If OF = True Then  
OF = False  
With rs8  





rs8!PuestoNTag = PNT  
rs8!Hora = hor  
rs8!Tag = Ta  
rs8!OF = DLookup("name", "public_mrp_production", "x_Tag= '" + Ta + "'")  
.Update  
End With  
Else  
With rs20  
.AddNew  
rs20!PuestoNTag = PNT  
rs20!Hora = hor  
rs20!Tag = Ta  
rs20!Operario = DLookup("[name_related]", "[public_hr_employee ]", "x_Tag= '" + 
Ta + "'")  
.Update  
End With  
End If  
Loop  
End If  
rs3.Close  
'PUESTO 4  




If rs4.RecordCount > 0 Then  
rs4.MoveFirst  
Do While Not rs4.EOF()  
rs6.MoveFirst  
Do While Not rs6.EOF()  
If rs4!Tag = rs6!x_Tag Then  
PNT = rs4!PuestoNTag  
hor = rs4!Hora  
Ta = rs4!Tag  
OF = True  
End If  
rs6.MoveNext  
Loop  
If OF = False Then  
If (IsNull(DLookup("[name_related]", "[public_hr_employee]", "[x_Tag]='" + 
rs4!Tag + "'"))) Then  
Else  
PNT = rs4!PuestoNTag  
hor = rs4!Hora  
Ta = rs4!Tag  
End If  
End If  





If OF = True Then  
OF = False  
With rs8  
.AddNew  
rs8!PuestoNTag = PNT  
rs8!Hora = hor  
rs8!Tag = Ta  
rs8!OF = DLookup("name", "public_mrp_production", "x_Tag= '" + Ta + "'")  
.Update  
End With  
Else  
With rs20  
.AddNew  
rs20!PuestoNTag = PNT  
rs20!Hora = hor  
rs20!Tag = Ta  
rs20!Operario = DLookup("[name_related]", "[public_hr_employee ]", "x_Tag= '" + 
Ta + "'")  
.Update  
End With  
End If  





End If  
rs4.Close  
'PUESTO 5  
If rs5.RecordCount > 0 Then  
rs5.MoveFirst  
Do While Not rs5.EOF()  
rs6.MoveFirst  
Do While Not rs6.EOF()  
If rs5!Tag = rs6!x_Tag Then  
PNT = rs5!PuestoNTag  
hor = rs5!Hora  
Ta = rs5!Tag  
OF = True  
End If  
rs6.MoveNext  
Loop  
If OF = False Then  
If (IsNull(DLookup("[name_related]", "[public_hr_employee]", "[x_Tag]='" + 
rs5!Tag + "'"))) Then  
Else  
PNT = rs5!PuestoNTag  




hor = rs5!Hora  
Ta = rs5!Tag  
End If  
End If  
rs5.MoveNext  
If OF = True Then  
OF = False  
With rs8  
.AddNew  
rs8!PuestoNTag = PNT  
rs8!Hora = hor  
rs8!Tag = Ta  
rs8!OF = DLookup("name", "public_mrp_production", "x_Tag= '" + Ta + "'")  
.Update  
End With  
Else  
With rs20  
.AddNew  
rs20!PuestoNTag = PNT  
rs20!Hora = hor  
rs20!Tag = Ta  




rs20!Operario = DLookup("[name_related]", "[public_hr_employee ]", "x_Tag= '" + 
Ta + "'")  
.Update  
End With  
End If  
Loop  

















2 Código de la aplicación del CP basado en AIDC con red 
ZigBee 




NewSoftSerial Lector1(7, 8); //Define el lector1 como puerto serie 
por software donde:(RX,TX) 
NewSoftSerial Lector2(5, 6); //En esta placa no usamos el segundo 
lector 
 
byte tagid  [100];          // declaración de la variable en la que 
se almacenará la respuesta del lector rfid 
int i = 0; 
byte valor=0; 
 
byte leer [11] = 
{0x02,0x00,0x08,0x00,0x22,0x01,0x01,0x00,0x00,0xee,0x92}; //Trama 
para solicitar lectura del modulo rfid 
byte longitud; 





void setup()  
{ 
    Serial.begin(9600);          //  Inicializa del modulo Serial 
  Lector1.begin(9600);          //  Inicializa del modulo Lector1 
  Lector2.begin(9600);          //  Inicializa del modulo Lector2; 
no es necesario para un lector solo 
} 
 
void loop()  
{ 
  x=0;   
  while (Serial.available() > 0) //Cuando hay datos en elbufer del 
puerto serie se ejecuta este bucle 
  { 
     
    valor=leertagid (Serial.read());  //Le pasa el dato que hay en 
el bufer a la funcion leertagid y esta le devuelve 
  } 
   




   
  delay(2000); 
  //capturar respuesta del lector 
  if (valor==1)  
  { 
     while (Lector2.available() > 0) 
     { 
       tagid[i] = Lector2.read(); 
       //Serial.write(tagid[i]); 
       i++; 
       if(i>99) 
       { 
         Serial.print("Demasiadas TAGs");      // muestra un mensaje 
en el lcd 
       } 
     } 
     //i=0; 
 
//ultimo---------------------------------- 
while (Lector1.available() > 0) 
     { 
       tagid[i] = Lector1.read(); 
       //Serial.write(tagid[i]); 
       i++; 
       if(i>99) 
       { 
         Serial.print("Demasiadas TAGs");      // muestra un mensaje 
en el lcd 
       } 
     } 
//fin ultimo---------------------------- 
 
//mostrar id del tag en el display 
    totaldatos=i; 
    totaldatos=totaldatos-7; 
    //mySerial.write(totaldatos); 
    i=0; 
                                                          
     while(i<totaldatos) 
{ 
 
  i=i+8; 
  longitud=tagid[i]; 
  //mySerial.write(longitud); 
  i++; 
  for (int e=0; e <longitud; e++) 
  { 
    Trama[x]=tagid[i]; 
    x++; 
    i++; 
  } 




  Trama[x]=0x2D; 
  x++; 
  i=i+2;  
} 
    i=0; 
    Trama[x]=0x2A; 
    for (int e=0; e <=x; e++) 
  { 
    Serial.write(Trama[e]); 
  }  
 
valor=0; 




//Funcion para solicitar la lectura del id de los tags 
byte leertagid (byte w) 
{ 
  byte v=0; //Iniciamos a cero el flag de lectura 
   
 switch (w) //Indica que lector tenemos que usar 
      { 
  case 50: //1 en ascii 
    v=1; //Ponemos a uno el flag indicamdo que se ha enviado la 
lectura al modulo 
      Lector1.listen(); //Activamos el puerto serie que vamos a usar 
(solo se puede usar uno cada vez) 
        for (int e=0; e <11; e++) //Envia la trama que inicia la 
lectura caracter a caracter 
        { 
          Lector1.write(leer[e]); 
        } 
        return v; //devuelve si se ha enviado la trama o no 
    break; 
  case 49: //2 en ascii 
   v=1; //Ponemos a uno el flag indicamdo que se ha enviado la 
lectura al modulo 
      Lector2.listen(); //Activamos el puerto serie que vamos a usar 
(solo se puede usar uno cada vez) 
        for (int e=0; e <11; e++) //Envia la trama que inicia la 
lectura caracter a caracter 
        { 
          //mySerial.write(leer[e]); 
          Lector2.write(leer[e]); 
        } 
        return v; //devuelve si se ha enviado la trama o no 
    break; 
  default: //Si no es ninguno de los lectores anteriores 
  return v; //devuelve si se ha enviado la trama o no 
    }  





   
2.2 Código en .NET de la aplicación de control de la producción. 
Previamente al código de programación se resumirá la utilidad de cada 
función y evento de los distintos formularios. 
2.2.1 Funciones y eventos de los formularios. 
Funciones Form1 
La función public static byte[] StringToByte(String hex) convierte una cadena 
de caracteres hexadecimales en una matriz de bytes para poder operar con ella. La 
función public static string 
ByteToString(byte[] ba) convierta una matriz de bytes en String para poder 
visualizarla. 
La función void Mostrar_Listbox() rellena el Listbox1 en donde aparecerá toda la 
BD. 
La función void MostrarControl(int x) controla la parte visual del estado de las 
OP's, cambiando de Gris, Rojo, Ambar y Verde según el estado de las mismas. 
La función void Desbloquearasignar(bool x) habilita el proceso de asignar una 
nueva tarjeta en la base de datos. 
La función void listbuffer(byte[] buffer,int bytes) convierte la matriz de bytes 
recibidos por el puerto serie en una lista para poder hacer una mejor gestión de los 
datos. 
La función bool buscarlista(ordenprod objeto, List<base_datos> bd) hace una 
búsqueda en la base de datos para comprobar si existe una OP similar. 




La función bool buscarpuesto(ordenprod objeto, List<ordenprod> bd) hace una 
búsqueda en la lista de cada puesto para comprobar si existe un producto similar. 
La función void procesar(byte[] buffer) procesa la información recibida por el 
puerto serie, hace búsquedas en los listados de los puestos y según la información 
actualiza el estado de los las OP's. 
La función public void actualizarlb2() actualiza la información del Listbox2 
según el puesto seleccionado. 
La función public Form1() configura los parámetros de inicio del programa. 
La función public bool respuestac() corroborá que el protocolo de los datos 
recibidos es el correcto. 
La función public void esperar(int x) crea un bucle de tiempo de espera. 
La función public void borrarbuffer() borra la matriz de datos de entrada del 
puerto serie. 
La función public void llamarhijo() hace una llamada al Form2. 
La función public void activarcheck() habilita los botones de asignar procesas a 
una tarjeta según el número de lectores que se estén usando. 
La función public void lectores(int x) controla la visualización de los distintos 
puestos y lectores según se configure. 
La función public void vision(bool x) gestiona si es visible o no determinados 
elementos del Form1. 
Las funciones public string[] guardarbasedatos() y public void 
cargarbasedatos(string[] cadena) gestionan el proceso de guardado y cargado de la 
BD y demás configuraciones en un archivo .rfid. 
La función public void establecerpuerto(string port) establece el nombre el 
puerto seria que va a usarse. 






El evento private void button1_Click_1(object sender, EventArgs e) gestiona las 
operaciones a realizar por el programa al pulsar en el botón de asignar tarjeta. 
El evento private void listBox1_SelectedIndexChanged(object sender, EventArgs 
e) al ocurrir un cambio el item seleccionado en el Listbox1, muestra el estado y los 
datos de la OP seleccionada y permite modificarla e incluso eliminarla de la BBDD. 
El evento private void serialPort1_DataReceived(object sender, 
System.IO.Ports.SerialData- ReceivedEventArgs e) gestiona los datos recibidos por 
el puerto serie y los procesa. 
El evento private void button1_Click(object sender, EventArgs e) gestiona la 
posibilidad de modificar una tarjeta ya asignada directamente en la BBDD sin 
necesidad de pasarla por el puesto de asignación. 
El evento private void botoneliminar_Click(object sender, EventArgs e) gestiona 
la posibilidad de eliminar una tarjeta de la BD. 
El evento private void listBox2_SelectedIndexChanged(object sender, EventArgs 
e) gestiona que al pulsar en un elemento del Listbox2 aparezca señalado el mismo 
en el Listbox1 para que muestre automáticamente su información. 
El evento private void timer1_Tick(object sender, EventArgs e) gestiona los 
tiempos de espera en la emisión y recepción de datos del puerto serie. 
Los eventos private void label6_MouseEnter(object sender, EventArgs e),private 
void label6_MouseLeave(object sender, EventArgs e), private void 
label7_Click(object sender, EventArgs e),y similares controlan el comportamiento 
de las etiquetas de los puestos cambiando el color de las mismas. 




Los eventos private void label7_MouseDown(object sender, MouseEventArgs 
e),private void label7_MouseMove(object sender, MouseEventArgs e),private void 
label7_MouseUp(object sender, MouseEventArgs e),y similares controlan la 
posibilidad de cambiar la localización de las etiquetas durante el tiempo de 
ejecución. 
El evento private void lectoresToolStripMenuItem_Click(object sender, EventArgs 
e) controla las operaciones ejecutadas al pulsar en la opción del menú Lectores. 
El evento private void guardarBDToolStripMenuItem_Click(object sender, 
EventArgs e) gestiona el proceso de guardado de los datos al clikar en la opción del 
menú Guardar Como. 
El evento private void guardarToolStripMenuItem_Click(object sender, EventArgs 
e) gestiona el proceso de carga de datos en la BD y demás configuraciones al pulsar 
en la opción del menú Cargar. 
El evento private void nuevoToolStripMenuItem_Click(object sender, EventArgs e) 
gestiona el proceso de pulsar en la opción del menú Nuevo. 
Los eventos private void panel2_MouseEnter(object sender, EventArgs e) y 
private void panel2_Click(object sender, EventArgs e) controlan el 
comportamiento de pulsar en el panel R para reiniciar la posición de las etiquetas de 
los puestos. 
El evento private void guardarToolStripMenuItem_Click_1(object sender, 
EventArgs e) gestiona el efecto de pulsar en la opción de menú Guardar. 
El evento private void salirToolStripMenuItem_Click(object sender, EventArgs e) 
gestiona el efecto de pulsar en la opción de menú Salir. 
El evento private void checkp1_Click(object sender, EventArgs e) y similares 
controlan el comportamiento visual de los botones de asignación de los puestos por 
los que debe pasar una OP. 




El evento private void checkp1_KeyPress(object sender, KeyPressEventArgs e) 
controla que surta el mismo efecto al usar el botón enter que al pulsar en el botón de 
asignar tarjeta. 
Los eventos private void backgroundWorker1_DoWork(object sender, 
DoWorkEventArgs e), private void backgroundWorker1_ProgressChanged (object 
sender, ProgressChangedEventArgs e) y private void 
backgroundWorker1_RunWorkerCompleted(object sender, 
RunWorkerCompletedEventArgs e) gestionan el proceso visual a la hora de guardar un 
archivo con una barra de progreso. 
El evento private void Form1_Load(object sender, EventArgs e) gestiona el 
comportamiento del Form1 a la hora de cargarse. 
Los eventos private void comboBox1_DrawItem(object sender, DrawItemEventArgs 
CmboItem) y private void comboBox1_KeyPress(object sender, KeyPressEventArgs 
e) gestionan el comportamiento tanto visual como a la hora de usar la tecla enter en 
el combobox. 
El evento private void button1_Click_2(object sender, EventArgs e) gestiona el 
proceso de asignar un puerto seria cuando se pulsar el botón. 
 
Eventos Form2 
El evento private void button1_Click(object sender, EventArgs e) gestiona el 
traspaso de la información del lector seleccionado al Form1 a través del interfaz. 
El evento private void radioButton1_Click(object sender, EventArgs e) y 
similares gestiona los colores al selecionar cada radiobutton . 
El evento private void radioButton1_KeyPress(object sender, KeyPressEventArgs 
e) gestiona el comportamiento del formulario al pulsar la tecla intro cuando esta 
seleccionado un radiobutton. 



















  public partial class Form1 : Form,IForm 
  { 
    public class base_datos 
    { 
      public byte longitudtid; 
      public byte[] tid; 
      public string producto; 
      public string descripcion; 
      public int op; 
      public int[] control; 
      public base_datos(byte longitud) 
      { 
        tid = new byte[longitud]; 
        longitudtid = longitud; 
        control = new int[10]; 
        for(int i=0;i<10;i++) control[i] = 0; 
        op = 0; 
        descripcion = ""; 
        producto = ""; 
      } 
    } 
    public class ordenprod 
    { 
      public byte longitudtid; 
      public byte[] tid; 
      public ordenprod(byte longitud) 
      { 
        tid = new byte[longitud]; 
        longitudtid = longitud; 
      } 
    } 
    public List<base_datos> basedatos = new List<base_datos>(); 
    public int op=0; 
    public int posicion = -1; 
    public List<ordenprod> bufferdatos=new List<ordenprod>(); 




    public List<ordenprod> puesto0 = new List<ordenprod>(); 
    public List<ordenprod> puesto1 = new List<ordenprod>(); 
    public List<ordenprod> puesto2 = new List<ordenprod>(); 
    public List<ordenprod> puesto3 = new List<ordenprod>(); 
    public List<ordenprod> puesto4 = new List<ordenprod>(); 
    public List<ordenprod> puesto5 = new List<ordenprod>(); 
    public List<ordenprod> puesto6 = new List<ordenprod>(); 
    public List<ordenprod> puesto7 = new List<ordenprod>(); 
    public List<ordenprod> puesto8 = new List<ordenprod>(); 
    public List<ordenprod> puesto9 = new List<ordenprod>(); 
    public bool modificar = false; 
    public byte[] buffer2=new byte[100]; 
    public int contador=0; 
    public int click = 0; 
    public byte nodo = 0x00; 
    public byte[] error = { 0xDD }; 
    public int numerolectores = 0; 
    public string input=string.Empty; 
    public string output = string.Empty; 
    public int totalbytes = 0; 
    public bool todorecibido = false; 
    public bool procesalo = false; 
    public bool nuevoar = false; 
    public bool cargarar = false; 
    public int progreso=0; 
    public string puerto = string.Empty; 
    Control actcontrol; 
    Point preloc; 
    String[] Puertos = System.IO.Ports.SerialPort.GetPortNames(); 
    public static byte[] StringToByte(String hex) 
    { 
      int NumberChars = hex.Length; 
      byte[] bytes = new byte[NumberChars / 2]; 
      for (int i = 0; i < NumberChars; i += 2) 
      { 
        bytes[i / 2] = Convert.ToByte(hex.Substring(i, 2), 16); 
      } 
      return bytes; 
    } 
    public static string ByteToString(byte[] ba) 
    { 
      string hex = BitConverter.ToString(ba); 
      return hex.Replace("-", ""); 
    } 
    void Mostrar_Listbox() 
    { 
      if (basedatos.Count == 0|| listBox1.SelectedIndex==-1) 
      { 
        tidsel.Clear(); 
        prodsel.Clear(); 
        descsel.Clear(); 




        pancon1.BackgroundImage = 
        Image.FromFile(Application.StartupPath+@"\Imagenes\Gris.JPG"
); 
        pancon2.BackgroundImage = Image.FromFile(Application.Startup
Path + 
        @"\Imagenes\Gris.JPG"); 
        pancon3.BackgroundImage = Image.FromFile(Application.Startup
Path + 
        @"\Imagenes\Gris.JPG"); 
        pancon4.BackgroundImage = Image.FromFile(Application.Startup
Path + 
        @"\Imagenes\Gris.JPG"); 
        pancon5.BackgroundImage = Image.FromFile(Application.Startup
Path + 
        @"\Imagenes\Gris.JPG"); 
        pancon6.BackgroundImage = Image.FromFile(Application.Startup
Path + 
        @"\Imagenes\Gris.JPG"); 
        pancon7.BackgroundImage = Image.FromFile(Application.Startup
Path + 
        @"\Imagenes\Gris.JPG"); 
        pancon8.BackgroundImage = Image.FromFile(Application.Startup
Path + 
        @"\Imagenes\Gris.JPG"); 
        pancon9.BackgroundImage = Image.FromFile(Application.Startup
Path + 
        @"\Imagenes\Gris.JPG"); 
        estadoproceso.BackgroundImage = Image.FromFile(Application.S
tartupPath + 
        @"\Imagenes\Gris.JPG"); 
      } 
      listBox1.Items.Clear(); 
      int x = basedatos.Count; 
      for (int i = 0; i < x; i++) 
      { 
        listBox1.Items.Add("OP"+basedatos[i].op+"----
"+basedatos[i].producto); 
      } 
    } 
    void MostrarControl(int x) 
    { 
      string mostrar = ""; 
      for (int i = 0; i < 9; i++) 
      { 
        switch (basedatos[x].control[i]) 
        { 
        case 0: 
          mostrar = @"\Imagenes\Gris.JPG"; 
          break; 
        case 1: 
          mostrar = @"\Imagenes\Rojo.JPG"; 




          break; 
        case 2: 
          mostrar = @"\Imagenes\Ambar.JPG"; 
          break; 
        case 3: 
          mostrar = @"\Imagenes\Verde.JPG"; 
          break; 
        } 
        switch (i) 
        { 
        case 0: 
          pancon1.BackgroundImage = Image.FromFile(Application.Start
upPath + 
          mostrar); 
          break; 
        case 1: 
          pancon2.BackgroundImage = Image.FromFile(Application.Start
upPath + 
          mostrar); 
          break; 
        case 2: 
          pancon3.BackgroundImage = Image.FromFile(Application.Start
upPath + 
          mostrar); 
          break; 
        case 3: 
          pancon4.BackgroundImage = Image.FromFile(Application.Start
upPath + 
          mostrar); 
          break; 
        case 4: 
          pancon5.BackgroundImage = Image.FromFile(Application.Start
upPath + 
          mostrar); 
          break; 
        case 5: 
          pancon6.BackgroundImage = Image.FromFile(Application.Start
upPath + 
          mostrar); 
          break; 
        case 6: 
          pancon7.BackgroundImage = Image.FromFile(Application.Start
upPath + 
          mostrar); 
          break; 
        case 7: 
          pancon8.BackgroundImage = Image.FromFile(Application.Start
upPath + 
          mostrar); 
          break; 
        case 8: 




          pancon9.BackgroundImage = Image.FromFile(Application.Start
upPath + 
          mostrar); 
          break; 
        } 
      } 
      int j = 0, c = 0; 
      for (int i = 0; i < 9; i++) 
      { 
        if (basedatos[x].control[i] > 1) break; 
        j++; 
      } 
      if (j == 9) estadoproceso.BackgroundImage = 
      Image.FromFile(Application.StartupPath + @"\Imagenes\Rojo.JPG"
); 
      else 
      { 
        for (int i = 0; i < 9; i++) 
        { 
          if 
(basedatos[x].control[i]==2||basedatos[x].control[i]==1) break; 
          c++; 
        } 
        if (c != 9) estadoproceso.BackgroundImage = 
        Image.FromFile(Application.StartupPath + @"\Imagenes\Ambar.J
PG"); 
        else 
        { 
          estadoproceso.BackgroundImage = Image.FromFile(Application
.StartupPath + 
          @"\Imagenes\Verde.JPG"); 
          basedatos[x].control[9] = 1; 
        } 
      } 
    } 
    void Desbloquearasignar(bool x) 
    { 
      texto_asignar_desc.Enabled = x; 
      texto_asignar_prod.Enabled = x; 
      boton_asignar.Enabled = x; 
      if (x == false) 
      { 
        checkp1.Enabled = x; 
        checkp2.Enabled = x; 
        checkp3.Enabled = x; 
        checkp4.Enabled = x; 
        checkp5.Enabled = x; 
        checkp6.Enabled = x; 
        checkp7.Enabled = x; 
        checkp8.Enabled = x; 
        checkp9.Enabled = x; 




      } 
      else 
      { 
        activarcheck(); 
      } 
    } 
    void listbuffer(byte[] buffer,int bytes) 
    { 
      bufferdatos.Clear(); 
      for (int i = 3; i < bytes; i++) 
      { 
        ordenprod nuevoproducto = new ordenprod(buffer[i]); 
        nuevoproducto.longitudtid = buffer[i]; 
        for(int j=0;j<nuevoproducto.longitudtid;j++) 
        { 
          nuevoproducto.tid[j] = buffer[i + j+1]; 
        } 
        i = i +nuevoproducto.longitudtid; 
        bufferdatos.Add(nuevoproducto); 
      } 
    } 
    bool buscarlista(ordenprod objeto,List<base_datos> bd) 
    { 
      for (int i = 0; i < bd.Count; i++) 
      { 
        if (objeto.longitudtid == bd[i].longitudtid) 
        { 
          for (int x = 0; x < bd[i].longitudtid; x++) 
          { 
            if (objeto.tid[x] != bd[i].tid[x]) 
            { 
              x = bd[i].longitudtid; 
            } 
            else 
            { 
              if (x == bd[i].longitudtid - 1) 
              { 
                posicion = i; 
                return true; 
              } 
            } 
          } 
        } 
        posicion = -1; 
      } return false; 
    } 
    bool buscarpuesto(ordenprod objeto, List<ordenprod> bd) 
    { 
      for (int i = 0; i < bd.Count; i++) 
      { 
        if (objeto.longitudtid == bd[i].longitudtid) 




        { 
          for (int x = 0; x < bd[i].longitudtid; x++) 
          { 
            if (objeto.tid[x] != bd[i].tid[x]) 
            { 
              x = bd[i].longitudtid; 
            } 
            else 
            { 
              if (x == bd[i].longitudtid - 1) 
              { 
                return true; 
              } 
            } 
          } 
        } 
      } return false; 
    } 
    void procesar(byte[] buffer) 
    { 
      if (buffer[2] == 0x00) 
      { 
        if (bufferdatos.Count != 1) 
        { 
          if (bufferdatos.Count > 1) MessageBox.Show("Introduzca las 
tarjetas que 
desea asignar de una en una"); 
          else MessageBox.Show("Hubo un error en el proceso"); 
          return; 
        } 
        else 
        { 
          if (puesto0.Count != 0) 
          { 
            for (int i = 0; i < bufferdatos.Count; i++) 
            { 
              if( buscarlista(bufferdatos[i],basedatos)) 
              { 
              } 
            } 
          } 
          puesto0.Clear(); 
          for (int i = 0; i < bufferdatos.Count; i++) 
          { 
            puesto0.Add(bufferdatos[i]); 
          } 
          Desbloquearasignar(true); 
          texto_asignar_tid.Text = ByteToString(bufferdatos[0].tid); 
        } 
      } 
      if (buffer[2] ==0x01) 




      { 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          if 
((bufferdatos[i].tid[0]==0xDD)&&(bufferdatos[i].longitudtid==1)) 
          { 
            for (int j = 0; j < puesto1.Count; j++) 
            { 
              if (buscarlista(puesto1[j], basedatos)) 
              { 
                if (basedatos[posicion].control[0] == 2) 
                { 
                  basedatos[posicion].control[0] = 3; 
                  MostrarControl(posicion); 
                } 
              } 
            } 
            puesto1.Clear(); 
            bufferdatos.Clear(); 
            return; 
          } 
          if (buscarpuesto(bufferdatos[i], puesto1)) 
          { 
          } 
          else 
          { 
            if (buscarlista(bufferdatos[i], basedatos) == false) 
            { 
              Notificaciones.Text = "["+DateTime.Now.Hour.ToString() 
              +":"+DateTime.Now.Minute.ToString()+":"+DateTime.Now.S
econd.ToString()+"]"+ " Tarjeta " + 
              ByteToString(bufferdatos[i].tid) + " en P1 no 
asignada" + 
              Environment.NewLine+Notificaciones.Text ; 
            } 
            else 
            { 
              if (basedatos[posicion].control[9] == 1) 
              { 
                Notificaciones.Text = "["+DateTime.Now.Hour.ToString
() 
                +":"+DateTime.Now.Minute.ToString()+":"+DateTime.Now
.Second.ToString()+"]"+" Producto con OP 
" + basedatos[posicion].op + " acabado" + Environment.NewLine 
+Notificaciones.Text ; 
              } 
              else 
              { 
                if (basedatos[posicion].control[0] == 1) 
                { 
                  basedatos[posicion].control[0] = 2; 




                  MostrarControl(posicion); 
                } 
                else 
                { 
                  string puesto = ""; 
                  for (int p = 0; p < 9; p++) 
                  { 
                    if (basedatos[posicion].control[p] == 1) 
                    { 
                      puesto = puesto + " P" + (p + 1); 
                    } 
                  } 
                  Notificaciones.Text = 
                  "["+DateTime.Now.Hour.ToString()+":"+DateTime.Now.
Minute.ToString() 
                  +":"+DateTime.Now.Second.ToString()+"]" +" 
Producto con OP " + basedatos[posicion].op + 
                  "está en puesto1 tiene que pasar por" + puesto + 
Environment.NewLine+Notificaciones.Text ; 
                } 
              } 
            } 
          } 
        } 
        for (int i = 0; i < puesto1.Count;i++ ) 
        { 
          if (!buscarpuesto(puesto1[i], bufferdatos)) 
          { 
            if (buscarlista(puesto1[i], basedatos)) 
            { 
              if (basedatos[posicion].control[0] == 2) 
              { basedatos[posicion].control[0] = 3; 
                MostrarControl(posicion); 
              } 
            } 
          } 
        } 
        puesto1.Clear(); 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          puesto1.Add( bufferdatos[i]); 
        } 
      } 
      if (buffer[2] == 0x02) 
      { 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          if ((bufferdatos[i].tid[0] == 0xDD) && 
(bufferdatos[i].longitudtid == 
                1)) 
          { 




            for (int j = 0; j < puesto2.Count; j++) 
            { 
              if (buscarlista(puesto2[j], basedatos)) 
              { 
                if (basedatos[posicion].control[1] == 2) 
                { 
                  basedatos[posicion].control[1] = 3; 
                  MostrarControl(posicion); 
                } 
              } 
            } 
            puesto2.Clear(); 
            bufferdatos.Clear(); 
            return; 
          } 
          if (buscarpuesto(bufferdatos[i], puesto2)) 
          { 
          } 
          else 
          { 
            if (buscarlista(bufferdatos[i], basedatos) == false) 
            { 
              Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + ":" + 
              DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " Tarjeta " + 
              ByteToString(bufferdatos[i].tid) + " en P2 no 
asignada" + Environment.NewLine + 
              Notificaciones.Text; 
            } 
            else 
            { 
              if (basedatos[posicion].control[9] == 1) 
              { 
                Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + 
                ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + " acabado" + 
Environment.NewLine + 
                Notificaciones.Text; 
              } 
              else 
              { 
                if (basedatos[posicion].control[1] == 1) 
                { 
                  basedatos[posicion].control[1] = 2; 
                  MostrarControl(posicion); 
                } 
                else 
                { 




                  string puesto = ""; 
                  for (int p = 0; p < 9; p++) 
                  { 
                    if (basedatos[posicion].control[p] == 1) 
                    { 
                      puesto = puesto + " P" + (p + 1); 
                    } 
                  } 
                  Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() 
                  + ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + " está en P2 tiene que 
pasar por" + puesto + 
                  Environment.NewLine + Notificaciones.Text; 
                } 
              } 
            } 
          } 
        } 
        for (int i = 0; i < puesto2.Count; i++) 
        { 
          if (!buscarpuesto(puesto2[i], bufferdatos)) 
          { 
            if (buscarlista(puesto2[i], basedatos)) 
            { 
              if (basedatos[posicion].control[1] == 2) 
              { 
                basedatos[posicion].control[1] = 3; 
                MostrarControl(posicion); 
              } 
            } 
          } 
        } 
        puesto2.Clear(); 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          puesto2.Add(bufferdatos[i]); 
        } 
      } 
      if (buffer[2] == 0x03) 
      { 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          if ((bufferdatos[i].tid[0] == 0xDD) && 
(bufferdatos[i].longitudtid == 
                1)) 
          { 
            for (int j = 0; j < puesto3.Count; j++) 
            { 
              if (buscarlista(puesto3[j], basedatos)) 




              { 
                if (basedatos[posicion].control[2] == 2) 
                { 
                  basedatos[posicion].control[2] = 3; 
                  MostrarControl(posicion); 
                } 
              } 
            } 
            puesto3.Clear(); 
            bufferdatos.Clear(); 
            return; 
          } 
          if (buscarpuesto(bufferdatos[i], puesto3)) 
          { 
          } 
          else 
          { 
            if (buscarlista(bufferdatos[i], basedatos) == false) 
            { 
              Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + ":" + 
              DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " Tarjeta " + 
              ByteToString(bufferdatos[i].tid) + " en P3 no 
asignada" + Environment.NewLine + 
              Notificaciones.Text; 
            } 
            else 
            { 
              if (basedatos[posicion].control[9] == 1) 
              { 
                Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + 
                ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + " acabado" + 
Environment.NewLine + 
                Notificaciones.Text; 
              } 
              else 
              { 
                if (basedatos[posicion].control[2] == 1) 
                { 
                  basedatos[posicion].control[2] = 2; 
                  MostrarControl(posicion); 
                } 
                else 
                { 
                  string puesto = ""; 
                  for (int p = 0; p < 9; p++) 
                  { 




                    if (basedatos[posicion].control[p] == 1) 
                    { 
                      puesto = puesto + " P" + (p + 1); 
                    } 
                  } 
                  Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() 
                  + ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + "está en puesto3 tiene 
que pasar por" + puesto 
                  + Environment.NewLine + Notificaciones.Text; 
                } 
              } 
            } 
          } 
        } 
        for (int i = 0; i < puesto3.Count; i++) 
        { 
          if (!buscarpuesto(puesto3[i], bufferdatos)) 
          { 
            if (buscarlista(puesto3[i], basedatos)) 
            { 
              if (basedatos[posicion].control[2] == 2) 
              { 
                basedatos[posicion].control[2] = 3; 
                MostrarControl(posicion); 
              } 
            } 
          } 
        } 
        puesto3.Clear(); 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          puesto3.Add(bufferdatos[i]); 
        } 
      } 
      if (buffer[2] == 0x04) 
      { 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          if ((bufferdatos[i].tid[0] == 0xDD) && 
(bufferdatos[i].longitudtid == 
                1)) 
          { 
            for (int j = 0; j < puesto4.Count; j++) 
            { 
              if (buscarlista(puesto4[j], basedatos)) 
              { 
                if (basedatos[posicion].control[3] == 2) 
                { 




                  basedatos[posicion].control[3] = 3; 
                  MostrarControl(posicion); 
                } 
              } 
            } 
            puesto4.Clear(); 
            bufferdatos.Clear(); 
            return; 
          } 
          if (buscarpuesto(bufferdatos[i], puesto4)) 
          { 
          } 
          else 
          { 
            if (buscarlista(bufferdatos[i], basedatos) == false) 
            { 
              Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + ":" + 
              DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " Tarjeta " + 
              ByteToString(bufferdatos[i].tid) + " en P4 no 
asignada" + Environment.NewLine + 
              Notificaciones.Text; 
            } 
            else 
            { 
              if (basedatos[posicion].control[9] == 1) 
              { 
                Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + 
                ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + " acabado" + 
Environment.NewLine + 
                Notificaciones.Text; 
              } 
              else 
              { 
                if (basedatos[posicion].control[3] == 1) 
                { 
                  basedatos[posicion].control[3] = 2; 
                  MostrarControl(posicion); 
                } 
                else 
                { 
                  string puesto = ""; 
                  for (int p = 0; p < 9; p++) 
                  { 
                    if (basedatos[posicion].control[p] == 1) 
                    { 
                      puesto = puesto + " P" + (p + 1); 




                    } 
                  } 
                  Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() 
                  + ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + "está en puesto 4 y 
tiene que pasar por" + 
                  puesto + Environment.NewLine + Notificaciones.Text
; 
                } 
              } 
            } 
          } 
        } 
        for (int i = 0; i < puesto4.Count; i++) 
        { 
          if (!buscarpuesto(puesto4[i], bufferdatos)) 
          { 
            if (buscarlista(puesto4[i], basedatos)) 
            { 
              if (basedatos[posicion].control[3] == 2) 
              { 
                basedatos[posicion].control[3] = 3; 
                MostrarControl(posicion); 
              } 
            } 
          } 
        } 
        puesto4.Clear(); 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          puesto4.Add(bufferdatos[i]); 
        } 
      } 
      if (buffer[2] == 0x05) 
      { 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          if ((bufferdatos[i].tid[0] == 0xDD) && 
(bufferdatos[i].longitudtid == 
                1)) 
          { 
            for (int j = 0; j < puesto5.Count; j++) 
            { 
              if (buscarlista(puesto5[j], basedatos)) 
              { 
                if (basedatos[posicion].control[4] == 2) 
                { 
                  basedatos[posicion].control[4] = 3; 
                  MostrarControl(posicion); 




                } 
              } 
            } 
            puesto5.Clear(); 
            bufferdatos.Clear(); 
            return; 
          } 
          if (buscarpuesto(bufferdatos[i], puesto5)) 
          { 
          } 
          else 
          { 
            if (buscarlista(bufferdatos[i], basedatos) == false) 
            { 
              Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + ":" + 
              DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " Tarjeta " + 
              ByteToString(bufferdatos[i].tid) + " en P5 no 
asignada" + Environment.NewLine + 
              Notificaciones.Text; 
            } 
            else 
            { 
              if (basedatos[posicion].control[9] == 1) 
              { 
                Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + 
                ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + " acabado" + 
Environment.NewLine + 
                Notificaciones.Text; 
              } 
              else 
              { 
                if (basedatos[posicion].control[4] == 1) 
                { 
                  basedatos[posicion].control[4] = 2; 
                  MostrarControl(posicion); 
                } 
                else 
                { 
                  string puesto = ""; 
                  for (int p = 0; p < 9; p++) 
                  { 
                    if (basedatos[posicion].control[p] == 1) 
                    { 
                      puesto = puesto + " P" + (p + 1); 
                    } 
                  } 




                  Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() 
                  + ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + "está en puesto 5 tiene 
que pasar por" + puesto 
                  + Environment.NewLine + Notificaciones.Text; 
                } 
              } 
            } 
          } 
        } 
        for (int i = 0; i < puesto5.Count; i++) 
        { 
          if (!buscarpuesto(puesto5[i], bufferdatos)) 
          { 
            if (buscarlista(puesto5[i], basedatos)) 
            { 
              if (basedatos[posicion].control[4] == 2) 
              { 
                basedatos[posicion].control[4] = 3; 
                MostrarControl(posicion); 
              } 
            } 
          } 
        } 
        puesto5.Clear(); 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          puesto5.Add(bufferdatos[i]); 
        } 
      } if (buffer[2] == 0x06) 
      { 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          if ((bufferdatos[i].tid[0] == 0xDD) && 
(bufferdatos[i].longitudtid == 
                1)) 
          { 
            for (int j = 0; j < puesto6.Count; j++) 
            { 
              if (buscarlista(puesto6[j], basedatos)) 
              { 
                if (basedatos[posicion].control[5] == 2) 
                { 
                  basedatos[posicion].control[5] = 3; 
                  MostrarControl(posicion); 
                } 
              } 
            } 
            puesto6.Clear(); 




            bufferdatos.Clear(); 
            return; 
          } 
          if (buscarpuesto(bufferdatos[i], puesto6)) 
          { 
          } 
          else 
          { 
            if (buscarlista(bufferdatos[i], basedatos) == false) 
            { 
              Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + ":" + 
              DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " Tarjeta " + 
              ByteToString(bufferdatos[i].tid) + " en P6 no 
asignada" + Environment.NewLine + 
              Notificaciones.Text; 
            } 
            else 
            { 
              if (basedatos[posicion].control[9] == 1) 
              { 
                Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + 
                ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + " acabado" + 
Environment.NewLine + 
                Notificaciones.Text; 
              } 
              else 
              { 
                if (basedatos[posicion].control[5] == 1) 
                { 
                  basedatos[posicion].control[5] = 2; 
                  MostrarControl(posicion); 
                } 
                else 
                { 
                  string puesto = ""; 
                  for (int p = 0; p < 9; p++) 
                  { 
                    if (basedatos[posicion].control[p] == 1) 
                    { 
                      puesto = puesto + " P" + (p + 1); 
                    } 
                  } 
                  Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() 
                  + ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 




Producto con OP " + basedatos[posicion].op + "está en puesto 6 tiene 
que pasar por" + puesto 
                  + Environment.NewLine + Notificaciones.Text; 
                } 
              } 
            } 
          } 
        } 
        for (int i = 0; i < puesto6.Count; i++) 
        { 
          if (!buscarpuesto(puesto6[i], bufferdatos)) 
          { 
            if (buscarlista(puesto6[i], basedatos)) 
            { 
              if (basedatos[posicion].control[5] == 2) 
              { 
                basedatos[posicion].control[5] = 3; 
                MostrarControl(posicion); 
              } 
            } 
          } 
        } 
        puesto6.Clear(); 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          puesto6.Add(bufferdatos[i]); 
        } 
      } if (buffer[2] == 0x07) 
      { 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          if ((bufferdatos[i].tid[0] == 0xDD) && 
(bufferdatos[i].longitudtid == 
                1)) 
          { 
            for (int j = 0; j < puesto7.Count; j++) 
            { 
              if (buscarlista(puesto7[j], basedatos)) 
              { 
                if (basedatos[posicion].control[6] == 2) 
                { 
                  basedatos[posicion].control[6] = 3; 
                  MostrarControl(posicion); 
                } 
              } 
            } 
            puesto7.Clear(); 
            bufferdatos.Clear(); 
            return; 
          } 
          if (buscarpuesto(bufferdatos[i], puesto7)) 




          { 
          } 
          else 
          { 
            if (buscarlista(bufferdatos[i], basedatos) == false) 
            { 
              Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + ":" + 
              DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " Tarjeta " + 
              ByteToString(bufferdatos[i].tid) + " en P7 no 
asignada" + Environment.NewLine + 
              Notificaciones.Text; 
            } 
            else 
            { 
              if (basedatos[posicion].control[9] == 1) 
              { 
                Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + 
                ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + " acabado" + 
Environment.NewLine + 
                Notificaciones.Text; 
              } 
              else 
              { 
                if (basedatos[posicion].control[6] == 1) 
                { 
                  basedatos[posicion].control[6] = 2; 
                  MostrarControl(posicion); 
                } 
                else 
                { 
                  string puesto = ""; 
                  for (int p = 0; p < 9; p++) 
                  { 
                    if (basedatos[posicion].control[p] == 1) 
                    { 
                      puesto = puesto + " P" + (p + 1); 
                    } 
                  } 
                  Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() 
                  + ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + "está en puesto 7 tiene 
que pasar por" + puesto 
                  + Environment.NewLine + Notificaciones.Text; 
                } 




              } 
            } 
          } 
        } 
        for (int i = 0; i < puesto7.Count; i++) 
        { 
          if (!buscarpuesto(puesto7[i], bufferdatos)) 
          { 
            if (buscarlista(puesto7[i], basedatos)) 
            { 
              if (basedatos[posicion].control[6] == 2) 
              { 
                basedatos[posicion].control[6] = 3; 
                MostrarControl(posicion); 
              } 
            } 
          } 
        } 
        puesto7.Clear(); 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          puesto7.Add(bufferdatos[i]); 
        } 
      } if (buffer[2] == 0x08) 
      { 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          if ((bufferdatos[i].tid[0] == 0xDD) && 
(bufferdatos[i].longitudtid == 
                1)) 
          { 
            for (int j = 0; j < puesto8.Count; j++) 
            { 
              if (buscarlista(puesto8[j], basedatos)) 
              { 
                if (basedatos[posicion].control[7] == 2) 
                { 
                  basedatos[posicion].control[7] = 3; 
                  MostrarControl(posicion); 
                } 
              } 
            } 
            puesto8.Clear(); 
            bufferdatos.Clear(); 
            return; 
          } 
          if (buscarpuesto(bufferdatos[i], puesto8)) 
          { 
          } 
          else 
          { 




            if (buscarlista(bufferdatos[i], basedatos) == false) 
            { 
              Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + ":" + 
              DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " Tarjeta " + 
              ByteToString(bufferdatos[i].tid) + " en P8 no 
asignada" + Environment.NewLine + 
              Notificaciones.Text; 
            } 
            else 
            { 
              if (basedatos[posicion].control[9] == 1) 
              { 
                Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + 
                ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + " acabado" + 
Environment.NewLine + 
                Notificaciones.Text; 
              } 
              else 
              { 
                if (basedatos[posicion].control[0] == 1) 
                { 
                  basedatos[posicion].control[0] = 2; 
                  MostrarControl(posicion); 
                } 
                else 
                { 
                  string puesto = ""; 
                  for (int p = 0; p < 9; p++) 
                  { 
                    if (basedatos[posicion].control[p] == 1) 
                    { 
                      puesto = puesto + " P" + (p + 1); 
                    } 
                  } 
                  Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() 
                  + ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + "está en puesto 8 tiene 
que pasar por" + puesto 
                  + Environment.NewLine + Notificaciones.Text; 
                } 
              } 
            } 
          } 
        } 




        for (int i = 0; i < puesto8.Count; i++) 
        { 
          if (!buscarpuesto(puesto8[i], bufferdatos)) 
          { 
            if (buscarlista(puesto8[i], basedatos)) 
            { 
              if (basedatos[posicion].control[7] == 2) 
              { 
                basedatos[posicion].control[7] = 3; 
                MostrarControl(posicion); 
              } 
            } 
          } 
        } 
        puesto8.Clear(); 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          puesto8.Add(bufferdatos[i]); 
        } 
      } if (buffer[2] == 0x09) 
      { 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          if ((bufferdatos[i].tid[0] == 0xDD) && 
(bufferdatos[i].longitudtid == 
                1)) 
          { 
            for (int j = 0; j < puesto9.Count; j++) 
            { 
              if (buscarlista(puesto9[j], basedatos)) 
              { 
                if (basedatos[posicion].control[8] == 2) 
                { 
                  basedatos[posicion].control[8] = 3; 
                  MostrarControl(posicion); 
                } 
              } 
            } 
            puesto9.Clear(); 
            bufferdatos.Clear(); 
            return; 
          } 
          if (buscarpuesto(bufferdatos[i], puesto9)) 
          { 
          } 
          else 
          { 
            if (buscarlista(bufferdatos[i], basedatos) == false) 
            { 
              Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + ":" + 




              DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " Tarjeta " + 
              ByteToString(bufferdatos[i].tid) + " en P9 no 
asignada" + Environment.NewLine + 
              Notificaciones.Text; 
            } 
            else 
            { 
              if (basedatos[posicion].control[9] == 1) 
              { 
                Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() + 
                ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + " acabado" + 
Environment.NewLine + 
                Notificaciones.Text; 
              } 
              else 
              { 
                if (basedatos[posicion].control[8] == 1) 
                { 
                  basedatos[posicion].control[8] = 2; 
                  MostrarControl(posicion); 
                } 
                else 
                { 
                  string puesto = ""; 
                  for (int p = 0; p < 9; p++) 
                  { 
                    if (basedatos[posicion].control[p] == 1) 
                    { 
                      puesto = puesto + " P" + (p + 1); 
                    } 
                  } 
                  Notificaciones.Text = "[" + 
DateTime.Now.Hour.ToString() 
                  + ":" + DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " 
Producto con OP " + basedatos[posicion].op + "está en puesto 9 tiene 
que pasar por" + puesto 
                  + Environment.NewLine + Notificaciones.Text; 
                } 
              } 
            } 
          } 
        } 
        for (int i = 0; i < puesto9.Count; i++) 
        { 
          if (!buscarpuesto(puesto9[i], bufferdatos)) 
          { 




            if (buscarlista(puesto9[i], basedatos)) 
            { 
              if (basedatos[posicion].control[8] == 2) 
              { 
                basedatos[posicion].control[8] = 3; 
                MostrarControl(posicion); 
              } 
            } 
          } 
        } 
        puesto9.Clear(); 
        for (int i = 0; i < bufferdatos.Count; i++) 
        { 
          puesto9.Add(bufferdatos[i]); 
        } 
      } 
    } 
    public void actualizarlb2() 
    { 
      switch (click) 
      { 
      case 1: 
        { 
          if (puesto1.Count == 0) 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 1:"); 
            listBox1.SelectedIndex = -1; 
            listBox2.Items.Add("(Vacio)"); 
            return; 
          } 
          else 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 1:"); 
            int x = puesto1.Count; 
            for (int i = 0; i < x; i++) 
            { 
              if (buscarlista(puesto1[i], basedatos)) 
              { 
                listBox2.Items.Add("OP" + basedatos[posicion].op + 
                "----" + basedatos[posicion].producto); 
              } 
              else 
              { 
                listBox2.Items.Add("?????"); 
              } 
            } 
          } 
          break; 
        } 




      case 2: 
        { 
          if (puesto2.Count == 0) 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 2:"); 
            listBox1.SelectedIndex = -1; 
            listBox2.Items.Add("(Vacio)"); 
            return; 
          } 
          else 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 2:"); 
            int x = puesto2.Count; 
            for (int i = 0; i < x; i++) 
            { 
              if (buscarlista(puesto2[i], basedatos)) 
              { 
                listBox2.Items.Add("OP" + basedatos[posicion].op + 
                "----" + basedatos[posicion].producto); 
              } 
              else 
              { 
                listBox2.Items.Add("?????"); 
              } 
            } 
          } 
          break; 
        } 
      case 3: 
        { 
          if (puesto3.Count == 0) 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 3:"); 
            listBox1.SelectedIndex = -1; 
            listBox2.Items.Add("(Vacio)"); 
            return; 
          } 
          else 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 3:"); 
            int x = puesto3.Count; 
            for (int i = 0; i < x; i++) 
            { 
              if (buscarlista(puesto3[i], basedatos)) 
              { 
                listBox2.Items.Add("OP" + basedatos[posicion].op + 
                "----" + basedatos[posicion].producto); 




              } 
              else 
              { 
                listBox2.Items.Add("?????"); 
              } 
            } 
          } 
          break; 
        } 
      case 4: 
        { 
          if (puesto4.Count == 0) 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 4:"); 
            listBox1.SelectedIndex = -1; 
            listBox2.Items.Add("(Vacio)"); 
            return; 
          } 
          else 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 4:"); 
            int x = puesto4.Count; 
            for (int i = 0; i < x; i++) 
            { 
              if (buscarlista(puesto4[i], basedatos)) 
              { 
                listBox2.Items.Add("OP" + basedatos[posicion].op + 
                "----" + basedatos[posicion].producto); 
              } 
              else 
              { 
                listBox2.Items.Add("?????"); 
              } 
            } 
          } 
          break; 
        } 
      case 5: 
        { 
          if (puesto5.Count == 0) 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 5:"); 
            listBox1.SelectedIndex = -1; 
            listBox2.Items.Add("(Vacio)"); 
            return; 
          } 
          else 
          { 




            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 5:"); 
            int x = puesto5.Count; 
            for (int i = 0; i < x; i++) 
            { 
              if (buscarlista(puesto5[i], basedatos)) 
              { 
                listBox2.Items.Add("OP" + basedatos[posicion].op + 
                "----" + basedatos[posicion].producto); 
              } 
              else 
              { 
                listBox2.Items.Add("?????"); 
              } 
            } 
          } 
          break; 
        } 
      case 6: 
        { 
          if (puesto6.Count == 0) 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 6:"); 
            listBox1.SelectedIndex = -1; 
            listBox2.Items.Add("(Vacio)"); 
            return; 
          } 
          else 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 6:"); 
            int x = puesto6.Count; 
            for (int i = 0; i < x; i++) 
            { 
              if (buscarlista(puesto6[i], basedatos)) 
              { 
                listBox2.Items.Add("OP" + basedatos[posicion].op + 
                "----" + basedatos[posicion].producto); 
              } 
              else 
              { 
                listBox2.Items.Add("?????"); 
              } 
            } 
          } 
          break; 
        } 
      case 7: 
        { 
          if (puesto7.Count == 0) 




          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 7:"); 
            listBox1.SelectedIndex = -1; 
            listBox2.Items.Add("(Vacio)"); 
            return; 
          } 
          else 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 7:"); 
            int x = puesto7.Count; 
            for (int i = 0; i < x; i++) 
            { 
              if (buscarlista(puesto7[i], basedatos)) 
              { 
                listBox2.Items.Add("OP" + basedatos[posicion].op + 
                "----" + basedatos[posicion].producto); 
              } 
              else 
              { 
                listBox2.Items.Add("?????"); 
              } 
            } 
          } 
          break; 
        } 
      case 8: 
        { 
          if (puesto8.Count == 0) 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 8:"); 
            listBox1.SelectedIndex = -1; 
            listBox2.Items.Add("(Vacio)"); 
            return; 
          } 
          else 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 8:"); 
            int x = puesto8.Count; 
            for (int i = 0; i < x; i++) 
            { 
              if (buscarlista(puesto8[i], basedatos)) 
              { 
                listBox2.Items.Add("OP" + basedatos[posicion].op + 
                "----" + basedatos[posicion].producto); 
              } 
              else 
              { 




                listBox2.Items.Add("?????"); 
              } 
            } 
          } 
          break; 
        } 
      case 9: 
        { 
          if (puesto9.Count == 0) 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 9:"); 
            listBox1.SelectedIndex = -1; 
            listBox2.Items.Add("(Vacio)"); 
            return; 
          } 
          else 
          { 
            listBox2.Items.Clear(); 
            listBox2.Items.Add("Puesto 9:"); 
            int x = puesto9.Count; 
            for (int i = 0; i < x; i++) 
            { 
              if (buscarlista(puesto9[i], basedatos)) 
              { 
                listBox2.Items.Add("OP" + basedatos[posicion].op + 
                "----" + basedatos[posicion].producto); 
              } 
              else 
              { 
                listBox2.Items.Add("?????"); 
              } 
            } 
          } 
          break; 
        } 
      } 
    } 
    public Form1() 
    { 
      InitializeComponent(); 
      if (puerto != string.Empty) 
      { 
        serialPort1.PortName = puerto; 
        serialPort1.Open(); 
      } 
      else 
      { 
        serialPort1.PortName = "vacio"; 
      } 
      CheckForIllegalCrossThreadCalls = false; 




      texto_asignar_tid.Enabled = false; 
      prodsel.Enabled = false; 
      tidsel.Enabled = false; 
      descsel.Enabled = false; 
      panel1.BackgroundImage = Image.FromFile(Application.StartupPat
h + 
      @"\Imagenes\Planta.JPG"); 
      botonmofidicar.Enabled = false; 
      botoneliminar.Enabled = false; 
      listBox1.Enabled = false; 
      Mostrar_Listbox(); 
      Desbloquearasignar(false); 
      timer1.Enabled = true; 
      labelp1.Visible = false; 
      labelp2.Visible = false; 
      labelp3.Visible = false; 
      labelp4.Visible = false; 
      labelp5.Visible = false; 
      labelp6.Visible = false; 
      labelp7.Visible = false; 
      labelp8.Visible = false; 
      labelp9.Visible = false; 
      pancon1.Visible = false; 
      pancon2.Visible = false; 
      pancon3.Visible = false; 
      pancon4.Visible = false; 
      pancon5.Visible = false; 
      pancon6.Visible = false; 
      pancon7.Visible = false; 
      pancon8.Visible = false; 
      pancon9.Visible = false; 
      estadoproceso.Visible = false; 
      labelep.Visible = false; 
      Label5.Visible = false; 
      label6.Visible = false; 
      label7.Visible = false; 
      label8.Visible = false; 
      label9.Visible = false; 
      label10.Visible = false; 
      label11.Visible = false; 
      label12.Visible = false; 
      label13.Visible = false; 
      vision(false); 
      this.Show(); 
    } 
    private void button1_Click_1(object sender, EventArgs e) 
    { 
      if ((checkp1.Checked || checkp2.Checked || checkp3.Checked || 
checkp4.Checked || 
            checkp5.Checked || checkp6.Checked || checkp7.Checked ||
 checkp8.Checked || checkp9.Checked) 




          == false) 
      { 
        MessageBox.Show("Introduce algún proceso"); 
        return; 
      } 
      if (puesto0.Count > 0 && !buscarlista(puesto0[0], basedatos) 
&& modificar == 
          false) 
      { 
        op = op + 1; 
        base_datos nuevatarjeta = new 
base_datos(puesto0[0].longitudtid); 
        nuevatarjeta.longitudtid = puesto0[0].longitudtid; 
        for (int i = 0; i < nuevatarjeta.longitudtid; i++) 
        { 
          nuevatarjeta.tid[i] = puesto0[0].tid[i]; 
        } 
        nuevatarjeta.op = op; 
        if (texto_asignar_prod.Text == "") 
        { 
          nuevatarjeta.producto = "(vacío)"; 
        } 
        else nuevatarjeta.producto = texto_asignar_prod.Text; 
        if (texto_asignar_desc.Text == "") 
        { 
          nuevatarjeta.descripcion = "(vacío)"; 
        } 
        else nuevatarjeta.descripcion = texto_asignar_desc.Text; 
        if (checkp1.Checked == true) nuevatarjeta.control[0] = 1; 
        if (checkp2.Checked == true) nuevatarjeta.control[1] = 1; 
        if (checkp3.Checked == true) nuevatarjeta.control[2] = 1; 
        if (checkp4.Checked == true) nuevatarjeta.control[3] = 1; 
        if (checkp5.Checked == true) nuevatarjeta.control[4] = 1; 
        if (checkp6.Checked == true) nuevatarjeta.control[5] = 1; 
        if (checkp7.Checked == true) nuevatarjeta.control[6] = 1; 
        if (checkp8.Checked == true) nuevatarjeta.control[7] = 1; 
        if (checkp9.Checked == true) nuevatarjeta.control[8] = 1; 
        checkp1.Checked = false; 
        checkp2.Checked = false; 
        checkp3.Checked = false; 
        checkp4.Checked = false; 
        checkp5.Checked = false; 
        checkp6.Checked = false; 
        checkp7.Checked = false; 
        checkp8.Checked = false; 
        checkp9.Checked = false; 
        basedatos.Add(nuevatarjeta); 
        listBox1.Enabled = true; 
        texto_asignar_tid.Clear(); 
        texto_asignar_prod.Text = ""; 
        texto_asignar_desc.Text = ""; 




        Desbloquearasignar(false); 
        Mostrar_Listbox(); 
        listBox1.SelectedIndex = listBox1.Items.Count-1; 
      } 
      else 
      { 
        if (texto_asignar_prod.Text == "") 
        { 
          basedatos[posicion].producto = "(vacío)"; 
        } 
        else basedatos[posicion].producto = texto_asignar_prod.Text; 
        if (texto_asignar_desc.Text == "") 
        { 
          basedatos[posicion].descripcion = "(vacío)"; 
        } 
        else basedatos[posicion].descripcion = 
texto_asignar_desc.Text; 
        if (checkp1.Checked == true && 
basedatos[posicion].control[0] == 0) 
        basedatos[posicion].control[0] = 1; 
        if (checkp2.Checked == true && 
basedatos[posicion].control[1] == 0) 
        basedatos[posicion].control[1] = 1; 
        if (checkp3.Checked == true && 
basedatos[posicion].control[2] == 0) 
        basedatos[posicion].control[2] = 1; 
        if (checkp4.Checked == true && 
basedatos[posicion].control[3] == 0) 
        basedatos[posicion].control[3] = 1; 
        if (checkp5.Checked == true && 
basedatos[posicion].control[4] == 0) 
        basedatos[posicion].control[4] = 1; 
        if (checkp6.Checked == true && 
basedatos[posicion].control[5] == 0) 
        basedatos[posicion].control[5] = 1; 
        if (checkp7.Checked == true && 
basedatos[posicion].control[6] == 0) 
        basedatos[posicion].control[6] = 1; 
        if (checkp8.Checked == true && 
basedatos[posicion].control[7] == 0) 
        basedatos[posicion].control[7] = 1; 
        if (checkp9.Checked == true && 
basedatos[posicion].control[8] == 0) 
        basedatos[posicion].control[8] = 1; 
        if (checkp1.Checked == false) basedatos[posicion].control[0] 
= 0; 
        if (checkp2.Checked == false) basedatos[posicion].control[1] 
= 0; 
        if (checkp3.Checked == false) basedatos[posicion].control[2] 
= 0; 




        if (checkp4.Checked == false) basedatos[posicion].control[3] 
= 0; 
        if (checkp5.Checked == false) basedatos[posicion].control[4] 
= 0; 
        if (checkp6.Checked == false) basedatos[posicion].control[5] 
= 0; 
        if (checkp7.Checked == false) basedatos[posicion].control[6] 
= 0; 
        if (checkp8.Checked == false) basedatos[posicion].control[7] 
= 0; 
        if (checkp9.Checked == false) basedatos[posicion].control[8] 
= 0; 
        checkp1.Checked = false; 
        checkp2.Checked = false; 
        checkp3.Checked = false; 
        checkp4.Checked = false; 
        checkp5.Checked = false; 
        checkp6.Checked = false; 
        checkp7.Checked = false; 
        checkp8.Checked = false; 
        checkp9.Checked = false; 
        listBox1.Enabled = true; 
        texto_asignar_tid.Clear(); 
        texto_asignar_prod.Text = ""; 
        texto_asignar_desc.Text = ""; 
        Desbloquearasignar(false); 
        Mostrar_Listbox(); 
        listBox1.SelectedIndex = posicion; 
        modificar = false; 
      } 
      checkp1.BackColor = Color.PowderBlue; 
      checkp2.BackColor = Color.PowderBlue; 
      checkp3.BackColor = Color.PowderBlue; 
      checkp4.BackColor = Color.PowderBlue; 
      checkp5.BackColor = Color.PowderBlue; 
      checkp6.BackColor = Color.PowderBlue; 
      checkp7.BackColor = Color.PowderBlue; 
      checkp8.BackColor = Color.PowderBlue; 
      checkp9.BackColor = Color.PowderBlue; 
    } 
    private void listBox1_SelectedIndexChanged(object sender, 
EventArgs e) 
    { 
      int x=listBox1.SelectedIndex; 
      if (x == -1) 
      { 
        Mostrar_Listbox(); 
        botoneliminar.Enabled = false; 
        botonmofidicar.Enabled = false; 
        return; 
      } 




      posicion = x; 
      botonmofidicar.Enabled = true; 
      botoneliminar.Enabled = true; 
      tidsel.Text =ByteToString( basedatos[x].tid); 
      prodsel.Text = basedatos[x].producto; 
      descsel.Text= basedatos[x].descripcion; 
      MostrarControl(x); 
    } 
    private void serialPort1_DataReceived(object sender, 
    System.IO.Ports.SerialDataReceivedEventArgs e) 
    { 
      //Thread.Sleep(500); 
      todorecibido = false; 
      int bytes = serialPort1.BytesToRead; 
      byte[] buffer = new byte[bytes]; 
      serialPort1.Read(buffer, 0, bytes); 
      for (int i = 0; i < bytes; i++) 
      { buffer2[contador+i]=buffer[i]; 
      } 
      contador = contador + bytes; 
      if (buffer2[contador - 1] != 0xFF) return; 
      todorecibido = true; 
      byte[] buffer3 = new byte[contador-1]; 
      for (int i = 0; i < contador-1; i++) 
      { 
        buffer3[i] = buffer2[i]; 
      } 
      bytes = contador-1; 
      totalbytes = bytes; 
      contador = 0; 
    } 
    private void button1_Click(object sender, EventArgs e) 
    { 




      if (respuesta == DialogResult.Yes) 
      { 
        modificar = true; 
        Desbloquearasignar(true); 
        if (basedatos[posicion].control[0] != 0) 
        { 
          checkp1.Checked = true; 
          checkp1.BackColor = Color.Green; 
        } 
        if (basedatos[posicion].control[1] != 0) 
        { checkp2.Checked = true; 
          checkp2.BackColor = Color.Green; 
        } 
        if (basedatos[posicion].control[2] != 0) 




        { 
          checkp3.Checked = true; 
          checkp3.BackColor = Color.Green; 
        } 
        if (basedatos[posicion].control[3] != 0) 
        { checkp4.Checked = true; 
          checkp4.BackColor = Color.Green; 
        } 
        if (basedatos[posicion].control[4] != 0) 
        { checkp5.Checked = true; 
          checkp5.BackColor = Color.Green; 
        } 
        if (basedatos[posicion].control[5] != 0) 
        { checkp6.Checked = true; 
          checkp6.BackColor = Color.Green; 
        } 
        if (basedatos[posicion].control[6] != 0) 
        { checkp7.Checked = true; 
          checkp7.BackColor = Color.Green; 
        } 
        if (basedatos[posicion].control[7] != 0) 
        { checkp8.Checked = true; 
          checkp8.BackColor = Color.Green; 
        } 
        if (basedatos[posicion].control[8] != 0) 
        { checkp9.Checked = true; 
          checkp9.BackColor = Color.Green; 
        } 
        texto_asignar_tid.Text = ByteToString(bufferdatos[0].tid); 
        texto_asignar_prod.Text = basedatos[posicion].producto; 
        texto_asignar_desc.Text = basedatos[posicion].descripcion; 
      } 
    } 
    private void botoneliminar_Click(object sender, EventArgs e) 
    { 
      DialogResult respuesta = MessageBox.Show("¿Está seguro de 
eliminar la tarjeta?", 
      "Warning", MessageBoxButtons.YesNo); 
      if (respuesta == DialogResult.Yes) 
      { 
        Notificaciones.Text = "[" + DateTime.Now.Hour.ToString() + 
":" + 
        DateTime.Now.Minute.ToString() + ":" + 
DateTime.Now.Second.ToString() + "]" + " Tarjeta " + 
        ByteToString(basedatos[listBox1.SelectedIndex].tid) + " 
eliminada" + Environment.NewLine + 
        Notificaciones.Text; 
        basedatos.RemoveAt(listBox1.SelectedIndex); 
        listBox1.SelectedIndex = -1; 
        actualizarlb2(); 
        listBox2.SelectedIndex = -1; 




        Mostrar_Listbox(); 
      } 
    } 
    private void Label5_Click(object sender, EventArgs e) 
    { 
      click = 1; 
      actualizarlb2(); 
      Label5.ForeColor = Color.Red; 
      label6.ForeColor = Color.Black; 
      label7.ForeColor = Color.Black; 
      label8.ForeColor = Color.Black; 
      label9.ForeColor = Color.Black; 
      label10.ForeColor = Color.Black; 
      label11.ForeColor = Color.Black; 
      label12.ForeColor = Color.Black; 
      label13.ForeColor = Color.Black; 
    } 
    private void Label5_MouseEnter(object sender, EventArgs e) 
    { 
      if (Label5.ForeColor != Color.Red) 
      { 
        Label5.Cursor = Cursors.Hand; 
        Label5.ForeColor = Color.White; 
      } 
    } 
    private void Label5_MouseLeave(object sender, EventArgs e) 
    { 
      if (Label5.ForeColor != Color.Red) 
      Label5.ForeColor = Color.Black; 
    } 
    private void listBox2_SelectedIndexChanged(object sender, 
EventArgs e) 
    { 
      if (listBox2.SelectedIndex == -1|| listBox2.SelectedIndex==0) 
return; 
      listBox1.SelectedIndex = -1; 
      if(click==1) 
      { 
        if (basedatos.Count == 0) 
        { 
          listBox1.SelectedIndex = -1; 
          return; 
        } 
        if (buscarlista(puesto1[listBox2.SelectedIndex-1], 
basedatos)) 
        { 
          listBox1.SelectedIndex = posicion; 
        } 
        else listBox1.SelectedIndex = -1; 
      } 
    } 




    private void label6_Click(object sender, EventArgs e) 
    { 
      click = 2; 
      actualizarlb2(); 
      Label5.ForeColor = Color.Black; 
      label6.ForeColor = Color.Red; 
      label7.ForeColor = Color.Black; 
      label8.ForeColor = Color.Black; 
      label9.ForeColor = Color.Black; 
      label10.ForeColor = Color.Black; 
      label11.ForeColor = Color.Black; 
      label12.ForeColor = Color.Black; 
      label13.ForeColor = Color.Black; 
    } 
    private void timer1_Tick(object sender, EventArgs e) 
    { 
      timer1.Enabled=false; 
      if (progressBar1.Visible == true) 
      { 
        progreso += 1; 
        panel3.Visible = !panel3.Visible; 
        if (progreso ==5) 
        { 
          progressBar1.Visible = false; 
          panel3.Visible = false; 
          progressBar1.Value = 0; 
          progreso = 0; 
        } 
      } 
      byte[] sms = new byte[4]; 
      sms[0] = 0x05; 
      sms[1] = 0x01; 
      sms[2] = nodo; 
      sms[3] = 0xFF; 
      borrarbuffer(); 
      if(serialPort1.IsOpen)serialPort1.Write(sms, 0, 4); 
      todorecibido = false; 
      esperar(50); 
      if (respuestac()) 
      { 
        todorecibido = false; 
        sms[2] = 0x2C; 
        borrarbuffer(); 
        serialPort1.Write(sms, 0, 4); 
        esperar(998); 
        esperar(998); 
        if (todorecibido) 
        { 
          if (buffer2[totalbytes] == 0xFF) 
          { 
            byte[] pro = new byte[totalbytes]; 




            for (int i = 0; i < totalbytes; i++) 
            { 
              pro[i] = buffer2[i]; 
            } 
            try 
            { 
              listbuffer(pro, totalbytes); 
              procesar(pro); 
            } 
            catch { } 
          } 
        } 
      } 
      timer1.Enabled = true; 
      if (nodo < numerolectores) 
      { 
        nodo++; 
      } 
      else 
      nodo = 0; 
    } 
    public bool respuestac() 
    { 
      if((buffer2[0]==0x05)&&(buffer2[1]==0x01)&&(buffer2[2]==0x2C)&
&(buffer2[3]==0xFF 
            )) return true; 
      return false; 
    } 
    public void esperar(int x) 
    { 
      int tiempo = 0; 
      int final = 0; 
      int inicial = DateTime.Now.Millisecond; 
      while ((tiempo < x) && (!todorecibido)) 
      { 
        if ((DateTime.Now.Millisecond - inicial) < 0) final = 
        DateTime.Now.Millisecond + 1000; 
        else final = DateTime.Now.Millisecond; 
        tiempo = final - inicial; 
      } 
    } 
    public void borrarbuffer() 
    { 
      for (int i = 0; i < 100; i++) 
      { 
        buffer2[i] = 0x00; 
      } 
    } 
    private void label6_MouseEnter(object sender, EventArgs e) 
    { 
      if (label6.ForeColor != Color.Red) 




      { 
        label6.Cursor = Cursors.Hand; 
        label6.ForeColor = Color.White; 
      } 
    } 
    private void label6_MouseLeave(object sender, EventArgs e) 
    { 
      if (label6.ForeColor != Color.Red) 
      { 
        label6.ForeColor = Color.Black; 
      } 
    } 
    private void label7_Click(object sender, EventArgs e) 
    { 
      click = 3; 
      actualizarlb2(); 
      Label5.ForeColor = Color.Black; 
      label6.ForeColor = Color.Black; 
      label7.ForeColor = Color.Red; 
      label8.ForeColor = Color.Black; 
      label9.ForeColor = Color.Black; 
      label10.ForeColor = Color.Black; 
      label11.ForeColor = Color.Black; 
      label12.ForeColor = Color.Black; 
      label13.ForeColor = Color.Black; 
    } 
    private void label7_MouseEnter(object sender, EventArgs e) 
    { 
      if (label7.ForeColor != Color.Red) 
      { 
        label7.Cursor = Cursors.Hand; 
        label7.ForeColor = Color.White; 
      } 
    } 
    private void label7_MouseLeave(object sender, EventArgs e) 
    { 
      if (label7.ForeColor != Color.Red) 
      { 
        label7.ForeColor = Color.Black; 
      } 
    } 
    private void label7_MouseDown(object sender, MouseEventArgs e) 
    { 
      actcontrol = sender as Control; 
      preloc = e.Location; 
      Cursor = Cursors.Default; 
    } 
    private void label7_MouseMove(object sender, MouseEventArgs e) 
    { 
      if (actcontrol == null || actcontrol != sender) 
      return; 




      var location = actcontrol.Location; 
      location.Offset(e.Location.X - preloc.X, e.Location.Y -
 preloc.Y); 
      actcontrol.Location = location; 
    } 
    private void label7_MouseUp(object sender, MouseEventArgs e) 
    { 
      actcontrol = null; 
      Cursor = Cursors.Default; 
    } 
    private void lectoresToolStripMenuItem_Click(object sender, 
EventArgs e) 
    { 
      llamarhijo(); 
      if (panel1.Visible == false && numerolectores!=0 ) 
vision(true); 
    } 
    private void Label5_MouseDown(object sender, MouseEventArgs e) 
    { 
      actcontrol = sender as Control; 
      preloc = e.Location; 
      Cursor = Cursors.Default; 
    } 
    private void Label5_MouseMove(object sender, MouseEventArgs e) 
    { 
      if (actcontrol == null || actcontrol != sender) 
      return; 
      var location = actcontrol.Location; 
      location.Offset(e.Location.X - preloc.X, e.Location.Y -
 preloc.Y); 
      actcontrol.Location = location; 
    } 
    private void Label5_MouseUp(object sender, MouseEventArgs e) 
    { 
      actcontrol = null; 
      Cursor = Cursors.Default; 
    } 
    private void label6_MouseDown(object sender, MouseEventArgs e) 
    { 
      actcontrol = sender as Control; 
      preloc = e.Location; 
      Cursor = Cursors.Default; 
    } 
    private void label6_MouseMove(object sender, MouseEventArgs e) 
    { 
      if (actcontrol == null || actcontrol != sender) 
      return; 
      var location = actcontrol.Location; 
      location.Offset(e.Location.X - preloc.X, e.Location.Y -
 preloc.Y); 
      actcontrol.Location = location; 




    } 
    private void label6_MouseUp(object sender, MouseEventArgs e) 
    { 
      actcontrol = null; 
      Cursor = Cursors.Default; 
    } 
    private void label8_Click(object sender, EventArgs e) 
    { 
      click = 4; 
      actualizarlb2(); 
      Label5.ForeColor = Color.Black; 
      label6.ForeColor = Color.Black; 
      label7.ForeColor = Color.Black; 
      label8.ForeColor = Color.Red; 
      label9.ForeColor = Color.Black; 
      label10.ForeColor = Color.Black; 
      label11.ForeColor = Color.Black; 
      label12.ForeColor = Color.Black; 
      label13.ForeColor = Color.Black; 
    } 
    private void label8_MouseDown(object sender, MouseEventArgs e) 
    { 
      actcontrol = sender as Control; 
      preloc = e.Location; 
      Cursor = Cursors.Default; 
    } 
    private void label8_MouseEnter(object sender, EventArgs e) 
    { 
      if (label8.ForeColor != Color.Red) 
      { 
        label8.Cursor = Cursors.Hand; 
        label8.ForeColor = Color.White; 
      } 
    } 
    private void label8_MouseLeave(object sender, EventArgs e) 
    { 
      if (label8.ForeColor != Color.Red) 
      { 
        label8.ForeColor = Color.Black; 
      } 
    } 
    private void label8_MouseMove(object sender, MouseEventArgs e) 
    { 
      if (actcontrol == null || actcontrol != sender) 
      return; 
      var location = actcontrol.Location; 
      location.Offset(e.Location.X - preloc.X, e.Location.Y -
 preloc.Y); 
      actcontrol.Location = location; 
    } 
    private void label8_MouseUp(object sender, MouseEventArgs e) 




    { 
      actcontrol = null; 
      Cursor = Cursors.Default; 
    } 
    private void label9_Click(object sender, EventArgs e) 
    { 
      click = 5; 
      actualizarlb2(); 
      Label5.ForeColor = Color.Black; 
      label6.ForeColor = Color.Black; 
      label7.ForeColor = Color.Black; 
      label8.ForeColor = Color.Black; 
      label9.ForeColor = Color.Red; 
      label10.ForeColor = Color.Black; 
      label11.ForeColor = Color.Black; 
      label12.ForeColor = Color.Black; 
      label13.ForeColor = Color.Black; 
    } 
    private void label9_MouseDown(object sender, MouseEventArgs e) 
    { 
      actcontrol = sender as Control; 
      preloc = e.Location; 
      Cursor = Cursors.Default; 
    } 
    private void label9_MouseEnter(object sender, EventArgs e) 
    { 
      if (label9.ForeColor != Color.Red) 
      { 
        label9.Cursor = Cursors.Hand; 
        label9.ForeColor = Color.White; 
      } 
    } 
    private void label9_MouseLeave(object sender, EventArgs e) 
    { 
      if (label9.ForeColor != Color.Red) 
      { 
        label9.ForeColor = Color.Black; 
      } 
    } 
    private void label9_MouseMove(object sender, MouseEventArgs e) 
    { 
      if (actcontrol == null || actcontrol != sender) 
      return; 
      var location = actcontrol.Location; 
      location.Offset(e.Location.X - preloc.X, e.Location.Y -
 preloc.Y); 
      actcontrol.Location = location; 
    } 
    private void label9_MouseUp(object sender, MouseEventArgs e) 
    { 
      actcontrol = null; 




      Cursor = Cursors.Default; 
    } 
    private void label10_Click(object sender, EventArgs e) 
    { 
      click = 6; 
      actualizarlb2(); 
      Label5.ForeColor = Color.Black; 
      label6.ForeColor = Color.Black; 
      label7.ForeColor = Color.Black; 
      label8.ForeColor = Color.Black; 
      label9.ForeColor = Color.Black; 
      label10.ForeColor = Color.Red; 
      label11.ForeColor = Color.Black; 
      label12.ForeColor = Color.Black; 
      label13.ForeColor = Color.Black; 
    } 
    private void label10_MouseDown(object sender, MouseEventArgs e) 
    { 
      actcontrol = sender as Control; 
      preloc = e.Location; 
      Cursor = Cursors.Default; 
    } 
    private void label10_MouseEnter(object sender, EventArgs e) 
    { 
      if (label10.ForeColor != Color.Red) 
      { 
        label10.Cursor = Cursors.Hand; 
        label10.ForeColor = Color.White; 
      } 
    } 
    private void label10_MouseLeave(object sender, EventArgs e) 
    { 
      if (label10.ForeColor != Color.Red) 
      { 
        label10.ForeColor = Color.Black; 
      } 
    } 
    private void label10_MouseMove(object sender, MouseEventArgs e) 
    { 
      if (actcontrol == null || actcontrol != sender) 
      return; 
      var location = actcontrol.Location; 
      location.Offset(e.Location.X - preloc.X, e.Location.Y -
 preloc.Y); 
      actcontrol.Location = location; 
    } 
    private void label10_MouseUp(object sender, MouseEventArgs e) 
    { 
      actcontrol = null; 
      Cursor = Cursors.Default; 
    } 




    private void label11_Click(object sender, EventArgs e) 
    { 
      click = 7; 
      actualizarlb2(); 
      Label5.ForeColor = Color.Black; 
      label6.ForeColor = Color.Black; 
      label7.ForeColor = Color.Black; 
      label8.ForeColor = Color.Black; 
      label9.ForeColor = Color.Black; 
      label10.ForeColor = Color.Black; 
      label11.ForeColor = Color.Red; 
      label12.ForeColor = Color.Black; 
      label13.ForeColor = Color.Black; 
    } 
    private void label11_MouseDown(object sender, MouseEventArgs e) 
    { 
      actcontrol = sender as Control; 
      preloc = e.Location; 
      Cursor = Cursors.Default; 
    } 
    private void label11_MouseEnter(object sender, EventArgs e) 
    { 
      if (label11.ForeColor != Color.Red) 
      { 
        label11.Cursor = Cursors.Hand; 
        label11.ForeColor = Color.White; 
      } 
    } 
    private void label11_MouseLeave(object sender, EventArgs e) 
    { 
      if (label11.ForeColor != Color.Red) 
      { 
        label11.ForeColor = Color.Black; 
      } 
    } 
    private void label11_MouseMove(object sender, MouseEventArgs e) 
    { 
      if (actcontrol == null || actcontrol != sender) 
      return; 
      var location = actcontrol.Location; 
      location.Offset(e.Location.X - preloc.X, e.Location.Y -
 preloc.Y); 
      actcontrol.Location = location; 
    } 
    private void label11_MouseUp(object sender, MouseEventArgs e) 
    { 
      actcontrol = null; 
      Cursor = Cursors.Default; 
    } 
    private void label12_Click(object sender, EventArgs e) 
    { 




      click = 8; 
      actualizarlb2(); 
      Label5.ForeColor = Color.Black; 
      label6.ForeColor = Color.Black; 
      label7.ForeColor = Color.Black; 
      label8.ForeColor = Color.Black; 
      label9.ForeColor = Color.Black; 
      label10.ForeColor = Color.Black; 
      label11.ForeColor = Color.Black; 
      label12.ForeColor = Color.Red; 
      label13.ForeColor = Color.Black; 
    } 
    private void label12_MouseDown(object sender, MouseEventArgs e) 
    { 
      actcontrol = sender as Control; 
      preloc = e.Location; 
      Cursor = Cursors.Default; 
    } 
    private void label12_MouseEnter(object sender, EventArgs e) 
    { 
      if (label12.ForeColor != Color.Red) 
      { 
        label12.Cursor = Cursors.Hand; 
        label12.ForeColor = Color.White; 
      } 
    } 
    private void label12_MouseLeave(object sender, EventArgs e) 
    { 
      if (label12.ForeColor != Color.Red) 
      { 
        label12.ForeColor = Color.Black; 
      } 
    } 
    private void label12_MouseMove(object sender, MouseEventArgs e) 
    { 
      if (actcontrol == null || actcontrol != sender) 
      return; 
      var location = actcontrol.Location; 
      location.Offset(e.Location.X - preloc.X, e.Location.Y -
 preloc.Y); 
      actcontrol.Location = location; 
    } 
    private void label12_MouseUp(object sender, MouseEventArgs e) 
    { 
      actcontrol = null; 
      Cursor = Cursors.Default; 
    } 
    private void label13_Click(object sender, EventArgs e) 
    { 
      click = 9; 
      actualizarlb2(); 




      Label5.ForeColor = Color.Black; 
      label6.ForeColor = Color.Black; 
      label7.ForeColor = Color.Black; 
      label8.ForeColor = Color.Black; 
      label9.ForeColor = Color.Black; 
      label10.ForeColor = Color.Black; 
      label11.ForeColor = Color.Black; 
      label12.ForeColor = Color.Black; 
      label13.ForeColor = Color.Red; 
    } 
    private void label13_MouseDown(object sender, MouseEventArgs e) 
    { 
      actcontrol = sender as Control; 
      preloc = e.Location; 
      Cursor = Cursors.Default; 
    } 
    private void label13_MouseEnter(object sender, EventArgs e) 
    { 
      if (label13.ForeColor != Color.Red) 
      { 
        label13.Cursor = Cursors.Hand; 
        label13.ForeColor = Color.White; 
      } 
    } 
    private void label13_MouseLeave(object sender, EventArgs e) 
    { 
      if (label13.ForeColor != Color.Red) 
      { 
        label13.ForeColor = Color.Black; 
      } 
    } 
    private void label13_MouseMove(object sender, MouseEventArgs e) 
    { 
      if (actcontrol == null || actcontrol != sender) 
      return; 
      var location = actcontrol.Location; 
      location.Offset(e.Location.X - preloc.X, e.Location.Y -
 preloc.Y); 
      actcontrol.Location = location; 
    } 
    private void label13_MouseUp(object sender, MouseEventArgs e) 
    { 
      actcontrol = null; 
      Cursor = Cursors.Default; 
    } 
    public void lectores(int x) 
    { 
      switch(x) 
      { 
      case 1: 
        { 




          numerolectores = 1; 
          estadoproceso.Visible = true; 
          labelep.Visible = true; 
          labelp1.Visible = true; 
          labelp2.Visible = false; 
          labelp3.Visible = false; 
          labelp4.Visible = false; 
          labelp5.Visible = false; 
          labelp6.Visible = false; 
          labelp7.Visible = false; 
          labelp8.Visible = false; 
          labelp9.Visible = false; 
          pancon1.Visible = true; 
          pancon2.Visible = false; 
          pancon3.Visible = false; 
          pancon4.Visible = false; 
          pancon5.Visible = false; 
          pancon6.Visible = false; 
          pancon7.Visible = false; 
          pancon8.Visible = false; 
          pancon9.Visible = false; 
          Label5.Visible = true; 
          label6.Visible = false; 
          label7.Visible = false; 
          label8.Visible = false; 
          label9.Visible = false; 
          label10.Visible = false; 
          label11.Visible = false; 
          label12.Visible = false; 
          label13.Visible = false; 
          break; 
        } 
      case 2: 
        { 
          numerolectores = 2; 
          estadoproceso.Visible = true; 
          labelep.Visible = true; 
          labelp1.Visible = true; 
          labelp2.Visible = true; 
          labelp3.Visible = false; 
          labelp4.Visible = false; 
          labelp5.Visible = false; 
          labelp6.Visible = false; 
          labelp7.Visible = false; 
          labelp8.Visible = false; 
          labelp9.Visible = false; 
          pancon1.Visible = true; 
          pancon2.Visible = true; 
          pancon3.Visible = false; 
          pancon4.Visible = false; 
          pancon5.Visible = false; 




          pancon6.Visible = false; 
          pancon7.Visible = false; 
          pancon8.Visible = false; 
          pancon9.Visible = false; 
          Label5.Visible = true; 
          label6.Visible = true; 
          label7.Visible = false; 
          label8.Visible = false; 
          label9.Visible = false; 
          label10.Visible = false; 
          label11.Visible = false; 
          label12.Visible = false; 
          label13.Visible = false; 
          break; 
        } 
      case 3: 
        { 
          numerolectores = 3; 
          estadoproceso.Visible = true; 
          labelep.Visible = true; 
          labelp1.Visible = true; 
          labelp2.Visible = true; 
          labelp3.Visible = true; 
          labelp4.Visible = false; 
          labelp5.Visible = false; 
          labelp6.Visible = false; 
          labelp7.Visible = false; 
          labelp8.Visible = false; 
          labelp9.Visible = false; 
          pancon1.Visible = true; 
          pancon2.Visible = true; 
          pancon3.Visible = true; 
          pancon4.Visible = false; 
          pancon5.Visible = false; 
          pancon6.Visible = false; 
          pancon7.Visible = false; 
          pancon8.Visible = false; 
          pancon9.Visible = false; 
          Label5.Visible = true; 
          label6.Visible = true; 
          label7.Visible = true; 
          label8.Visible = false; 
          label9.Visible = false; 
          label10.Visible = false; 
          label11.Visible = false; 
          label12.Visible = false; 
          label13.Visible = false; 
          break; 
        } 
      case 4: 
        { 




          numerolectores = 4; 
          estadoproceso.Visible = true; 
          labelep.Visible = true; 
          labelp1.Visible = true; 
          labelp2.Visible = true; 
          labelp3.Visible = true; 
          labelp4.Visible = true; 
          labelp5.Visible = false; 
          labelp6.Visible = false; 
          labelp7.Visible = false; 
          labelp8.Visible = false; 
          labelp9.Visible = false; 
          pancon1.Visible = true; 
          pancon2.Visible = true; 
          pancon3.Visible = true; 
          pancon4.Visible = true; 
          pancon5.Visible = false; 
          pancon6.Visible = false; 
          pancon7.Visible = false; 
          pancon8.Visible = false; 
          pancon9.Visible = false; 
          Label5.Visible = true; 
          label6.Visible = true; 
          label7.Visible = true; 
          label8.Visible = true; 
          label9.Visible = false; 
          label10.Visible = false; 
          label11.Visible = false; 
          label12.Visible = false; 
          label13.Visible = false; 
          break; 
        } 
      case 5: 
        { 
          numerolectores = 5; 
          estadoproceso.Visible = true; 
          labelep.Visible = true; 
          labelp1.Visible = true; 
          labelp2.Visible = true; 
          labelp3.Visible = true; 
          labelp4.Visible = true; 
          labelp5.Visible = true; 
          labelp6.Visible = false; 
          labelp7.Visible = false; 
          labelp8.Visible = false; 
          labelp9.Visible = false; 
          pancon1.Visible = true; 
          pancon2.Visible = true; 
          pancon3.Visible = true; 
          pancon4.Visible = true; 
          pancon5.Visible = true; 




          pancon6.Visible = false; 
          pancon7.Visible = false; 
          pancon8.Visible = false; 
          pancon9.Visible = false; 
          Label5.Visible = true; 
          label6.Visible = true; 
          label7.Visible = true; 
          label8.Visible = true; 
          label9.Visible = true; 
          label10.Visible = false; 
          label11.Visible = false; 
          label12.Visible = false; 
          label13.Visible = false; 
          break; 
        } 
      case 6: 
        { 
          numerolectores = 6; 
          estadoproceso.Visible = true; 
          labelep.Visible = true; 
          labelp1.Visible = true; 
          labelp2.Visible = true; 
          labelp3.Visible = true; 
          labelp4.Visible = true; 
          labelp5.Visible = true; 
          labelp6.Visible = true; 
          labelp7.Visible = false; 
          labelp8.Visible = false; 
          labelp9.Visible = false; 
          pancon1.Visible = true; 
          pancon2.Visible = true; 
          pancon3.Visible = true; 
          pancon4.Visible = true; 
          pancon5.Visible = true; 
          pancon6.Visible = true; 
          pancon7.Visible = false; 
          pancon8.Visible = false; 
          pancon9.Visible = false; 
          Label5.Visible = true; 
          label6.Visible = true; 
          label7.Visible = true; 
          label8.Visible = true; 
          label9.Visible = true; 
          label10.Visible = true; 
          label11.Visible = false; 
          label12.Visible = false; 
          label13.Visible = false; 
          break; 
        } 
      case 7: 
        { 




          numerolectores = 7; 
          estadoproceso.Visible = true; 
          labelep.Visible = true; 
          labelp1.Visible = true; 
          labelp2.Visible = true; 
          labelp3.Visible = true; 
          labelp4.Visible = true; 
          labelp5.Visible = true; 
          labelp6.Visible = true; 
          labelp7.Visible = true; 
          labelp8.Visible = false; 
          labelp9.Visible = false; 
          pancon1.Visible = true; 
          pancon2.Visible = true; 
          pancon3.Visible = true; 
          pancon4.Visible = true; 
          pancon5.Visible = true; 
          pancon6.Visible = true; 
          pancon7.Visible = true; 
          pancon8.Visible = false; 
          pancon9.Visible = false; 
          Label5.Visible = true; 
          label6.Visible = true; 
          label7.Visible = true; 
          label8.Visible = true; 
          label9.Visible = true; 
          label10.Visible = true; 
          label11.Visible = true; 
          label12.Visible = false; 
          label13.Visible = false; 
          break; 
        } 
      case 8: 
        { 
          numerolectores = 8; 
          estadoproceso.Visible = true; 
          labelep.Visible = true; 
          labelp1.Visible = true; 
          labelp2.Visible = true; 
          labelp3.Visible = true; 
          labelp4.Visible = true; 
          labelp5.Visible = true; 
          labelp6.Visible = true; 
          labelp7.Visible = true; 
          labelp8.Visible = true; 
          labelp9.Visible = false; 
          pancon1.Visible = true; 
          pancon2.Visible = true; 
          pancon3.Visible = true; 
          pancon4.Visible = true; 
          pancon5.Visible = true; 




          pancon6.Visible = true; 
          pancon7.Visible = true; 
          pancon8.Visible = true; 
          pancon9.Visible = false; 
          Label5.Visible = true; 
          label6.Visible = true; 
          label7.Visible = true; 
          label8.Visible = true; 
          label9.Visible = true; 
          label10.Visible = true; 
          label11.Visible = true; 
          label12.Visible = true; 
          label13.Visible = false; 
          break; 
        } 
      case 9: 
        { 
          numerolectores = 9; 
          estadoproceso.Visible = true; 
          labelep.Visible = true; 
          labelp1.Visible = true; 
          labelp2.Visible = true; 
          labelp3.Visible = true; 
          labelp4.Visible = true; 
          labelp5.Visible = true; 
          labelp6.Visible = true; 
          labelp7.Visible = true; 
          labelp8.Visible = true; 
          labelp9.Visible = true; 
          pancon1.Visible = true; 
          pancon2.Visible = true; 
          pancon3.Visible = true; 
          pancon4.Visible = true; 
          pancon5.Visible = true; 
          pancon6.Visible = true; 
          pancon7.Visible = true; 
          pancon8.Visible = true; 
          pancon9.Visible = true; 
          Label5.Visible = true; 
          label6.Visible = true; 
          label7.Visible = true; 
          label8.Visible = true; 
          label9.Visible = true; 
          label10.Visible = true; 
          label11.Visible = true; 
          label12.Visible = true; 
          label13.Visible = true; 
          break; 
        } 
      } 
      if ( texto_asignar_desc.Enabled==true) 




      { 
        activarcheck(); 
      } 
      if(nuevoar==true)basedatos.Clear(); 
      Mostrar_Listbox(); 
      actualizarlb2(); 
      listBox2.Show(); 
    } 
    public void llamarhijo() 
    { 
      Form Form2 = new Form2(); 
      if (Form2.ShowDialog(this) == 
System.Windows.Forms.DialogResult.OK) 
      { 
      } 
    } 
    public void activarcheck() 
    { 
      if (texto_asignar_prod.Enabled == false) return; 
      switch (numerolectores) 
      { 
      case 1: 
        { 
          checkp1.Enabled = true; 
          checkp2.Enabled = false; 
          checkp3.Enabled = false; 
          checkp4.Enabled = false; 
          checkp5.Enabled = false; 
          checkp6.Enabled = false; 
          checkp7.Enabled = false; 
          checkp8.Enabled = false; 
          checkp9.Enabled = false; 
          break; 
        } 
      case 2: 
        { 
          checkp1.Enabled = true; 
          checkp2.Enabled = true; 
          checkp3.Enabled = false; 
          checkp4.Enabled = false; 
          checkp5.Enabled = false; 
          checkp6.Enabled = false; 
          checkp7.Enabled = false; 
          checkp8.Enabled = false; 
          checkp9.Enabled = false; 
          break; 
        } 
      case 3: 
        { 
          checkp1.Enabled = true; 
          checkp2.Enabled = true; 




          checkp3.Enabled = true; 
          checkp4.Enabled = false; 
          checkp5.Enabled = false; 
          checkp6.Enabled = false; 
          checkp7.Enabled = false; 
          checkp8.Enabled = false; 
          checkp9.Enabled = false; 
          break; 
        } 
      case 4: 
        { 
          checkp1.Enabled = true; 
          checkp2.Enabled = true; 
          checkp3.Enabled = true; 
          checkp4.Enabled = true; 
          checkp5.Enabled = false; 
          checkp6.Enabled = false; 
          checkp7.Enabled = false; 
          checkp8.Enabled = false; 
          checkp9.Enabled = false; 
          break; 
        } 
      case 5: 
        { 
          checkp1.Enabled = true; 
          checkp2.Enabled = true; 
          checkp3.Enabled = true; 
          checkp4.Enabled = true; 
          checkp5.Enabled = true; 
          checkp6.Enabled = false; 
          checkp7.Enabled = false; 
          checkp8.Enabled = false; 
          checkp9.Enabled = false; 
          break; 
        } 
      case 6: 
        { 
          checkp1.Enabled = true; 
          checkp2.Enabled = true; 
          checkp3.Enabled = true; 
          checkp4.Enabled = true; 
          checkp5.Enabled = true; 
          checkp6.Enabled = true; 
          checkp7.Enabled = false; 
          checkp8.Enabled = false; 
          checkp9.Enabled = false; 
          break; 
        } 
      case 7: 
        { 
          checkp1.Enabled = true; 




          checkp2.Enabled = true; 
          checkp3.Enabled = true; 
          checkp4.Enabled = true; 
          checkp5.Enabled = true; 
          checkp6.Enabled = true; 
          checkp7.Enabled = true; 
          checkp8.Enabled = false; 
          checkp9.Enabled = false; 
          break; 
        } 
      case 8: 
        { 
          checkp1.Enabled = true; 
          checkp2.Enabled = true; 
          checkp3.Enabled = true; 
          checkp4.Enabled = true; 
          checkp5.Enabled = true; 
          checkp6.Enabled = true; 
          checkp7.Enabled = true; 
          checkp8.Enabled = true; 
          checkp9.Enabled = false; 
          break; 
        } 
      case 9: 
        { 
          checkp1.Enabled = true; 
          checkp2.Enabled = true; 
          checkp3.Enabled = true; 
          checkp4.Enabled = true; 
          checkp5.Enabled = true; 
          checkp6.Enabled = true; 
          checkp7.Enabled = true; 
          checkp8.Enabled = true; 
          checkp9.Enabled = true; 
          break; 
        } 
      default: 
        { 
          MessageBox.Show("Falta seleccionar número de lectores"); 
          break; 
        } 
      } 
    } 
    private void guardarBDToolStripMenuItem_Click(object sender, 
EventArgs e) 
    { 
      if (listBox2.Visible == false) return; 
      string guardar = string.Empty; 
      SaveFileDialog dialog = new SaveFileDialog(); 
      dialog.Filter = "rfid files (*.rfid)|*.rfid"; 
      dialog.InitialDirectory = Application.StartupPath+@"\Saves"; 




      dialog.Title = "Guardar BD"; 
      if (dialog.ShowDialog() == DialogResult.OK) 
      guardar= dialog.FileName; 
      if (guardar == String.Empty) 
      return; 
      string[] lines = guardarbasedatos(); 
      System.IO.File.WriteAllLines(guardar, lines); 
      output = guardar; 
    } 
    private void guardarToolStripMenuItem_Click(object sender, 
EventArgs e) 
    { 
      input = string.Empty; 
      OpenFileDialog dialog = new OpenFileDialog(); 
      dialog.Filter = "rfid files (*.rfid)|*.rfid"; 
      dialog.InitialDirectory = Application.StartupPath+@"\Saves"; 
      dialog.Title = "Select a BD file"; 
      if (dialog.ShowDialog() == DialogResult.OK) 
      input = dialog.FileName; 
      if (input == String.Empty) 
      return; 
      cargarar = true; 
      basedatos.Clear(); 
      if (listBox1.Visible == false) vision(true); 
      string[] lines = System.IO.File.ReadAllLines(input); 
      cargarbasedatos(lines); 
      lectores(numerolectores); 
      if(listBox1.Items.Count!=0)listBox1.Enabled = true; 
      checkp1.BackColor = Color.PowderBlue; 
      checkp2.BackColor = Color.PowderBlue; 
      checkp3.BackColor = Color.PowderBlue; 
      checkp4.BackColor = Color.PowderBlue; 
      checkp5.BackColor = Color.PowderBlue; 
      checkp6.BackColor = Color.PowderBlue; 
      checkp7.BackColor = Color.PowderBlue; 
      checkp8.BackColor = Color.PowderBlue; 
      checkp9.BackColor = Color.PowderBlue; 
      cargarar = false; 
    } 
    private void nuevoToolStripMenuItem_Click(object sender, 
EventArgs e) 
    { 
      nuevoar = true; 
      llamarhijo(); 
      if(numerolectores!=0) 
      vision(true); 
      nuevoar = false; 
    } 
    public void vision(bool x) 
    { 
      panel1.Visible = x; 




      listBox1.Visible = x; 
      listBox2.Visible = x; 
      label1.Visible = x; 
      label2.Visible = x; 
      label3.Visible = x; 
      label4.Visible = x; 
      label17.Visible = x; 
      label18.Visible = x; 
      checkp1.Visible = x; 
      checkp2.Visible = x; 
      checkp3.Visible = x; 
      checkp4.Visible = x; 
      checkp5.Visible = x; 
      checkp6.Visible = x; 
      checkp7.Visible = x; 
      checkp8.Visible = x; 
      checkp9.Visible = x; 
      label14.Visible = x; 
      label15.Visible = x; 
      label16.Visible = x; 
      boton_asignar.Visible = x; 
      botoneliminar.Visible = x; 
      botonmofidicar.Visible = x; 
      texto_asignar_desc.Visible = x; 
      texto_asignar_prod.Visible = x; 
      texto_asignar_tid.Visible = x; 
      tidsel.Visible = x; 
      prodsel.Visible = x; 
      descsel.Visible = x; 
      Notificaciones.Visible = x; 
    } 
    private void checkp1_Click(object sender, EventArgs e) 
    { 
      if (checkp1.Checked == false) checkp1.BackColor = 
Color.PowderBlue; 
      if (checkp1.Checked == true) checkp1.BackColor = Color.Green; 
    } 
    private void checkp4_Click(object sender, EventArgs e) 
    { 
      if (checkp4.Checked == false) checkp4.BackColor = 
Color.PowderBlue; 
      if (checkp4.Checked == true) checkp4.BackColor = Color.Green; 
    } 
    private void checkp7_Click(object sender, EventArgs e) 
    { 
      if (checkp7.Checked == false) checkp7.BackColor = 
Color.PowderBlue; 
      if (checkp7.Checked == true) checkp7.BackColor = Color.Green; 
    } 
    private void checkp2_Click(object sender, EventArgs e) 
    { 




      if (checkp2.Checked == false) checkp2.BackColor = 
Color.PowderBlue; 
      if (checkp2.Checked == true) checkp2.BackColor = Color.Green; 
    } 
    private void checkp5_Click(object sender, EventArgs e) 
    { 
      if (checkp5.Checked == false) checkp5.BackColor = 
Color.PowderBlue; 
      if (checkp5.Checked == true) checkp5.BackColor = Color.Green; 
    } 
    private void checkp8_Click(object sender, EventArgs e) 
    { 
      if (checkp8.Checked == false) checkp8.BackColor = 
Color.PowderBlue; 
      if (checkp8.Checked == true) checkp8.BackColor = Color.Green; 
    } 
    private void checkp3_Click(object sender, EventArgs e) 
    { 
      if (checkp3.Checked == false) checkp3.BackColor = 
Color.PowderBlue; 
      if (checkp3.Checked == true) checkp3.BackColor = Color.Green; 
      66 
 
    } 
    private void checkp6_Click(object sender, EventArgs e) 
    { 
      if (checkp6.Checked == false) checkp6.BackColor = 
Color.PowderBlue; 
      if (checkp6.Checked == true) checkp6.BackColor = Color.Green; 
    } 
    private void checkp9_Click(object sender, EventArgs e) 
    { 
      if (checkp9.Checked == false) checkp9.BackColor = 
Color.PowderBlue; 
      if (checkp9.Checked == true) checkp9.BackColor = Color.Green; 
    } 
    private void panel2_MouseEnter(object sender, EventArgs e) 
    { 
      panel2.Cursor = Cursors.Hand; 
    } 
    private void panel2_Click(object sender, EventArgs e) 
    { 
      Point nuevo =new Point(); 
      nuevo.X=5; 
      nuevo.Y = 2; 
      Label5.Location = nuevo; 
      nuevo.X = 72; 
      nuevo.Y = 17; 
      label6.Location = nuevo; 
      nuevo.X = 71; 
      nuevo.Y = 55; 




      label7.Location = nuevo; 
      nuevo.X = 121; 
      nuevo.Y = 17; 
      label8.Location = nuevo; 
      nuevo.X = 144; 
      nuevo.Y = 120; 
      label9.Location = nuevo; 
      nuevo.X = 106; 
      nuevo.Y = 210; 
      label10.Location = nuevo; 
      nuevo.X = 144; 
      nuevo.Y = 210; 
      label11.Location = nuevo; 
      nuevo.X = 181; 
      nuevo.Y = 210; 
      label12.Location = nuevo; 
      nuevo.X = 277; 
      nuevo.Y = 39; 
      label13.Location = nuevo; 
    } 
    private void checkp1_KeyPress(object sender, KeyPressEventArgs 
e) 
    { 
      if (e.KeyChar == Convert.ToChar(Keys.Enter)) 
      { 
        boton_asignar.PerformClick(); 
      } 
    } 
    public string[] guardarbasedatos() 
    { 
      string[] copia={string.Empty}; 
      List<string> texto= new List<string>(); 
      for (int i = 0; i < basedatos.Count; i++) 
      { 
        texto.Add(basedatos[i].longitudtid.ToString()); 
        texto.Add(ByteToString( basedatos[i].tid)); 
        texto.Add(basedatos[i].descripcion); 
        texto.Add(basedatos[i].producto); 
        texto.Add(basedatos[i].op.ToString()); 
        for (int j = 0; j < basedatos[i].control.Length;j++ ) 
        texto.Add(basedatos[i].control[j].ToString()); 
      } 
      Array.Resize(ref copia, texto.Count+20); 
      for (int i = 0; i < texto.Count; i++) 
      { 
        copia[i] = texto[i]; 
      } 
      copia[texto.Count ] = numerolectores.ToString(); 
      copia[texto.Count +1] = Label5.Location.X.ToString(); 
      copia[texto.Count + 2] = Label5.Location.Y.ToString(); 
      copia[texto.Count + 3] = label6.Location.X.ToString(); 




      copia[texto.Count + 4] = label6.Location.Y.ToString(); 
      copia[texto.Count + 5] = label7.Location.X.ToString(); 
      copia[texto.Count + 6] = label7.Location.Y.ToString(); 
      copia[texto.Count + 7] = label8.Location.X.ToString(); 
      copia[texto.Count + 8] = label8.Location.Y.ToString(); 
      copia[texto.Count + 9] = label9.Location.X.ToString(); 
      copia[texto.Count + 10] = label9.Location.Y.ToString(); 
      copia[texto.Count + 11] = label10.Location.X.ToString(); 
      copia[texto.Count + 12] = label10.Location.Y.ToString(); 
      copia[texto.Count + 13] = label11.Location.X.ToString(); 
      copia[texto.Count + 14] = label11.Location.Y.ToString(); 
      copia[texto.Count + 15] = label12.Location.X.ToString(); 
      copia[texto.Count + 16] = label12.Location.Y.ToString(); 
      copia[texto.Count + 17] = label13.Location.X.ToString(); 
      copia[texto.Count + 18] = label13.Location.Y.ToString(); 
      copia[texto.Count + 19] = serialPort1.PortName; 
      return copia; 
    } 
    public void cargarbasedatos(string[] cadena) 
    { 
      for (int i = 0; i < cadena.Length-20; i+=15) 
      { 
        base_datos nuevo = new 
base_datos(Convert.ToByte(cadena[i])); 
        nuevo.tid = StringToByte(cadena[i + 1]); 
        nuevo.descripcion = cadena[i + 2]; 
        nuevo.producto = cadena[i + 3]; 
        nuevo.op = Convert.ToInt32(cadena[i + 4]); 
        for (int j = 5; j < 15; j++) 
        { 
          nuevo.control[j - 5] =Convert.ToInt32( cadena[i + j]); 
        } 
        basedatos.Add(nuevo); 
      } 
      numerolectores =Convert.ToInt32( cadena[cadena.Length - 20]); 
      Point punto = new Point(); 
      punto.X = Convert.ToInt32(cadena[cadena.Length - 19]); 
      punto.Y = Convert.ToInt32(cadena[cadena.Length - 18]); 
      Label5.Location = punto; 
      punto.X = Convert.ToInt32(cadena[cadena.Length - 17]); 
      punto.Y = Convert.ToInt32(cadena[cadena.Length - 16]); 
      label6.Location = punto; 
      punto.X = Convert.ToInt32(cadena[cadena.Length - 15]); 
      punto.Y = Convert.ToInt32(cadena[cadena.Length - 14]); 
      label7.Location = punto; 
      punto.X = Convert.ToInt32(cadena[cadena.Length - 13]); 
      punto.Y = Convert.ToInt32(cadena[cadena.Length-12]); 
      label8.Location = punto; 
      punto.X = Convert.ToInt32(cadena[cadena.Length-11]); 
      punto.Y = Convert.ToInt32(cadena[cadena.Length - 10]); 
      label9.Location = punto; 




      punto.X = Convert.ToInt32(cadena[cadena.Length-9]); 
      punto.Y = Convert.ToInt32(cadena[cadena.Length - 8]); 
      label10.Location = punto; 
      punto.X = Convert.ToInt32(cadena[cadena.Length-7]); 
      punto.Y = Convert.ToInt32(cadena[cadena.Length - 6]); 
      label11.Location = punto; 
      punto.X = Convert.ToInt32(cadena[cadena.Length-5]); 
      punto.Y = Convert.ToInt32(cadena[cadena.Length - 4]); 
      label12.Location = punto; 
      punto.X = Convert.ToInt32(cadena[cadena.Length - 3]); 
      punto.Y = Convert.ToInt32(cadena[cadena.Length-2]); 
      label13.Location = punto; 
      if (serialPort1.IsOpen == true) 
      { 
        serialPort1.Close(); 
      } 
      serialPort1.PortName = cadena[cadena.Length - 1]; 
      if (serialPort1.PortName != "vacio") 
      { 
        establecerpuerto(serialPort1.PortName); 
      } 
      Mostrar_Listbox(); 
    } 
    private void guardarToolStripMenuItem_Click_1(object sender, 
EventArgs e) 
    { 
      if (!File.Exists(input)&&!File.Exists(output)) 
      { 
        guardarBDToolStripMenuItem.PerformClick(); 
        return; 
      } 
      progressBar1.Visible = true; 
      backgroundWorker1.RunWorkerAsync(); 
      backgroundWorker1.WorkerReportsProgress = true; 
    } 
    private void backgroundWorker1_DoWork(object sender, 
DoWorkEventArgs e) 
    { 
      if (File.Exists(input)) 
      { 
        string[] lines = guardarbasedatos(); 
        System.IO.File.WriteAllLines(input, lines); 
        for (int i = 1; i < 101; i++) 
        backgroundWorker1.ReportProgress(i); 
      } 
      else 
      { 
        string[] lines = guardarbasedatos(); 
        System.IO.File.WriteAllLines(output, lines); 
        for (int i = 1; i < 101; i++) 
        backgroundWorker1.ReportProgress(i); 




      } 
    } 
    private void backgroundWorker1_ProgressChanged(object sender, 
    ProgressChangedEventArgs e) 
    { 
      progressBar1.Value = e.ProgressPercentage; 
    } 
    private void backgroundWorker1_RunWorkerCompleted(object sender, 
    RunWorkerCompletedEventArgs e) 
    { 
      panel3.Visible = true; 
    } 
    private void salirToolStripMenuItem_Click(object sender, 
EventArgs e) 
    { 
      this.Close(); 
    } 
    public void establecerpuerto(string port) 
    { 
      if (!serialPort1.IsOpen) 
      { 
        serialPort1.PortName = port; 
        if (port != "vacio") serialPort1.Open(); 
      } 
      else 
      { 
        if (serialPort1.PortName != port) 
        { 
          serialPort1.Close(); 
          serialPort1.PortName = port; 
          serialPort1.Open(); 
        } 
      } 
      if(port!="vacio"&& !serialPort1.IsOpen)serialPort1.Open(); 
    } 
    private void Form1_Load(object sender, EventArgs e) 
    { 
      this.comboBox1.DrawMode = DrawMode.OwnerDrawVariable; 
//seleccionar mi 
      propio modo de arrastre 
      this.comboBox1.DropDownStyle = ComboBoxStyle.DropDownList; 
//aspecto al men 
      desplegable 
      this.comboBox1.DataSource = Puertos; //puertos serie 
      disponibles 
      this.comboBox1.TabIndex = 0; 
    } 
    private void comboBox1_DrawItem(object sender, DrawItemEventArgs 
CmboItem) 
    { 
      // Dibuja el fondo del item. 




      CmboItem.DrawBackground(); 
      // Los valores por defecto si el puerto est disponible. 
      string status = "Disponible"; 
      SolidBrush brush = new SolidBrush(Color.Green); 
      System.Drawing.Font font = this.Font; 
      Brush fontbrush = Brushes.Black; 
      Rectangle rectangle = new Rectangle(2, CmboItem.Bounds.Top + 
2, 
      CmboItem.Bounds.Height - 4, CmboItem.Bounds.Height - 4); 
      // Comprobar disponibilidad del puerto 
      try 
      { 
        // Si abre y cierra los puertos sin excepcin. 
        // dibuja el item con la fuente por defecto y rectngulo 
verde. 
        System.IO.Ports.SerialPort PortTest = new 
System.IO.Ports.SerialPort(); 
        PortTest.PortName = Puertos[CmboItem.Index].ToString(); 
        PortTest.Open(); 
        PortTest.Close(); 
      } 
      catch 
      { 
        // Si el puerto no est disponible 
        // dibuja el item con la fuente cursiva y tachado y 
rectngulo rojo 
        brush = new SolidBrush(Color.Red); 
        status = "En Uso"; 
        font = new Font(FontFamily.GenericSansSerif, this.Font.Size, 
        FontStyle.Italic ^ FontStyle.Strikeout); 
        fontbrush = Brushes.DimGray; 
      } 
      // llenar item combo con rectangulo. 
      CmboItem.Graphics.FillRectangle(brush, rectangle); 
      // escribir el texto con la condicin actual del puerto de este 
item. 
      CmboItem.Graphics.DrawString(Puertos[CmboItem.Index].ToString(
) + " - " + 
      status, font, fontbrush, new RectangleF(CmboItem.Bounds.X + 
rectangle.Width, 
      CmboItem.Bounds.Y, CmboItem.Bounds.Width, CmboItem.Bounds.Heig
ht)); 
      // dibujar foco del rectngulo cuando el ratn est sobre un 
item. 
      CmboItem.DrawFocusRectangle(); 
    } 
    private void comboBox1_KeyPress(object sender, KeyPressEventArgs 
e) 
    { 
      if (e.KeyChar == Convert.ToChar(Keys.Enter)) 
      { 




        button1.PerformClick(); 
      } 
    } 
    private void button1_Click_2(object sender, EventArgs e) 
    { 
      establecerpuerto(comboBox1.SelectedItem.ToString()); 
    } 















  public partial class Form2 : Form 
  { 
    public Form2() 
    { 
      InitializeComponent(); 
    } 
    public int lector= 0; 
    private void button1_Click(object sender, EventArgs e) 
    { 
      if (radioButton1.Checked == true) lector=1; 
      if (radioButton2.Checked == true) lector=2; 
      if (radioButton3.Checked == true) lector=3; 
      if (radioButton4.Checked == true) lector=4; 
      if (radioButton5.Checked == true) lector=5; 
      if (radioButton6.Checked == true) lector=6; 
      if (radioButton7.Checked == true) lector=7; 
      if (radioButton8.Checked == true) lector=8; 
      if (radioButton9.Checked == true) lector=9; 
      IForm miInterfaz = this.Owner as IForm; 
      if (miInterfaz != null) 
      miInterfaz.lectores(lector); 
      this.Close(); 
    } 
    private void radioButton1_Click(object sender, EventArgs e) 
    { 
      if (radioButton1.Checked == true) 
      { 
        radioButton1.BackColor = Color.Green; 
        radioButton2.BackColor = Color.PowderBlue; 




        radioButton3.BackColor = Color.PowderBlue; 
        radioButton4.BackColor = Color.PowderBlue; 
        radioButton5.BackColor = Color.PowderBlue; 
        radioButton6.BackColor = Color.PowderBlue; 
        radioButton7.BackColor = Color.PowderBlue; 
        radioButton8.BackColor = Color.PowderBlue; 
        radioButton9.BackColor = Color.PowderBlue; 
      } 
    } 
    private void radioButton2_Click(object sender, EventArgs e) 
    { 
      if (radioButton2.Checked == true) 
      { 
        radioButton1.BackColor = Color.PowderBlue; 
        radioButton2.BackColor = Color.Green; 
        radioButton3.BackColor = Color.PowderBlue; 
        radioButton4.BackColor = Color.PowderBlue; 
        radioButton5.BackColor = Color.PowderBlue; 
        radioButton6.BackColor = Color.PowderBlue; 
        radioButton7.BackColor = Color.PowderBlue; 
        radioButton8.BackColor = Color.PowderBlue; 
        radioButton9.BackColor = Color.PowderBlue; 
      } 
    } 
    private void radioButton3_Click(object sender, EventArgs e) 
    { 
      if (radioButton3.Checked == true) 
      { 
        radioButton1.BackColor = Color.PowderBlue; 
        radioButton2.BackColor = Color.PowderBlue; 
        radioButton3.BackColor = Color.Green; 
        radioButton4.BackColor = Color.PowderBlue; 
        radioButton5.BackColor = Color.PowderBlue; 
        radioButton6.BackColor = Color.PowderBlue; 
        radioButton7.BackColor = Color.PowderBlue; 
        radioButton8.BackColor = Color.PowderBlue; 
        radioButton9.BackColor = Color.PowderBlue; 
      } 
    } 
    private void radioButton4_Click(object sender, EventArgs e) 
    { 
      if (radioButton4.Checked == true) 
      { 
        radioButton1.BackColor = Color.PowderBlue; 
        radioButton2.BackColor = Color.PowderBlue; 
        radioButton3.BackColor = Color.PowderBlue; 
        radioButton4.BackColor = Color.Green; 
        radioButton5.BackColor = Color.PowderBlue; 
        radioButton6.BackColor = Color.PowderBlue; 
        radioButton7.BackColor = Color.PowderBlue; 
        radioButton8.BackColor = Color.PowderBlue; 




        radioButton9.BackColor = Color.PowderBlue; 
      } 
    } 
    private void radioButton5_Click(object sender, EventArgs e) 
    { 
      if (radioButton5.Checked == true) 
      { 
        radioButton1.BackColor = Color.PowderBlue; 
        radioButton2.BackColor = Color.PowderBlue; 
        radioButton3.BackColor = Color.PowderBlue; 
        radioButton4.BackColor = Color.PowderBlue; 
        radioButton5.BackColor = Color.Green; 
        radioButton6.BackColor = Color.PowderBlue; 
        radioButton7.BackColor = Color.PowderBlue; 
        radioButton8.BackColor = Color.PowderBlue; 
        radioButton9.BackColor = Color.PowderBlue; 
      } 
    } 
    private void radioButton6_Click(object sender, EventArgs e) 
    { 
      if (radioButton6.Checked == true) 
      { 
        radioButton1.BackColor = Color.PowderBlue; 
        radioButton2.BackColor = Color.PowderBlue; 
        radioButton3.BackColor = Color.PowderBlue; 
        radioButton4.BackColor = Color.PowderBlue; 
        radioButton5.BackColor = Color.PowderBlue; 
        radioButton6.BackColor = Color.Green; 
        radioButton7.BackColor = Color.PowderBlue; 
        radioButton8.BackColor = Color.PowderBlue; 
        radioButton9.BackColor = Color.PowderBlue; 
      } 
    } 
    private void radioButton7_Click(object sender, EventArgs e) 
    { 
      if (radioButton7.Checked == true) 
      { 
        radioButton1.BackColor = Color.PowderBlue; 
        radioButton2.BackColor = Color.PowderBlue; 
        radioButton3.BackColor = Color.PowderBlue; 
        radioButton4.BackColor = Color.PowderBlue; 
        radioButton5.BackColor = Color.PowderBlue; 
        radioButton6.BackColor = Color.PowderBlue; 
        radioButton7.BackColor = Color.Green; 
        radioButton8.BackColor = Color.PowderBlue; 
        radioButton9.BackColor = Color.PowderBlue; 
      } 
    } 
    private void radioButton8_Click(object sender, EventArgs e) 
    { 
      if (radioButton8.Checked == true) 




      { 
        radioButton1.BackColor = Color.PowderBlue; 
        radioButton2.BackColor = Color.PowderBlue; 
        radioButton3.BackColor = Color.PowderBlue; 
        radioButton4.BackColor = Color.PowderBlue; 
        radioButton5.BackColor = Color.PowderBlue; 
        radioButton6.BackColor = Color.PowderBlue; 
        radioButton7.BackColor = Color.PowderBlue; 
        radioButton8.BackColor = Color.Green; 
        radioButton9.BackColor = Color.PowderBlue; 
      } 
    } 
    private void radioButton9_Click(object sender, EventArgs e) 
    { 
      if (radioButton9.Checked == true) 
      { 
        radioButton1.BackColor = Color.PowderBlue; 
        radioButton2.BackColor = Color.PowderBlue; 
        radioButton3.BackColor = Color.PowderBlue; 
        radioButton4.BackColor = Color.PowderBlue; 
        radioButton5.BackColor = Color.PowderBlue; 
        radioButton6.BackColor = Color.PowderBlue; 
        radioButton7.BackColor = Color.PowderBlue; 
        radioButton8.BackColor = Color.PowderBlue; 
        radioButton9.BackColor = Color.Green; 
        ; 
      } 
    } 
    private void radioButton1_KeyPress(object sender, 
KeyPressEventArgs e) 
    { 
      if (e.KeyChar == Convert.ToChar (Keys.Enter)) 
      { 
        button1.PerformClick(); 
      } 
    } 
  } 
} 
 




3 Código de la aplicación de CP basado en tabletas y ERP 
En este apartado se muestran los distintos desarrollo realizados para la 
implementación del sistema de Control de la Producción, basado en el uso de 
tabletas, para la implementación del AIDC, y el uso del OpenERP, como sistema de 
gestión de la información. 
3.1 Adapciones de las vistas de OpenERP 
A modo de ejemplo, en el listado que se muestra a continuación, se muestra el 
código XML para la modificación de la vista del módulo de RRHH. 
<?xml version="1.0" encoding="UTF-8" ?>  
- <openerp> 
- <data> 
- <!--  
 Top menu Recursos humanos  
  -->  
  <menuitem name="Human Resources" id="hr.menu_hr_root" sequence="90" 
groups="base.group_user,base.group_hr_user,base.group_hr_manager" 
icon="STOCK_OPEN" />  
- <!--  
 menu Recursos humanos 
  -->  
  <menuitem id="hr.menu_hr_main" name="Human Resources" 
parent="hr.menu_hr_root" sequence="1" icon="STOCK_OPEN" />  
- <!--  
 submenu Empleados  




  -->  
  <menuitem id="hr.menu_open_view_employee_list_my" name="Employees" 
parent="hr.menu_hr_main" action="hr.open_view_employee_list_my" 
sequence="3" icon="STOCK_JUSTIFY_FILL" />  
- <!--  
 submenu Contratos  
  -->  
  <menuitem id="hr_contract.hr_menu_contract" name="Contracts" 
parent="hr.menu_hr_main" action="hr_contract.action_hr_contract" 
sequence="4" groups="base.group_hr_manager" 
icon="STOCK_JUSTIFY_FILL" />  
- <!--  
 menu Control de horas (Seguimiento de tiempo)  
  -->  
  <menuitem id="hr_attendance.menu_hr_time_tracking" name="Time 
Tracking" parent="hr.menu_hr_root" sequence="5" 
groups="base.group_user,base.group_hr_user,base.group_hr_manager" 
icon="STOCK_OPEN" />  
- <!--  
 submenu Parte de horas (Mi hoja de servicios actual)  
  -->  
  <menuitem 
id="hr_timesheet_sheet.menu_act_hr_timesheet_sheet_form_my_curre
nt" name="My Current Timesheet" 
parent="hr_attendance.menu_hr_time_tracking" 
action="hr_timesheet_sheet.ir_actions_server_timsheet_sheet" 
sequence="1" icon="STOCK_EXECUTE" />  
- <!--  
 submenu Parte de horas a validar  




  -->  
  <menuitem id="hr_timesheet_sheet.menu_act_hr_timesheet_sheet_form" 
name="Timesheets to Validate" 
parent="hr_attendance.menu_hr_time_tracking" 
action="hr_timesheet_sheet.act_hr_timesheet_sheet_form" sequence="2" 
groups="base.group_hr_user" icon="STOCK_JUSTIFY_FILL" />  
- <!--  
 menu Proceso de selección  
  -->  
  <menuitem id="base.menu_crm_case_job_req_main" name="Recruitment" 
parent="hr.menu_hr_root" sequence="10" groups="base.group_hr_user" 
icon="STOCK_OPEN" />  
- <!--  
 submenu  
  -->  
  <menuitem id="" name="" parent="" action="" sequence="" groups="" icon="" />  
- <!--  
 menu Actividades (Servicios)  
  -->  
  <menuitem id="hr_attendance.menu_hr_attendance" name="Attendances" 
parent="hr.menu_hr_root" sequence="15" 
groups="base.group_hr_attendance" icon="STOCK_OPEN" />  
- <!--  
 submenu Trabajos (Actividades del parte de horas)  
  -->  
  <menuitem id="hr_timesheet.menu_hr_working_hours" name="Timesheet 
Activities" parent="hr_attendance.menu_hr_attendance" 
action="hr_timesheet.act_hr_timesheet_line_evry1_all_form" 
sequence="1" icon="STOCK_JUSTIFY_FILL" />  




- <!--  
 submenu Entrada/Salida por proyecto 
  -->  
  <menuitem id="project_timesheet.menu_hr_timesheet_sign_in" 
name="Sign in / Sign out by project" 
parent="hr_attendance.menu_hr_attendance" 
action="hr_timesheet.action_hr_timesheet_sign_in" sequence="5" 
groups="base.group_hr_attendance" icon="STOCK_EXECUTE" />  
- <!--  
 submenu Asistencia diaria (Servicios)  
  -->  
  <menuitem id="hr_attendance.menu_open_view_attendance" 
name="Attendances" parent="hr_attendance.menu_hr_attendance" 
action="hr_attendance.open_view_attendance" sequence="20" 
groups="base.group_hr_attendance" icon="STOCK_JUSTIFY_FILL" />  
- <!--  
 menu Productos  
  -->  
  <menuitem id="hr.menu_product" name="Products" 
parent="hr.menu_hr_root" sequence="25" icon="STOCK_OPEN" />  
- <!--  
 submenu Servicios por categoría  
  -->  
  <menuitem id="hr.menu_services_by_category" name="Services by 
Category" parent="hr.menu_product" 
action="product.product_category_action" sequence="10" 
icon="STOCK_INDENT" />  
- <!--  
 submenu Servicios  




  -->  
  <menuitem id="hr.menu_services" name="Services" 
parent="hr.menu_product" action="product.product_normal_action_hr" 
sequence="15" icon="STOCK_JUSTIFY_FILL" />  
- <!--  
 menu Configuración  
  -->  
  <menuitem id="hr.menu_hr_configuration" name="Configuration" 
parent="hr.menu_hr_root" sequence="50" 
groups="base.group_hr_manager" icon="STOCK_OPEN" />  
- <!--  
 submenu Departamentos  
  -->  
  <menuitem id="hr.menu_hr_department_tree" name="Departments" 
parent="hr.menu_hr_configuration" 
action="hr.open_module_tree_department" sequence="5" 
icon="STOCK_JUSTIFY_FILL" />  
- <!--  
 submenu Puestos de trabajo  
  -->  
  <menuitem id="hr.menu_hr_job" name="Job Positions" 
parent="hr.menu_hr_configuration" action="hr.action_hr_job" 
sequence="6" icon="STOCK_JUSTIFY_FILL" />  
- <!--  
 submenu Empleados (Contrato)  
  -->  
  <menuitem id="hr_contract.next_id_56" name="Contract" 
parent="hr.menu_hr_configuration" sequence="30" 
groups="base.group_no_one" icon="STOCK_OPEN" />  




- <!--  
 submenu Etiquetas del empleado  
  -->  
  <menuitem id="hr.menu_view_employee_category_form" name="Employee 
Tags" parent="hr_contract.next_id_56" 
action="hr.open_view_categ_form" sequence="1" 
groups="base.group_no_one" icon="STOCK_JUSTIFY_FILL" />  
- <!--  
 submenu2 Tipos de contrato  
  -->  
  <menuitem id="hr_contract.hr_menu_contract_type" name="Contract 
Types" parent="hr_contract.next_id_56" 
action="hr_contract.action_hr_contract_type" sequence="6" 
groups="base.group_no_one" icon="STOCK_JUSTIFY_FILL" />  
- <!--  
 submenu Asistencia  
  -->  
  <menuitem id="hr.menu_open_view_attendance_reason_new_config" 
name="Attendance" parent="hr.menu_hr_configuration" sequence="35" 
groups="base.group_hr_attendance" icon="STOCK_OPEN" />  
- <!--  
 submenu2 Causas de Asistencia/Ausencia  
  -->  




groups="base.group_hr_attendance" icon="STOCK_JUSTIFY_FILL" />  
- <!--  




 submenu Productos  
  -->  
  <menuitem id="hr.menu_product_config_hr" name="Products" 
parent="hr.menu_hr_configuration" sequence="40" 
groups="base.group_no_one" icon="STOCK_OPEN" />  
- <!--  
 submenu2 Categorías de productos  
  -->  
- <!--  
 <menuitem id="hr.menu_product_category_config_hr" 
                      name="Product Categories" 
                      parent="hr.menu_product_config_hr" 
                      action="hr.product_category_action_form"           
//Crear la acción 
                      sequence="1" 
                      icon="STOCK_JUSTIFY_FILL" 
   />  
  -->  
  </data> 
  </openerp> 
 
3.2 Script para el manejo de la API XML-RPC 
A continuación, se muestra el Script desarrollado para el manejo de la API 
XML-RPC para PHP, necesario para conectar las aplicaciones web de “gestión de 








 * Conexión con OpenERP a través del protocolo XML-RPC y la API en PHP. 
Under GPL V3 , All Rights Are Reserverd 
 * 
 * @author Álvaro López Gómez. Alumno de la "Escola de Enxeñería Industrial" de 
la Universidad de Vigo (<http://eei.uvigo.es>). 
 */ 
 
include('xmlrpc.inc');  //Incluir la librería XML-RPC para PHP version 3.0.0 beta 
('xmlrpc.inc') dentro de la carpeta '/Applications/XAMPP/xamppfiles/lib/php/', 
disponible en 'http://gggeek.github.io/phpxmlrpc/' 
 
// Definición de función. 
// Devuelve el tipo de valor de la variable que se le pasa como argumento 
function get_type($var) 
{ 
    if(is_null($var)){ 
        return 'null'; 
    } 
    if(is_string($var)){ 
        return 'string'; 
    } 
    if(is_array($var)){ 
        return 'array'; 




    } 
    if(is_int($var)){ 
        return 'int'; 
    } 
    if(is_bool($var)){ 
        return 'boolean'; 
    } 
    if(is_float($var)){ 
        return 'string';    // $myString2 = new xmlrpcvalue(1.24, "string");  *note: this 
will serialize a php float value as xml-rpc value 
    } 
    // Si ningún valor es conocido: 
    return 'unknown'; 
} 
 
// Definición de clase. Construcción de un objeto. 
class openerp { 
    // Propiedades del objeto. Variables globales del objeto accesibles desde cualquier 
lugar 
    public $server = "";    //@path -> Ruta de enlace al servidor OpenERP a la que se 
conecta el usuario 
    public $dbname = "";    //@database_name -> Base de datos de OpenERP a la que 
se conecta el usuario 




    public $uid = -1;       //@user_id -> si se incia correctamente la conexión, al 
usuario se le asigna un identificador (id) 
    public $user = "";      //@user_name -> nombre de usuario con el que se inicia la 
sesión en el servidor de OpenERP 
    public $pwd = "";       //@password -> contraseña de usuario con el que se inicia la 
sesión en el servidor de OpenERP 
    public $id = -1;        //@ids -> int con el identificador del objeto 
    public $ids = -1;       //@ids -> array con el identificador del objeto 
    public $fields = -1;    //@fields -> array con el nombre o valor del campo 
    public $error = 0;      //@errores -> se recoge la causa del error 
 
    // Métodos del objeto 
    //Función para establecer la conexión con el servidor e iniciar sesión. Argumentos: 
usuario, contraseña, base de datos y ruta de enlace al servidor. 
    public function login($user, $pwd, $dbname="Empresa_Pruebas", 
$server="193.146.44.71:8071") { 
        // Almacena en las propiedades del objeto los valores de las variables locales de 
la función 
        // $this -> Puntero interno del objeto para hacer referencia a las propiedades del 
objeto 
        $this->server = $server; 
        $this->dbname = $dbname; 
        $this->user = $user; 
        $this->pwd = $pwd; 





        // Conexión con el servidor de OpenERP 
        $sock = new xmlrpc_client('http://'.$this->server.'/xmlrpc/common');    
//Instancia el objeto de conexión al servidor 
        $sock -> return_type = 'phpvals';                                       //Devuelve el valor en 
formato php (No sería necesario utilizar la función 'scalarval()') 
        $sock_msg = new xmlrpcmsg('login');                                     //Instancia el 
objeto que almacena la información para iniciar sesión 
        $sock_msg -> addParam(new xmlrpcval($this->dbname, "string"));          
//Añade un parámetro con el nombre de la base de datos 
        $sock_msg -> addParam(new xmlrpcval($this->user, "string"));            //Añade 
un parámetro con el nombre del usuario 
        $sock_msg -> addParam(new xmlrpcval($this->pwd, "string"));             //Añade 
un parámetro con la contraseña 
        //print_r($sock_msg); 
        $sock_resp = $sock -> send($sock_msg);          //Se envía el objeto con la 
información para iniciar sesión 
        //print_r($sock_resp); 
 
        // Comprobación de conexión correcta 
        if ($sock_resp -> errno != 0){ 
            $this->error = 'ERROR ('.$sock_resp -> faultCode().'): '.$sock_resp -> 
faultString().''; 
            return -2; 




        } 
        else{ 
            $sock_val = $sock_resp -> value(); 
            //print_r($sock_val); 
            if ($sock_val == 0) { 
                $this->error = "ERROR: Nombre de usuario o contraseña incorrecta."; 
                return -1; 
            } 
            else { 
                $this->uid = $sock_val;        //Se devuelve el identificador del usuario que 
ha iniciado sesión 
                return 0; 
            } 
        } 
    } 
 
    // Función para crear un objeto. Argumentos: valores y modelo. 
    public function create($values, $model) { 
        foreach ($values as $key => $value){ 
            $value_list[$key] = new xmlrpcval($value,get_type($value));         // Se 
construye un array con las claves y los valores pasados en el argumento 
        } 




        //print_r($value_list); 
        // Crea en OpenERP un objeto en el modelo indicado 
        $client = new xmlrpc_client('http://'.$this->server.'/xmlrpc/object'); 
        $client -> return_type = 'phpvals'; 
        $msg = new xmlrpcmsg('execute'); 
        $msg -> addParam(new xmlrpcval($this->dbname, "string")); 
        $msg -> addParam(new xmlrpcval($this->uid, "int")); 
        $msg -> addParam(new xmlrpcval($this->pwd, "string")); 
        $msg -> addParam(new xmlrpcval($model, "string")); 
        $msg -> addParam(new xmlrpcval("create", "string")); 
        $msg -> addParam(new xmlrpcval($value_list, "struct")); 
        //print_r($msg); 
        $resp = $client -> send($msg); 
        //print_r($resp); 
        // Comprobación de operación correcta 
        if ($resp -> errno != 0){ 
            $this->error = 'ERROR ('.$resp -> faultCode().'): '.$resp -> faultString().''; 
            return -1; 
        } 
        else { 
            $client_val = $resp -> value(); 
            //print_r($client_val); 




            $this->id = $client_val;            //Se devuelve el identificador del objeto 
creado 
            return 0; 
        } 
    } 
 
    // Función para escribir en un objeto. Argumentos: identificador del objeto, valores 
y modelo. 
    public function write($id, $values, $model) { 
        $id_list[0] = new xmlrpcval($id, 'int'); 
        foreach ($values as $key => $value){ 
            $value_list[$key] = new xmlrpcval($value,get_type($value));         // Se 
construye un array con las claves y los valores pasados en el argumento 
        } 
        // Escribir en OpenERP en el objeto y modelo indicado 
        $client = new xmlrpc_client('http://'.$this->server.'/xmlrpc/object'); 
        $client -> return_type = 'phpvals'; 
        $msg = new xmlrpcmsg('execute'); 
        $msg -> addParam(new xmlrpcval($this->dbname, "string")); 
        $msg -> addParam(new xmlrpcval($this->uid, "int")); 
        $msg -> addParam(new xmlrpcval($this->pwd, "string")); 
        $msg -> addParam(new xmlrpcval($model, "string")); 
        $msg -> addParam(new xmlrpcval("write", "string")); 




        $msg -> addParam(new xmlrpcval($id_list, "array")); 
        $msg -> addParam(new xmlrpcval($value_list, "struct")); 
        //print_r($msg); 
        $resp = $client -> send($msg); 
        //print_r($resp); 
        // Comprobación de operación correcta 
        if ($resp -> errno != 0) { 
            $this->error = 'ERROR ('.$resp -> faultCode().'): '.$resp -> faultString().''; 
            return -2; 
        } 
        else { 
            $client_val = $resp -> value();         //Devuelve un booleano True(1) o 
False(0) 
            //print_r($client_val); 
            if ($client_val == 0) { 
                $this->error = "ERROR: No se ha podido actualizar el campo."; 
                return -1; 
            } 
            else { 
                return 0; 
            } 
        } 




    } 
 
    // Función para buscar un objeto. Argumentos: atributo o campo, elemento de 
comparación, palabra clave y modelo. 
    public function search($attribute, $operator, $key, $model) { 
        // Array asociativo con los operandos y el operador de la comparación 
        $key_list = [new xmlrpcval([new xmlrpcval($attribute,'string'),new 
xmlrpcval($operator,'string'),new xmlrpcval($key,'string')], 'array')]; 
        // Buscar en OpenERP con la condición en el modelo indicado 
        $client = new xmlrpc_client('http://'.$this->server.'/xmlrpc/object'); 
        $client -> return_type = 'phpvals'; 
        $msg = new xmlrpcmsg('execute'); 
        $msg -> addParam(new xmlrpcval($this->dbname, "string")); 
        $msg -> addParam(new xmlrpcval($this->uid, "int")); 
        $msg -> addParam(new xmlrpcval($this->pwd, "string")); 
        $msg -> addParam(new xmlrpcval($model, "string")); 
        $msg -> addParam(new xmlrpcval("search", "string")); 
        $msg -> addParam(new xmlrpcval($key_list, "array")); 
        //print_r($msg); 
        $resp = $client -> send($msg); 
        //print_r($resp); 
        // Comprobación de operación correcta 




        if ($resp -> errno != 0) { 
            $this->error = 'ERROR ('.$resp -> faultCode().'): '.$resp -> faultString().''; 
            return -2; 
        } 
        else { 
            $client_val = $resp -> value();                 //Se devuelve el id o ids del objeto 
buscado como un array 
            //print_r($client_val); 
            if ($client_val == null){ 
                $this->error = "ERROR: No se ha podido encontrar"; 
                return -1; 
            } 
            else{ 
                $this->ids = $client_val;       //Se devuelve un array con los ids que 
coinciden con la búsqueda 
                return 0; 
            } 
        } 
    } 
 
    // Función para leer un objeto. Argumentos: identificador del objeto, atributo o 
campo, y modelo. 
    public function read($id, $field, $model) { 




        $id_list[0] = new xmlrpcval($id, 'int');                // array con el id del objeto 
        foreach ($field as $key => $value){ 
           $field_list[$key] = new xmlrpcval($value,get_type($value));         // Se 
construye un array con las claves y los valores pasados en el argumento 
        } 
        // Leer en OpenERP en el objeto, campo y modelo indicado 
        $client = new xmlrpc_client('http://'.$this->server.'/xmlrpc/object'); 
        $client -> return_type = 'phpvals';                               // Devuelve el valor en 
formato simplificado 
        $msg = new xmlrpcmsg('execute'); 
        $msg -> addParam(new xmlrpcval($this->dbname, "string")); 
        $msg -> addParam(new xmlrpcval($this->uid, "int")); 
        $msg -> addParam(new xmlrpcval($this->pwd, "string")); 
        $msg -> addParam(new xmlrpcval($model, "string")); 
        $msg -> addParam(new xmlrpcval("read", "string")); 
        $msg -> addParam(new xmlrpcval($id_list, "array"));               // Se envia el id 
del partner que se quiere leer 
        $msg -> addParam(new xmlrpcval($field_list, "array"));            // Se envía un 
array con el/los field que se quiere leer 
        //print_r($msg); 
        $resp = $client -> send($msg); 
        //print_r($resp); 
        // Comprobación de operación correcta 




        if ($resp -> errno != 0){ 
            $this->error = 'ERROR ('.$resp -> faultCode().'): '.$resp -> faultString().''; 
            return -2; 
        } 
        else { 
            $client_val = $resp -> value(); 
            //print_r($val); 
            //Comprobar que el objeto se ha leido correctamente 
            if ($client_val == null){ 
                $this->error = "ERROR: No se ha podido leer el campo"; 
                return -1; 
            } 
            else{ 
                $client_val = $resp -> value(); 
                //print_r($client_val); 
                $client_val2 = array_slice($client_val[0], 0); 
                //print_r($client_val2); 
                /*foreach ($client_val2 as $key => $value) { 
                    if (is_array($value)) { 
                        $client_val2[$key] = implode(' - ', $client_val2[$key]); 
                    } 
                }*/ 




                //print_r($client_val2); 
                $this->fields = $client_val2;         //Se devuelve en un array el nombre o 
valor del campo leido 
                return 0; 
            } 
        } 
    } 
 
    // Función para eliminar un objeto. Argumentos: identificador del objeto y modelo. 
Con `field' podría eliminarse un campo o atributo del objeto. 
    public function unlink($id, /*$field,*/$model) { 
        $id_list[0] = new xmlrpcval($id, 'int');                // array con el id del objeto 
        /*$field_list[0] = new xmlrpcval($field, 'string');*/       // array con el campo del 
objeto 
        // Leer en OpenERP en el objeto, campo y modelo indicado 
        $client = new xmlrpc_client('http://'.$this->server.'/xmlrpc/object'); 
        $client->return_type = 'phpvals';                   // Devuelve el valor en formato php 
(No sería necesario utilizar la función 'scalarval()') 
        $msg = new xmlrpcmsg('execute'); 
        $msg -> addParam(new xmlrpcval($this->dbname, "string")); 
        $msg -> addParam(new xmlrpcval($this->uid, "int")); 
        $msg -> addParam(new xmlrpcval($this->pwd, "string")); 
        $msg -> addParam(new xmlrpcval($model, "string")); 




        $msg -> addParam(new xmlrpcval("unlink", "string")); 
        $msg -> addParam(new xmlrpcval($id_list, "array"));               // Se envia el id 
del partner que se quiere eliminar 
        /*$msg -> addParam(new xmlrpcval($field_list, "array"));*/        // Se envía un 
array con el/los field que se quiere eliminar 
        //print_r($msg); 
        $resp = $client -> send($msg); 
        //print_r($resp); 
        if ($resp -> errno != 0){ 
            $this->error = 'ERROR ('.$resp -> faultCode().'): '.$resp -> faultString().''; 
            return -2; 
        } 
        else { 
            $client_val = $resp -> value();                //Devuelve un booleano True(1) o 
False(0) 
            //print_r($val); 
            if ($client_val == 0) { 
                $this->error = "ERROR: No se ha podido eliminar el objeto"; 
                return -1; 
            } 
            else { 
                return 0; 
            } 




        } 








3.3 Aplicación control de asistencia. 
A continuación, se incluye el código desarrollado para el desarrollo de la 




* @Aplication: Aplicación para registrar las asistencias de los usuarios de OpenERP. 
* 
* @Author: Álvaro López Gómez. Alumno de la "Escola de Enxeñería Industrial" de 









<!-- CABECERA --> 
<head> 
    <title>EMeGa, SL.</title> 
    <!-- Etiquetas meta para navegadores --> 
    <meta charset="utf-8"> 
    <meta name="viewport" content="width=device-width, initial-scale=1, maximum-
scale=1"> 
    <meta http-equiv="X-UA-Compatible" content="IE=edge,chrome=1"> 
    <!-- Hojas de estilo --> 
    <link href='http://fonts.googleapis.com/css?family=Open+Sans:400,300,700,600' 
rel='stylesheet' type='text/css'> 
    <link href="../asistencia/css/principal.css" rel="stylesheet" type="text/css" > 
    <!-- Scripts --> 
    <script src="../asistencia/js/principal.js" type="text/javascript" charset="utf-8" 
async defer></script> 
</head> 
<!-- CUERPO --> 
<body onload="mostrarReloj()"> 
    <!-- Sección Página --> 
    <div class="logo"></div> 
    <section class="caja"> 
        <header> 




            <h2>REGISTRO DE ASISTENCIA</h2> 
        </header> 
        <hr> 
        <div class="tiempo"> 
            <output id="reloj"></output> 
        </div> 
        <form method="post" action="sign_in_out.php"> 
            <ul> 
                <li class="C1">Empleado:</li> 
                <li class="C1"><input type="text" name="nombre" size="12" 
placeholder="Nombre" autofocus required/></li> 
                <li class="C2"><input type="submit" name="submit" 
value="Registrar"/></li> 
            </ul> 
        </form> 
    </section> 




Código PHP para la acciones de entradas y salidas. 
<!-- 




* @Aplication: Aplicación para registrar las asistencias de los usuarios de OpenERP. 
* 
* @Author: Álvaro López Gómez. Alumno de la "Escola de Enxeñería Industrial" de 








    <head> 
        <title>EMeGa, SL.</title> 
        <!-- Etiquetas meta para navegadores --> 
        <meta charset="utf-8"> 
        <meta name="viewport" content="width=device-width, initial-scale=1, 
maximum-scale=1"> 
        <meta http-equiv="X-UA-Compatible" content="IE=edge,chrome=1"> 
        <meta http-equiv="Refresh" content="5;url=../asistencia/index.html"> 
        <!-- Hojas de estilo --> 
        <link 
href='http://fonts.googleapis.com/css?family=Open+Sans:400,300,700,600' 
rel='stylesheet' type='text/css'> 




        <link href="../asistencia/css/principal.css" rel="stylesheet" type="text/css" > 
    </head> 
    <body> 
        <?php 
            /* Se incluye el script del conector */ 
            include_once('../lib/openerp.php.conector'); 
 
            /* Recupera los valores enviados en el formulario */ 
            $user = $_POST["nombre"]; 
            $pwd = "donald";//$_POST["contraseña"]; 
 
            /* Comrueba si hay algún campo vacio */ 
            if (empty($user)) { 
                    die("ERROR: Por favor, indica tu nombre."); 
            } 
            if (empty($pwd)) { 
                    die("ERROR: Por favor, indica tu contraseña."); 
            } 
 
            /* Captura el tiempo de entrada/salida */ 
            $time_in = time(); 
            /* Formatea la fecha */ 




            $date = date('Y-m-d', time()); 
            $datatime = date('Y-m-d H:i:s', $time_in); 
            /* Número de entradas y de salidas */ 
            $num_sign_in = 0; 
            $num_sign_out = 0; 
 
            /* Se instancia el objeto */ 
            $rpc = new OpenERP(); 
            /* Conexión e inicio de sesión */ 
            $login = $rpc->login($user,$pwd,'curso_luis','193.146.44.71:8069'); 
            if ($login<0) { 
                die ("$rpc->error<br>"); 
            } 
            $uid = $rpc->uid; 
 
            /* Búsqueda del empleado conectado en OpenERP */ 
            $attribute = 'user_id';     // 'parent_id' 
            $operator = '=';            // Otros operadores: 'ilike', '=', '!=', ... 
            $key = "$user";             // 'projects' 
            $model = 'hr.employee'; 
            $search = $rpc->search($attribute, $operator, $key, $model); 
            switch ($search) { 




                case 0: 
                    $user_id = $rpc->ids; 
                    break; 
                default: 
                    die ("$rpc->error<br>"); 
            } 
            if($search==0){ 
                /* Lectura del nombre del empleado conectado */ 
                $value = $user_id[0]; 
                $field = ['name']; 
                $read = $rpc->read($value, $field, $model); 
                if ($read<0) { 
                    die ("$rpc->error<br>"); 
                } 
                else { 
                    $campos = $rpc->fields; 
                    $empleado = $campos['name']; 
                } 
            } 
 
            /* Búsqueda de entradas activas en OpenERP */ 
            $attribute = 'action';      // 'parent_id' 




            $operator = '=';            // Otros operadores: 'ilike', '=', '!=', ... 
            $key = 'sign_in';           // 'projects' 
            $model = 'hr.attendance'; 
            $search = $rpc->search($attribute, $operator, $key, $model); 
            switch ($search) { 
                case -1: 
                    $num_sign_in = 0; 
                    break; 
                case 0: 
                    $entrada_id = $rpc->ids; 
                    break; 
                default: 
                    die ("$rpc->error<br>"); 
            } 
            if($search==0){ 
                /* Lectura de los campos de cada salida encontrada */ 
                $field = ['employee_id']; 
                foreach ($entrada_id as $key => $value) { 
                    $read = $rpc->read($value, $field, $model); 
                    if ($read<0) { 
                        die ("$rpc->error<br>"); 
                    } 




                    else { 
                        $campos = $rpc->fields; 
                        $field_employee_id[$key] = $campos['employee_id'][0]; 
                        if ($field_employee_id[$key]==$user_id[0]){ 
                            $num_sign_in ++; 
                        } 
                    } 
                } 
            } 
 
            /* Búsqueda de salidas activas en OpenERP */ 
            $attribute = 'action';      // 'parent_id' 
            $operator = '=';            // Otros operadores: 'ilike', '=', '!=', ... 
            $key = 'sign_out';          // 'projects' 
            $model = 'hr.attendance'; 
            $search = $rpc->search($attribute, $operator, $key, $model); 
            switch ($search) { 
                case -1: 
                    $num_sign_out = 0; 
                    break; 
                case 0: 
                    $salida_id = $rpc->ids; 




                    break; 
                default: 
                    die ("$rpc->error<br>"); 
            } 
 
            if ($search==0){ 
                /* Lectura de los campos de cada salida encontrada */ 
                $field = ['employee_id']; 
                foreach ($salida_id as $key => $value) { 
                    $read = $rpc->read($value, $field, $model); 
                    if ($read<0) { 
                        die ("$rpc->error<br>"); 
                    } 
                    else { 
                        $campos = $rpc->fields; 
                        $field_employee_id[$key] = $campos['employee_id'][0]; 
                        if ($field_employee_id[$key]==$user_id[0]){ 
                            $num_sign_out ++; 
                        } 
                    } 
                } 
            } 





            /* Decide el tipo de acción a registrar: entrada o salida */ 
            if ($num_sign_in==$num_sign_out){ 
                $action = 'sign_in'; 
                $accion = 'ENTRADA'; 
            } 
            elseif ($num_sign_in>$num_sign_out) { 
                $action = 'sign_out'; 
                $accion = 'SALIDA'; 
            } 
 
            /* Creación de una actividad en el parte de horas */ 
            $values = [ 
                'user_id' => $uid, 
                'name' => $datatime, 
                'action' => $action, 
                'day' => $date]; 
            $model = 'hr.attendance'; 
            $create = $rpc->create($values, $model); 
            if ($create<0) { 
                die ("$rpc->error<br>"); 
            } 





            /* Genera el código html y javascript de la página */ 
            echo ' 
            <!-- Sección Página --> 
            <div class="logo"></div> 
            <section class="caja"> 
                <header> 
                    <h2>REGISTRO DE ASISTENCIA</h2> 
                </header> 
                <hr> 
                <ul> 
                    <li name="'.$accion.'" class="C2" 
id="C2"><strong>'.$accion.'</strong></li> 
                    <li class="C0">'.$empleado.'</li> 
                    <li class="C0">'.date('H:i:s',$time_in).'</li> 
                    <li class="C0">'.date('d/m/Y',$time_in).'</li> 
                    <script> 
                        // Cambia el color del fondo del primer elemento de la lista en función 
                        // del tipo de acción (entrada->verde, salida->rojo). 
                        var accion = document.getElementById("C2").getAttribute("name"); 
                        if(accion=="ENTRADA") 
                            document.getElementById("C2").style.backgroundColor = "green"; 




                        else 
                            document.getElementById("C2").style.backgroundColor = "red"; 
                        document.getElementById("C2").style.color = "white"; 
                    </script> 
                </ul> 
            </section> 
            <footer class="pie">Copyright © 2014 Ávaro López</footer>'; 
 
            /* Guarda las variables utilizadas en la sesión */ 
            //$_SESSION['usuario'] = $user; 
            //$_SESSION['accion'] = $action; 
            //$_SESSION['fecha'] = $datatime; 
            //$_SESSION['dia'] = $date; 
            //$_SESSION['resultado'] = $values; 
        ?> 
    </body> 
</html> 
 
Código PHP para gestión de la pantalla incial. 
<!-- 
* @Aplication: Aplicación para registrar las asistencias de los usuarios de OpenERP. 
* 




* @Author: Álvaro López Gómez. Alumno de la "Escola de Enxeñería Industrial" de 








    <head> 
        <title>EMeGa, SL.</title> 
        <!-- Etiquetas meta para navegadores --> 
        <meta charset="utf-8"> 
        <meta name="viewport" content="width=device-width, initial-scale=1, 
maximum-scale=1"> 
        <meta http-equiv="X-UA-Compatible" content="IE=edge,chrome=1"> 
    </head> 
    <body> 
        <?php 
            /* Recupera las variables de sesión */ 
            $user = $_SESSION['usuario'];               // "admin"; 
            $action = $_SESSION['accion'];              // "sign_in"; 




            $datatime = $_SESSION['fecha'];             // "16/08/2014 12:12:47"; 
            $date = $_SESSION['dia'];                   // 2014-08-16; 
            $values = $_SESSION['resultado']; 
 
            /* Muestra la información a enviar a OpenERP */ 
            echo '<h2>Registro de asistencia</h2>'; 
            echo 'Operario: '.$user.' <br>'; 
            echo 'Fecha: '.$datatime.'<br>'; 
            echo 'Acción: '.$action.'<br>'; 
            echo 'Día: '.$date.'<br>'; 
 
            echo "<h2>Asistencia (OpenERP)</h2>"; 
            foreach ($values as $key => $value) { 
                echo "<li>$key --> $value</li>"; 
            } 
 
            /* Destruye las variables de sesión */ 
            unset($_SESSION['usuario']); 
            unset($_SESSION['accion']); 
            unset($_SESSION['fecha']); 
            unset($_SESSION['dia']); 
            unset($_SESSION['resultado']); 




            session_destroy(); 
        ?> 
        <br> 
        <p> 
            Volver a la página principal: <a href="../asistencia/index.html">Inicio</a> 
        </p> 
    </body> 
</html> 
 
Archivo de estilos CSS de la aplicación de asistencia. 
/* 
* @Aplication: Archivo de estilos y formato para la aplicaciÃ³n de registro de las 
asistencias de los usuarios de OpenERP. 
* 
* @Author: Ã•lvaro LÃ³pez GÃ³mez. Alumno de la "Escola de EnxeÃ±erÃ-a 






    DEFINICIÃ“N GENERAL DEL CUERPO Y ELEMENTOS POR DEFECTO 










    background-color: #e5e5e5; 
    width: 100%; 
    height: 100%; 
    max-width: 1024px; 
    max-height: 800px; 
    margin: auto; 
    padding: 0; 
    font-family: 'Open Sans', sans-serif; 
    font-size: 1em; 
    font-weight: 400; 
    color: black; 









    border-collapse: collapse; 





    border-left:0px none; border-right:0px none; border-bottom:0px none; display: 
block; 
    height: 1px; 
    border-top: 1px solid #ccc; 
    margin: 1em 0; 










    vertical-align: middle; 









    border: 0px none; 
    margin: 0; 





    font-size: 2em; 
    font-weight: 700; 





    font-size: 1.5em; 
    margin: 0.83em 0; 
    font-weight: 600; 








    font-size: 1.17em; 
    font-weight: 600; 





    font-size: 1em; 
    font-weight: 600; 





    font-size: 0.83em; 
    margin: 1.67em 0; 
} 
 






    font-size: 0.67em; 





    margin: 1em 0; 
    padding: 0 0 0 40px; 





    font-size: 1em; 
    font-weight: 400; 
























    background: url('../images/emega_mini.png') no-repeat right 50%; 
    width: 100%; 
    height: 150px; 
    padding: 0; 
    margin: 0; 
    position: relative; 
    display: block 
} 







    /* Hace que el ancho especificado sea el equivalente al ancho total */ 
    -webkit-box-sizing: border-box; 
       -moz-box-sizing: border-box; 
            box-sizing: border-box; 
    /* Aplica un degradado lineal al fondo */ 
    background: -webkit-linear-gradient(90deg, #ccc, #ddd); 
    background:    -moz-linear-gradient(90deg, #ccc, #ddd); 
    background:     -ms-linear-gradient(90deg, #ccc, #ddd); 
    background:      -o-linear-gradient(90deg, #ccc, #ddd); 
    background:         linear-gradient(90deg, #ccc, #ddd); 
    /* Fondo plateado si el navegador no es compatible*/ 
    background-color: #cccccc; 
    /* Efecto sombra de la caja sobre el fondo */ 
    -webkit-box-shadow: 0 0 5px #333; 
            box-shadow: 0 0 5px #333; 
    /* Borde redondeado */ 
    -webkit-border-radius: 15px; 
            border-radius: 15px; 
    width: 50%;                         /* Ancho relativo al total */ 




    position: relative;                 /* PosiciÃ³n relativa a la total */ 
    display: block;                     /* Distribuye los bloques por columnas */ 
    clear: both;                        /* Depeja a ambos lados otros contenidos flotantes */ 
    padding: 1.33em;                    /* Relleno absoluto */ 





    width: 100%;                        /* Ancho relativo al total */ 
    position: relative;                 /* PosiciÃ³n relativa a la total */ 
    display: block;                     /* Distribuye los bloques por columnas */ 
    font-size: 0.83em; 
    margin: 1.67em 0; 







    DEFINICIÃ“N DE LA CABECERA 













    /* Hace que el ancho especificado sea el equivalente al ancho total. */ 
    -webkit-box-sizing: border-box; 
       -moz-box-sizing: border-box; 
            box-sizing: border-box; 
    width: 100%;                        /* Ancho relativo al total */ 
    position: relative;                 /* PosiciÃ³n relativa a la total */ 
    display: block;                     /* Distribuye los bloques por columnas */ 





    margin: 0; 




    padding: 0; 
    font-weight: 400; 
    line-height: 1.25em; 





    border-color: #aaa; 
    margin: 1em 0; 





    background-color: white; 
    border: 2px inset; 
    font-size: 2em; 
    width: 45%; 
    margin: 1em 0; 
    position: relative; 
    display: inline-block; 









    /* Hace que el ancho especificado sea el equivalente al ancho total. */ 
    -webkit-box-sizing: border-box; 
       -moz-box-sizing: border-box; 
            box-sizing: border-box; 
    margin: 1em 0;                      /* Margenes a cero para eliminar los que vienen por 
defecto */ 
    padding: 0;                         /* Relleno absoluto */ 
    width: 100%;                        /* Ancho relativo al total */ 
    position: relative;                 /* PosiciÃ³n relativa a la total */ 
    display: block;                     /* Distribuye los bloques por columnas */ 
    text-align: center;                   /* Centra el contenido */ 
    overflow: hidden;                   /* Recorta el texto si se sale de la capa */ 










    position: relative;                 /* PosiciÃ³n relativa a la total */ 
    display: inline-block;              /* Distribuye los bloques por filas o columnas */ 
    vertical-align: top;                /* AlineaciÃ³n vertical a la parte superior */ 
    width: 32%;                         /* Ancho relativo al total */ 
    min-width: 110px;                   /* Ancho mÃ-nimo permisible */ 
    height: 40px;                       /* Alto absoluto */ 
    line-height: 40px;                  /* Centra el contenido a lo alto */ 
    font-size: 1em;                     /* TamaÃ±o de letra original */ 
    font-weight: 400;                   /* Letra Normal */ 





    position: relative;                 /* PosiciÃ³n relativa a la total */ 
    display: inline-block;              /* Distribuye los bloques por filas o columnas */ 
    vertical-align: top;                /* AlineaciÃ³n vertical a la parte superior */ 
    width: 20%;                         /* Ancho relativo al total */ 
    min-width: 110px;                   /* Ancho mÃ-nimo permisible */ 
    height: 40px;                       /* Alto absoluto */ 
    line-height: 40px;                  /* Centra el contenido a lo alto */ 




    font-size: 1em;                     /* TamaÃ±o de letra original */ 
    font-weight: 400;                   /* Letra Normal */ 





    position: relative;                 /* PosiciÃ³n relativa a la total */ 
    display: inline-block;              /* Distribuye los bloques por filas o columnas */ 
    margin-top: 1em; 
    vertical-align: top;                /* AlineaciÃ³n vertical a la parte superior */ 
    width: 100%;                        /* Ancho relativo al total */ 
    min-width: 110px;                   /* Ancho mÃ-nimo permisible */ 
    height: 40px;                       /* Alto absoluto */ 
    line-height: 40px;                  /* Centra el contenido a lo alto */ 
    font-size: 1em;                     /* TamaÃ±o de letra original */ 
    font-weight: 400;                   /* Letra Normal */ 














    cursor: pointer; 
} 
 
3.4 Gestión de proyecto basado en AIDC 
3.4.1 Gestión de partes de trabajo 
Código HTLM para la generación de la pantalla principal de la aplicación de 
gestión de operaciones. 
<!-- 
* @Aplication: Aplicación para registrar tareas en los proyectos de OpenERP. 
* 










    <head> 
        <title>EMeGa, SL.</title> 
        <!-- Etiquetas meta para navegadores --> 
        <meta charset="utf-8"> 
        <meta name="viewport" content="width=device-width, initial-scale=1, 
maximum-scale=1"> 
        <meta http-equiv="X-UA-Compatible" content="IE=edge,chrome=1"> 
        <!-- Hojas de estilo --> 
        <link 
href='http://fonts.googleapis.com/css?family=Open+Sans:400,300,700,600' 
rel='stylesheet' type='text/css'> 
        <link href="../operacion/css/principal.css" rel="stylesheet" type="text/css" > 
    </head> 
    <body> 
        <?php 
            include_once('../lib/openerp.php.conector'); 
 
            /* Se instancia el objeto */ 
            $rpc = new OpenERP(); 
            $login = $rpc->login('admin','donald','curso_luis','193.146.44.71:8069'); 
            $uid = $rpc->uid; 
            if ($login<0) { 
                die ("$rpc->error<br>"); 




            } 
 
            /* Búsqueda de proyectos activos en OpenERP */ 
            $attribute = 'type';    // 'parent_id' 
            $operator = '=';        // Otros operadores: 'ilike', '=', '!=', ... 
            $key = 'contract';      // 'projects' 
            $model = 'account.analytic.account'; 
            $search = $rpc->search($attribute, $operator, $key, $model); 
            if ($search<0) { 
                die ("$rpc->error<br>"); 
            } 
            else { 
                $projects = $rpc->ids; 
            } 
 
            /* Lectura de los campos de cada proyecto encontrado */ 
            $field = ['name']; 
            foreach ($projects as $key => $value) { 
                $read = $rpc->read($value, $field, $model); 
                if ($read<0) { 
                    die ("$rpc->error<br>"); 
                } 




                else { 
                    $campos = $rpc->fields; 
                    $project_id[$key] = $campos['id']; 
                    $project[$key] = $campos['name']; 
                } 
            } 
        ?> 
        <!-- Sección Página --> 
        <div class="logo"></div> 
        <section class="caja"> 
            <header> 
                <h2>REGISTRO DE OPERACIÓN</h2> 
            </header> 
            <hr> 
            <form method="post" action="operation_start.php"> 
                <ul> 
                    <li class="C0">Empleado:</li><li class="C1"><input type="text" 
name="nombre" size="20" placeholder="Nombre" autofocus required/></li> 
                    <li class="C0">Trabajo:</li><li class="C1"><input type="text" 
name="trabajo" size="40" placeholder="Descripción de la operación a realizar" 
required/></li> 
                    <?php 




                        /* Genera una lista dinámica con tantos elementos como proyectos 
activos se hayan encontrado */ 
                        for ($index = 0; $index < count($project); $index++) { 
                            if ($index==0) 
                                echo '<li class="C0">Proyecto:</li><li class="C1"><input 
type="radio" name="proyecto" value="'.$project_id[$index].'" required/> 
'.$project[$index].'</li>'; 
                            else 
                                echo '<li class="C0"></li><li class="C1"><input type="radio" 
name="proyecto" value="'.$project_id[$index].'"/> '.$project[$index].'</li>'; 
                        } 
                    ?> 
                    <li class="C2"><input type="submit" name="submit" value="Iniciar 
Operación"/></li> 
                </ul> 
            </form> 
        </section> 
        <footer class="pie">Copyright © 2014 Ávaro López</footer> 
    </body> 
</html> 
 
Código de la PHP para el inicio de operaciones. 
<!-- 




* @Aplication: Aplicación para registrar tareas en los proyectos de OpenERP. 
* 









    <head> 
        <title>EMeGa, SL.</title> 
        <!-- Etiquetas meta para navegadores --> 
        <meta charset="utf-8"> 
        <meta name="viewport" content="width=device-width, initial-scale=1, 
maximum-scale=1"> 
        <meta http-equiv="X-UA-Compatible" content="IE=edge,chrome=1"> 
        <!-- Hojas de estilo --> 
        <link 
href='http://fonts.googleapis.com/css?family=Open+Sans:400,300,700,600' 
rel='stylesheet' type='text/css'> 
        <link href="../operacion/css/principal.css" rel="stylesheet" type="text/css" > 




    </head> 
    <body> 
        <?php 
            /* Se incluye el script del conector */ 
            include_once('../lib/openerp.php.conector'); 
 
            /* Recupera los valores enviados en el formulario */ 
            $user = $_POST["nombre"]; 
            $pwd = "donald";//$_POST["contraseña"]; 
            $work = $_POST["trabajo"]; 
            $project_id = $_POST["proyecto"]; 
 
            /* Comrueba si hay algún campo vacio */ 
            if (empty($user)) { 
                    die("ERROR: Por favor, indica tu nombre."); 
            } 
            if (empty($pwd)) { 
                    die("ERROR: Por favor, indica tu contraseña."); 
            } 
            if (empty($work)) { 
                    die("ERROR: Por favor, indica un trabajo."); 
            } 




            if (empty($project_id)) { 
                    die("ERROR: Por favor, indica un proyecto."); 
            } 
 
            /* Se instancia el objeto */ 
            $rpc = new OpenERP(); 
            /* Conexión e inicio de sesión para comprobar que el usuario y/o contraseña 
son correctos */ 
            $login = $rpc->login($user,$pwd,'curso_luis','193.146.44.71:8069'); 
            if ($login<0) { 
                die ("$rpc->error<br>"); 
            } 
 
            /* Captura el tiempo inicial de la operación */ 
            $time_in = time(); 
 
            /* Guarda las variables utilizadas en la sesión */ 
            $_SESSION['usuario'] = $user; 
            $_SESSION['contraseña'] = $pwd; 
            $_SESSION['trabajo'] = $work; 
            $_SESSION['proyecto'] = $project_id; 
            $_SESSION['tiempo_entrada'] = $time_in; 




        ?> 
        <!-- Sección Página --> 
        <div class="logo"></div> 
        <section class="caja"> 
            <header> 
                <h2>REGISTRO DE OPERACIÓN</h2> 
            </header> 
            <hr> 
            <form method="post" action="operation_end.php"> 
                <ul> 
                    <li class="C2"><input type="submit" name="submit" value="Finalizar 
operación"/></li> 
                </ul> 
            </form> 
        </section> 
        <footer class="pie">Copyright © 2014 Ávaro López</footer> 
    </body> 
</html> 
 
Código para la finalización de operaciones. 
!-- 
* @Aplication: Aplicación para registrar tareas en los proyectos de OpenERP. 










    session_start(); 




    <head> 
        <title>EMeGa, SL.</title> 
        <!-- Etiquetas meta para navegadores --> 
        <meta charset="utf-8"> 
        <meta name="viewport" content="width=device-width, initial-scale=1, 
maximum-scale=1"> 
        <meta http-equiv="X-UA-Compatible" content="IE=edge,chrome=1"> 
        <!-- Hojas de estilo --> 
        <link 
href='http://fonts.googleapis.com/css?family=Open+Sans:400,300,700,600' 
rel='stylesheet' type='text/css'> 
        <link href="../operacion/css/principal.css" rel="stylesheet" type="text/css" > 




    </head> 
    <body> 
        <?php 
            /* Se incluye el script del conector */ 
            include_once('../lib/openerp.php.conector'); 
 
            /* Recupera las variables de sesión */ 
            $user = $_SESSION['usuario'];               // "admin"; 
            $pwd = $_SESSION['contraseña'];             // "donald"; 
            $work = $_SESSION['trabajo'];               // "Soldadura"; 
            $project_id = $_SESSION['proyecto'];        // "18"; 
            $time_in = $_SESSION['tiempo_entrada'];     // 1397144512; 
 
            /* Captura el tiempo final de la operación */ 
            $time_out = time();                         // 1397158583; 
            $time = getdate((strtotime("00:00:00") + $time_out - $time_in)); 
            $duration = 
$time['hours'].'.'.str_pad(round($time['minutes']/60*100,0),2,"0",STR_PAD_LEFT); 
            $date = date('Y-m-d', time()); 
 
            /* Muestra la información a enviar a OpenERP */ 
            //echo '<h2>Registro de operación</h2>'; 




            //echo "Operario: $user<br>"; 
            //echo 'Inicio: '.date('H:i:s',$time_in).'<br>'; 
            //echo 'Fin: '.date('H:i:s',$time_out).'<br>'; 
            //echo 'Duración: '.date("H:i:s", strtotime("00:00:00") + $time_out - 
$time_in).'<br>'; 
 
            /* Se instancia el objeto */ 
            $rpc = new OpenERP(); 
            /* Conexión e inicio de sesión */ 
            $login = $rpc->login($user,$pwd,'curso_luis','193.146.44.71:8069'); 
            if ($login<0) { 
                die ("$rpc->error<br>"); 
            } 
            $uid = $rpc->uid; 
 
            /* Creación de una atividad en el parte de horas */ 
            $values = [ 
                'date' => $date, 
                'user_id' => $uid, 
                'name' => $work, 
                'account_id' => $project_id, 
                'unit_amount' => $duration, 




                'journal_id' => 2]; 
            $model = 'hr.analytic.timesheet'; 
            $create = $rpc->create($values, $model); 
            if ($create<0) { 
                die ("$rpc->error<br>"); 
            } 
            /*else { 
                echo "<h2>Actividades del parte de horas (OpenERP)</h2>"; 
                foreach ($values as $key => $value) { 
                    echo "<li>$key --> $value</li>"; 
                } 
            }*/ 
 
            /* Destruye las variables de sesión */ 
            unset($_SESSION['usuario']); 
            unset($_SESSION['contraseña']); 
            unset($_SESSION['trabajo']); 
            unset($_SESSION['proyecto']); 
            unset($_SESSION['tiempo_entrada']); 
            session_destroy(); 
        ?> 
        <!--<br> 




        <p> 
            Volver a la página principal: <a href="../operacion/index.php">Inicio</a> 
        </p>--> 
    </body> 
</html> 
 
3.4.2 Código XML para la modificación de las vistas 
A modo de ejemplo, a continuación se indica el código desarrollado para la 
modificación de las vistas más importantes, de la aplicación de gestión de proyectos. 
Módulo de proyectos 
<?xml version="1.0" encoding="UTF-8"?> 
<openerp> 
<data> 
         
<!-- Añadir pestaña para imputar materiales a las tareas de los proyectos --> 
<record model="ir.ui.view" id="project.view_task_emega"> 
 <field name="name">project.task.form</field> 
 <field name="model">project.task</field> 
 <field name="priority">20</field> 
 <field name="inherit_id" ref="project.view_task_form2"/> 
 <field name="arch" type="xml"> 




  <page string="Description" position="replace"> 
   <page string="Description">  
   <field name="description" attrs="{'readonly': 
[('state','=','done')]}" placeholder="Add a Description..."/>  
   </page>  
   <page string="Hours">  
    <field name="work_ids" groups=" 
project.group_tasks_work_on_tasks">  
    <tree string="Task Work" editable="top">  
     <field name="name"/>  
     <field name="hours" widget="float_time" 
sum="Spent Hours"/>  
     <field name="date"/> <field name="user_id"/>  
    </tree>  
    </field>  
    <group>  
     <group class="oe_subtotal_footer oe_right" 
name="project_hours" groups="project.group_time_work_estimation_tasks">  
      <field name="effective_hours" 
widget="float_time"/>  
      <label for="remaining_hours" 
string="Remaining" groups="project.group_time_work_estimation_tasks"/>  
      <div>  




       <field name="remaining_hours" 
widget="float_time" attrs="{'readonly':[('state','in',('done','cancelled'))]}" 
groups="project.group_time_work_estimation_tasks"/>  
      </div>  
      <field name="total_hours" 
widget="float_time" class="oe_subtotal_footer_separator"/>  
     </group>  
    </group>  
    <div class="oe_clear"/>  
   </page> 
   <page string="Materials"> 
    <field name="materials"> 
    <tree string="Materiales" editable="top"> 
                    <field name="date" invisible="1"/> 
                    <field name="ref" invisible="1"/> 
                    <field name="name"/> 
                    <field name="user_id" invisible="1"/> <!--
invisible="context.get('to_invoice', False)"--> 
                    <field name="journal_id" invisible="1"/> 
                    <field name="product_id" 
on_change="on_change_unit_amount(product_id, unit_amount, company_id, 
product_uom_id, journal_id)"/> 




                 <field name="unit_amount" 
on_change="on_change_unit_amount(product_id, unit_amount, company_id, 
product_uom_id)" sum="Total Quantity"/>  
                    <field name="product_uom_id" 
on_change="on_change_unit_amount(product_id, unit_amount, company_id, 
product_uom_id)"/> 
                    <field name="amount" sum="Total"/>  
                    <field name="to_invoice"/> 
                    <field name="account_id"/> 
                    <field name="general_account_id" invisible="1"/> 
                    <field name="company_id" groups="base.group_multi_company"/> 
             </tree> 
    </field> 
            </page> 
  </page> 
 </field> 
</record> 




Módulo de ventas 
?xml version="1.0" encoding="UTF-8"?> 







<!-- Top menu Ventas --> 
<menuitem name="Sales" 
          id="base.menu_base_partner" 
          sequence="20" 
          groups="base.group_sale_salesman,base.group_sale_manager" 
          icon="STOCK_OPEN" 
/> 
 
 <!-- menu Ventas --> 
 <menuitem id="base.menu_sales" 
           name="Sales" 
           parent="base.menu_base_partner" 
           sequence="1" 
           icon="STOCK_OPEN" 
 /> 
 
  <!-- submenu Presupuestos --> 
  <menuitem id="sale.menu_sale_quotations" 
      name="Quotations" 




       parent="base.menu_sales" 
      action="sale.action_quotations" 
      sequence="4" 
        icon="STOCK_JUSTIFY_FILL" 
  /> 
 
  <!-- submenu Pedidos de venta --> 
  <menuitem id="sale.menu_sale_order" 
      name="Sales Orders" 
        parent="base.menu_sales" 
      action="sale.action_orders" 
      sequence="5" 
      
groups="base.group_sale_salesman,base.group_sale_manager" 
      icon="STOCK_JUSTIFY_FILL" 
  /> 
 
  <!-- submenu Contratos--> 
  <menuitem 
id="account_analytic_analysis.menu_action_account_analytic_overdue_all" 
      name="Contracts" 
      parent="base.menu_sales" 




      
action="account_analytic_analysis.action_account_analytic_overdue_all" 
      sequence="7" 
      icon="STOCK_JUSTIFY_FILL" 
  /> 
 
  <!-- submenu Clientes--> 
  <menuitem id="base.menu_partner_form" 
      name="Customers" 
      parent="base.menu_sales" 
      action="base.action_partner_form" 
      sequence="10" 
      icon="STOCK_JUSTIFY_FILL" 
  /> 
 
 <!-- menu Facturar --> 
 <menuitem id="base.menu_invoiced" 
     name="Invoicing" 
     parent="base.menu_base_partner" 
     sequence="5" 
     icon="STOCK_OPEN" 
 /> 





  <!-- submenu Albaranes de salida (Albaranes a facturar) --> 
  <menuitem id="sale_stock.menu_action_picking_list_to_invoice" 
      name="Deliveries to Invoice" 
      parent="base.menu_invoiced" 
      action="sale_stock.outgoing_picking_list_to_invoice" 
      sequence="2" 
      groups="sale_stock.group_invoice_deli_orders" 
      icon="STOCK_JUSTIFY_FILL" 
  /> 
 
  <!-- submenu Pedidos de venta --> 
  <menuitem id="sale.menu_invoicing_sales_order_lines" 
      parent="base.menu_invoiced" 
      action="sale.action_order_line_tree2" 
      sequence="4" 
      groups="sale.group_invoice_so_lines" 
      icon="STOCK_JUSTIFY_FILL" 
  /> 
 
  <!-- submenu Tiempo y materiales --> 




  <menuitem 
id="account_analytic_analysis.menu_action_hr_tree_invoiced_all" 
      name="Time and Materials to Invoice" 
      parent="base.menu_invoiced" 
      
action="account_analytic_analysis.action_hr_tree_invoiced_all" 
      sequence="5" 
      icon="STOCK_JUSTIFY_FILL" 
  /> 
 
  <!-- submenu Contratos a renovar --> 
  <menuitem 
id="account_analytic_analysis.menu_action_account_analytic_overdue" 
      name="Contracts to Renew" 
      parent="base.menu_invoiced" 
      
action="account_analytic_analysis.action_account_analytic_overdue" 
      sequence="50" 
      icon="STOCK_JUSTIFY_FILL" 
  /> 
 
 <!-- menu Productos --> 
 <menuitem id="base.menu_product" 




     name="Products" 
     parent="base.menu_base_partner" 
     sequence="9" 
     icon="STOCK_OPEN" 
 /> 
 
  <!-- submenu Productos por categoría --> 
  <menuitem id="product.menu_products_category" 
      name="Products by Category" 
      parent="base.menu_product" 
      action="product.product_category_action" 
      sequence="10" 
      groups="base.group_no_one" 
      icon="STOCK_INDENT" 
  /> 
 
  <!-- submenu Productos --> 
  <menuitem id="product.menu_products" 
      name="Products" 
      parent="base.menu_product" 
      action="product.product_normal_action_sell" 
      sequence="15" 




      icon="STOCK_JUSTIFY_FILL" 
  /> 
 
 <!-- menu Configuración--> 
 <menuitem id="base.menu_base_config" 
     name="Configuration" 
     parent="base.menu_base_partner" 
     sequence="30" 
     
groups="base.group_system,base.group_sale_manager,base.group_partner_manager" 
     icon="STOCK_OPEN" 
 /> 
 
  <!-- submenu Plantilla de contrato--> 
  <menuitem 
id="account_analytic_analysis.menu_template_of_contract_action" 
      name="Contract Template" 
      parent="base.menu_base_config" 
      
action="account_analytic_analysis.template_of_contract_action" 
      sequence="10" 
      icon="STOCK_JUSTIFY_FILL" 
  /> 





  <!-- submenu Tipos de factura--> 
  <menuitem id="sale_journal.menu_definition_journal_invoice_type" 
      name="Invoice Types" 
      parent="base.menu_base_config" 
      
action="sale_journal.action_definition_journal_invoice_type" 
      sequence="15" 
      icon="STOCK_JUSTIFY_FILL" 
  /> 
 
  <!-- submenu Tienda--> 
  <menuitem id="sale_stock.menu_action_shop_form" 
      name="Shop" 
      parent="base.menu_base_config" 
            action="sale.action_shop_form" 
            sequence="35" 
            groups="stock.group_locations" 
            icon="STOCK_JUSTIFY_FILL" 
  /> 
   
  <!-- submenu Empresas --> 




  <menuitem id="base.menu_config_address_book" 
      name="Address Book" 
      parent="base.menu_base_config" 
      sequence="40" 
      
groups="base.group_system,base.group_partner_manager" 
      icon="STOCK_OPEN" 
  /> 
                     
   <!-- submenu2 Localización --> 
   <menuitem id="base.menu_localisation" 
       name="Localization" 
       parent="base.menu_config_address_book" 
       sequence="1" 
       groups="base.group_no_one" 
       icon="STOCK_OPEN" 
   /> 
  
   <!-- submenu2 Títulos --> 
   <menuitem id="base.menu_partner_title_partner" 
       name="Titles" 
       parent="base.menu_config_address_book" 




       action="base.action_partner_title_partner" 
       sequence="2" 
       groups="base.group_no_one" 
       icon="STOCK_JUSTIFY_FILL" 
   /> 
  
   <!-- submenu2 Títulos de contacto --> 
   <menuitem id="base.menu_partner_title_contact" 
       name="Contact Titles" 
       parent="base.menu_config_address_book" 
       action="base.action_partner_title_contact" 
       sequence="3" 
       groups="base.group_no_one" 
       icon="STOCK_JUSTIFY_FILL" 
   /> 
                    
   <!-- submenu2 Etiquetas de empresa--> 
   <menuitem id="base.menu_partner_category_form" 
       name="Partner Tags" 
       parent="base.menu_config_address_book" 
       action="base.action_partner_category_form" 
       sequence="4" 




       groups="base.group_no_one" 
       icon="STOCK_JUSTIFY_FILL" 
   /> 
  
   <!-- submenu2 Cuentas bancarias --> 
   <menuitem id="base.menu_action_res_partner_bank_form" 
       name="Bank Accounts" 
       parent="base.menu_config_address_book" 
       
action="base.action_res_partner_bank_account_form" 
        sequence="9" 
       groups="base.group_no_one" 
       icon="STOCK_JUSTIFY_FILL" 
   /> 
                    
   <!-- submenu2 Bancos --> 
   <menuitem id="base.menu_action_res_bank_form" 
       name="Banks" 
       parent="base.menu_config_address_book" 
       action="base.action_res_bank_form" 
       sequence="11" 
       groups="base.group_no_one" 




       icon="STOCK_JUSTIFY_FILL" 
   /> 
  
   <!-- submenu2 Tipos de cuenta bancaria --> 
   <menuitem 
id="base.menu_action_res_partner_bank_typeform" 
       name="Bank Account Types" 
       parent="base.menu_config_address_book" 
       
action="base.action_res_partner_bank_type_form" 
       sequence="15" 
       groups="base.group_no_one" 
       icon="STOCK_JUSTIFY_FILL" 
   /> 
 
  <!-- submenu Productos --> 
  <menuitem id="product.prod_config_main" 
      name="Products" 
      parent="base.menu_base_config" 
      sequence="60" 
      icon="STOCK_OPEN" 
  /> 




   <!-- submenu2 Categorías de producto --> 
   <menuitem id="product.menu_product_category_action_form" 
       name="Product Categories" 
       parent="product.prod_config_main" 
       
action="product.product_category_action_form" 
       sequence="1" 
       groups="base.group_no_one" 
       icon="STOCK_JUSTIFY_FILL" 
   /> 
 
   <!-- submenu2 Empaquetado --> 
   <menuitem id="product.menu_product_ul_form_action" 
       name="Packaging" 
       parent="product.prod_config_main" 
       action="product.product_ul_form_action" 
       sequence="3" 
       groups="product.group_stock_packaging" 
       icon="STOCK_JUSTIFY_FILL" 
   /> 
    
   <!-- submenu2 Categorías de las unidades de medida --> 




   <menuitem 
id="product.menu_product_uom_categ_form_action" 
      name="Unit of Measure Categories" 
      parent="product.prod_config_main" 
  action="product.product_uom_categ_form_action" 
             sequence="25" 
             groups="base.group_no_one" 
             icon="STOCK_JUSTIFY_FILL" 
   /> 
 
   <!-- submenu2 Unidades de medida--> 
   <menuitem id="product.menu_product_uom_form_action" 
       name="Units of Measure" 
             parent="product.prod_config_main" 
             action="product.product_uom_form_action" 
             sequence="30" 
             groups="base.group_no_one" 
             icon="STOCK_JUSTIFY_FILL" 
   /> 
 
  <!-- submenu Tarifas --> 
  <menuitem id="product.menu_product_pricelist_main" 




      name="Pricelists" 
            parent="base.menu_base_config" 
            sequence="70" 
            groups="product.group_sale_pricelist" 
            icon="STOCK_OPEN" 
  /> 
 
   <!-- submenu2 Tarifas de venta--> 
   <menuitem id="product.menu_product_pricelist_action2" 
       name="Pricelists" 
             parent="product.menu_product_pricelist_main" 
             action="product.product_pricelist_action2" 
             sequence="1" 
             groups="product.group_sale_pricelist" 
             icon="STOCK_JUSTIFY_FILL" 
   /> 
    
   <!-- submenu2 Versiones de tarifa de venta --> 
   <menuitem id="product.menu_product_pricelist_action" 
       name="Pricelist Versions" 
             parent="product.menu_product_pricelist_main" 
             action="product.product_pricelist_action" 




             sequence="2" 
             icon="STOCK_JUSTIFY_FILL" 
   /> 
    
   <!-- submenu2 Tipos de precio de venta--> 
   <menuitem id="product.menu_product_price_type" 
       name="Price Types" 
             parent="product.menu_product_pricelist_main" 
             action="product.product_price_type_action" 
             sequence="4" 
             groups="base.group_no_one" 
             icon="STOCK_JUSTIFY_FILL" 




3.5 Código de la aplicacición de control de la producción. 
3.5.1 Código de la aplicación Android 
A continuación, debido a la gran extensión de código de la aplicación, se 
muestra: 




 La configuración del archivo AndroidManifest 
 Y una parte del código de la clase principal. 
3.5.1.1 Fichero de configuración. AndroidManifest 
<?xml version="1.0" encoding="utf-8"?> 
<manifest xmlns:android="http://schemas.android.com/apk/res/android" 
    package="com.uvigo.lectornfc" 
    android:versionCode="1" 
    android:versionName="1.0" > 
    <uses-sdk 
        android:minSdkVersion="10" 
        android:targetSdkVersion="20" />  
    <!-- API 10 -> Versiones 2.3.3 y 2.3.4 GINGERBREAD_MR1 --> 
    <!-- permisos para tener acceso al hardware NFC e Internet--> 
    <uses-permission android:name="android.permission.NFC" /> 
    <uses-permission android:name="android.permission.INTERNET"/> 
    <uses-permission 
android:name="android.permission.ACCESS_NETWORK_STATE" /> 
    <uses-permission android:name="android.permission.ACCESS_WIFI_STATE" /> 
 <uses-permission 
android:name="android.permission.CHANGE_WIFI_STATE" /> 
    <uses-permission 
android:name="android.permission.RECEIVE_BOOT_COMPLETED"/> 




    <uses-permission android:name="android.permission.EXPAND_STATUS_BAR" 
/> 
    <uses-permission android:name="android.permission.STATUS_BAR" /> 
    <!-- Para eliminar el error al poner este permiso: 
 En Eclipse: Window -> Preferences -> Android -> Lint Error Checking. 
 In the list find an entry with ID = ProtectedPermission. Set the Severity to 
something lower than Error. --> 
    <!-- Para gestionar la pulsación del botón de POWER. Android no existe, solo en 
Cyanogen. Sin embargo no da error si se usa. 
    <uses-permission android:name="android.permission.PREVENT_POWER_KEY" 
/> --> 
    <!-- se requiere NFC y no se instalara en dispositivos sin NFC  
    <uses-feature 
    android:name="android.hardware.nfc" 
    android:required="true" />  --> 
   <application 
        android:name="NfcReaderApplication" 
        android:allowBackup="true" 
        android:icon="@drawable/ic_launcher" 
        android:label="@string/app_name"         
        android:theme="@style/Theme.AppCompat.Light.DarkActionBar"> 
    <activity 
  android:name="com.uvigo.lectornfc.LauncherActivity" 




      android:label="@string/app_name"  
      android:launchMode="singleTask"   
      android:clearTaskOnLaunch="true" 
      android:theme="@style/Theme.Base.Light"> 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
                <category android:name="android.intent.category.LAUNCHER" />   
                <!-- Para que la aplicación funcione como pantalla de inicio al encenderse 
y al pulsar HOME 
                Hay que seleecionarla por defecto la primera vez que se ejecute --> 
             <category android:name="android.intent.category.HOME" /> 
                <category android:name="android.intent.category.DEFAULT" />  <!-- 
Para recibir intentos implicitos -->    
            </intent-filter> 
       </activity> 
       <activity 
  android:name="com.uvigo.lectornfc.UserIDActivity" 
      android:label="@string/app_name"  
      android:launchMode="singleTask"  
      android:finishOnTaskLaunch="true"  
      android:clearTaskOnLaunch="true"> 
      <!-- 
android:configChanges="orientation|keyboardHidden|screenSize"--> 




            <!-- <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
                <category android:name="android.intent.category.LAUNCHER" />                 
            </intent-filter> --> 
           <intent-filter> 
       <action 
android:name="android.nfc.action.NDEF_DISCOVERED"/> 
       <category 
android:name="android.intent.category.DEFAULT"/> 
       <!-- Hay que añadir siempre un tipo de dato a filtrar, si no 
salta a ACTION_TECH_DISCOVERED -> 
       <data android:mimeType="*/*" /> --> 
       <data android:mimeType="text/plain" /> 
   </intent-filter>  
             
         <!-- <intent-filter> 
       <action 
android:name="android.nfc.action.NDEF_DISCOVERED"/> 
       <category 
android:name="android.intent.category.DEFAULT"/> 
       <data android:scheme="http"/> 
      </intent-filter> 
          <intent-filter> 




       <action 
android:name="android.nfc.action.NDEF_DISCOVERED"/> 
       <category 
android:name="android.intent.category.DEFAULT"/> 
       <data android:scheme="https"/> 
      </intent-filter> 
                    
            <intent-filter> 
       <action 
android:name="android.nfc.action.NDEF_DISCOVERED"/> 
       <category 
android:name="android.intent.category.DEFAULT"/> 
       <data android:scheme="vnd.android.nfc" 
           android:host="ext"/>        
   </intent-filter> 
    
            <intent-filter> 
       <action 
android:name="android.nfc.action.TECH_DISCOVERED"/> 
       <category android:name="android.intent.category.DEFAULT" 
/>  <!- Para recibir intentos implicitos -> 
   </intent-filter> 
 




   <meta-data 
android:name="android.nfc.action.TECH_DISCOVERED" 
         android:resource="@xml/nfc_tech_filter" /> <!- 
No debe hacer falta al poner category default->  
             <intent-filter> 
       <action 
android:name="android.nfc.action.TAG_DISCOVERED"/> 
       <category android:name="android.intent.category.DEFAULT" 
/>  <!- Para recibir intentos implicitos -> 
   </intent-filter> --> 
             
        </activity> 
         
        <activity 
            android:name="com.uvigo.lectornfc.MainActivity" 
            android:label="@string/app_name"  
            android:finishOnTaskLaunch="true"  
            android:launchMode="singleTask"> 
            <!-- android:configChanges="orientation|keyboardHidden|screenSize"> 
            Esto es para que al pulsar HOME se vuelva a lanzar la misma app (sin 
probar)  
            <category android:name="android.intent.category.HOME" />                  




   <category android:name="android.intent.category.DEFAULT" 
/>                
   <category 
android:name="android.intent.category.MONKEY"/>--> 
    
        </activity> 
         
        <activity  
            android:name="com.uvigo.lectornfc.Preferences" 
      android:label="@string/app_name_settings"  
      android:noHistory="true"> 
  </activity> 
   
        <activity  
            android:name="com.uvigo.lectornfc.PasswordToSettings" 
      android:label="@string/app_name_settings" 
     
 android:theme="@style/Theme.Base.AppCompat.Dialog.Light.FixedSize" 
      android:noHistory="true"> 
        </activity> 
   
        <activity  
            android:name="com.uvigo.lectornfc.AboutActivity" 




      android:label="@string/app_name_about" 
     
 android:theme="@style/Theme.Base.AppCompat.Dialog.Light.FixedSize"  
      android:noHistory="true"> 
  </activity>       
        <activity  
            android:name="com.uvigo.lectornfc.SendEmailActivity" 
      android:label="@string/app_name_send_email" 
      android:noHistory="true"> 
  </activity> 
 
        <receiver android:name="com.uvigo.lectornfc.BootReceiver"> 
         <intent-filter> 
                <action android:name="android.intent.action.BOOT_COMPLETED"/> 
             <category android:name="android.intent.category.HOME"/> 
         </intent-filter> 
          
         <intent-filter> 
                <action android:name="android.intent.action.ACTION_SHUTDOWN" /> 
                <action 
android:name="android.intent.action.QUICKBOOT_POWEROFF" /> <!-- <Para 
que sea compatible con algunos dispositivos que tienen quick power-off feature --> 
             <action android:name="android.intent.action.REBOOT"/> 




             <category android:name="android.intent.category.DEFAULT" /> 
         </intent-filter> 
          
  </receiver>  
                <receiver android:name=".MyWidget"> 
         <intent-filter> 
            <action 
android:name="android.appwidget.action.APPWIDGET_UPDATE" /> 
         </intent-filter> 
         <meta-data 
            android:name="android.appwidget.provider" 
            android:resource="@xml/widget_config"> 
           </meta-data> 
     </receiver> 
    </application> 
</manifest> 
 
3.5.1.2 Código de la actividad principal. 
Tal como se comentó anteriormente, debido a la extensión de este código sólo 
se reproduce una parte. Como se puede comprobar, existen una gran cantidad de 
comentarios que ayudan a su interpretación. 
package com.uvigo.lectornfc; 











































































public class MainActivity extends ActionBarActivity { 
 




 private static final String TAG = "Lector NFC";  // Etiqueta para Log.e 
constante de clase 
 //private static final String IP = "193.146.44.71"; 
 //private static final int Port = 8069; 
 //private static final String DataBase = "curso_prueba"; //"curso_luis"; 
 private static final String USER = "admin"; // constante de clase 
 //private static final String Password = "donald"; 
  
 private boolean unconfigured = false; 
 // Flag que se usa para que no se ejecute onResume() si no se carga la info 
desde Ajustes 
 //private boolean fromOnPause = false;  
 // Flag que se usa para que no se configure la interfaz de usuario desde 
WriteDBTask al ser lanzada desde onPause() 
 // También se usa para saber si aún no ha acabado WriteDBTask anterior 
 private boolean fromReadDBTask = false; 
 // Flag que usa para que se ejecute onResume() por completo cuando se lanza 
desde ReadDBTask() 
 //  y no salga al llegar a la comprobación de si ha finalizado ReadDBTask() 
 private boolean newTagRead = false; 
 
 private static boolean isStopped = false; 
 // Flag que indica que la Activity está detenida.  




 // Se usa para que WriteDBTask() no llame a onResume() desde onPause() 
cuando la Activity se va a detener 
 // Se usa para que no se llame a onResume() desde ConfigurationTask() si la 
actividad está parada o destruida  
 private boolean orientationRequest = false; 
 // Flag que se usa para indicar que se va a hacer una rotación de pantalla (al 
pulsar el botón del menú) 
 //  y evitar que se ejecute onStop() y la WriteDBTask() desde onPause() 
 private boolean failPauseMO = false; 
 // Flag que se usa para conocer si no se ha podido pausar la OF leída 
anteriormente a la actual. 
 // Si es true no se actualiza previousManufacturingOrder y se muestra el error 
en la interfaz gráfica. 
 private float originalTextSize = 1.0f; 
 private NfcAdapter myNfcAdapter; // Objeto que representa el chip NFC del 
dispositivo 
 private Tag myTag;  // Objeto que representa la etiqueta NFC que se ha 
descubierto 
  
 //private TextView myTextViewWorker; 
 //private TextView myTextViewWorkCenter; // Se usa poco 
 private TextView myTextViewMO; 
 private TextView myTextViewState; 
 private TextView myTextViewAux; 




 private TextView myTextViewWaitingOrdersTiltle; 
 private TextView myTextViewWaitingOrders; 
 private Button buttonStart; 
 private Button buttonPauseResume; 
 private Button buttonFinish; 
 private Button buttonCancel; 
 private Button buttonWaiting; 
 private Button buttonDraft; 
 private ImageView imageView; 
 private TableLayout tableLayoutButtons; // TableLayout que contiene todos 
los botones en los dos layouts 
  
 private String worker; // Operario que maneja la app 
 //private String newWorker; // Nuevo operario en caso de identificarse 
 private String workCenterSelected;  // Centro de trabajo seleccionado 
 //private String host;  // Host o IP del servidor OpenERP 
 //private int port; // Número de puerto para la comunicación con el servidor 
OpenERP 
 //private String database; // Nombre de la base de datos a utilizar 
 //private String password; // Contraseña de administrador para acceder a 
OpenERP 
 private String manufacturingOrder; // Orden de fabricación leída de la 
etiqueta NFC 




 private String previousManufacturingOrder; // Orden de fabricación previa a 
la última leída 
  
 private Timer timer; 
 //private MyTimerTask myTimerTask; 
 private AudioManager myAudioManager; // Gestor de la configuración de 
audio 
 private int originalVolume; // Volumen original 
 private SoundPool soundPool; // Reproductor de sonido 
 private int soundIDError; // Sonido de error 
 private int soundIDNotification; // Sonido de notificación 
 private boolean soundErrorLoaded = false; // Indica si se ha cargado el sonido 
de error correctamente 
 private boolean soundNotificationLoaded = false; // Indica si se ha cargado el 
sonido de notificación correctamente 
  
 private enum State {DRAFT, WAITING, STARTWORKING, PAUSE, 
RESUME, DONE, CANCEL, UNKNOWN} 
    private State state = State.UNKNOWN;   
    // Enum que contiene todos los posibles estados de la orden de fabricación 
      private JavaOpenerpConnector connector; 
    private ReadDBTask readDBTask; 
    private WriteDBTask writeDBTask; 




    //private WriteDBTask writeDBTask2; 
    private ConfigurationTask configurationTask; 
    private NewUserTask newUserTask; 
    private ExitTask exitTask; 
     
    //private ProgressDialog progressDialog; // Muestra el progreso de la conexión 
    private AlertDialog alertDialog; 
     
 private ConnectivityChangeReceiver connectivityChangeReceiver = new 
ConnectivityChangeReceiver();  
 private static boolean isConnectivityChangeReceiverRegistred = false; 
 // Para saber si el receptor de esta actividad está escuchando 
       
 private PendingIntent pendingIntent; 
 private IntentFilter intentFiltersArray[]; 
 private String[][] techListsArray; 
  
 /** 
  * Método getter para conocer si el receptor de cambio de estado de la 
conexión a red 
  * está registrado (escuchando). 
  * @return {@code true} si el receptor está registrado (escuchando) o 
{@code false} en caso contrario. 




  */ 
 public boolean isConnectivityChangeReceiverRegistred() { 




 protected void onCreate(Bundle savedInstanceState) { 
  super.onCreate(savedInstanceState); 
   
  Log.i(TAG, "Está en onCreate()"); 
 
        /*if (savedInstanceState == null) { // Es la primera vez que se crea la Activity  
   getSupportFragmentManager().beginTransaction() 
     .add(R.id.container, new 
PlaceholderFragment()).commit(); 
  }*/ 
  int currentOrientation = -1; 
   
  if (savedInstanceState != null) { // La aplicación se ha recargado || 
!savedInstanceState.containsKey("key") 
   worker = savedInstanceState.getString("worker"); 
   failPauseMO = 
savedInstanceState.getBoolean("failPauseMO", false); 




   manufacturingOrder = 
savedInstanceState.getString("manufacturingOrder"); 
   previousManufacturingOrder = 
savedInstanceState.getString("previousManufacturingOrder"); 
   //IMPORTANTE: El Intent actual se conserva al reiniciar la 
aplicación  
   // No quiero que se guarde el último intent cuando se recupere 
la actividad  
   setIntent(null); 
 
  } else { // Es la primera vez que se crea la Activity 
   Bundle extras = getIntent().getExtras(); // Se recupera la 
información enviada desde la actividad inicial 
   worker = extras.getString("worker"); 
   currentOrientation = extras.getInt("orientation", 
getResources().getConfiguration().orientation); 
    
   /* 
   // Si viene del receptor de recuperación de conexión a red 
   if(isConnectivityChangeReceiverRegistred == true) { 
    isConnectivityChangeReceiverRegistred = false; 
    // Se recuperan los datos guardados en onPause() 
    //SharedPreferences prefs = 
PreferenceManager.getDefaultSharedPreferences(getApplicationContext()); 




          //failPauseMO = prefs.getBoolean("lastFailPauseMO", false); 
          //manufacturingOrder = 
prefs.getString("lastManufacturingOrder", null); 
          //previousManufacturingOrder = 
prefs.getString("lastPreviousManufacturingOrder", null); 
   }*/ 
  } 
  
        // 
getWindow().setFlags(WindowManager.LayoutParams.FLAG_FULLSCREEN, 
WindowManager.LayoutParams.FLAG_FULLSCREEN); 
        // Pantalla completa  
   
        
getWindow().addFlags(WindowManager.LayoutParams.FLAG_KEEP_SCREEN_O
N); // Mantiene la pantalla encendida 
        //getWindow().setBackgroundDrawable(new ColorDrawable(Color.argb(255, 
207, 229, 229))); // Cambiar el fondo de la pantalla 
        
getWindow().addFlags(WindowManager.LayoutParams.FLAG_DISMISS_KEYGU
ARD);  
        // Elimina pantalla de bloqueo (solo si no tiene seguridad) 




        
getWindow().addFlags(WindowManager.LayoutParams.FLAG_SHOW_WHEN_LO
CKED); 
        // Permite que se pueda ver la app sobre la pantalla de bloqueo (superpuesta) 
        // No impide que se apague si está así en Ajustes del telefono 
         
        // Se bloquea la orientación recibida 
        //  y si se rota la pantalla (no se recibe nada y currentOrientation == -1) se deja 
la que corresponda 
        if(currentOrientation == -1) currentOrientation = 
getResources().getConfiguration().orientation; 
        if (currentOrientation == Configuration.ORIENTATION_PORTRAIT) { 
            
setRequestedOrientation(ActivityInfo.SCREEN_ORIENTATION_PORTRAIT); 
        } else { 
            
setRequestedOrientation(ActivityInfo.SCREEN_ORIENTATION_SENSOR_LAND
SCAPE); 
        } 
        // ORIENTATION_UNDEFINED = 0 
        // ORIENTATION_PORTRAIT = 1 
        // ORIENTATION_LANDSCAPE = 2 
        // ORIENTATION_SQUARE = 3 
      DisplayMetrics metrics = getResources().getDisplayMetrics(); 




  int densityDpi = (int)(metrics.density * 160f); 
  if(densityDpi < 280) 
   setContentView(R.layout.activity_main); // Se carga el diseño 
  else setContentView(R.layout.activity_main_xhdpi); 
   
      // OBJETOS DE LOS ELEMENTOS DE LA INTERFAZ GRÁFICA   
  TextView myTextViewWorker = (TextView) 
findViewById(R.id.textViewWorker); // Solo se usa aquí 
  String text = getResources().getString(R.string.worker_name)  + " " + 
worker; 
  Spannable sp = new SpannableString(text); 
  sp.setSpan(new StyleSpan(android.graphics.Typeface.BOLD), 
text.indexOf(":")+1, text.length(), Spannable.SPAN_EXCLUSIVE_EXCLUSIVE);
   
  myTextViewWorker.setText(sp); 
  //myTextViewWorkCenter = (TextView) 
findViewById(R.id.textViewWorkCenter); 
     myTextViewMO = (TextView) findViewById(R.id.textViewMO); 
     originalTextSize = myTextViewMO.getTextSize() * 160f/((float) 
densityDpi); 
     myTextViewState = (TextView) findViewById(R.id.textViewState); 
     myTextViewAux = (TextView) findViewById(R.id.textViewAux); 
  myTextViewWaitingOrdersTiltle = (TextView) 
findViewById(R.id.textViewWaitingOrdersTitle); 




     myTextViewWaitingOrders = (TextView) 
findViewById(R.id.textViewWaitingOrder); 
     myTextViewWaitingOrders.setMovementMethod(new 
ScrollingMovementMethod()); // Aplica scroll al textView 
        
     buttonStart = (Button) findViewById(R.id.buttonStart); 
     buttonPauseResume = (Button) findViewById(R.id.buttonPauseResume); 
     buttonFinish = (Button) findViewById(R.id.buttonFinish); 
     buttonCancel = (Button) findViewById(R.id.buttonCancel); 
     buttonWaiting = (Button) findViewById(R.id.buttonWaiting); 
     buttonDraft = (Button) findViewById(R.id.buttonDraft); 
     tableLayoutButtons = (TableLayout) 
findViewById(R.id.tableLayoutMainButtons); 
        
     imageView = (ImageView) findViewById(R.id.imageView); 
     
  myNfcAdapter = NfcAdapter.getDefaultAdapter(this); 
   
   
  // Ajustes de sonido 
 
 //MainActivity.this.setVolumeControlStream(AudioManager.STREAM_MU
SIC); // Para que el volumen de música lo controlen las teclas de volumen 




  myAudioManager = (AudioManager) 
getSystemService(AUDIO_SERVICE); 
  originalVolume = 
myAudioManager.getStreamVolume(AudioManager.STREAM_MUSIC); // 
Volumen original 
  soundPool = new SoundPool(2, AudioManager.STREAM_MUSIC, 
0); 
  soundIDError = soundPool.load(MainActivity.this, R.raw.error, 1); // 
Carga del sonido de error 
  soundIDNotification = soundPool.load(MainActivity.this, R.raw.notif, 
1); // Carga del sonido de notificación 
  soundPool.setOnLoadCompleteListener(new 
OnLoadCompleteListener() { 
      @Override 
      public void onLoadComplete(SoundPool soundPool, int 
soundID, int status) 
      { 
         if(soundID == soundIDNotification && status != 0) { // Si 
no se ha cargado el sonido 
          Log.w(TAG, "No se ha cargado la pista de sonido de 
notificación"); 
          soundIDNotification = 
soundPool.load(MainActivity.this, R.raw.notif, 1); // Intenta cargarlo de nuevo 
          soundNotificationLoaded = false; 




         }  
         if (soundID == soundIDNotification && status == 0) { 
          Log.i(TAG,"Se cargado el sonido de notificación"); 
          soundNotificationLoaded = true; 
         } 
         if(soundID == soundIDError && status != 0) {// Si no se 
ha cargado el sonido 
          Log.w(TAG, "No se ha cargado la pista de sonido de 
error"); 
          soundIDError = soundPool.load(MainActivity.this, 
R.raw.error, 1); //Intenta cargarlo de nuevo 
          soundErrorLoaded = false; 
         } 
         if (soundID == soundIDError && status == 0) { 
          Log.i(TAG,"Se cargado el sonido de error"); 
          soundErrorLoaded = true; 
         } 
      } 
  }); 
   
  // Se configura la interfaz para que no se vean las vistas hasta que sea 
necesario (mientras carga ConfigurationTask()) 




  //myTextViewWorkCenter.setText(null); // Se escribe en onStart() 
antes de ConfigurationTask() 
  myTextViewMO.setText(null); // Se escribe en onResume() 
  imageView.setVisibility(View.INVISIBLE); 
       myTextViewState.setVisibility(View.GONE); // No es visible hasta que se 
lee una OF 
       myTextViewAux.setVisibility(View.GONE); // Solo visible cuando es 
preciso enseñar una info 
       buttonStart.setVisibility(View.INVISIBLE); 
       buttonPauseResume.setVisibility(View.INVISIBLE); 
       buttonFinish.setVisibility(View.INVISIBLE); 
       buttonCancel.setVisibility(View.INVISIBLE); 
       buttonWaiting.setVisibility(View.GONE); 
       buttonDraft.setVisibility(View.GONE); 
  // Desaparecen todos los botones en los dos layouts (ocupa su espacio 
la imageView) 
  tableLayoutButtons.setVisibility(View.INVISIBLE); 
  myTextViewWaitingOrders.setText(null); // Se escribe en onStart() 
   
  // Para el caso de que se gire la pantalla después de actualizar el 
operario, 
  //  se muestre la interfaz anterior y no vuelva a aparecer el cuadro de 
dialogo 




  // Se hace en onCreate() porque es el único método que se ejecuta para 
este caso y en el resto de posibilidades no 
  /*if(newWorkerAlertDialog) { 
   setIntent(previousIntent); // Se carga el último Intent con 
interfaz gráfica 
   newWorkerAlertDialog = false; 
  } 
  */ 
   
  // Parametros para foreground dispatch 
  /* PendingIntent (un Intent que se manda al sistema, pendiente de una 
ejecución futura) 
   * PendingIntent.getActivity (Context context, int requestCode, Intent 
intent, int flags) 
   * context: contexto en el que este PendingIntent debe arrancar la 
Activity. 
   * requestCode: código privado de respuesta para el remitente (aquí no 
es necesario) 
   * intent: Intent de la Activity que se deseea lanzar (Intent explícito). 
Se 
   *    le pasa como Flag Intent.FLAG_ACTIVITY_SINGLE_TOP para 
que la Activity no se 
   *    lance de nuevo y se reutilice si ya está presente en la cima de 
   *    la pila de actividades. 




   * flags: configuran el comportamiento de PendingIntent cuando se 
ejecuta (aquí no se usa, 0 por defecto) 
   */ 
  pendingIntent = PendingIntent.getActivity(this, 0, 
    new Intent(this, 
getClass()).addFlags(Intent.FLAG_ACTIVITY_SINGLE_TOP), 0); 
   
  // Se usa el filtro para detectar las etiquetas que nos interesan (NDEF 
con texto plano) 
  // Se usa el filtro de tecnologías para saber si una etiqueta no usa 
tecnología NDEF 
  IntentFilter ndefFilter = new IntentFilter(); 
  ndefFilter.addAction(NfcAdapter.ACTION_NDEF_DISCOVERED); 
  // Hay que añadir siempre un tipo de dato a filtrar, si no salta a 
ACTION_TECH_DISCOVERED 
     try { 
         ndefFilter.addDataType("text/plain");  // Filtro: solo pasan mensajes con 
texto plano 
         //ndefFilter.addDataType("*/*"); // Pasan todos los mensajes Ndef de 
tipo MIME (text, image, audio, video, application...) 
          
     } 
     catch (MalformedMimeTypeException ex) { 
         Log.e(TAG,"Tipo MIME especificado mal construido", ex); 




     } 
 
     // No es necesario declarar un filtro para intentos de tipo 
ACTION_TAG_DISCOVERED, 
     //  puesto que si no se pasa ningún filtro a enableForegroundDispatch(), por 
defecto, ya intercepta las etiquetas como ACTION_TAG_DISCOVERED 
     //IntentFilter tagFilter = new IntentFilter(); // Para que capture/intercepte 
todas las etiquetas 
     //tagFilter.addAction(NfcAdapter.ACTION_TAG_DISCOVERED); 
      
     intentFiltersArray = new IntentFilter[] {ndefFilter}; 
      
     /* Se declara un filtro de tecnologías para capturar eventos de un mensaje 
NDEF que no se pueden asignar a un tipo MIME o URI. 
      * Esto ocurre cuando el TNF de NdefMessage es EMPTY, UNKNOWN ó 
UNCHANGED (inválido para el primer NdefRecord). 
      * En general, el sistema de etiquetas de envío (tag dispatch system) 
      *  intenta iniciar una intención ACTION_TECH_DISCOVERED cuando 
un mensaje NDEF no se puede asignar 
      *  a un tipo MIME o URI, o si la etiqueta escaneada no contiene datos 
NDEF pero sí que tiene una tecnología conocida. 
     */ 
     // Cada elemento del primer índice del array techListArray corresponde a 
una techList diferente (OR) 




     // Las que se encuentren dentro de la misma techList deben tener estar 
TODAS presentes en la etiqueta para que se cumpla el filtro (AND) 
     // Se buscan las etiquetas con tecnología Ndef que no han sido capturadas 
por el filtro anterior. 
     // Si entra en este filtro de tecnologías es porque es una etiqueta NDEF con 
contenido no válido para esta app 
     //  ó que los NdefMessage son EMPTY, UNKNOWN ó UNCHANGED 
(inválido para el primer NdefRecord). 
     // Para el resto de etiquetas con otro tipo de tecnología que soporta Android 
y NO son NDEF  
     //  se agrupan en último filtro ACTION_TAG_DISCOVERED 
     techListsArray = new String[][] { new String[] { Ndef.class.getName() },  
             new String[] { 
NdefFormatable.class.getName() } 
     }; 
    // Se define un hilo para cerrar la comunicación NFC si se bloquea (no es 
necesario al no realizarse la comunicación Ndef en el hilo ppal)  
  /*Thread closeNdefThread = new Thread() { 
   @Override 
      public void run() { 
    try { 
     myNdef.close();  // Cierra todas las conexiones 
bloqueadas y libera el recurso (incluso las de otros hilos) 
    } catch (IOException e) { 




     Log.e(TAG, "No se puede cerrar la conexión 
Ndef desde el hilo", e); 
     e.printStackTrace(); 
    } 
   }   
  }; 
  closeNdefThread.start(); // Arranca el hilo y se muere de forma natural 
  */ 
 } 
 
3.5.2 Código XML para la modificación de las vistas del módulo de 
producción 
<?xml version="1.0" encoding="UTF-8"?> 
<openerp> 
 <data> 
  <record model="ir.ui.view" id="mrp_workcenter_NFC_form_view"> 
   <field name="name">mrp.workcenter.NFC.form</field> 
   <field name="model">mrp.workcenter</field> 
   <field name="priority" eval="50"/> 
   <field name="inherit_id" ref="mrp.mrp_workcenter_view"/> 
   <field name="arch" type="xml"> 




   <page string="General Information" position="before"> 
    <page string="NFC"> 
     <div> ID del puesto</div> 
     <field name="id"/> 
     <div> Operario</div> 
     <field name="worker_id"/> 
     <div> Orden en ejecucion</div> 
     <!-- <field string="Ejecutando" 
name="nfc_active" on_change="onchange_nfc_active(nfc_active,name)"/> --> 
    <field nolabel="True" name='nfc_active_id'/> 
    <field string="En espera" name="nfc_waiting_id"/> 
    </page> 
    </page> 
   </field> 
  </record> 
   
  <record model="ir.ui.view" id="mrp_workcenter_NFC_tree_view"> 
   <field name="name">mrp.workcenter.NFC.tree</field> 
   <field name="model">mrp.workcenter</field> 
   <field name="priority">50</field> 
   <field name="inherit_id" 
ref="mrp.mrp_workcenter_tree_view"/> 




   <field name="arch" type="xml"> 
    <field name="name" position="after"> 
    <field string="Ejecutando" name="nfc_active_id"/> 
     <field string="Operario" name="worker_id"/> 
    <field string="En espera" name="nfc_waiting_id"/> 
    </field> 
    <field name="resource_type" position="replace"> 
    </field> 
   </field> 
  </record> 
 
<record model="ir.ui.view" id= 
"mrp_production_workcenter_line_nfc_form_view"> 
   <field 
name="name">mrp.production.workcenter.line.NFC.form</field> 
   <field name="model">mrp.production.workcenter.line</field> 
   <field name="priority">60</field> 
   <field name="inherit_id" 
ref="mrp_operations.mrp_production_workcenter_form_view_inherit"/> 
   <field name="arch" type="xml"> 
                <button name="button_start_working" position="after"> 
                    <button name="button_waiting" string="En lista de espera" 
states="draft" class="oe_highlight"/> 




                    <button name="button_waiting_start_working" string="Start" 
states="waiting" class="oe_highlight"/> 
                </button> 
                <field name='production_state' position='after'> 
                    <field name='worker_id' string='Empleado responsable'/> 
                </field> 
    <field name="date_start" position="before"> 
     <field name="date_waiting"/> 
     <field name="wait_time" widget="float_time"/> 
    </field> 
    <field name="delay" position="before"> 
    <field name="pause_time" widget="float_time"/> 
    </field> 
   </field> 




3.5.3 Código Phyton de módulo NFC 
# -*- encoding: utf-8 -*- 







# OpenERP, Open Source Management Solution 
# Copyright (C) 2004-2009 Tiny SPRL (<http://tiny.be>). 
# 
# This program is free software: you can redistribute it and/or modify 
# it under the terms of the GNU Affero General Public License as 
# published by the Free Software Foundation, either version 3 of the 
# License, or (at your option) any later version. 
# 
# This program is distributed in the hope that it will be useful, 
# but WITHOUT ANY WARRANTY; without even the implied warranty of 
# MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the 
# GNU Affero General Public License for more details. 
# 
# You should have received a copy of the GNU Affero General Public License 




from osv import osv, fields 




from openerp import netsvc 
import time 
from datetime import datetime 
from openerp import SUPERUSER_ID 
 
class mrp_workcenter_wait_list(osv.osv): 
    """Table where it is stored the work order that is waiting to be done in a given 
workcenter""" 
    _name="mrp.workcenter.wait.list" 
    _columns={ 
              'workcenterid':fields.integer("ID centro de produccion"), 
              'waiting_nfc':fields.many2one('mrp.production.workcenter.line','Orden de 
trabajo en espera',select=True) 
              } 
 
class mrp_production(osv.osv): 
    _inherit ="mrp.production" 
     
    def _action_compute_lines(self, cr, uid, ids, properties=None, context=None): 
        """ Compute product_lines and workcenter_lines from BoM structure 
        @return: product_lines 
        """ 





        if properties is None: 
            properties = [] 
        results = [] 
        bom_obj = self.pool.get('mrp.bom') 
        uom_obj = self.pool.get('product.uom') 
        prod_line_obj = self.pool.get('mrp.production.product.line') 
        workcenter_line_obj = self.pool.get('mrp.production.workcenter.line') 
 
        for production in self.browse(cr, uid, ids, context=context): 
            #unlink product_lines 
            prod_line_obj.unlink(cr, SUPERUSER_ID, [line.id for line in 
production.product_lines], context=context) 
     
            #unlink workcenter_lines 
            workcenter_line_obj.unlink(cr, SUPERUSER_ID, [line.id for line in 
production.workcenter_lines], context=context) 
     
            # search BoM structure and route 
            bom_point = production.bom_id 
            bom_id = production.bom_id.id 
            if not bom_point: 




                bom_id = bom_obj._bom_find(cr, uid, production.product_id.id, 
production.product_uom.id, properties) 
                if bom_id: 
                    bom_point = bom_obj.browse(cr, uid, bom_id) 
                    routing_id = bom_point.routing_id.id or False 
                    self.write(cr, uid, [production.id], {'bom_id': bom_id, 'routing_id': 
routing_id}) 
     
            if not bom_id: 
                raise osv.except_osv(_('Error!'), _("Cannot find a bill of material for this 
product.")) 
     
            # get components and workcenter_lines from BoM structure 
            factor = uom_obj._compute_qty(cr, uid, production.product_uom.id, 
production.product_qty, bom_point.product_uom.id) 
            res = bom_obj._bom_explode(cr, uid, bom_point, factor / 
bom_point.product_qty, properties, routing_id=production.routing_id.id) 
            results = res[0] # product_lines 
            results2 = res[1] # workcenter_lines 
     
            # reset product_lines in production order 
            for line in results: 
                line['production_id'] = production.id 




                prod_line_obj.create(cr, uid, line) 
     
            #reset workcenter_lines in production order 
            for line in results2: 
                line['production_id'] = production.id 
                prod_name = self.read(cr,uid,production.id,['name'])  
                new_name = prod_name['name'] + "/" + str(line['sequence']) + " - " + 
line['name'] 
                line['name'] = new_name 
                workcenter_line_obj.create(cr, uid, line) 
        return results 
 
class mrp_workcenter(osv.osv): 
     
    def onchange_nfc_active(self,cr, uid, ids, nfc_active, name, context=None): 
        """ Method for store right mrp.production.workcenter.line id in nfc_active_id 
using the name stored in nfc_active""" 
        """ If nothing stored in nfc_active nothing is done""" 
        if not nfc_active: 
            return {} 
        production = 
self.pool.get('mrp.production').search(cr,uid,[('name','=',nfc_active)]) 
        workcenter = self.pool.get('mrp.workcenter').search(cr,uid,[('name','=',name)]) 




        workcenter_line = 
self.pool.get('mrp.production.workcenter.line').search(cr,uid,[('production_id','in',pro
duction),('workcenter_id','in',workcenter)]) 
        result = {'nfc_active_id': workcenter_line[0]} 
        return {'value': result} 
         
    _inherit="mrp.workcenter"  
    _columns={ 
        'worker_id':fields.many2one('hr.employee','Empleado'),       
        "nfc_active":fields.char('TAG orden de produccion en proceso'), 
        'nfc_active_id': fields.many2one('mrp.production.workcenter.line', 'Orden de 
produccion en proceso', select=True), 
        
"nfc_waiting_id":fields.one2many('mrp.workcenter.wait.list','workcenterid',"TAG 
orden/es de producción en espera"), 
        }                 
 
class mrp_production_workcenter_line(osv.osv): 
     
    _inherit = 'mrp.production.workcenter.line' 
    _columns={ 
        'state': 
fields.selection([('draft','Draft'),('cancel','Cancelled'),('pause','Pending'),('startworking'
, 'In Progress'),('done','Finished'),('waiting','En espera')],'Status', readonly=True, 




                                help="* When a work order is created it is set in 'Draft' status.\n" 
\ 
                                     "* When user sets work order in start mode that time it will be 
set in 'In Progress' status.\n" \ 
                                       "* When work order is in running mode, during that time if 
user wants to stop or to make changes in order then can set in 'Pending' status.\n" \ 
                                       "* When the user cancels the work order it will be set in 
'Canceled' status.\n" \ 
                                       "* When order is completely processed that time it is set in 
'Finished' status."), 
        'date_waiting':fields.datetime('Fecha entrada en lista de espera'), 
        'wait_time':fields.float('Tiempo total en lista de espera'), 
        'date_last_pause':fields.datetime('Fecha de la última pausa'), 
        'pause_time':fields.float('Tiempo total en estado Pausa'), 
        'worker_id':fields.many2one('hr.employee','Empleado que la realizó') 
        } 
 
    def action_start_working(self, cr, uid, ids, context=None): 
        """ Sets state to start working, writes starting date and calculates total time on 
wait list 
        @return: True 
        """ 
        self.modify_production_order_state(cr, uid, ids, 'start') 




        self.write(cr, uid, ids, {'state':'startworking', 'date_start': time.strftime('%Y-%m-
%d %H:%M:%S')}, context=context) 
         
        obj_line = self.browse(cr, uid, ids[0]) 
        my_workcenter = self.read(cr,uid,ids[0],['workcenter_id']) 
        
self.pool.get('mrp.workcenter').write(cr,uid,my_workcenter['workcenter_id'][0],{'nfc
_active_id':obj_line.id}) 
         
        my_worker = 
self.pool.get('mrp.workcenter').read(cr,uid,my_workcenter['workcenter_id'][0],['work
er_id']) 
        if my_worker['worker_id']: 
            self.write(cr, uid, ids, {'worker_id':my_worker['worker_id'][0]}, 
context=context) 
         
        wait_time = 0.0 
        if obj_line.date_waiting: 
            date_waiting = datetime.strptime(obj_line.date_waiting,'%Y-%m-%d 
%H:%M:%S') 
            date_start = datetime.strptime(obj_line.date_start,'%Y-%m-%d %H:%M:%S')     
 
            wait_time += (date_start-date_waiting).days * 24 
            wait_time += (date_start-date_waiting).seconds / float(60*60) 




            self.write(cr, uid, ids, {'wait_time': wait_time}, context=context) 
             
            wait_list = self.pool.get('mrp.workcenter.wait.list').search(cr, 
uid,[('waiting_nfc','=',obj_line.id)]) 
            self.pool.get('mrp.workcenter.wait.list').unlink(cr, uid,[wait_list[0]]) 
        return True 
 
    def action_waiting(self,cr,uid,ids,context=None): 
        """Sets state to waiting and writes wait list input date. 
        @return: True 
        """ 
        self.modify_production_order_state(cr, uid, ids, 'start') 
        self.write(cr, uid, ids, {'state':'waiting', 'date_waiting':time.strftime('%Y-%m-%d 
%H:%M:%S')},context=context) 
        obj_line = self.browse(cr, uid, ids[0]) 
        wait_list = 
self.pool.get('mrp.workcenter.wait.list').create(cr,uid,{'workcenterid':obj_line.workce
nter_id,'waiting_nfc':obj_line.id}) 
        return True 
 
    def action_pause(self,cr,uid,ids,context=None): 
        """ Sets state to pause. 
        @return: True 




        """ 
        self.write(cr, uid, ids, {'state':'pause','date_last_pause':time.strftime('%Y-%m-
%d %H:%M:%S')}, context=context) 
        return True 
 
    def action_resume(self, cr, uid, ids, context=None): 
        """ Sets state to startworking. 
        @return: True 
        """ 
        obj_line = self.browse(cr, uid, ids[0]) 
        pause_time = obj_line.pause_time 
        date_now = time.strftime('%Y-%m-%d %H:%M:%S') 
        if obj_line.date_last_pause: 
            last_pause = datetime.strptime(obj_line.date_last_pause,'%Y-%m-%d 
%H:%M:%S') 
            date_resume = datetime.strptime(date_now,'%Y-%m-%d %H:%M:%S') 
            pause_time += (date_resume-last_pause).days * 24 
            pause_time += (date_resume-last_pause).seconds / float(60*60) 
         
        self.write(cr, uid, ids, {'state':'startworking','pause_time':pause_time}, 
context=context) 
        return True 
     




    def action_done(self, cr, uid, ids, context=None): 
        """ Sets state to done, writes finish date and calculates delay. 
        @return: True 
        """ 
        delay = 0.0 
        date_now = time.strftime('%Y-%m-%d %H:%M:%S') 
        obj_line = self.browse(cr, uid, ids[0]) 
 
        date_start = datetime.strptime(obj_line.date_start,'%Y-%m-%d %H:%M:%S') 
        date_finished = datetime.strptime(date_now,'%Y-%m-%d %H:%M:%S') 
        delay += (date_finished-date_start).days * 24 
        delay += (date_finished-date_start).seconds / float(60*60) 
 
        my_workcenter = self.read(cr,uid,ids[0],['workcenter_id']) 
        
self.pool.get('mrp.workcenter').write(cr,uid,my_workcenter['workcenter_id'][0],{'nfc
_active_id':0}) 
        self.write(cr, uid, ids, {'state':'done', 'date_finished': date_now,'delay':delay}, 
context=context) 
        self.modify_production_order_state(cr,uid,ids,'done') 
        return True 
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