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expressive interpretations are the standard interpretation of Peano arithmetics and 
finite interpretations. 
Michal GRABOWSKI 
Warsaw University, Warsaw, Poland 
Actors: A Model of Concurrent Computation in Distributed Systems. By Gul Agha. 
MIT Press Series in AI, MIT Press, London, 1987, Price JZ24.95. 
The actor model of computation combines an object-based view of the world 
with concurrency. Every computational entity in an actor system is an actor, capable 
of responding to messages. The internal state of an actor is private, and can only 
be accessed by sending messages to the actor. This book, based on a doctoral 
dissertation submitted to the the University of Michigan, is a clear exposition of 
the actor model. 
Bringing together ten years of research effort in actor systems, mainly done by 
Carl Hewitt’s group at M.I.T., this book describes the basic ideas of actor systems, 
how actors can be combined into useful systems, and provides a formal definition 
of the semantics of a kernel actor language. 
The book opens bv discussing issues that are germane to concurrent programming: 
synchronous and asynchronous communication, shared variables versus message- 
passing, nondeterminism and fairness, and reconfigurability and extensibility. Agha 
comes down on the side of asynchronous, message-passing computation, laying the 
groundwork for the actor model that is to follow. Actors communicate by sending 
messages to each other. The messages are guaranteed to arrive, but the arrival order 
is arbitrary. New actors can be created during the execution of a program. 
Agha goes on to describe a kernel actor language, SAL. SAL is a minimal actor 
language, but sufficiently powerful that all actor systems can be defined using it. 
SAL has constructs for all the actor primitives: creating actors, sending messages. 
and specifying behaviours. Several examples of SAL programs illustrate the basic 
ideas. Actor event diagrams, reminiscent of the Feynman diagrams used in particle 
physics, are introduced as a way of depicting interactions between actors graphically. 
Having described the basics of actor programming, Agha then shows how various 
idioms in concurrent progr&ms can be mimicked using actors: “insensitive” actors 
are used to perform locking, “customers” implement continuations, and delayed 
evaluation can be modeled too. 
The second half of the book describes a formal model of actor semantics. 
Behaviours are assigned meanings denotationally, and an operational semantics 
shows how the configuration of an actor system can evolve using these behaviours. 
The notion of fairness provided by the guarantee of message delivery is formalised. 
The book closes by showing how actor systems can be used as abstractions of 
Book reviews 213 
complex systems by encapsulating their internal behaviour. Rules are given for how 
actor systems may be composed. 
Despite being a revised version of a doctoral thesis, this book should be accessible 
to a wide audience. The style of explanation is straightforward and down-to-earth, 
and the main ideas are reinforced by apt examples. Some knowledge of denotational 
and operational semantics is required for the later chapters, though. A useful glossary 
of actor terms has been provided. Although there are not many mistakes in the 
book, most seem to occcur in example programs and equations, where they can be 
very misleading and confusing. Occasional curiosities, such as justifying the guaran- 
tee of mail delivery by the finiteness of the universe, can be overlooked. In summary, 
this book is the definitive text on actors. 
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Quality Programming: Developing and Testing Software with Statistical Quality Con- 
trol. By Chin-Kuei Cho. Wiley, Chichester, 1987, Price X40.35, ISBN O- 
471848999. 
The central metaphor of Dr. Cho’s book is that software development can be 
regarded as a manufacturing industry that works some raw material into a usable 
form. The raw material is the data which is input to the software and the usable 
material is the data output by the software. 
Thus, the software itself is equivalent to a factory an? software development is 
equivalent to designing and building a factory. From this perspective, Dr. Cho 
asserts that software development can start applying the “time-tested lessons of the 
other manufacturing industries”. 
The implications which arise from this viewpoint are: 
- the product (i.e. the output) and the raw materials (i.e. input) must be fully 
defined before the software is developed, 
- the user is interested only in the “quality” (i.e. the proportion of defectives) of 
the product (i.e. outputs), not the method of factory (i.e. software) construction, 
- the classic technique for controlling the quality of manufacturing goods (i.e. 
statistical quality control) can be applied to software. 
Dr. Cho argues that software development should be preceded by detailed 
modelling of the “products” in terms of inputs and outputs, and that this activity 
associated with the use of statistical quality control techniques allows software to 
be properly tested. In this context, “properly tested” implies that the proportion of 
defective outputs expected from a piece of software can be determined to an agreed 
level of precision by determining the proportion of defectives in a random sample 
