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L’element al voltant del qual gira el treball és una aplicació dissenyada i 
programada amb “Visual Studio C#” que s’encarrega de manipular tota la 
informació generada per l’aeronau (des de dades de telemetria fins a 
informació visual en forma de fotografies o sortides d’altres sensors). 
Un cop generada la informació, la aeronau l’envia de forma remota a una base 
de dades (MongoDB) en format JSON. El nostre programa s’encarrega de 
consultar aquesta base de dades per extreure’n la informació 
emmagatzemada i manipular-la al gust de l’usuari, ja sigui per representar-la 
gràficament (per veure la trajectòria de la aeronau, les entrades dels sensors 
de forma georeferenciada, etc.) o per veure-la de forma estructurada en una 
taula de dades. 
D’altra banda, hem utilitzat la llibreria MapsUI per tal de ser capaços de 
representar la informació de forma visual utilitzant la seva col·lecció de mapes 
i classes ja creades, tot i que moltes d’elles les hem adaptat al nostre software. 
Aquesta llibreria ens ha ajudat a representar els punts on l’aeronau ha pres 
mesures o ha fet fotografies (i, de forma general, per on ha passat). 
Addicionalment, hem programat amb WPF una petita interfície gràfica que hem 
volgut adaptar a la interfície gràfica de MapsUI, per tal de permetre a l’usuari 
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The core of this project is an application designed and programmed with 
“Visual Studio C#” which manipulates all the information generated by the 
aircraft (from telemetry data to visual information like camera pictures or other 
sensor outputs). 
Once the information is generated, the aircraft proceeds to send it remotely to 
a data base (MongoDB) in JSON format. Our software is in charge of 
consulting this data base in order to extract the stored information and lets the 
user manipulate it at its will. That can be, for example, to represent it 
graphically (in order to be able to see the aircraft trajectory, the inputs of the 
sensors geographically referenced, etc.) or to be able to watch this information 
in a structured manner in a data table. 
On the other side, we have used the mapping library known as MapsUI, in 
order to be able to represent in a visual way all the information stored in the 
data base, using its map collection and classes already created, although a lot 
of them have been adapted to our particular needs. This library has allowed us 
represent the points where the aircraft has taken measurements or pictures (in 
a general way, the path the aircraft has followed). 
Additionally, we have programmed a graphical interface with WPF, which we 
have adapted to the graphical interface of MapsUI, in order to let the user 
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CAPÍTOL 1. INTRODUCCIÓ 
 
La finalitat del projecte es pot resumir utilitzant el títol del mateix: aprofitar la 
informació generada per un vehicle aeri no tripulat per dissenyar una aplicació 
que la representi (tant la telemetria com les imatges i sortides dels sensors) 
després d’haver-la desat prèviament en una base de dades. 
 
Queda clar, doncs, que el treball es pot dividir en dos grans blocs, i és que 
anteriorment eren dos projectes separats que han estat fusionats en un de sol 
(d’aquí ve que sigui un treball realitzat per dues persones). Per una banda 
trobem tot el tractament de les dades i els fitxers així com el seu 
emmagatzematge en la base de dades i la creació dels algorismes que ho 
permeten; per l’altra, la representació gràfica d’aquesta informació sobre una 
interfície que constituirà l’aplicació final, que englobarà ambdues parts. 
 
Per assolir-ho s’ha comptat amb l’eina de programació “Visual Studio C#” com 
a base, la base de dades “MongoDB” i la llibreria “MapsUI” per a la 
representació de dades. El mètode principal que s’ha utilitzat consta de dues 
parts: 
 
 Aprenentatge conjunt i bàsic de les eines. 
 Especialització individual en cadascuna de les dues parts (bases de 
dades i representació). 
 
Pel que fa a la base de dades, el nostre programa s’encarrega de consultar-la 
per extreure’n la informació emmagatzemada i manipular-la al gust de l’usuari, 
ja sigui per representar-la gràficament (per veure la trajectòria de la aeronau, 
les entrades dels sensors de forma georeferenciada, etc.) o per veure-la de 
forma estructurada en una taula de dades. 
 
La llibreria MapsUI ha donat la capacitat de representar la informació (on 
l’aeronau ha pres mesures i fet fotografies i, en general, per on ha passat) de 
forma visual utilitzant la seva col·lecció de mapes i classes ja creades, tot i que 
moltes d’elles han sigut adaptades a l’aplicació del projecte. 
 
La divisió en capítols del treball és la següent: el primer està dedicat a conèixer 
l’àmbit d’interès, parlant del seu rerefons i història i introduint els objectius del 
projecte. Seguidament es dedica un capítol a cada una de les eines utilitzades 
(programació, base de dades i representació de dades). En el capítol 5 es troba 
el disseny del programa (majoritàriament diagrames i explicacions) i finalment 
un capítol de conclusions, on es contrasta el que es veu en el primer (si s’han 
assolit o no els objectius, millores futures, etc.) i es dona una opinió personal. 
 
La conclusió principal que s’ha extret del projecte és que aquest és un àmbit 
que necessita recerca i treball continu i que tot i així no té una solució absoluta i 
perfecta ara per ara (contrastant grups de recerca anteriors es pot veure que 
cadascú ha focalitzat el seu treball en satisfer necessitats específiques i 
personalitzades), però que en un futur si s’unifiquen objectius es pot obtenir 
una solució vàlida que n’englobi la majoria. En aquest cas és molt interessant, 
doncs, cercar camins diferents per resoldre un mateix problema. 




El grup ICARUS (Intelligent Communications and Avionics for Robust 
Unmanned Aerial Systems), pertanyent dins l’àmbit de la UPC (Universitat 
Politècnica de Catalunya) serà el beneficiari del software un cop desenvolupat. 
És per això que moltes de les directrius a la hora de desenvolupar el programa 
han estat donades per ells, segons a les seves necessitats, i adaptant-nos 
sempre als seus requeriments. 
 
La idea que persegueix aquest projecte és la de desenvolupar un programa 
que ens permeti representar telemetria de vol de forma georeferenciada, 
actuant d’aquesta forma com a pont d’unió entre el segment aeri i el segment 
terrestre del nostre UAS (Unmanned Aerial System). 
 
Aquest programa no representaria cap mena d’innovació respecte a altres 
iniciatives que s’hagin pogut realitzat amb anterioritat, excepte per un petit 
detall: està pensat per a treballar en una arquitectura modular. 
Per arquitectura modular entenem el fet de que el conjunt de sistemes que 
conformen la plataforma del nostre UAS (tant segment de terra com d’aire) són 
completament independents, i cada mòdul es pot canviar sense generar cap 
mena de conseqüència sempre que es respectin paràmetres o variables 
d’entrada i sortida de cada un dels mòduls. 
Per exemple, el nostre programa està preparat per a llegir els arxius de vol 
sempre que tinguin una estructura determinada. Això vol dir que els arxius de 
text presents dins de la carpeta de vol han de tenir una estructura prefixada per 
a que el nostre programa pugui entendre’ls, o d’altra banda, que els arxius dins 
de la carpeta de vol tinguin noms predeterminats. 
 
 
1.2. Arquitectura modular 
 
En un programa monolític la quantitat de variables utilitzades i camins que ha 
de seguir el flux de control fan impossible la seva correcta comprensió, a més a 
més, es dificulta la correcció d’errors i el manteniment posterior del programa. 
La programació modular consisteix en descompondre un problema complex en 
parts més petites. Cada mòdul pot ser vist com un programa estàndard pensat 
per a ser integrat a una aplicació més gran. 
Un programa modular està compost de: 
 
 Un programa principal, encarregat d’integrar la resta de mòduls i 
coordinar la execució. 
 
 Una sèrie de mòduls que resolen cadascuna de les problemàtiques 
concretes de la missió. 
 
 








1.2.1. Avantatges de l’arquitectura modular 
 
Les avantatges que presenta una arquitectura modular d’aquest estil són 
moltes i molt diverses, entre les que cal destacar: 
 
 Facilitat per assimilar o entendre el problema. 
 
 Divisió de la feina entre un equip de programadors. Si els mòduls són 
independents, cada integrant de l’equip pot encarregar-se d’un. El líder 
de l’equip integrarà els diferents mòduls en la aplicació principal. 
 
 Facilitat de manteniment i correcció d’errors 
 
 Reaprofitament del codi ja creat, ja que es pot reutilitzar un mòdul que 




1.2.2. Cohesió i acoblament 
 
És necessari arribar a un compromís entre la mida dels mòduls i la complexitat 
de l’aplicació, ja que si un programa es descompon en masses mòduls, decreix 
la seva efectivitat, degut a que encara que l’esforç per realitzar cada mòdul 
disminueix, l’esforç d’integració es veu incrementat. 
Alguns criteris per discernir entre una bona descomposició o una mala 
descomposició, poden ser els següents: 
 
 Descomposició per mida del mòdul (mesurat en línies de codi). 
 Complexitat del mòdul, mesurat segons nivells de “nesting” (cridar altres 
funcions o procediments uns dins d’uns altres, mitjançant la inclusió de 
diversos nivells de parèntesis). 
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 Independència funcional del mòdul (ha de realitzar una única funció i 
comunicar-se el mínim possible amb la resta de mòduls). 
 
El criteri més remarcable és el de independència funcional, ja que és el més útil 
i influent de tots els criteris esmentats anteriorment. La independència funcional 
es pot mesurar segons dos característiques: 
 
 Acoblament: Mesura la relació del mòdul amb la resta dels mòduls, 
tenint en compte que ha de minimitzar la interacció amb altres mòduls el 
màxim possible. 
 
 Cohesió: Mesura la relació entre les parts internes d’un mòdul, tenint en 
compte que totes aquestes parts internes han d’estar encaminades a 
realitzar una única funció. 
 





La recerca del grup ICARUS se centra en dos objectius principals: 
 
 La automatització i desenvolupament de sistemes d’aviònica a bord i 
sistemes terrestres, tant per vehicles tripulats com per UAS (Unmanned 
Aerial Systems), és a dir, sistemes aeris no tripulats. Addicionalment, es 
vol proveir d’alts nivells de flexibilitat i baixos costos de 
desenvolupament. 
 
 La millora en l’eficiència del transport aeri així com reduir el seu impacte 






Fig. 1.2 Principals línies de la recerca realitzada per ICARUS [2]. 
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Centrant-nos en l’àmbit dels UAS, ICARUS té molt clar que en un futur no gaire 
llunyà les aplicacions d’aquests aparells no només se centraran única i 
exclusivament en l’àmbit militar, sinó que a més a més tindran un gran mercat 
d’oportunitats en l’àmbit civil. 
 
Malgrat aquest prometedor futur, la principal problemàtica que representa 
desenvolupar aplicacions en l’àmbit civil és la falta de suport en temes de 
hardware i software que permetin desenvolupar aquestes potencialitats en 
aquest mercat tant nou. Per a poder desenvolupar aplicacions de forma viable, 
l’única alternativa, segons ICARUS, és la de crear una plataforma que es pugui 
readaptar per a diverses categories de missió realitzant una mínima 
reconfiguració en termes de temps i despeses generals. 
 
 
1.3.1. UAS Service Abstraction Layer (USAL) 
 
Aquesta manera d’enfocar el problema ha portat a la creació d’una arquitectura 
de software per als UAS innovadora, anomenada UAS Service Abstraction 
Layer (USAL). Els objectius de USAL són: 
 
 Disseny fàcil i ràpid de missió. 
 
 Solucionar, de forma econòmicament efectiva, la reutilització de la 
plataforma. 
 
Per a USAL una arquitectura de serveis distribuïts (service-oriented architecture 
(SOA)) serà utilitzada. Les unitats funcionals seran implementades com a 




Estudiant la majoria de les missions desenvolupades en l’àmbit civil i utilitzant 
els dissenys d’arquitectura més innovadors dins del món dels UAS, ICARUS ha 
creat una llista de serveis auto-continguts necessaris per desenvolupar les 
missions civils anteriorment esmentades. Aquests serveis han estat organitzats 
dins de quatre categories, en les quals tots els serveis continguts dins de cada 
categoria cooperen en el mateix objectiu principal. Aquestes categories són 
Flight, Mission, Payload i Awareness. 
 
 




Fig. 1.3 Distribució dels serveis que conformen USAL, intercomunicats a través 
del middleware anomenat MAREA [3]. 
 
Aquesta distribució de serveis és possible gràcies a MAREA, un middleware de 





Aquest middleware [4] proposa una arquitectura modular basada en els serveis. 
MAREA combina tant comunicacions del tipus client-servidor com missatges de 
múltiples punts, i és especialment adequat per a comunicar components de 
baix cost interconnectats dins d’una mateixa red d’àrea local. 
 
Els sistemes de software basats entorn un middleware consisteixen en una red 
de components cooperants que implementen la lògica del sistema juntament 
amb una capa de middleware que abstreu l’entorn d’execució i implementa 
funcionalitats comuns  i canals de comunicació. D’aquesta manera, els 
diferents components són unitats semàntiques que es comporten com a 
productors de dades i com a consumidors de dades provinents d’altres 
components. La localització dels altres components no és important perquè el 
middleware s’encarrega de descobrir la seva ubicació. El middleware també 
maneja totes les tasques de transferència: adreçament de missatges, 
classificació i desclassificació de dades, control de flux, reintents, etc. 
 
Molts dels middlewares actuals es centren en relacions client-servidor entre 
components. Tot i que aquesta opció és aplicable per a la majoria de sistemes, 
no extreu cap mena de benefici de les capacitats de multidifusió de les reds 
locals. Els mètodes de comunicació regits per Publicació-Subscripció (Publish-
Subscribe) són molt més adequats per aquest tipus de sistemes. 
MAREA és idoni per a realitzar aquestes funcions, i serà el middleware que 
tindrem en compte al realitzar el nostre programa. 
 




La base del nostre treball recau en resoldre la problemàtica sobre com 
organitzar, emmagatzemar i visualitzar les dades de missió que genera un 
UAV.  És un tema que encara no s’ha resolt de forma òptima, i cada grup de 
recerca que s’ha enfrontat al problema ha optat per triar una solució 
diferenciada respecte les altres presents. El nostre treball, de fet, no deixa de 
ser un treball de recerca, en el que nosaltres enfoquem i resolem l’assumpte de 
la forma que creiem més convenient (tenint sempre present les directrius 
donades pel grup ICARUS, beneficiaris finals del software en qüestió). 
Per aquesta raó, creiem que és convenient contextualitzar de quina forma, en 
el passat, altres equips de treball han abordat i han resolt aquesta incògnita. 
 
 
1.4.1. NASA – GloPac 
 
La GloPac (Global Hawk Pacific), una missió científica de la NASA amb un 
Global Hawk com a protagonista, ha tingut una repercussió enorme en el món 
dels UAS degut a la complexitat de la missió desenvolupada, sumant-li el fet de 
que ha realitzat una missió de caràcter civil (les missions amb aplicacions 
militars poden tenir molt més pressupost i per tant es poden fer missions més 
complexes). 
 
El GloPac sempre estava amb comunicació constant amb l’estació terrestre, 
però al arribar a uns 75º de latitud nord, el GloPac perdia la comunicació entre 
el segment aeri (scientific payload) i l’estació terrestre, utilitzada amb propòsits 
de comandament i anàlisi de dades (science payload command and control 
center). Durant els temps de desconnexió, les dades científiques 
s’emmagatzemàven a bord de la plataforma aèria. Al tornar la connexió, les 
dades emmagatzemades es transmetia a l’estació terrestre, permetent que les 
dades científiques tornessin a ser processades el més ràpid possible. 
 
En un futur, aquest processament de dades quasi en temps real podria ser 
utilitzat per a modificar paràmetres dels sensors a bord, o modificar els patrons 
de vol durant la missió. Addicionalment, també es podria aprofitar aquest 
processament de dades quasi en temps real per activar o desactivar alguns 








Fig. 1.4 Esquema de la xarxa de comunicacions de la missió GloPac 
desenvolupada per la NASA [5]. 
 
 
1.4.2. NASA – GRIP 
 
L’arquitectura del sistema de comunicació de la missió GRIP (Genesis and 
Rapid Intensification Processes) és bastant semblant a la de la missió GloPac, 
excepte per tres excepcions: 
 
 
 Primerament, el Global Hawk (UAV) es comunicava a través de dos o 
més satèl·lits amb tots els feixos que estiguessin visibles des de l’estació 
terrna a Dryden (DRC). Això significava  una pèrdua de comunicacions 
amb el segment aeri durant el temps que es trigués a re-apuntar les 
antenes tant de l’estació terrena com de la plataforma aèria. Aquesta 
desconnexió era de l’ordre d’uns pocs minuts o menys. 
 
 Seguidament, la missió d’aquest UAV era sobre la zona del Golf de 
Mèxic i el Carib, en comptes del oceà Pacífic. D’aquesta forma, el UAV 
sempre es mantenia en visió d’algun feix de satèl·lit. Per tant, les 
comunicacions del GRIP principalment se centraven en procurar utilitzar 
plenament el link de comunicacions disponible en temps real, més que 
no pas utilitzant un sistema de emmagatzemar i enviar (store-and-
forward). 
 Finalment, en aquesta missió el Global Hawk volava a baixes altituds, el 
que significa que els angles de visió de les antenes eren més bons, 
resultant en millors links de comunicació cap als satèl·lits. 
 
 




Fig. 1.5 Esquema de la xarxa de comunicacions de la missió GRIP 





En un futur, segons la NASA, el UAV tindrà múltiples proveïdors de serveis i 
utilitzarà múltiples estacions terrenes, resultant en una xarxa de 
emmagatzematge i enviament d’informació de múltiples salts. La informació es 
guardarà entre el UAV i les estacions terrenes, i un cop la informació es rebi a 
la unitat d’emmagatzematge d’una estació terrena, es podrà enviar a través de 
la xarxa al centre de arxivament i distribució de dades científiques. 
Cal remarcar, que degut a la presència de múltiples estacions terrenes, es 
podran produir grans desajustos entre diversos links de comunicació. Per 
exemple, el link de comunicació espacial podrà tenir un downlink de l’ordre de 
100 Mbps, mentre que el link de la xarxa terrestre compartida entre les diverses 
estacions terrenes podrà proveir uns pocs Mbps.  
 
Degut a que com a mínim es tindran dos estacions terrenes diferenciades, 
aquestes estacions podran pertànyer a diferents proveïdors de serveis, per tant 
el UAV s’acabarà connectant a diferents subxarxes. En aquest escenari futur, 
es requerirà algun tipus de xarxes mòbils per a funcionar de forma correcta. 
 
 




Fig. 1.6 Esquema de la xarxa de comunicacions d’una hipotètica missió futura 
desenvolupada per la NASA [5]. 
 
 
1.6. Estat de l’art 
 
Qualsevol temàtica relacionada amb els UAS, és sense cap mena de discussió 
un tema d’actualitat. Una de les notícies més remarcables és sens dubte la 
creació d’estàndards de comunicació creats per regir i posar ordre a les 
aplicacions i programes de software destinats al món dels UAS. Aquests 
estàndards faciliten la homogeneïtzació del sector, que degut a la relativa fàcil 
accessibilitat i a la seva gran funcionalitat, presenta una gran diversificació en 
termes no només de hardware, sinó de software i també de middleware. 
 
És per això que, lluny de missions científiques complexes i amb grans 
pressupostos (com les desenvolupades per NASA, tot i que siguin de caire 
civil), el gran futur dels UAS en el camp civil està en els petits projectes 
desenvolupats per equips reduïts de científics i enginyers. I és per aquesta raó 
que en el present els grans avenços dins del món dels UAS en camp civil estan 
bolcats en facilitar la proliferació d’aquestes petites iniciatives, tal i com 
expliquem més endavant. 
 
 
1.6.1. Open Geospatial Consortium (OGC) 
 
La OGC és un consorci internacional conformat per 517 companyies, agències 
governamentals i universitats, que hi participen de forma consensuada per 
desenvolupar interfícies estàndard obertes al públic. Els estàndards de la OGC 
permeten als desenvolupadors fer que els serveis que requereixen de 
informació geo-espacial complexa, siguin més accessibles i útils. Aquesta 
organització ha desenvolupat més de 30 estàndards diferents, entre els quals 
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podem trobar-ne, per exemple, els següents, que han estat acceptats per la 
ISO: 
 
 GML (Geography Markup Language): format XML per a informació 
geogràfica. 
 WMS (Web Map Service): proveeix imatges de mapa d’un servidor. 
 WFS (Web Feature Service): recuperar o alterar descripcions de les 
característiques d’un mapa. 
 
Un altre dels estàndards desenvolupats per la OGC és el SensorML, que 
actualment comença a ser molt utilitzat en aplicacions tecnològiques així com 





SensorML és un llenguatge de programació creat per la OGC. El seu objectiu 
principal és proporcionar una forma robusta de definir processos i components 
processadors associats a la mesura. Això incloure sensors i actuadors. El 
principal objectiu d’aquest llenguatge de programació és el de millorar la 
interoperabilitat a nivell sintàctic i semàntic, permetent que els processos i els 





Un cop coneguda la temàtica principal del nostre projecte, s’han d’establir certs 
objectius dels quals al final s’avaluarà si s’han assolit o no. Cal remarcar que no 
totes les idees s’han acabat desenvolupant, però aquestes han estat anotades 
com a millores futures, en el capítol final.  
 
També cal destacar que separarem les idees en dos grans blocs, ja que com 
hem comentat a la introducció, aquest projecte ha nascut de la unió de dos 
projectes més específics, i al estar realitzat per dos persones, hem decidit que 
cada un de nosaltres s’encarregués d’un bloc i procurés complir-ne els 
objectius. Així doncs, aquests blocs s’anomenaran de la següent forma: 
 
 Tractament de dades i fitxers i emmagatzematge en base de dades. 
 Representació gràfica de les dades i creació d’interfície d’usuari. 
 
A continuació trobarem els principals objectius que hem volgut assolir en 
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1.7.1. Tractament d’informació i emmagatzematge en base de dades 
 
 Ser capaços de llegir les dades de telemetria enregistrades per la 
plataforma aèria, que ens arribaran en un format prefixat. 
 
 Tenir la possibilitat de guardar tota la informació en la base de dades 
MongoDB, i poder accedir-hi per consultar o modificar aquesta 
informació segons ens convingui per al desenvolupament correcte del 
programa. 
 
 Establir un filtre temporal que ens permeti representar només aquella 
informació dins d’un marge de temps establert segons la conveniència 
de l’usuari. 
 
 Poder visualitzar aquestes dades des del propi programa que crearem, 
per facilitar-ne el seguiment i poder fer-la més visual, en forma de taula 
de dades. 
 
1.7.2. Representació gràfica de les dades i creació d’interfície d’usuari 
 
 Ser capaços de crear una interfície gràfica que sigui compatible amb la 
llibreria de codi obert anomenada MapsUI. Aquesta interfície gràfica es 
crearà amb C# utilitzant l’extensió del Microsoft Visual Studio 
anomenada WPF (Windows Presentation Foundation). 
 
 Poder adherir mapes externs a la nostre interfície gràfica, per a tenir la 
possibilitat de georeferenciar informació, tant de sensors com imatges 
preses per la càmera que carregarà la plataforma aèria. Això serà 
possible gràcies a la llibreria MapsUI, que utilitza la llibreria BruTile. 
 
 Separar la informació en diferents capes (layers) en funció de la seva 
procedència, segons si la informació prové del GPS, dels sensors o de la 
càmera. Addicionalment, oferir la possibilitat d’habilitar o inhabilitar 
aquestes capes per a fer-les visibles o invisibles segons convingui a 
l’usuari. 
 
 Implementar la opció de poder carregar més d’un vol de forma simultània 
i poder representar aquests vols en la interfície gràfica. 
 
Encara que en la part dels objectius no es vegi reflectit cap objectiu conjunt, no 
fa falta dir que en alguns dels objectius ha calgut treballar de forma conjunta 
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CAPÍTOL 2. EINES DE PROGRAMACIÓ 
 
Per tal de poder desenvolupar el nostre projecte hem hagut d’utilitzar tres eines 
fonamentals. Hem utilitzat el llenguatge de programació (C#), juntament amb 
una base de dades (MongoDB) i una llibreria de codi obert utilitzada per 
representar informació geogràfica (MapsUI). A continuació, podem veure una 
imatge dels tres agents implicats, on es pot observar amb claredat la 





Fig. 2.1 Esquemàtic que mostra la interrelació entre els agents que hem utilitzat 
en el programa. 
 
 
En aquest capítol ens centrarem amb el llenguatge de programació, anomenat 
C#, que ha estat utilitzat tant per a programar la nostra pròpia interfície gràfica, 
com en la llibreria de codi obert MapsUI així com també en la part relacionada 
amb MongoDB (utilitzant el driver que habilita la comunicació de MongoDB amb 
el Microsoft Visual Studio que utilitza C#). 
 
El llenguatge triat per a dur a terme el projecte finalment ha estat C#. La opció 
idònia per a realitzar el programa hagués estat utilitzar C++, degut al tipus de 
projecte que volem realitzar, ja que C++ requereix menys cost computacional.  
El problema ha estat que nosaltres no hem tingut formació en C++ en el marc 
universitari, per això ens hem decantat per a C#, del qual sí en tenim 
experiència gràcies a les assignatures d’informàtica impartides a la universitat. 
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2.1. Introducció a C# 
 
C# és un llenguatge de programació orientat a objectes, desenvolupat i 
estandarditzat per Microsoft com a part de la seva plataforma .NET, que 
després va ser aprovat com un estàndard per la ECMA i la ISO. 
La seva sintaxi bàsica deriva de C/C++ i utilitza el model d’objectes de la 
plataforma .NET, similar al de Java, encara que inclou millores derivades 
d’altres llenguatges. El nom C# (C Sharp) va ser inspirat per la notació musical, 





El programa que utilitzarem serà el Visual Studio 2013, que ens ofereix 
compatibilitat amb Visual C#. Visual C# té un editor complet de codi, un 
compilador, plantilles de projecte, un depurador de codi i altres eines. La 
biblioteca de classes de .NET Framework ofereix accés a diverses classes útils 






Una de les principals avantatges que aporta WPF respecte altres sistemes de 
presentació és la capacitat de programar una aplicació mitjançant codi de 
llenguatge marcat i subjacent. El llenguatge marcat utilitzat és el XAML, per 
implementar la aparença d’una aplicació, i els llenguatges de programació 
subjacents per a implementar el seu comportament. Alguna de les avantatges 
que aporta aquesta arquitectura a l’hora de dissenyar presentacions són: 
Es redueixen els costos de programació i manteniment, al no estar el 
llenguatge marcat (específic de la aparença) estretament relacionat amb el codi 
adjacent (específic del comportament). 
 
La programació és més eficaç perquè els dissenyadors poden implementar la 






2.4.1. Llenguatge marcat – XAML 
 
XAML és un llenguatge de marcatge basat en XML, que s’utilitza per 
implementar la aparença d’una aplicació mitjançant declaració. Se sol utilitzar 
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per crear finestres, quadres de diàleg, pàgines i controls d’usuari, a més de 





Fig. 2.2 Exemple de codi XAML. 
 
 
2.4.2. Llenguatge subjacent – C# 
 
El comportament principal d’una aplicació és implementar la funcionalitat que 
respon a les interaccions amb l’usuari, incloent el control d’esdeveniments (com 
clicar en un menú desplegable o en un botó) i cridant, com a resposta, a la 
lògica d’accés de dades. En WPF, aquest comportament es veu implementat 




Fig. 2.3 Exemple de codi C#. 
 




Windows Presentation Foundation (WPF) és un sistema de presentació 
avançat per a crear aplicacions client de Windows, que proporcionen uns 
resultats visuals molt aconseguits. Amb WPF es poden crear una àmplia 
gamma d’aplicacions independents o dipositades en explorador. 
El nucli de WPF és un motor de representació basat en vectors, adaptat per a 
treure el màxim rendiment del hardware de gràfics modern. WPF estén el nucli 
amb un conjunt complet de característiques de desenvolupament d’aplicacions 
que inclou llenguatge XAML, enllaç de dades, gràfics 2D i 3D, animació, 
multimèdia, etc. WPF s’inclou en Microsoft .NET Framework, de forma que és 
possible compilar aplicacions que incorporin altres elements de la biblioteca de 





NuGet és una extensió instal·lable a Visual Studio 2010, 2012 i 2013 (o 
versions posteriors). Aquesta extensió s’utilitza com a gestor de paquets de la 
plataforma de desenvolupament de Microsoft anomenada .NET. Les eines de 
client de NuGet proveeixen l’habilitat de produir i adquirir paquets. La NuGet 
Gallery és el repositori central de paquets utilitzat per a tots els autors i 
consumidors de paquets. 
 
Quan s’utilitza NuGet per instal·lar un paquet, copia els arxius de la llibreria a la 
solució on volem instal·lar el contingut, i automàticament actualitza el projecte 
(afegeix referències, canvia arxius de configuració, etc.). Si eliminem un 
paquet, NuGet desfà tots els canvis realitzats degut a la instal•lació del paquet. 
Qualsevol usuari pot desenvolupar el seu propi paquet, i compartir-lo amb la 
comunitat utilitzant NuGet Gallery. 
 
 




Fig. 2.4 Extensió instal·lable NuGet. 
 
 
La nostra idea principal a l’hora de programar aquesta aplicació era utilitzar el 







No obstant, un cop els vam haver instal·lat i vam tenir una bona part del codi 
feta vam començar a detectar errors de versions dels paquets del NuGet, i per 
més que reinstal·làvem els paquets no els podíem corregir. 
Això és degut a que, tot i que l’extensió del NuGet està molt bé, no te un control 
de versions completament optimitzat i hi ha casos, com el nostre, en els que 
pot fallar. 
 
Per tal de corregir aquests errors vam posar tots els arxius “.dll” pertinents als 
paquets dins d’una mateixa carpeta (en la solució) anomenada “Libs” i vam 
afegir-los manualment, deixant així solucionats els problemes que ja no van 
tornar a sorgir. 
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3.1. Introducció a bases de dades NoSQL 
 
Els sistemes de bases de dades es classifiquen majoritàriament en tres tipus: 
les bases de dades relacionals, les orientades a objectes i les relacionals 
orientades a objectes.  
En la pràctica, la majoria de motors de bases de dades més populars es basen 
en la arquitectura relacional, i tots ells utilitzen el llenguatge de consultes SQL 
(amb variacions) per operar amb les dades. 
Les bases de dades relacionals no tenen res de dolent. Hem aconseguit 
aprendre tècniques bastant comuns per normalitzar-les, escalar-les segons 
creix la demanda i utilitzar-les com a sistema de persistència per 
emmagatzemar informació des del nostre llenguatge procedimental o orientat a 
objectes preferit. 
Però amb el temps i l’arribada de noves eines, s’ha vist que aquest tipus de 





Fig. 3.1 Esquemàtic de bases de dades NoSQL. 
 
 
Els sistemes NoSQL intenten atacar aquest problema proposant una estructura 
d’emmagatzematge més versàtil, encara que sigui a costa de perdre certes 
funcionalitats com les transaccions que engloben operacions en més d’una 
col·lecció de dades, o la incapacitat d’executar el producte cartesià de dues 
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taules (també anomenat operació JOIN), fent que haguem de recórrer a la des-
normalització de dades per a poder operar-les. 
 
Una de les aplicacions més conegudes que treballen de forma NoSQL és el 
MongoDB, el qual serà utilitzat en aquest treball. 
Si haguéssim de resumir les característiques comuns en aquests sistemes 
(NoSQL), parlaríem de: 
 
 Absència d’esquema en els registres de dades. 
 Escalabilitat horitzontal senzilla. 
 Velocitat d’operació molt elevada. 
 
 
3.1.1. Característiques de les bases de dades NoSQL  
 
La primera característica significa que les dades no tenen una definició 
d’atributs fixe, és a dir, cada registre (o document, com se sol anomenar) pot 
contenir una informació amb diferent format cada vegada, de forma que pot 
emmagatzemar només els atributs que interessin en cada un d’ells, facilitant el 
polimorfisme de dades sota una mateixa col·lecció d’informació. També es 
poden emmagatzemar diferents estructures de dades complexes dins d’un 
mateix document. D’aquesta forma, s’incrementa la claredat (al tenir totes les 
dades relacionades en un mateix bloc d’informació) i el rendiment (no cal 
realitzar una operació JOIN per obtenir totes les dades relacionades, doncs 
aquestes es troben directament dins del mateix document). 
 
Per estabilitat horitzontal s’entén la possibilitat d’incrementar el rendiment del 
sistema simplement afegint més nodes, sense necessitat de realitzar cap altre 
operació excepte per indicar al sistema quins són els nodes disponibles. Molts 
sistemes NoSQL permeten utilitzar consultes de l’estil Map-Reduce, les quals 
poden executar-se en tots els nodes a la vegada (cadascun operant sobre una 
porció diferent de les dades) i després reunir els resultats abans de retornar-los 
al client. La gran majoria també permeten indicar el nombre de rèpliques (entre 
d’altres) en les que es realitzarà una operació d’escriptura, per garantir la 
disponibilitat. Addicionalment, gràcies al “sharding”  (poder realitzar una partició 
horitzontal de dades, dins la base dades) i a no haver de replicar totes les 
dades en cada un dels nodes, la informació que es mou entre les diferents 
instàncies del motor de base de dades no ha de ser excessivament intensiva. 
 
Per últim, molts d’aquests sistemes realitzen operacions directament en 
memòria, i només aboquen les dades al disc cada cert temps. Això permet 
operacions d’escriptura realment ràpides. Com a contrapartida, cal destacar 
que treballar d’aquesta forma pot sacrificar fàcilment la durabilitat de les dades, 
i en cas de que es pengi el sistema o hi hagi una apagada, es podrien perdre 
operacions d’escriptura o consistència de les dades. Això es pot resoldre 
permetent que una operació d’escriptura hagi de realitzar-se en més d’un node 
abans de considerar-la vàlida, o per exemple reduint el temps entre 
abocaments consecutius de dades al disc. Tot i així, el risc sempre està 
present. 
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Les bases de dades NoSQL no són la solució definitiva, per els problemes que 
poden presentar (com qualsevol eina de software), però són una solució molt 
bona per l’altíssim rendiment que ofereixen, no només com a emmagatzematge 
primari, sinó també com a sistema de persistència per guardar catxés, dades 
analítiques o en aplicacions on és primordial la velocitat, com en el cas que 
exposem en aquest treball. 
 
 
3.2. Introducció a MongoDB 
 
Per tal de poder guardar la informació de les nostres missions (la constitució de 
la qual ja ha estat discutida en l’anterior capítol) necessitàvem algun tipus de 
base de dades que fos capaç de guardar un cert tipus de format que ens 
permetés recuperar les dades quan volguéssim i de la forma que volguéssim. 
La base de dades que hem triat ha estat MongoDB (el seu nom ve de la 
paraula anglesa “humongous”, sinònim d’enorme), una de les més famoses en 










 MongoDB està desenvolupada sota el concepte de codi obert: el seu 
software està fet i distribuït de forma lliure. 
 
 És una base de dades NoSQL (No Structured Query Language): la 
informació desada no necessita estructures fixes com taules, per 
exemple. 
 
 En comptes de guardar-hi informació en registres, es fa en documents: 
aquests són guardats en BSON, que es tracta d’una representació 
binària del format JSON (explicat a continuació). 
 
 Ha estat escrita en C++, tot i que les consultes (en anglès, “queries”) es 
formulen entrant objectes JSON com a paràmetres. 
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 La consola per defecte per aquesta base de dades està construïda en 
JavaScript. 
 
 Altres llenguatges poden ser utilitzats també ja que hi ha “drivers” oficials 
per a Java, Node.js, PHP, Python i d’altres com C#, que és el nostre cas. 
 
 Té alguns problemes de rendiment quan el volum de dades sobrepassa 
els 100GB, però no serà un problema per a nosaltres, ja que treballarem 








JSON (JavaScript Object Notation) és un format d’estàndard obert que utilitza 
text llegible per humans per tal de transmetre objectes de dades que 
consisteixen en parelles formades per un atribut i el seu valor. 
L’ús principal és transmetre informació entre un servidor i una aplicació web. 
El format JSON suporta tots els tipus de dades bàsics: nombres, strings, i 





El BSON, com ja s’ha comentat, és la representació binària del JSON. 
MongoDB representa els documents JSON en aquest format binari que 
s’encarrega d’estendre el model JSON per tal de proporcionar tipus de dades 
addicionals i per ser eficient a l’hora de codificar i descodificar diferents 
llenguatges. 
 
La implementació del BSON per part de MongoDB és lleugera en termes de 
pes, ràpida i altament transitable. Això permet que sigui possible incrustar 
objectes i arrays dins d’altres objectes i arrays. El MongoDB fins i tot pot 
introduir-se dins d’objectes per crear índexs i buscar objectes que coincideixin 
amb les consultes efectuades, tant a nivell superior com inferior (“nested 
queries”). 
 
Per tant, al final el que s’aconsegueix és la facilitat d’utilitzar i la flexibilitat del 









A l’hora de guardar i visualitzar dades, la diferència més notable respecte les 
bases de dades típiques és clara: no cal seguir cap d’esquema amb aquest 





A continuació tenim un parell d’exemples per entendre clarament com el 
MongoDB acceptarà qualsevol format. 
En una hipotètica col·lecció anomenada “Telemetry logs”, per exemple, 
podríem trobar-hi el següent document: 
 
{ 
  Name: “Waypoint 64”, 
  Zone: “A3”, 
  Position: [ 
     { 
 Latitude: 41.27, 
 Longitude: 1.93, 
 Altitude: 1229, 
     } 
   ] 
} 
 
No obstant, dins d’aquesta mateixa col·lecció també hi podríem tenir un 
document amb el següent aspecte, clarament diferent al del primer: 
 
{ 
  Name: “Gavà Tower”, 
  Zone: “B1”, 




3.4.3.2. Específic (el nostre cas) 
 
L’exemple anterior era bastant radical, però servia per il·lustrar la idea principal. 
En el nostre cas també tindrem documents diferents, i és que no hi haurà 
camps diferents, però sí que succeirà que en alguns documents trobarem uns 
camps que en d’altres seran nuls (les entitats associades a imatges de la 
càmera tindran el nom de la imatge, mentre que no tindran posició, 
completament a l’inrevés de les entitats associades al GPS). 
 
Una diferència que pot semblar tan simple crearia problemes en bases de 
dades ordinàries i més casuals, però el MongoDB ens permetrà treballar-hi de 
forma completament normal. 
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3.5. La unitat bàsica – Entity 
 
La Entity és la unitat més bàsica que podem introduir dins del MongoDB i és en 
la qual ens basem per a dur a terme totes les operacions relatives a la base de 
dades. La Entity està formada per una sèrie de camps o propietats, les quals no 
sempre tenen valors assignats, per tant, poden ser nul·les. 
 
Les propietats que la conformen són les següents: 
 
 Object Id: Camp especial creat per la pròpia base de dades per 
assegurar que cada document és únic, facilitant-ne la seva obtenció. 
 
 Address: Camp assignat per a poder identificar cada Entity segons ordre 
de inserció, segons procedència de sensor, etc. 
 
 Value: Camp assignat per a representar el valor d’un sensor. Pot ser nul. 
 
 Time: Camp especial creat automàticament quan s’inserta una Entity 
dins la base de dades. S’hi representa el temps en format (“YYYY-MM-
DDTHH:MM:SSZ”) Ex: (“2015-05-30T12:00:03Z”). 
 
 SearchTime: Camp assignat per a representar el valor d’hores, minuts i 
segons del camp Time en segons. Utilitzat per a poder realitzar cerques 
de Entities en particular o altres càlculs. 
 
 Position: Camp compost per dos subdivisions. S’utilitza per a representar 
posicions geogràfiques, en forma de Latitud i Longitud. Els valors de 
totes dues subdivisions conformen un punt localitzable en l’espai. 
 
 ImageName: Camp assignat per a representar el nom d’una imatge, de 
forma que a la Entity se li assignarà una posició, i mitjançant el 
ImageName, es buscarà una imatge coincident en la carpeta de la 
càmera i se li assignarà la posició corresponent per a poder-la 
representar sobre el mapa. Pot tenir un valor nul. Té el format de 
(“DDMMYYYYHHMMSS”) Ex: (“30052015120003”). 
 
 FlightNumber: Camp utilitzat per a representar el número de vol en 
l’ordre segons l’importem des d’un arxiu de vol al programa. El primer vol 
tindrà com a valor un 1, el segon un 2, etc. 
 
 
3.6. Consola i ordres principals 
 
La consola del MongoDB és un programa molt intuïtiu que ens permet 
interactuar amb la base de dades d’una forma senzilla sempre i quan s’hagi fet 
un mínim aprenentatge previ: 
 
 




Fig. 3.3 Captura de pantalla de la consola 
 
 
En aquest apartat cobrirem les ordres principals que ens han estat útils a l’hora 
d’interactuar amb la base de dades des de la consola. 
 
 Connectar-se a una base de dades específica: Per tal de començar a 




On “Name” és el nom de la base de dades. Cal tenir en compte que una 
base de dades (dins del MongoDB) no cal ésser creada. Només escrivint 
“use exemple”, la base de dades anomenada “exemple” serà creada 
automàticament. 
 
 Mostrar les bases de dades creades: Es mostren solament les que tenen 
informació continguda dins seu. Una base de dades creada però buida 




 Crear i mostrar col·leccions: Tal i com passa amb les bases de dades, 
no cal crear les col·leccions de forma explícita. Si l’usuari té un 
document que vols inserir dins d’una col·lecció (que pot haver estat 




D’aquesta manera, el document anomenat “mydoc” serà inserit dins la 
col·lecció “randomcollection”, independentment de si ja existia o no. 
Llavors, per tal de mostrar totes les col·leccions (de la base de dades 
que estàs utilitzant en aquell moment mitjançant l’ordre show dbs) cal 
escriure el següent a la consola: 
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show collections 
A més a més, si es volen visualitzar tots els elements dins d’una 




Això mostra tots els objectes dins de “randomcollection”, cadascun d’ells 
amb una única ObjectID que MongoDB crea abans d’inserir-los dins de 





Fig. 3.4 Execució de la comanda “find” dins de la nostra col·lecció anomenada 
“log”, per a trobar tots els elements que hi formen part 
 
 
3.7. Comandes adaptades amb el driver de C# per a MongoDB 
 
Les comandes a la consola de MongoDB es realitzen amb el llenguatge de 
JavaScript, que és la plataforma sobre la qual està basada aquesta consola. 
Com que no tothom pot estar familiaritzat amb JavaScript i MongoDB està 
pensat per a ser utilitzat en infinitat de projectes de gran diversitat, en 
programes amb diferents llenguatges de programació, s’han creat una gran 
varietat de divers que permeten a MongoDB interactuar amb programes que 
utilitzin llenguatges que no són JavaScript, com per exemple C#, Java, PHP, 
C++ o C. 
En el nostre cas particular, el driver utilitzat ha estat el de C#. Primerament 
explicarem una mica la sintaxi associada a aquestes “queries”, per entendre 
una mica el raonament lògic darrere de les pròpies: 
 
 Igualtat: El terme EQ (Equal) ens permet buscar entitats que tingui un 





Fig. 3.5 Exemple del terme EQ 
 
 
 Més gran o igual / Més petit o igual: El terme GTE (Greater Than or 
Equal) i LTE (Lower Than or Equal) ens permet buscar entitats que 
posseeixin valors del camp especificat més grans/més petits o iguals als 
que vulguem. 




Fig. 3.6 Exemple dels termes GTE i LTE 
 
 
 Operació lògica AND: Iniciar la “query” d’aquesta forma significa que 






Fig. 3.7 Exemple del terme And 
 
 
 Proximitat: La “query” de proximitat (Near) ens permet buscar totes 
aquelles entitats que estiguin a una distància inferior a la especificada 
per nosaltres, en un volum d’espai que pot ser una circumferència o una 




Fig. 3.8 Exemple del terme Near 
 
 
A continuació veurem alguns exemples de comandes que ens han estat útils en 
el programa: 
 
 Adreça determinada entre 2 temps especificats: “Address” significa que 
volem buscar en el camp Address de les nostres entitats el valor 
address, i quan aquestes adreces es corresponguin, buscarem en el 
camp de les entitats “Time”; aquelles que presentin temps dins del 





Fig. 3.9 Exemple de “query” amb el driver de C# 
 
 
 “Query” que ens permet buscar entitats que es trobin a una distància 
inferior a la especificada dins d’un volum especificat per nosaltres: 
“Position” és el camp de les entitats que comprovarem. La variable g, és 
un punt definit amb la seva pròpia longitud i latitud, i comprovàrem dins 
de la base de dades quines entitats es troben a una distància igual o 
menor al paràmetre anomenat distance, que va en metres. 
 




Fig. 3.10 Exemple de “query” amb el driver de C# 
 
 
3.7.1. Connexió entre MongoDB i C# a través del driver 
 
 
Per a poder fer la connexió amb la base de dades, és necessari tenir totes les 
propietats creades, que són les següents: 
 
 connectionString: String que conté  la direcció IP en la qual hi trobem la 
base de dades. 
 client: Client necessari per a iniciar la connexió, que només necessita 
com a paràmetre la connectionString. 
 server: Servidor obtingut  gràcies a que utilitzem el client amb el mètode 
GetServer. 
 database: Base de dades obtinguda a partir del mètode GetDataBase 
del server. 
 collection: Obtenim la única col·lecció dins de la nostra base de dades, 
anomenada “log” i amb el format especificat de <Entity>. 
 
 
En aquesta part del codi, que és la inicial dins de la classe DataBase, creem 
totes les instàncies necessàries per a realitzar la connexió amb la base de 
dades, i acte seguit utilitzem la funció DataBase que actua com a constructor 
de la connexió, creant-nos-la per defecte sense necessitat de cridar la funció en 
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CAPÍTOL 4. MAPSUI 
 
Mapsui és una llibreria de codi obert creada per satisfer les necessitats 
d’aplicacions usades per mapejar. Ha estat creada per desenvolupar 
aplicacions (apps), dissenyada de tal forma que sigui ràpida i sensible a canvis. 
Ofereix suport per a múltiples plataformes, des d’iOS fins a Android, Silverlight 
o Windows Phone. 
 
Pel que fa al Visual Studio, es pot utilitzar MapsUI en Windows Forms i en 
WPF. Nosaltres, al programar l’aplicació en WPF hem aprofitat tot el suport 





Fig. 4.1 Vista general de MapsUI. 
 
 
Al tractar-se d’una llibreria de codi obert, la documentació disponible explicant 
les característiques del codi és limitada, per no dir pràcticament nul·la. Això 
obliga als usuaris interessats en usar-lo, en aquest cas nosaltres, a aprofundir 
en el codi per indagar en el seu funcionament, així com totes les funcionalitats 
disponibles, i el propi autor, Paul den Dulk, ens ho adverteix a GitHub, la pàgina 










Fig. 4.2 Exemple de funcionalitat de MapsUI. 
 
 
A més a més, és una versió no final del codi, per la qual cosa s’adverteixen 
altres aspectes a la pàgina web: 
 
 S’introdueixen canvis importants freqüentment, i es canvia l’API quan es 
creu necessari en termes de millora. 
 
 S’adopten noves tecnologies relativament ràpid, deixant de donar suport 
per a versions antigues del programa. 
 
 Cal bastanta predisposició a estudiar i entendre el codi de l’aplicació, ja 
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4.1.  BruTile i sistema de tiles 
 
La qualitat principal del MapsUI és, com bé indica el seu nom, la capacitat de 
mostrar un mapa amb una certa interfície d’usuari que permet a la persona que 
l’executa interactuar-hi. 
Això és possible gràcies al seu sistema de tiles (una tile es defineix com a la 
part gràfica d’una representació virtual que pot ser utilitzada per tal de 
completar un fons, en aquest cas el mapa desitjat) que funciona a través de 
BruTile. 
 
BruTile és una llibreria de codi obert programada per a C# també creada per 
Paul den Dulk que serveix per accedir a serveis d’accés de tiles com per 
exemple OpenStreetMap, el que nosaltres utilitzem per al nostre programa. 
 
Tal com podem veure a la figura 4.1, MapsUI permet treballar amb altres 




4.1.1.  OpenStreetMap 
 
Tot i disposar de tantes possibilitats, nosaltres ens hem centrat en utilitzar 
OpenStreetMap (que, de fet, és la que MapsUI ofereix per defecte i amb una 
millor qualitat). 
 
OpenStreetMap és un projecte per a crear mapes lliures i editables, està fet per 
una comunitat de col·laboradors i georeferenciat utilitzant informació geogràfica 
capturada amb dispositius GPS mòbils, ortofotografies i altres fonts lliures. 
Tota la cartografia (imatges creades, dades vectorials, etc.) es desa en la seva 
base de dades, i és per això que quan el servei d’OpenStreetMap cau o té un 
petit tall la nostra aplicació no pot carregar el mapa al no tenir la possibilitat de 
connectar-se al servei. 
 
 
4.1.1.1. Recopilació d’informació 
 
Les primeres dades del mapa van ser recopilats per persones mitjançant treball 
de camp a través de GPS mòbils i ordinadors portàtils.  
Els voluntaris van aprofitar desplaçaments (ja fossin a peu, en bicicleta o 
automòbil) per tal de capturar traces i punts (waypoints) i registrar la informació, 
que en alguns casos era completada tot preguntant a veïns i persones properes 
a les zones per llocs desconeguts. 
 
Un dels aspectes que ha permès OpenStreetMaps seguir creixent i no morir ha 
sigut la continuïtat de les modificacions i edicions per part dels col·laboradors, 
ja fos corregint errors o afegint nova informació al mapa. 
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4.1.1.2. Fonts de dades públiques 
 
Països com els Estats Units, on és obligatori que el govern faci públic aquest 
tipus d’informació, han sigut de fàcil documentació gràcies a l’existència o 
alliberament de dades com: 
 
 Imatges provinents del satèl·lit Landsat 7. 
 Cobertures vectorials del Prototype Global Shorelines (PGS). 
 Dades TIGER del U.S. Census Bureau. 
 
A Espanya, per exemple, des del 2008 l’Institut Geogràfic Nacional (IGN) ha 
alliberat una part de les dades de la cartografia del país i també pot ser 
utilitzada de forma lliure. 
 
L’últim cas és la cartografia (ja sigui en paper o digital) els drets d’autor de la 
qual hagin caducat. 
 
 
4.1.1.3. Fonts de dades comercials 
 
Algunes empreses han donat dades al projecte (sota llicència), com per 
exemple la companyia holandesa Automotive Navigation Data (AND), que va 
donar cobertura completa per als Països Baixos i les principals carreteres de 
Xina i Índia. 
 
Per altra banda, Yahoo! i Bing van permetre a OpenStreetMap poder fer ús de 
les seves fotografies aèries. 
 
 
4.1.1.4. Format de les dades 
 
OpenStreetMap utilitza una estructura de dades topològica. Tota la informació 
s’emmagatzema en el datum WGS84 lat/lon (EPSG:4326) de projecció de 
Mercator (en parlarem en el següent punt dedicat al sistema de referència). 
 
Els elements bàsics són els següents: 
 
 Nodes: Punts que recullen una posició geogràfica donada. 
 
 Vies (ways): Llista ordenada de nodes que representa un polilínia o bé 
un polígon (quan una polilínia comença i acaba al mateix punt). 
 
 Relacions: Grups de nodes i vies a les que es pot assignar una o més 
propietats comunes, com per exemple que formin part del Camí de 
Santiago. 
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 Etiquetes (tags): Es poden assignar a punts, vies i relacions i consten 
d’una clau i d’un valor. Per exemple, per designar una autopista que 




4.2.  Sistema de referència 
 
Per tal de poder representar la nostra informació sobre el mapa necessitem un 
sistema georeferenciat en el qual basar-nos a l’hora de situar cadascun dels 
punts. 
 
El sistema utilitzat per defecte és LLA (Latitud, Longitud i Altitud) basat en el 
datum WGS84 (World Geodetic System 84) amb EPSG:4326. 
 
EPSG és l’acrònim d’European Petroleum Survey Group, que va ser una 
organització científica vinculada a la indústria del petroli europeu, i estava 
formada per experts en geodèsia, topografia i cartografia, fundadors del conjunt 
de paràmetres geodèsics EPSG.  
Avui en dia, nosaltres utilitzem aquests paràmetres, que en conjunt formen una 
col·lecció de definicions de sistemes de referència i de transformacions de 
coordenades que poden ser globals, regionals, nacionals o locals. 
 
Hi ha dos codis EPSG que hem utilitzat en el nostre programa: 
 
 EPSG:3857 – Referit a la projecció WGS84 / Pseudo-Mercator: L’hem 
utilitzat a l’hora de definir el CRS (Coordinate Reference System) del 
nostre mapa. 
 
 EPSG:4326 – Referit a les coordenades geogràfiques WGS84: L’hem 
utilitzat a l’hora de definir una capa individual. 
 
Quan definim un punt dins del programa (tal i com veiem en la figura 4.3) 
necessitem associar un CRS a la capa de la qual formarà part. 
Si senzillament definim un punt, les coordenades que li entrem faran referència 
a la posició d’un píxel en el mapa i no hi haurà cap relació amb les 
coordenades absolutes del mateix. 
 
 




Fig. 4.3 Definició del CRS prèvia a l’entrada de coordenades del punt (també 
es pot fer després d’inicialitzar el punt, abans d’acabar de configurar la capa). 
 
 
4.3.  Layers 
 
Podem dir que l’element bàsic entorn del qual gira la representació de les 
dades en la nostra aplicació és la capa (ens hi referim com a layer, el nom en 
anglès). 
 
Tot el que l’usuari visualitza per pantalla, ja sigui un conjunt de punts o bé el 
mapa de fons sobre el qual treballem, es troba dins d’una layer. 
Per entendre-ho només cal imaginar-ho de forma literal: el programa està 
format per capes que mostren informació diversa, i l’usuari pot afegir-ne, 
esborrar-ne o modificar-les de la forma que cregui convenient. 
 
4.3.1.  MapControl 
 
El MapControl és l’eina que està a la part alta del diagrama funcional de 
l’aplicació. En ell està contingut el mapa, les layers del programa, el sistema de 
referència a utilitzar, etc., i s’encarrega de les funcions més bàsiques i 
principals a l’hora d’inicialitzar i treballar amb el programa (a la figura 4.4 en 




Fig. 4.4 Algunes de les funcions de les que s’encarrega el MapControl, com 
afegir layers, per exemple. 
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4.3.2.  DataSource (MemoryProvider) 
 
La característica més important a definir en una layer és el DataSource (que en 
tot el programa l’anomenem MemoryProvider). 
Aquest element s’encarrega de donar cos a la layer afegint-li propietats com la 
geometria, el color, una imatge en cas de que ens trobem en la layer de la 
càmera, etc. 
 
Per tal de treballar amb el MemoryProvider només cal inicialitzar-lo amb el 






Fig. 4.5 Inicialització del MemoryProvider amb el CRS i una llista de punts (no 





Un cop inicialitzat es tracta d’anar afegint aquestes propietats anomenades 
features que definiran la layer. 
 
Les que nosaltres hem utilitzat són les següents: 
 
 Geometria: Feature bàsica per associar una geometria a la col·lecció de 
punts d’una layer. Se’n pot triar la forma (cercle, quadrat), el color 
interior, el color de la línia, etc. 
 
 Label: Un cop creada una feature, se li pot afegir un “LabelStyle” per 
tenir, a part de la geometria, un cartell amb lletres per sobre de la marca 
(punt o quadrat) que també es pot personalitzar (mida de la lletra, tipus, 
color de la lletra, color del label, posició del label, etc.). 
 
 Imatge: Per els casos dels punts associats a la càmera creem una 
feature addicional que afegeix una imatge als punts desitjats (per sobre 




Fig. 4.6 Creació d’una feature amb geometria i label (s’inicialitza, s’hi afegeix el 
label personalitzat i finalment es desa dins del MemoryProvider). 
 




La llista de layers està creada com una classe a part i serveix per 
emmagatzemar les layers i efectuar-hi certes operacions (com per exemple 
canviar-ne les prioritats i fer que es visualitzin per sobre o per sota de les altres 
en el programa principal). 
 
S’hi accedeix des del MapControl, i un cop inicialitzada associa un nou 
LayerListItem (següent apartat) a cada layer de la llista per tal de poder-les 





Fig. 4.7 Inicialització de la LayerList, que crea un LayerListItem nou per a cada 
layer dins seu. 
 




Fig. 4.8 La part visible de la LayerList només és un StackPanel que conté els 
LayerListItems (“items”), un cop se’n van afegint ja es visualitza per pantalla, 





És una classe que s’encarrega de representar gràficament les nostres layers a 
la pantalla principal. 
 
Formen part (en són els fills) del StackPanel que constitueix la LayerList, i per 
cada layer continguda en la llista se’n crea un, de forma que a la finestra 
principal de l’aplicació trobem les layers ordenades una sota l’altra de la 
següent forma: 
 




Fig. 4.9 Llista de layers representada mitjançant els LayerListItems 
 
 
Cada LayerListItem, doncs, consta dels següents elements: 
 
 Un label que porta el nom de la layer a la que fa referència. 
 
 Una casella de verificació per seleccionar si es vol mostrar o no per 
pantalla la layer. 
 
 Una barra de desplaçament per triar l’opacitat de la layer. 
 
 Un botó per configurar-ne les opcions (figura 4.10). 
 
 Dos botons per augmentar o disminuir la prioritat de les layers, i per tant 
fer que en el programa es mostrin per sobre o per sota de les altres (pel 





Fig. 4.10 En clicar el botó de les opcions del LayerListItem, se’ns obre una 
finestra que ens permet modificar l’aparença de la layer (color, estil, si volem 
label o no, com el volem, etc.). 




Fig. 4.11 Canvas per seleccionar el color tant dels punts com dels labels. 
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CAPÍTOL 5. DISSENY I IMPLEMENTACIÓ 
 
Sovint, quan es duen a terme tasques d’enginyeria, el primer pas a seguir és 
plantejar-se el problema des d’un punt de vista panoràmic, analitzant tots els 
agents que entren en joc i veient la funció que desenvolupa cadascun de forma 
individual i relativa a la resta i a la totalitat. 
 
En aquest capítol veurem com funciona el nostre programa a nivell dels 
elements que en formen part, i ho farem utilitzant dos punts de vista: 
 
 General: Un esquema total de tot el que intervé en la nostra aplicació per 
tal de fer-la funcionar correctament. 
 
 Particular: Una explicació detallada de cadascun dels blocs principals 
que fan possible aquest funcionament. 
 
Per ordre cronològic aquest capítol hauria de ser el primer, però 
l’autoaprenentatge de cada part que vam haver de fer un cop realitzat 
l’esquema l’hi hem sobreposat per tal de fer-ho més entenedor. 
 
5.1. Esquema general 
 
A la següent pàgina mostrem un diagrama de tots els components del projecte 
amb la informació que s’intercanvien. 
 
El diagrama és completa amb una posterior explicació de les interaccions entre 
els components. 
 
(Següent pàgina) Fig. 5.1 Diagrama general dels elements del programa.  
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Tal i com s’ha comentat, doncs, el programa no és autònom i treballa gràcies a 
l’ajuda i informació d’agents externs, sense els quals seria una aplicació 
programada però sense funcionalitat immediata. 
 
Trobem, doncs, que és necessària la participació de quatre grans blocs per al 
correcte desenvolupament del procés que segueix l’aplicació: 
 
 Bloc terra-aire (aeronau no tripulada amb la pertinent estació terrena). 
 Software de programació. 
 Base de dades per desar tota la informació. 
 Eines i llibreries per mapejar i, al cap i a la fi, constituir bona part de la 
nostra interfície gràfica. 
 
De forma general i sense entrar en detall, doncs, podem dir que totes les parts 
són equivalentment importants ja que duen a terme tasques de màxima 
importància: 
 
 El bloc terra-aire s’encarrega de captar la informació que més tard 
mostrarem (generada per la pròpia aeronau a través dels seus sensors i 
el seu GPS) i convertir-la en fitxers dels quals disposarem en l’ordinador 
per poder-los desar a la base de dades en el format desitjat. 
 
 El software de programació (que és compartit pel programa principal i 
també per la llibreria MapsUI) permet la creació de les funcions de 
l’aplicació i la posterior exportació cap a un programa independent. 
Ofereix el llenguatge tant de codificació com visual. 
 
 La base de dades (en aquest cas MongoDB) ofereix la possibilitat de 
desar la informació i accedir-hi en qualsevol moment, tasca totalment 
necessària en una aplicació d’aquesta magnitud. 
 
 El bloc del mapeig (constituït per la llibreria MapsUI, BruTile i 
OpenStreetMap) s’encarrega de permetre mostrar el mapa del món en la 
nostra aplicació a part d’oferir una interfície d’usuari ben definida que 
nosaltres hem retocat i ampliat per adaptar-la a la nostra necessitat. 
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5.2. Anàlisi de les parts 
 
A continuació s’aprofundirà en cadascun dels agents involucrats en el 
desenvolupament de l’aplicació, comentant de forma més exhaustiva la seva 
funció i relacionant-lo amb la resta de components si hi ha connexió. 
 
L’objectiu d’aquesta part es mostrar la importància dels blocs que formen el 
projecte i donar una visió més específica de per on passa la informació en cada 
moment i què fa l’aplicació per dur a terme la seva tasca. 
 





Fig. 5.2 Diagrama del bloc terra-aire 
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Es pot dir que aquest és el bloc més bàsic del projecte i entorn del qual en gira 
un dels objectius principals: disposem d’un UAS (aeronau, enllaç de 
comunicacions i estació terrena) i volem ser capaços de monitoritzar-ne, a 
través dels outputs que rebem, el recorregut juntament amb la informació 
(sensors de temperatura, altitud) i situar les fotografies que pugui fer sobre un 
mapa. 
 






El que trobem en aquest bloc, de fet, és un sistema típic no tripulat (RPAS) que 
per si sol ja pot funcionar a la perfecció i de forma independent. 
 
No obstant, per a la nostra aplicació és essencial comptar amb el que ens 
ofereix, i s’aconsegueix de la següent forma: 
 
 L’UAV efectua un vol i genera dades mitjançant els seus sensors, 
càmeres i GPS. 
 
 Aquestes dades es van enviant durant el trajecte a l’estació terrena, que 
és capaç d’emmagatzemar-les en fitxers. 
 
 Els fitxers són desats a la màquina en un directori que l’usuari pot 
escollir a l’hora de carregar les dades. 
 
 Mitjançant la funció “import”, doncs, la informació és seleccionada per 
l’usuari i més tard introduïda a la base de dades. 
 
Veritablement, l’únic output que acaba sortint d’aquesta part i que el nostre 
programa realment necessita és aquesta carpeta amb els fitxers que contenen 
la informació sobre el vol. 
 
Així doncs, per fer les proves hem creat fitxers substitutius imaginant-nos el 
format de les dades que sortiran de l’estació terrena. 
Per tal de completar la implementació d’aquesta part senzillament cal 
comprovar aquest format i adaptar-lo modificant lleument les funcions que 





A continuació podem trobar un aclariment sobre com hem treballat amb els 
fitxers de prova al no comptar amb el bloc terra-aire durant la realització del 
projecte. 
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Hem fet la suposició de que els outputs serien els següents: 
 
 Fitxers de text pel GPS i pels sensors. 





Fig. 5.3 Exemple de 4 entrades de GPS i el format que tenen. 
 
 
La informació que es pot extreure de cada fitxer queda reflectida en la taula 5.1. 
 
Taula 5.1 Contingut dels fitxers generats per l’aeronau. 
 
Fitxer Data Posició Valor Imatge 
GPS Sí Sí No No 
Sensor Sí No** Sí No 
Càmera Sí* No** No Sí 
 
 
 Data: Els “logs” obtinguts del GPS i dels sensors porten la data de 
creació, que es troba separada en dues parts: 
o Dia de l’any, en format mm/dd/aaaa. Exemple: 05/30/2015. 
o Hora del dia incloent els mil·lisegons. Exemple: 12:00:06.000. 
 
* En el cas de la càmera, la data en la qual es fan les fotografies no queda 
plasmada com en el GPS o els sensors, sinó que el mateix nom de les 





Fig. 5.4 El nom de les imatges, doncs, està en format dd/mm/aaaa/hh/mm/ss 
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 Posició: Separada en latitud i longitud, només es troba present en el 
fitxer provinent del GPS. Exemple: 44.20 1.90. 
 
** No obstant, tot i no tenir posició en els sensors i la càmera, és necessari 
saber on s’han pres aquestes mesures per a poder situar-les sobre el mapa en 
l’aplicació. 
 
Això és possible gràcies a les entitats i les dates: Inicialment, una entitat de 
càmera no té posició, però mitjançant una funció del nostre programa es 
comparen les dates entre “logs” i s’associen les posicions del GPS a les entitats 
que no en tenen i que han estat creades en el mateix moment. 
El problema, però, és que no sempre que els sensors prenguin una mesura o la 
càmera faci una foto el GPS ens donarà senyal (poden no escaure’s els punts 
exactament); llavors per això s’ha creat una altra funció encarregada 
d’interpolar la informació que assigna coordenades en funció de la separació 
temporal respecte punts donats pel GPS (s’ha de suposar una velocitat 
constant de l’aeronau). 
 
 Valor: Només present en les mostres dels sensors. Exemple: El valor del 
sensor de temperatura serà la mateixa temperatura en les unitats que 
corresponguin. 
 
 Imatge: Associades només a la càmera, amb la data com a nom 





A la part del llenguatge de programació ja se li ha dedicat un capítol sencer, 
però aquí ens centrarem en explicar com el software és aprofitat per diferents 
parts del projecte i com contribueix al producte final. 
 
En el següent diagrama (figura 5.5) veiem com el Visual Studio de Microsoft i el 
llenguatge C# són presents tant a la base de dades (a través del driver) com a 
la llibreria MapsUI, i també evidentment en la part programada per nosaltres, 
per tant constitueix la base de la creació de l’aplicació. 
 




Fig. 5.5 Diagrama del bloc de programació 
 
 
 Base de dades: Limitant-nos només a parlar de la part de programació 
de la base de dades (la part d’emmagatzematge de dades forma part del 
seu propi bloc) trobem que per introduir-la en la nostra aplicació 
necessitem el driver de C# del qual ja hem parlat amb anterioritat. 
Aquest ens ha permès, com ja hem vist, efectuar totes les ordres i 
comandes necessàries com si ens trobéssim a la mateixa consola de la 





Fig. 5.6 Driver .NET de C# per a MongoDB instal·lat a través del NuGet, 
juntament amb dos components extres (Core i llibreria Bson) necessaris per al 
seu correcte funcionament. 
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 MapsUI: Com ja hem vist al capítol 4, la llibreria MapsUI es presenta en 
diferents plataformes, de les quals nosaltres hem escollit WPF ja que és 
amb la que hem programat l’aplicació. 
Així doncs, el codi de MapsUI inclòs en el nostre programa està 
íntegrament escrit en C# i mostrat en WPF. 
 
 Programa: Per acabar, nosaltres hem utilitzat també el Visual Studio 
(C# / WPF) per programar la nostra part de l’aplicació. 
 
S’estableix, doncs, un fort enllaç entre totes les parts de codi del projecte, ja 
que han estat creades basant-se en un mateix llenguatge i per tant en aquest 
aspecte no hi pot haver cap problema. 
 
 
5.2.3. Bases de dades 
 
Agafant la base de dades des del punt de vista d’emmagatzematge 
d’informació (i no de codi, com hem vist a l’anterior subapartat del capítol), 
trobem que podem esquematitzar la funció de MongoDB en el nostre programa 





Fig. 5.7 Diagrama del bloc de la base de dades 
 
 
Hi trobem dos elements clarament diferenciats: el nostre programa i la base de 
dades. 
 
Per començar, la informació arriba donada per la funció d’importació de dades 
(que era el punt final del primer bloc, el terra-aire). 
Llavors, gràcies al driver de .NET per a MongoDB, podem efectuar les “queries” 
contingudes a les funcions de la classe Database (en la nostra aplicació) en 
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llenguatge C# (recordem que la consola de MongoDB funciona amb javascript) 
i així poder-hi accedir. 
Aquesta informació és seguidament desada a MongoDB, dins de la base de 
dades especificada i, dins d’ella, en la col·lecció pertinent. 
 
El mateix succeeix amb altres operacions que no tenen perquè ser 
d’emmagatzematge: si es volen cercar certes dades o bé esborrar-les, per 
exemple, es segueix el mateix procés de comandes. 
 
 
5.2.4. Mapeig de dades 
 
L’últim element principal és el del mapeig de dades, centrat entorn de la llibreria 





Fig. 5.8 Diagrama del bloc del mapeig de dades 
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MapsUI fa dues funcions en la nostra aplicació (deixant de banda la relació que 
té amb el bloc de programació, ja comentada anteriorment): 
 
 Obtenció de tiles: A través de la llibreria BruTile, com ja hem pogut 
analitzar, MapsUI es connecta a diferents serveis de mapes en línia per 
obtenir-ne informació. En el nostre cas ens hem centrat en 
OpenStreetMaps. 
 
 Mapeig de dades: MapsUI constitueix una bona part de la nostra UI, i és 
que la llibreria per si mateixa ja pot ser executada i ofereix una interfície 
bastant treballada que nosaltres només hem hagut de modificar i adaptar 
a les nostres necessitats (en major part afegint-hi funcionalitats). 
Aquesta interfície, gràcies al codi que té al darrere, ens permet mapejar 
la informació provinent de l’aeronau i desada en la base de dades. 
 
Tan sols parlant del mapeig de dades hem sigut capaços d’anomenar cadascun 
dels blocs principals del programa només referint-nos a MapsUI, fet que 
demostra que tots ells estan interrelacionats fortament i són d’una importància 
molt similar pel que fa al correcte funcionament de l’aplicació. 
 
Per això és important fer el disseny del projecte com a un dels primers passos: 
per tenir clar des d’un principi que hi ha una connexió clara entre agents 
involucrats en el programa i no es pot treballar en cadascun d’ells de forma 




5.3.  Flow map del programa 
 
En aquest apartat il·lustrarem amb un diagrama les possibilitats que ofereix la 
nostra aplicació tot seguint un esquema pas per pas (què pot fer l’usuari des de 
que inicia el programa). Seguidament serà comentat breument per aclarir 





(Següent pàgina) Fig. 5.9 Mapa de flux de l’aplicació. 
  






















































Ens posicionem a l’inici del diagrama, on l’usuari executa el programa. A partir 
d’aquí s’obre un ventall de possibilitats segons les accions que decideixi 
realitzar. 
 
 Inici del programa: En cas de que l’usuari no l’hagi executat 
manualment, MongoDB s’iniciarà de forma automàtica per facilitar la 
tasca. 
 
 Import de les dades: El primer pas a seguir un cop el programa està 
executat és importar la informació per desar-la a la base de dades. 
L’usuari selecciona el fitxer que desitgi i a través de la funció per 
importar, s’accedeix a la classe Database on es llegeixen els fitxers de la 
carpeta i se n’extreu tota la informació per afegir-la a MongoDB. 
 
 Visualització de les dades: Es pot veure la informació continguda a la 
base de dades clicant a la opció de veure el “Grid”, que mostra una altra 
finestra amb una taula amb totes les entitats ordenades. 
 
 Representació sobre el mapa: Si l’usuari fa clic sobre el botó “Paint” 
s’activa la funció que pinta la informació sobre el mapa. Aquesta inicia 
una nova LayerList, hi afegeix la capa amb l’OSM i les capes pertinents 
(GPS, sensor, càmera) amb una configuració per defecte (punts blancs, 
label vermell, etc.), i seguidament crea els LayerListItems per finalitzar el 
mostratge. Durant aquest procés, s’utilitza una funció que permet 
interpolar entre dos posicions de GPS, de forma que totes les Entities de 
sensor i càmera, en funció del temps en el qual han estat preses, 
acaben tenint una posició interpolada, i d’aquesta forma poden ser 
pintades a sobre del mapa de forma georeferenciada. 
 
 Possibilitat de filtratge: En cas de que l’usuari ho desitgi, disposa d’un 
filtre a la part baixa de la finestra principal on pot filtrar les entitats 
segons la data. En cas de voler-lo aplicar, només cal activar-lo 
mitjançant la casella de verificació i seleccionar la data desitjada. 
Seguidament es pinten les dades de forma normal (botó “Paint”). 
 
 Modificació de les capes: Un cop pintada la informació, es pot canviar la 
forma en com es veu, ja sigui modificant-ne l’aparença (punt, label, text, 
etc.), la prioritat (unes capes per sobre o sota de les altres en el mapa) o 
la visualització (activar o desactivar certes capes). També es poden 
desactivar totes les capes d’un vol per centrar-se només en l’altre en cas 
de tenir-ne dos, per exemple. 
 
Càrrega d’un altre vol: Amb les capes ja pintades sobre el mapa, l’altra opció 
que té l’usuari es carregar un altre vol. Per fer-ho cal tornar al principi del 
procés, importar un altre fitxer i tornar a pintar-ne la informació. D’aquesta 
manera, les capes es veuran al mapa i es podrà treballar amb elles igual que 
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amb les anteriors (de forma automàtica s’assigna un número al grup de capes 
d’un vol corresponent al número del vol). 
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CAPÍTOL 6. CONCLUSIONS 
 
 
Per a posar punt i final al nostre treball repassarem com hem assolit els nostres 
objectius de forma justificada, abordarem quines són les possibles millores 
futures que es podrien introduir en el nostre programa i donarem el nostre punt 
de vista sobre com ha estat aquesta experiència i quins coneixements hem 
adquirit gràcies a la realització d’aquest treball. 
 
 
6.1. Justificació dels objectius 
 
En aquest apartat veurem com cadascun dels objectius esmentats en el primer 
capítol han estat assolits, de forma justificada. A continuació, tenim la llista 
d’objectius, que comentarem un a un: 
 
 
 Ser capaços de llegir les dades de telemetria enregistrades per la 
plataforma aèria, que ens arribaran en un format prefixat. 
 
Justificació: Llegim totes les dades que es troben contingudes dins d’una 





Fig. 6.1 Esquema general del contingut d’una carpeta de vol 
 
 
Com es pot apreciar, la carpeta de vol consta d’una carpeta d’imatges preses 
amb la càmera, i dos arxius de text, un corresponent al GPS i l’altre 
corresponent a un sensor (podria haver-hi més d’un, i no hi hauria cap 
problema, perquè el nostre programa està preparat per llegir tants arxius de 
sensor com n’hi hagin al directori). 
 
En la carpeta d’imatges, tenim totes les imatges preses per la càmera, i el nom 
de cada una d’elles es correspon a la data a la qual s’ha pres la imatge. A 
continuació tenim una petita demostració: 
 




Fig. 6.2 Exemple d’imatges dins de la carpeta de càmera 
 
 








En referència als arxius, la seva estructura és molt similar excepte que en 
l’arxiu de text del sensor hi tenim el valor que ens transmet el sensor guardat, 
mentre que en l’arxiu de text del GPS hi tenim la latitud i la longitud, que 
determinen la posició geogràfica de la plataforma aèria en cada moment. 
A continuació podem veure dos imatges per mostrar l’estructura de cada un 










Fig. 6.4 Exemple de format de l’arxiu de text del sensor 
 
 
En l’arxiu de text del GPS, l’estructura és la següent: 
 
MM/dd/yyyy hh:mm:ss.fff Latitud Longitud 
 
En l’arxiu de text del sensor, l’estructura és la següent: 
 
MM/dd/yyyy hh:mm:ss.fff Valor(sensor) 
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Aquesta estructura fixada és la única que reconeix el nostre programa. Cal 
destacar, però, que al tractar-se de dades de telemetria guardades per la 
plataforma aèria, nosaltres podem adaptar el sistema d’emmagatzematge per a 
que guardi les dades d’aquesta forma, amb la qual cosa no suposa cap 
problema. 
 
 Tenir la possibilitat de guardar tota la informació en la base de dades 
MongoDB, i poder accedir-hi per consultar o modificar aquesta 
informació segons ens convingui per al desenvolupament correcte del 
programa. 
 
Justificació: Una vegada configurada la base de dades anomenada MongoDB 
dins de la nostre màquina, i realitzar una sèrie de modificacions per aconseguir 
que aquesta base de dades escoltes la informació arribada pel port 27017 
(significant que escolta a la nostre pròpia màquina, no a una de remota) podem 
comprovar des de la consola de MongoDB com la informació que ha llegit de la 





Fig. 6.5 Imatge de la consola de MongoDB, on s’aprecien totes les entitats 
estructurades 
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 Poder visualitzar aquestes dades des del propi programa que crearem, 
per facilitar-ne el seguiment i poder fer-la més visual. 
 
Justificació: Una de les funcionalitats que vam voler afegir en el nostre 
programa va ser la de crear una quadricula (grid) amb una taula de dades a 
l’interior (data table) per a representar totes les dades inserides a la base de 
dades sense haver de recórrer a la consola de MongoDB, que requereix de fer 
consultes per a veure les dades, i les representa d’una forma poc visual. A 





Fig. 6.6 Taula de dades on es representa la informació de la base de dades 
  
 
Tal i com es pot apreciar en la imatge anterior, la informació està estructura de 
forma que cada fila representa una Entity (una entrada dins de la base de 
dades), i cada columna és una propietat diferent de les Entities. Mitjançant 
aquesta taula de dades, la informació queda molt més accessible i visual per a 
l’usuari, que no ha d’aprendre a fer servir la consola de MongoDB, ni ha de 
utilitzat cap comanda especial per trobar la informació. 
 
 Ser capaços de crear una interfície gràfica que sigui compatible amb la 
llibreria de codi obert anomenada MapsUI. Aquesta interfície gràfica es 
crearà amb C# utilitzant l’extensió del Microsoft Visual Studio 
anomenada WPF (Windows Presentation Foundation). 
 
Justificació: Aquesta interfície gràfica ha estat creada per a oferir les diferents 
funcionalitats que ofereix el nostre programa. Totes aquestes funcionalitats 
giren entorn a la llibreria de codi obert MapsUI, que és la que ens permet situar 
les dades que ens interessen de forma georeferenciada. A continuació, podem 
veure una imatge de la interfície que presentava MapsUI originàriament, un cop 
descarregat de GitHub: 
 




Fig. 6.7 Imatge de la interfície original de MapsUI 
 
 
Nosaltres vam suprimir totes aquelles funcionalitats que no ens interessaven, 
com per exemple tenir més d’un servei Tile per a representar els mapes. 
Finalment, després de tots els retocs, la interfície que vam crear ha quedat de 
la següent forma: 
 
 




Fig. 6.8 Imatge de la interfície actual del nostre programa 
 
 
Com es pot apreciar, hem suprimit totes les opcions que no ens interessen, i 
hem afegit menús desplegables a la part superior per a que l’usuari pougui triar 
les accions que vol dur a terme. També hem afegit un filtre temporal a la part 
inferior de la interfície, que ens permet filtrar segons el temps que volem buscar 
i d’aquesta forma representar només aquella informació que ens interessi. 
 
 Poder utilitzar una llibreria de mapeig condicionada a la nostre interfície 
gràfica, per a tenir la possibilitat de georeferenciar informació, tant de 
sensors com imatges preses per la càmera que carregarà la plataforma 
aèria. Això serà possible gràcies a la llibreria MapsUI, que utilitza la 
llibreria BruTile. 
 
Justificació: Gràcies a la llibreria MapsUI, que l’hem pogut adaptar i 
condicionar a la nostre interfície gràfica, hem estat capaços de representar 
gràficament la informació present a la base de dades. Hem reaprofitat i 
modificat algunes de les classes existents en el codi original per a permetre’ns 
realitzar aquesta tasca. Ha estat una feina difícil, perquè és una llibreria molt 
extensa, molt complexa i complicada de desxifrar, ja que no hi ha cap mena de 
suport. Tal i com es pot apreciar en la següent imatge, extreta del GitHub 
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Fig. 6.9 Advertències pels usuaris de MapsUI 
 
 
A continuació, veurem una imatge de la informació representada de forma 
georeferenciada, tal i com es veu en el nostre programa, un cop aplicades les 





Fig. 6.10 Informació georeferenciada que representa el nostre mapa, on podem 
apreciar els punts (els blaus pertanyents a lectures de GPS i els vermells a les 
de sensor) i imatges (preses per la càmera i posicionades segons el temps de 
captura). 
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Com es pot veure, la informació és atractiva visualment, a més a més els punts 
que corresponen entrades de sensors, de GPS o de imatges es poden 
modificar lleugerament, com per exemple oferir la possibilitat de canviar el color 
de l’etiqueta o la forma del punt (quadrat, triangle, etc.). 
 
 Separar la informació en diferents capes (layers) en funció de la seva 
procedència, segons si la informació prové del GPS, dels sensors o de la 
càmera. Addicionalment, oferir la possibilitat d’habilitar o inhabilitar 
aquestes capes per a fer-les visibles o invisibles segons convingui a 
l’usuari. 
 
Justificació: Totes aquestes opcions extres es troben implementades, tal i 





Fig. 6.11 Opcions de modificació de capes ressaltades. 
 
 
Com es pot apreciar en la imatge, tenim la capa general del mapa, anomenada 
OSM, i les tres capes afegides al carregar un vol (GPS, sensor i càmera). En la 
imatge següent desactivarem les capes corresponents a GPS i sensor, de 
forma que només ens quedaran les imatges visibles: 




Fig. 6.12 Interfície gràfica mostrant dos capes desactivades 
 
 
Com es pot veure, amb els “checkbox” (caselles de verificació) desactivats, les 
capes desapareixen, i només queden les imatges visibles. 
 
 Implementar la opció de poder carregar més d’un vol de forma simultània 
i poder representar aquests vols en la interfície gràfica. 
 
Justificació: La opció es troba ben implementada, i tal com apreciarem en la 
següent imatge, al carregar més d’un vol, ens classifica les capes segons el 
nombre de vol, per tant, el primer vol constarà de tres capes anomenades GPS 
1, SENSOR 1 i CAMERA 1, mentre que el segon vol constarà de tres capes 
anomenades GPS 2, SENSOR 2 i CAMERA 2. 
 
 




Fig. 6.13 Una mostra de que hem pogut carregar dos vols, els quals hem 
canviat els coordenades del GPS per a visualitzar-los 
 
 
Les opcions de cadascuna de les capes es pot modificar, i si desactivem totes 
les capes d’un vol a la pràctica serà com si fos invisible per a nosaltres. 
 
 Establir un filtre temporal que ens permeti representar només aquella 
informació dins d’un marge de temps establert segons la conveniència 
de l’usuari. 
 
Justificació: El filtre es troba implementat a la part inferior de la interfície 
gràfica, i per activar-lo només cal prémer el checkbox, i un cop activat, el filtre 
permet seleccionar la data d’inici i la de final. Es pot seleccionar la data 
modificant cadascun dels camps individualment o seleccionant el dia, mes i any 
en un desplegable. En les imatges següents es pot apreciar el selector de 
temps: 
 









Fig. 6.15 Panell desplegable que permet seleccionar el dia, mes i any. En els 
camps inferiors es pot modificar la hora, els minuts i els segons. 
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Per acabar mostrarem que el filtre realment funciona i nomes ens mostra 





Fig. 6.16 Imatge mostrant l’efecte del filtre temporal, que es veu com 
representa menys entitats que en el cas anterior (ja que no pinta les que es 
troben fora del marge temporal). En la part inferior podem veure el marge 
temporal establert, que és de 5 segons. 
 
 
D’aquesta forma, el filtre permetrà a l’usuari centrar-se en aquells instants 
temporals en els que, per exemple, algun sensor hagi detectat un punt calent 
(hotspot), tenint en compte que ICARUS, el grup interessat en el software, es 
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6.2. Millores futures 
 
Tenint en compte que tots els objectius proposats han estat assolits (cal 
remarcar que vam plantejar-nos objectius assequibles, sense aspirar a realitzar 
coses difícilment realitzables), hem seguit plantejant-nos quines haurien de ser 
les pròximes millores que hauria d’implementar el programa. A continuació fem 
un breu llistat de les funcionalitats addicionals que es podrien implementar, i 
alguns errors menors (bugs) que s’haurien de resoldre per tal de polir el 
funcionament del nostre software. 
 
 
6.2.1. Implementacions addicionals 
 
 Permetre escollir al usuari el format en el que vol importar les dades al 
programa. Actualment el format és només .txt, ja que resulta ser el més 
senzill. En un futur seria idoni afegir altres possibilitats, com per exemple 
el format xml, entre d’altres. Això permetria una major flexibilitat a l’hora 
de tractar amb la plataforma aèria en qüestió (encarregada de 
enregistrar i guardar aquestes dades de telemetria). 
 
 Poder inserir les imatges sobre del mapa, de forma georeferenciada, i 
modificar-ne tant la mida com la forma (girant-les o estirant-les) guiant-
nos per un algoritme de comparació de píxels, per tal d’adaptar-les sobre 
del terreny del mapa i poder realitzar així un collage d’imatges preses 
per el nostre UAV. 
 
 Implementar una opció per carregar imatges amb format GeoTIFF 
(informació georeferenciada que és inserida en una imatge de format 
TIFF (Tagged Image File Format)). Aquesta opció vam estar a punt 
d’implementar-la en el software original, però degut a la dificultat vam 
considerar deixar-la com a possible millora futura. 
 
 Afegir un sistema que permeti seleccionar un punt (entrada de GPS, 
sensor o càmera) i que ens permeti veure només aquelles entrades que 
estiguin pròximes, a una distància definida per l’usuari. La consulta 
(Query) que s’hauria de realitzar a MongoDB per a que ens retornés 
només aquelles entitats en un rang pròxim al punt seleccionat ja està 
feta, per tant només faltaria implementar un sistema que permetés fer la 
resta de l’operació. 
 
 Implementar una funcionalitat que s’encarregui de fer zoom a la zona on 
es trobi localitzat el vol, i deixi la interfície gràfica ben enquadrada amb la 
zona on es troben representades totes les dades de telemetria així com 
les imatges. 
 
Creiem que amb una mica més de temps haguéssim pogut acabar de realitzar 
totes aquestes addicions, però considerem que totes elles són secundàries en 
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comparació amb altres funcionalitats que sí que han estat implementades en 
detriment de les que es troben anteriorment mencionades. 
 
6.3. Opinió personal 
 
Aquest treball ha suposat un pas més enllà respecte els projectes previs que 
hem realitzat. El nivell de programació al que hem arribat realitzant aquest 
software ha estat més elevat que en altres projectes, principalment degut al fet 
de que hem hagut de treballar amb una llibreria complexa com es MapsUI, que 
és molt extensa i incorpora moltes funcionalitats. 
Hem hagut de ser capaços d’extreure la informació que necessitàvem i 
d’adaptar funcions, mètodes i classes senceres a les nostres necessitats. Això, 
com qualsevol programador sabrà, és una feina molt complicada, perquè si 
programar per un mateix ja és complicat, desxifrar i entendre la lògica darrere 
de la programació d’un altre individu (desconegut i expert en programació) és 
una tasca exhaustiva i pesada. 
 
De forma addicional, ens agradaria destacar que hem utilitzat una sèrie d’eines 
completament desconegudes per a nosaltres, com són MongoDB i GitHub. 
 
MongoDB és una base de dades relativament complexa per a nosaltres, ja que 
es tracta d’una base de dades NoSQL, i fins ara nosaltres només havíem 
treballat amb bases de dades SQL que ja venien integrades dins del Microsoft 
Visual Studio 2010 (eina utilitzada en les assignatures d’informàtica). Ens va 
costar adaptar-nos al fet de que les bases de dades NoSQL no requereixen 
d’una estructura prefixada per a poder operar amb elles. Tot i així finalment 
hem pogut comprovar els beneficis que aporten aquestes bases de dades en 
comparació amb les SQL, en determinades situacions. 
 
D’altra banda tenim el GitHub, que és una plataforma de desenvolupament 
col·laborativa, en la qual es poden penjar projectes (de forma pública o privada) 
utilitzant el sistema de control de versions Git. Aquesta eina, que és molt 
potent, ens ha permès anar actualitzant el nostre programa de software de 
forma neta i ordenada, ja que al ser dos persones que treballen per separat, 
tenir un control de versions ha estat primordial. Destacar per això, que el 
programa també ofereix moltes opcions diferents, i ha estat complex aprendre a 
utilitzar-lo de forma correcta, aprenent a realitzar totes les seves funcionalitats 
(push, merge, split). 
 
En resum, doncs, ens hem introduït dins d’un món que a primera vista podia 
semblar bastant pautat i estandarditzat (com l’aeronàutic) , però que a mesura 
que hi hem anat incidint ens ha demostrat que no conté una solució perfecta en 
tots els sentits, sinó que per a aquest mateix problema s’han ofert solucions 
molt particularitzades perquè els objectius han sigut satisfer necessitats molt 
concretes i diferents. Per això en l’àmbit dels vehicles no tripulats (així com en 
altres projectes d’enginyeria relacionats amb el sector aeroespacial, per 
exemple) sempre hi ha destacat certa heterogeneïtat completament 
comprensible tenint en compte la gran varietat de problemes que s’han hagut 
de resoldre. 
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Això ens porta a tenir una opinió personal favorable del treball efectuat en 
aquest projecte, ja que tot i ser diferent d’altres solucions proposades amb 
anterioritat, creiem que compleix amb l’objectiu inicial i n’hem quedat satisfets. 
 
Esperem que l’esforç i el temps invertit en aquest treball es puguin apreciar en 
el resultat final, i que, per sobre de tot, sigui d’utilitat pel grup ICARUS i per a en 
Juan López Rubio, el nostre tutor. 
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