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ABSTRACT
The mainstream success of smartphone technology has prompted the video game industry  
to invest resources into new types of mobile games.  While seemingly successful on the surface, 
there are unseen issues and risks that may potentially harm the long-term sustainability of the 
market.  In response, I’ve developed my own smartphone gaming app that addresses what I find 
to be some of the largest problems in the market.  My intent is to test my design theories while 
also challenging the status quo in mobile game design.
The fruit of my labor is Pond, a smartphone gaming app for Windows Phone 7.  A game 
about skillfully creating water ripples to combat a never-ending flow of aquatic enemies and 
obstacles, Pond is a product of my personal game design ideas and philosophies.  While not 
completely finished as I would have hoped, it is very near completion, at which point it will be 
released on the Windows Marketplace (and later ported to iOS and Android).  The hope is that it 
will prove to be a successful financial venture for myself in addition to inspiring other 
developers to approach mobile game design from new angles.
1.  INTRODUCTION
1.1  Problem
! The mainstream success of smartphone technology has impacted many entertainment 
industries, one of the most affected being the game industry.  New input and communication 
interfaces have challenged previously established gameplay paradigms, leaving developers 
scrambling to understand the best manner in which to approach these new platforms and 
markets.
! At the same time, one of the most recent trends in the game industry is that of expansion 
and approachability.  A market once presumed to be reserved for adolescent and prepubescent 
boys, the range of players has blossomed in recent years with the advent of technologies like Wii 
and Kinect – it is not uncommon to find games played by both men and women of all ages and 
backgrounds. [2][3][7]  In addition, the previously held dichotomy of depth versus accessibility 
is now in dispute as designers endeavor to create compelling experiences that can achieve 
interesting gameplay without the crutch of complexity in order to appeal to the widest possible 
audience.
 Unfortunately, this delicate balance seems to be out of reach for the majority of 
smartphone developers, leading to a decline in overall market quality. Considering the size and 
potential benefits of the medium, it would be a shame to see such a fantastic opportunity for the 
industry to expand and further itself lost due to poor product design. Worst-case scenario, we 
might have a repeat of the early 1980s where the lack of quality will lead to a lowering of 
consumer confidence in mobile games, resulting 
in an unviable market for talented developers to 
invest in. [4][9]
 To avoid this potential “crash,” game 
designers and the industry at large should invest 
in new game designs that provide truly 
compelling and deep gameplay.  At the same 
time, these designs should be capable of being priced at competitive rates on app marketplaces 
by having an appropriate scope and scale.  They should also be intuitive and accessible, 
leveraging the strengths of a smartphone interface instead of treating it like a liability.
1.2  Objective
In response to the above, my objective was to design and develop a smartphone gaming 
app that would marry the ideas of depth1 and accessibility 2 to reach a wide audience without 
sacrificing the integrity of the gameplay.  The hope is that the potential success of the project 
might prompt other developers to adopt similar approaches to their own titles, raising consumer 
expectations and the bar of quality all while furthering the industry and medium as a whole.
1 By “depth”, I am describing the idea of a game having multiple layers to its gameplay.  As the skill of the player 
increases, the mechanics of the gameplay do not become trivial and the game will remain compelling at high levels 
of play.
2 “Accessibility” is a means of describing how easy it is for an inexperienced player or non-gamer to understand and 
enjoy gameplay.  This idea is not to be confused with complexity, and it is not incompatible with depth.  A game can 
be easy to play and understand while remaining relevant to players with high skill levels.
E.T. the Extra-Terrestrial, a game commonly 
associated with the video game crash of 1983 due to 
its prominence and low quality.  The business 
strategy of “quantity over quality” is not sustainable.
1.3  Approach
Over the years I’ve developed a number of personal theories and practices related to 
game design.  Putting my ideas to the test for the first time, I began with an abstract mental 
construct of “negative space” and “averaging distances” as a core gameplay mechanic; in other 
words, I had this idea of focusing on the spaces that were unoccupied, the empty positions that 
somehow unified other objects by some spatial metric.  I represented this idea as a “ripple”, a 
“ring” that connects objects on its edge relative to a central origin point.  From there, I wrote a 
design document that detailed all of the basic game elements, titling the game Pond.
 Upon completing the game design, I began to prototype my game 
on a Windows 7 smartphone.  At this point, it was important for me to 
do everything by myself without the aid of outside tools, libraries, or 
engines.  As my first true game, a personal goal of mine was to teach 
myself game development from its most basic elements, to understand 
the logic and architecture of a game.  As such, I learned how to code 
and draw fundamental game elements and completed the prototype 
within a few weeks.
Following the prototype I bean iterating on the game, adding new features and mechanics 
every couple weeks.  Throughout this process, I learned all manner of new skills and ideas, 
ranging from art and animation to physics to UI design and more.
In recent weeks I found the one skill I could not master was music composition.  
Fortunately, even a problem such as this appeared to be an opportunity in disguise as I went into 
discussions with a graduate student from the music department.  Through these talks I’ve gained 
Prototype of Pond
not only a number of musical pieces that will be finished within the coming weeks, but the 
experience of learning how to collaborate and negotiate on a project.
While not fully completed as I would have liked, Pond is nearing its final development 
stages and will likely see a release shortly after my graduation.
Near final screenshots of Pond
2.  GAME DESIGN
2.1  Pond
 Pond is an action game that, contrary to its appearance, has distant gameplay roots with 
games like Tetris, Space Invaders, and Galaga.  The core idea is to control and eliminate a 
constant flow enemy objects before becoming overwhelmed.  This is accomplished by means of 
the core gameplay mechanic: ripples.
2.2  Ripples
 This is the central idea behind Pond, the 
mechanic on which the rest of the game is built.  An 
intuitively touch-based mechanic, ripples are a natural fit  
for a mobile game app where a touch screen is the 
primary means of input.  Played from a top-down 
perspective on the surface of a pond, touching anywhere 
on the screen will result in the formation of a perfectly 
circular ripple that will radiate outwards from the touch 
point, fading away after a certain distance.
2.3  Gameplay Structure
 With the core mechanic in place, the gameplay structure can naturally follow.  Like Tetris 
[8], Pond is not a game with a pre-defined end – play continues until a lose condition is reached.  
As gameplay progresses, the background pond water will change color from blue to red.  Once 
Ripples in action
completely red, the game will end and a score will be tallied, potentially to be uploaded to a High 
Score board.  Using the water to communicate the player's status is a much better solution than 
adding some sort of Health Meter – not only does it free up screen space, but it communicates its 
information in an elegant, intuitive manner.  The game's visuals are very simple and saturated in 
an effort to facilitate visual communication, similar 
to the graphical style of the Nintendo DS game 
Electroplankton. [1]  To further emphasize the 
"red water" status, on-screen objects will 
progressively become darker and more silhouetted, 
eventually becoming pitch-black just prior to a loss.
 Several events will result in the water becoming more red:
• Enemy objects remaining in the pond.
• Special enemy actions.
• Creating ripples.
 The pond will inevitably become red 
without the player's intervention, and the rate at 
which the pond becomes more red due to the 
above factors will increase as gameplay 
progresses.  For example, after several minutes of 
play, one second passing will cause the pond to 
become several times more red than one second 
Electroplankton
This player has just lost...
passing within the first minute of play.
 To return the pond to a blue state, the player must control and eliminate enemy objects in 
a skillful manner.
2.4  Enemy Objects
 Enemy objects will spawn sporadically over the course of play.  They will become more 
difficult to eliminate and will spawn at a continually increasing rate over time.  Players will 
primarily interact with enemies via the ripple mechanic, typically to defeat them.  This is to say, 
a player will tap a location on the screen to generate a ripple that will radiate outwards and make 
contact with an enemy object.
 My approach to enemy design begins with creating an enemy object that interacts with 
the game's central mechanic in the most basic manner.  This object acts as a sort of "standard" or 
"control" from which I can expand upon, twisting and turning the game's mechanics to achieve 
the most interesting variety of gameplay possible.  This would be akin to a Goomba or Waddle 
Dee (from Super Mario Bros.and Kirby, respectively) expanding into a Koopa Troopa or Waddle 
Doo and eventually even more interesting designs.  The following incomplete list will give an 
example of the type of variety I'm aiming for:
Normal Tadpole – The most basic enemy.  Spawns as a small, 
circular black dot with a small tail and moves around 
occasionally.  It does not do anything.  It can be defeated and 
will despawn when it comes into contact with a ripple.  Mostly 
serves as fodder for combos. Normal Tadpoles are plentiful in number
Water Strider  – A quick-moving enemy that is difficult to hit with a ripple.  It will dash around 
the pond in a haphazard manner.
Crawfish – A more aggressive enemy.  If the player attempts to create a ripple near it, the 
crayfish will snap its claws at the player's finger, causing the water to become more red.  It must 
be defeated using ripples generated at a distance outside of its attack range.
Angry Tadpole – A red-colored tadpole.  It is faster moving than a 
normal tadpole and will only remain in the pond temporarily.  If it 
is defeated by a ripple, an explosive red pulse will erupt from it 
and cause the water to become more red.  If left alone, it will 
eventually pulse blue and disappear on its own, healing the pond 
instead.
Dragonfly – A fast enemy that flies above the 
surface of the water, granting it immunity 
from ripples.  It must be tapped directly to 
"squish" it, defeating it and resulting in a 
standard ripple.
The Water Strider and Crawfish
Angry Tadpoles should be avoided
Dragonflies must me tapped directly
Turtle – A regular shelled turtle.  It can only be defeated after taking 
three consecutive hits.  Its health status is visually represented by its 
color, ranging from green to yellow to red.  If left alone, it will 
begin to heal after a short time period, so it's important to focus it 
down quickly.
Dirty Tadpole – A brown-colored tadpole.  This dirty tadpole, upon defeat, will explode into a 
handful of pond scum that will block ripples and obscure a section of the pond for a limited time.  
The player can use his finger to "clean" the pond by wiping the section of the screen covered in 
scum to remove the effect prematurely.
Toxic Tadpole – A purple-colored tadpole.  A sickly enemy, it will burst into a toxic pool upon 
defeat, staining a section of pond water.  Touching any part of the poisoned region will result in 
the pond taking damage.  The poison will dissipate after a short amount of time.
Frog – A frog that will dive underwater if it sense the player creating a ripple nearby.  While 
underwater, it will appear as a vague, black shadow beneath the water surface, invulnerable to 
ripples.  When it surfaces, the player can touch the frog to "grab" its tongue.  The player can then 
pull the tongue back and let go to cause it to snap back at the frog's face, propelling it in the 
Turtles have three stages of health
Toxic Tadpoles “block” regions of the 
pond with their toxic pools
Dirty Tadpoles cover the screen in scum – 
wipe it away!
opposite direction it was pulled.  (The distance it travels depends on how far back the tongue was 
pulled.)  When it lands, it will be defeated and cause an exaggerated ripple to spawn.
2.5  Chains and Combos
 One of the most important 
gameplay elements is the idea of 
chains and combos.  When an 
enemy is defeated, it will leave 
behind a much smaller secondary 
ripple that can also defeat other enemies.  In 
other words, players can chain extra ripples off multiple enemies for a greater effect and score.
 Players are also rewarded for careful, deliberate ripples.  The more enemies that are hit at 
the same time by the same ripple, the greater the score multiplier a player will receive for 
defeating those enemies.  This is called a combo, and it is the primary means by which players 
will accumulate high scores.  These combo multipliers are offset by the fact that every ripple 
created will actually damage the pond – in order to justify each ripple action, a player must 
ensure that the ripple can garner enough blue to overcome not only the red deficit created by the 
ripple itself, but to also move the pond as a whole closer to a blue status.  This discourages 
Chaining in Action
Flinging a Frog can be very satisfying!
rampant ripple spam and 
encourages players to make 
skillful and purposeful ripples, 
the idea being to optimize the 
amount of blue gained per ripple 
by tapping the empty "epicenter" 
of a circle of enemies.
2.6  Scoring
 A scoring system is integrated into the game, represent by a translucent number in the 
corner of the screen.  Points can be earned by defeating enemies.  Chains and combos will also 
affect the points earned for defeating enemies by adding multipliers.  Earning points will heal the 
pond, so your score is a direct reflection of how well you are maintaining the health of the pond.  
At the end of a game, a final screen will provide a tally of the number of each type of enemy 
defeated, how many total ripples were created, how long the game session lasted, etc., in addition 
to the final score.  The High Score board will encourage players to beat their own best scores as 
well as those of their friends.
 As players surpass certain point thresholds, the game will "level up" and become more 
difficult by spawning more enemies, causing enemies to deal more damage, etc.  Since there is 
no level ceiling, the game will inevitably become too difficult and will overwhelm the player.  
The idea is to survive as long as possible through skillful play and earn the highest scores 
possible.
3x!!
Comboing in Action
2.7  UI Design
 Even the menus and user interfaces of Pond serve an ulterior motive of subtly reinforcing 
gameplay mechanics and ideas while being surprising and enjoyable in their own right.  In fact, 
right from the title screen the player’s first prompt is “Touch Screen to Start!”.  This results in an 
enormously exaggerated ripple that fades into the main menu screen.  This serves to 
communicate several ideas: (1) The main means of input is “touching”, (2)  Touching results in 
“ripples”, and (3) Ripples are closely associated with “progression” and “advancement”.  Many 
menu options and selections will also result in visually enticing ripple effects, and most menu 
screens will allow the player to make ripples on the water, even though they don’t do anything.  
The point is to familiarize the player with the ripple mechanic that they’ll be utilizing in the main 
gameplay.
 In addition, in an effort to appear 
both visually enticing and intuitive (and a 
little playful), a “lily pad” menu system is 
utilized wherein menu options are 
represented by touchable lily pads.  These 
lily pads can also be “grabbed” by 
dragging them across the screen.  They can 
be flung around and will spin and ricochet off one another using realistic physics.  It’s the sort of 
addition that makes navigating the menu a bit more enjoyable while fitting with the visual theme.
The main menu screen
3.  SOFTWARE ARCHITECTURE
3.1  Game Loop
 Almost all games can be described as a never-ending 
loop that alternates between “Update” and “Draw” calls.  
During an Update call, the state of the game is advanced forward, 
generally relative to the amount of time that has passed since the 
last Update.  This “advancement” includes updating values such as position, velocity, state, AI, 
etc.  Afterwards, a “Draw” call will draw a visual representation of the current state of the game 
to the screen.  This loop, when repeated many times per second, is, in essence, the “game”.
 Windows Phone 7, like most Windows gaming platforms, utilizes XNA, 
Microsoft’s .NET framework for game development. [6]  XNA provides Update() and Draw() 
methods that bring the game to life, and it is up to the developer to ensure that the appropriate 
objects are being fed the correct calls relative to the state of the game loop.  Pond funnels these 
calls through its screen system.
3.2  Screen System
 Pond is based on a “screen” paradigm that I adopted from one of Microsoft’s XNA 
tutorials. [5]  In an abstract sense, I’ve isolated each “screen” so that they can all run 
independently of one another, similar to multithreading.  Screens such as the main menu screen, 
the option screen, and the gameplay screen are all completely self-contained and managed by an 
overarching “screen manager” object.  Each screen has a “virtual” dimension (the XY 
dimensions it “thinks” it has) and a “real” dimension (the physical XY coordinates on the 
device’s viewport that the screen is drawn onto), with the virtual space scaled to fit the real space 
Update Draw
The main game loop
when it is drawn.  Screens also contain a number of state values that the screen manager uses to 
decide how to manage them.
 This screen management system is directly integrated into the game loop.  On each 
Update() call, the screen manager will decide which screens to update and the order they will be 
updated in, and will pass them any relevant data needed for that update.  Similarly, the screen 
manager is in charge of telling screens to Draw() when appropriate.
 In this way, screens can be managed separately.  This has a number of benefits, such as 
loading and maintaining resources only for currently active screens, or allowing a pause screen 
to overlay onto a gameplay screen without the two interfering with one another.  Another use I’m 
working on is a tutorial screen where a player can tap a particular enemy’s icon to open a 
“playground” gameplay screen, a sub-screen within the tutorial screen that allows the player to 
play with a screen containing just that particular enemy in order to become familiar with its 
gameplay attributes and behaviors; the “screen within a screen” works only because the screens 
run independently of one another.
Update() Draw()
Screen Manager
Screen Screen Screen Screen
Sprites Sprites Sprites Sprites Sprites Sprites Sprites Sprites
The game loop is integrated into Pond through its screen and sprite architecture
3.3  Sprites
 I’ve defined visual game objects as “sprites”, developing a base class that all sprite 
objects are derived from.  All sprites contain basic information, such as position, scale, rotation, 
etc.  Most importantly, every sprite is required to define Update() and Draw() calls.  This is to 
ensure that sprites can fit into the game loop.
 Every screen manages a collection of sprites.  Generally, when a screen has its Update() 
and Draw() methods invoked, it will iterate through its sprites and pass the appropriate data to 
them by calling their respective game loop methods.  In this way, the game loop is maintained 
through an elegant system that funnels calls from a high level down to the low level objects.
 Pond is also designed with a hierarchy of sprite-derived classes to make everything 
function smoothly.  For example, ripples, toxic pools, and scum are all derived from the sprite 
class.  However, there is an abstract “enemy” class that is also derived from sprite, and each of 
the nine enemy types is derived from the enemy class.  This tree of inheritance is key to Pond’s 
architecture.
Sprite
Ripple ScumEnemy
Black 
Tadpole Frog Crawfish ...
...
A portion of Pond’s class and inheritance hierarchy
4.  CONCLUSIONS
4.1  Summary
The development of Pond has been a tremendous learning experience for me.  Through 
this project I’ve learned about or acquired skills in game design, game programming, art 
(particularly pixel art), music, collaboration, and game industry tools and frameworks (XNA).  
Very soon I’ll also have gone through the process of finishing a software product and submitting 
it for release, hopefully followed by some sort of financial success and professional recognition.  
I’ll then see if my ideas about design and the smartphone market were accurate based on 
consumer reaction.
4.2  Future Work
As of the time of this writing, Pond is nearly finished, but not quite so.  The main 
gameplay logic, code, and resources are complete.  However, there are a number of items I need 
to address prior to releasing the game on the market:
• Finish implementing the rest of the menu options and screens
• Implement the music and sound effects once my composer is finished with them
• Balance gameplay variables to provide relevant and enjoyable gameplay and 
difficulty
Following the game’s initial release, depending on its success I have a number of ideas 
for long-term updates:
• Inclusion of social media score-sharing and advertising over services like 
Facebook or Twitter
• Ports to iOS and Android platforms
• If largely successful, completely new gameplay mechanics and modes (such as a 
traditional single-player stage system)
4.3  Screenshots and Visual Progression
Prototype Screenshots Screenshots of First Sprites
Spring 2011 Screenshots
Near Final Screenshots
REFERENCES
[1] "Electroplankton." Nintendo.com. Nintendo. Web. 12 Apr. 2012. <http://
www.nintendo.com/games/detail/db2f8da6-2e1b-48cb-b142-a90899e8a1a8>.
[2] Entertainment Software Association. "Essential Facts About the Computer and Video 
Game Industry." Www.theesa.com. Entertainment Software Association, 2011. Web. 12 Apr. 
2012. <http://www.theesa.com/facts/pdfs/ESA_EF_2011.pdf>.
[3] Macchiarella, Pietro. "Trends in Digital Gaming: Free-to-Play, Social, and Mobile 
Games." Www.parksassociates.com. Parks Associates. Web. 12 Apr. 2012. <http://
www.parksassociates.com/whitepapers/parks-gaming-wp2012>.
[4] McGill, Douglas C. "Nintendo Scores Big." The New York Times. The New York Times, 4 
Dec. 1988. Web. 12 Apr. 2012. <http://www.nytimes.com/1988/12/04/business/nintendo-scores-
big.html>.
[5] Microsoft. "Game State Management." App Hub. Microsoft, 5 May 2011. Web. 12 Apr. 
2012. <http://create.msdn.com/en-US/education/catalog/sample/game_state_management>.
[6] Microsoft. "XNA." XNA Developer Center. Microsoft. Web. 12 Apr. 2012. <http://
msdn.microsoft.com/en-us/aa937791>.
[7] "Parks Associates Sees Social Gaming on Track to Become $5 Billion Industry by 2015." 
Www.parksassociates.com. Parks Associates, 7 Apr. 2011. Web. 12 Apr. 2012. <http://
www.parksassociates.com/blog/article/parks-pr2011-socialgaming>.
[8] "Tetris." Tetris. Tetris Holding, LLC. Web. 12 Apr. 2012. <http://www.tetris.com/>.
[9] Viollis, Frank M. "Video Games on the Threshold of Tomorrow." CBS Interactive. CBS 
Interactive Business Network, 07 Jan. 1991. Web. 12 Apr. 2012. <http://findarticles.com/p/
articles/mi_m3092/is_n1_v30/ai_9349308/>.
