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Tato práce se zabývá využitím jmenných prostorů v jazyce XML při definici šablon stránek
v PHP rámcích. Řeší návrh a implementaci rozšíření pro Nette Framework, které umožní
vytváření vlastních značek v jazyce XML. V rámci práce byly také porovnány některé již
existující možnosti šablonování používané v běžných PHP rámcích a popsány možnosti
jazyka XML. Vytvořené rozšíření obsahuje dvě ukázkové knihovny vlastních XML značek,
připravených k použití.
Abstract
This thesis deals with using the XML namespaces for the template definition in PHP
frameworks. It focuses on the design and implementation of an extension of the Nette
Framework that allows creating user-defined elements in XML. We also compare our
solution with other solutions available in the PHP frameworks and we describe the related
XML features. The implemented extension includes two demonstration XML tag libraries
that are ready to use.
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Tento dokument pojednává o zjednodušení distribuce rozšíření Nette Frameworku za
pomoci využití vlastních XML značek při definici šablon.
V dřívějších verzích Nette Frameworku byl systém distribuce doplňků a komponent
složitý. V některých případech byla rozšíření dodávána jako ukázky společně s množstvím
kódu, který s vlastním rozšířením vůbec nesouvisel. Uživatel, který chtěl takové rozšíření ve
své aplikaci použít, musel nejdříve podstatné části vypreparovat z většího množství kódu
a až následně je mohl použít. Cílem této práce je tento proces zjednodušit. Zjednodušení
spočívá ve využití vlastního filtru v šablonovacím systému Nette Frameworku, který dokáže
zpracovávat XML značky se jmennými prostory. Snaha byla navrhnout filtr pro tvorbu
vlastních značek nejjednodušším možným způsobem tak, aby jej autoři rozšíření pro Nette
Framework mohli snadno využít a své rozšíření distribuovat jako samostatnou XML značku.
V dokumentu je popsán návrh filtru, který dokáže zpracovat XML značky a jeho
implementace. Na příkladu je vysvětlena tvorba vlastní XML značky. V rámci práce byly





Kodér, který nemá zkušenosti s PHP, zároveň však má znalosti HTML, může vytvářet
šablony webových stránek bez ohledu na složité implementace v jazyce PHP. Je
k nezaplacení mít důsledně oddělenou aplikační vrstvu aplikace od vrstvy prezenční.
Hlavně v případě, kdy programátor musí svěřit část svého kódu nějakému grafikovi či
kodérovi, který má na starosti pouze prezentaci dat. Pro programátora je tento přístup
výhodný, protože neumožní tvůrci prezentační vrstvy zasahovat do aplikační logiky.
Nemusí se tedy obávat, že kodér svým neodborným zásahem něco pokazí. Navíc
šablonování mnohdy disponuje vlastností automatického escapování1. To znamená, že
není třeba speciálního zabezpečení před XSS2.
Programátor má na výběr velké množství technologií, které mu umožnují využití
šablonování ve svých aplikacích. V této kapitole budou popsány některé druhy řešení,
včetně krátkých ukázek.
2.1 XSLT
Je to přístup, kdy programátor vygeneruje libovolné XML, které předá kodérovi. Ten jej
pomocí XSLT převede to libovolné podoby, kterou právě potřebuje. Mnoho kodérů však
XSLT neumí používat, proto existuje i spousta jiných šablonovacích systémů, které jsou
založené na principu, kdy programátor na straně aplikační logiky naplní určité proměnné
daty. Tyto proměnné následně grafik či kodér používají ve svých aplikacích. [8]
1Escapování je převod znaků majících v daném kontextu speciální význam na jiné odpovídající sekvence.
2Cross-site scripting je bezpečnostní chyba, kdy jsou zneužity neošetřené vstupy. Útočník pomocí nich
může vložit například javascriptový kód, kterým může dělat změny ve vašich stránkách. [7]
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2.2 Smarty
Smarty3 také funguje na bázi oddělení aplikační logiky od logiky prezenční. Smarty
umožňuje použití cyklů, řídících struktur, vestavěných funkcí pro práci s řetězci, časem
atp.
V případě šablonování pomocí Smarty programátor vytváří proměnné a kodér je pomocí
speciálních značek { a } vkládá do šablon. Proměnné v tomto šablonovacím systému mají
stejnou syntax jako PHP proměnné. Tedy začínají znakem $ a mohou obsahovat znaky,
čísla a podtržítko. Stejně tak lze využívat i pole či metody. Následující ukázky jsou převzaty
z oficiální dokumentace projektu SMARTY. [10]
Některé často používané konstrukce, které Smarty podporuje:
{* tohle je krátký komentář *}
Pokud uživatel chce v šabloně vypsat klasickou proměnnou, zapíše to tímto způsobem:
{$promenna}
Obdobně lze přistupovat k polím či metodám:
{$promenna[3]}
{$promenna->metoda()}
Následující ukázka kódu ukazuje příklad použití vestavěných cyklů k výpisu pole
v šabloně, které kodérovi na straně aplikační logiky nachystal programátor například
takto:
1 <?php
2 $people = array ( ’ fname ’ => ’ John ’ ,
3 ’ lname ’ => ’Doe ’ ,
4 ’ emai l ’ => ’ j . doe@example . com ’ ) ;
5 $smarty−>a s s i gn ( ’myPeople ’ , $people ) ;
Kodér dostane pouze informaci, že proměnná $myPeople obsahuje data potřebná
k vypsání. Nic víc vědět nepotřebuje. Do šablony zapíše pouze krátký kód, který Smarty
dokáže zpracovat. Kód může vypadat například takto:
1 <ul>
2 { foreach $myPeople as $value }
3 < l i >{$value@key } : { $value}</ l i >




Výsledek pro ukázkový příklad bude vypadat takto:
1 <ul>
2 < l i>fname : John</ l i>
3 < l i>lname : Doe</ l i>
4 < l i>emai l : j . doe@example . com</ l i>
5 </ul>
2.3 Symfony
Symfony není pouze šablonovací systém. Jedná se o celý PHP rámec, založený na
architektuře MVC4. Pro snadný zápis šablon v tomto rámci existuje jazyk Twig. Je ale
možné šablony zapisovat i v čistém PHP kódu. Následující informace o použití šablon
v Symfony vychází z oficiální dokumentace [11] a stránce věnující se jazyku Twig [12].
Jazyk pro zápis šablon v PHP rámci Symfony - Twig definuje dva typy syntaxe. Jedná se
o výpis proměnných nebo výrazů, které musejí být v šabloně ohraničené pomocí speciálních
znaků: {{ promenna }}. Nebo se jedná o syntax, která se užívá při provádění různých akcí
v šablonách. Například zápis cyklů. Tyto akce se uzavírají mezi značky {% a %}.
Symfony dále disponuje filtry5, které lze použít k dodatečné úpravě výstupu na straně
šablony. Pokud například chceme docílit toho, aby obsah proměnné prom byl v šabloně
vypsán velkým písmem, použijeme filtr upper asi takto: {{ prom|upper }}
Následující ukázka je převzata z webu [9]. Část, kterou zajišťuje programátor aplikační
logiky vypadá takto:
1 <?php
2 $items = array ( ’ eye o f newt ’ , ’ wing o f bat ’ , ’ l e g o f f r o g ’ , ’ ha i r o f beast ’ ) ;
3 echo $template−>render (array ( ’ i tems ’ => $items ) ) ;
Kodér následně v šabloně může použít proměnnou items. Tato proměnná v ukázkovém
příkladu obsahuje pole, které lze pomocí cyklu for vypsat takto:
1 <ul>
2 {% for item in items %}
3 < l i >{{ item }}</ l i >
4 {% endfor %}
5 </ul>
4Model-view-controller
5Touto možností disponuje i Nette Framework, kde se v Latte šablonovacím systému nazývá ”helpery”
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2.4 Další možnosti
Ve světě šablonování existuje spousta dalších možností. Některé pro jazyk PHP, některé
pro jazyky jiné. Jelikož má vlastní rozšíření sloužit k využití jmenných prostorů v XML,
budou zde představeny i některé technologie, které touto vlastností disponují.
2.4.1 Facelets
Jedná se o technologii, která slouží jako nadstavba pro rámec JSF6. Od verze JSF 2.0 plně
nahrazuje zastaralé JSP7, které původně v rámci JSF sloužily k prezentaci dat. Informace
v této části jsou čerpány z oficiální dokumentace Java EE 6 [3]
Facelets[17] zachovávají již dobře zavedené technologie jako je užití EL8, o kterém bude
psáno později. A přidávají některé funkce navíc.
JSF má oproti původnímu JSP složitější životní cyklus. V různých fázích zde dochází
ke generaci stromu komponent, validaci uživatelských vstupů či renderování komponent.
Facelets soubory jsou soubory obsahující XHTML kód, který umožňuje kombinovat
tagy různých knihoven. Pokud jsou použity tagy z některých knihoven, musí pro tyto
knihovny být definován v XHTML souboru prefix a jejich URI. Definice prefixů může
vypadat například takto:
1 <html xmlns=”http ://www.w3 . org /1999/ xhtml”
2 xmlns : u i=”http :// java . sun . com/ j s f / f a c e l e t s ”
3 xmlns : h=”http :// java . sun . com/ j s f /html”>
4 </html>
Pokud je definovaný prefix h pro knihovnu tagů http://java.sun.com/jsf/html, je možné
tagy této knihovny používat v XHTML souboru. Příklad použití ve stránce může vypadat
například takto:
1 <html xmlns=”http ://www.w3 . org /1999/ xhtml”
2 xmlns : f=”http :// java . sun . com/ j s f / core ”
3 xmlns : h=”http :// java . sun . com/ j s f /html”>
4 <h : inputText id=”username” value=”#{bean . promenna}” r equ i r ed=” true ”>
5 <f : va l idateLength maximum=”20” minimum=”3” />






V příkladu je uveden i zápis v EL9 jazyce. To je jazyk, který v JSF umožňuje propojení
XHTML stránek s aplikační logikou. Jedná se o zápis v šabloně umožňující přístup
k modelové vrstvě aplikace. Tento jazyk se v šablonách zapisuje mezi značky ${ ... }
nebo #{ ... } Rozdíl mezi oběma zápisy je nad rámec této práce. Vysvětlení lze nalézt
v JAVA EE 6 Tutorial 10
Facelet nabízí velké množství komponent, umožňujících snadnější práci jak s HTML
prvky, tak s daty. Jedná se ale pouze o komponenty, které generují základní HTML kód.
Ve chvíli kdy je třeba psát moderní webové aplikace, které vyžadují rychlou interakci
s uživatelem a jsou snadno ovladatelné, je třeba využít více než prostý HTML kód.
Nejčastěji využívanou technologií k dosažení vysoké interakce s uživatelem a snadného
ovládání bývá javascriptová knihovna jQuery.
2.4.2 Primefaces
Primefaces[13] je frontendový rámec rozšiřující základní funkce základních Facelet
komponent právě pomocí technologie jQuery.
”
Pokud chce programátor vytvořit moderní aplikaci, má v JSF zpravidla dvě
možnosti. Může použít klasické faceletové komponenty a vytvořit k nim potřebné CSS a
jQuery skripty, díky kterým lze dosáhnout požadovaného výsledku. Taková práce bývá ale
časově poměrně náročná a je zapotřebí velkého množství psaného kódu. Často pak
dochází k chybám a naprogramování aplikace trvá dlouho. Tou druhou a mnohem
efektivnější variantou je využití některé z předpřipravených sad komponent, které pro JSF
existují. Mezi takové frameworky patří v současnosti například RichFaces, IceFaces a
v neposlední řadě právě PrimeFaces.“[6]
Tato technologie ukazuje, jak lze využít jmenné prostory v XML. A bude hlavní inspirací






Následující podkapitoly slouží jako stručný úvod do jazyka XML1. Bude se jednat
o problematiku jmenných prostorů a možnosti zpracování XML v jazyce PHP. Následující
podkapitoly čerpají informace z knihy Jiřího Koska [4] a jeho online seriálu o XML [5].
Jazyk XML je v dnešní době využíván pro publikování metainformací, jako jsou
například RSS kanály či Atom. Lze je nalézt v oblasti vyhledávačů, kdy jim uživatel může
pomocí souboru sitemap.xml předat vylepšující informace ke svým stránkám. Dále se
XML využívá pro výměnu dat mezi backendy jednotlivých aplikací či v ajaxových
aplikacích.
3.1 Schémata
Schémata dokumentu XML slouží k tomu, aby bylo možné přesně definovat, které značky
a atributy jsou validní a které lze tedy použít. Každé schéma ve své podstatě definuje nový
značkovací jazyk, který má syntaxi XML, ale smí používat pouze schématem povolené
značky a atributy. Takovýchto jazyků již na světě existují spousty – například XHTML2,
MathML3, DocBook4 atd. Schéma dokumentu XML tedy plní podobnou funkci jako schéma
databáze ve světě relačních databázových systémů.
Vzhledem k tomu, že schéma jednoznačně definuje, jak může dokument XML vypadat,




4slouží k tvorbě dokumentace
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je proces, při kterém se ověřuje, zda nějaký konkrétní dokument XML vyhovuje všem
omezením definovaných ve schématu. Můžeme si tak například ověřit, zda dokument, který
nám někdo zaslal, opravdu vyhovuje formátu, na němž jsme se předtím s odesílatelem
domluvili. Další výhodou validace je ulehčení vývoje aplikací. Ty nemusí při čtení dat
z XML provádět kontrolu správného vstupu, protože většinu případných chyb odhalí právě
validace.
Některé jazyky pro popis schématu umožňují přesně určit i datový typ obsahovaných
dat.
Mezi nejpoužívanější jazyky pro popis schématu patří DTD, které je poměrně
jednoduché, ale neumožňuje definovat datový typ elementů. Další z jazyků pro popis je
XSD. XSD umožňuje zápis datových typů a celá jeho syntaxe odpovídá XML dokumentu.
Další jsou jazyky jako Relax NG5, Schematron6 a další.
3.2 Jmenné prostory
Informace v této kapitole jsou převzaty z [2]
Jmenné prostory v XML jsou důležitým mechanismem, který umožňuje zabránit
konfliktům mezi různými formáty. Rozšiřitelnost jazyka XML umožňuje vytvářet formáty
založené na XML pro libovolné použití. Lze deklarovat jakékoliv elementy či atributy a
používat je v určitém významu. V rámci navrženého formátu snadno dosáhneme toho,
aby zvolené názvy byly jednoznačné a jedinečné. Problém však může nastat v případě,
kdy je spojeno více různých formátu XML v jednom dokumentu. Více různých formátů,
které obsahují stejné značky s jiným významem. Tento problém lze řešit právě XML
jmennými prostory.
Použití jmenných prostorů je jednoduché, pomocí atributu xmlns je deklarován výchozí
jmenný prostor. Hodnotou tohoto jmenného prostoru je nějaký unikátní řetězec, obvykle
URI. Není však důležité, zda tato URI adresa existuje, jde pouze o unikátnost řetězce
v rámci dokumentu, kde je použit. To znamená, že nemůže být použita pro identifikaci
jiného formátu XML, který by byl použit ve stejném dokumentu.
Pokud je kombinováno více jmenných prostorů v jednom dokumentu, lze využít




konkrétní namespace. Takto deklarovaný namespace se vztahuje pouze na ten element,
který předponu obsahuje. Z toho vyplývá, že u vhodného elementu7 můžeme deklarovat
více jmenných prostorů a jejich předpon najednou. Předpony pak lze využívat
u kteréhokoli z vnořených elementů, který potřebujeme vztáhnout pod jeden z těchto
jmenných prostorů.
Následující ukázka vysvětlí možnost využití této vlastnosti v naší aplikaci, která bude
využívat více knihoven s vlastními značkami, jenž budou jednoznačně rozlišitelné pomocí
jmenných prostorů.
1 <root xmlns : a=”moje/knihovna/ znacek/A”
2 xmlns :b=”moje/knihovna/ znacek/B”>
3 <a : znacka>
4 <b : znacka>
5 </a : znacka>
6 </html>
3.3 Zpracování v PHP
Na straně PHP existuje pro zpracování XML souborů několik rozhraní viz. [4]. Jejich velice
stručný přehled bude uveden v rámci této kapitoly.
Rozhraní SAX má za hlavní výhody rychlost a nízkou paměťovou náročnost. Hodí se
pro načítání velkých dokumentů, protože XML dokument je načítán postupně.
Rozhraní DOM8 je standardní rozhraní pro práci s XML dokumenty definované
konsorciem W3C9. Toto rozhraní přesně definuje způsob, jakým se XML dokument
mapuje na hierarchii objektů v paměti. Každé části dokumentu, jako je například značka
(element), její atributy či textový obsah, v paměti odpovídá jeden objekt. Existují pak
metody, které přesně řeknou, o jaký typ informace se jedná, na jakém řádku se nachází,
jaké má potomky a další informace. Celý dokument je pak reprezentován jako jeden
objekt, který je instancí třídy DOMDocument. V případě rozhraní DOM je celý XML
dokument načten do paměti, hodí se proto spíše na menší dokumenty.
7Například kořenového elementu.
8Document Object Model
9World Wide Web Consortium (W3C) je mezinárodní konsorcium, jehož členové společně s veřejností




Nette Framework je PHP open source, který je od roku 2009 vyvíjen oraganizací Nette
Foundation. Jedná se o český projekt, kolem kterého se pohybuje česká komunita. Informace
v této kapitole jsou čerpány z oficiální dokumentace Nette Frameworku [15], pro verzi 2.1.
Při dokončování práce byla aktuální verze rámce 2.1.2.
4.1 Architektura Nette Frameworku
Tento rámec používá pro oddělení datové a prezenční vrstvy architekturu MVP1.
Architektrua MVP je modifikovaná verze architektury MVC2, která je používaná v drtivé
většině PHP rámců. Presenter v arichitektuře MVP má na starosti více povinností, než
controller v MVC.
4.2 Presentery
Presenter se stará o prezentaci dat z modelu do šablony, zpracovává reakce uživatele a
udržuje stav persisteních proměnných. V aplikaci může být libovolný počet presenterů,
přičemž každý presenter reprezentovaný třídou v PHP musí být potomek třídy
Nette\Application\UI\Presenter. To zajistí, že životní cyklus presenteru bude
probíhat dle následujícího schématu.
V různých částech životního cyklu presenteru se volají různé metody. Dle schématu lze




Obrázek 4.1: Životní cyklus presenteru. Převzato z [15]
Ihned po vytvoření presenteru se volá metoda startup(). V té lze inicializovat
proměnné či například ověřit uživatelská oprávnění.
Ve schématu se objevuje položka action<Action>. Jedná se o metody, které začínají
prefixem
”
action“, za nímž pokračuje název akce, která se má vykonat. Obdobou jsou
metody render<View>(), které se volají při vykreslování určitého pohledu a mohou
například inicializovat proměnné, které se mají pro určitý pohled vykreslit. Metody
s předponou
”
action“ se využívají při akcích, kdy uživatel provede určitý úkon (přihlášení
uživatele, zápis dat do databáze, atd.), a poté je přesměrován jinam.
Metody handle<Signal>() zpracovávají takzvané signály3 a jsou určeny především pro
zpracování AJAXových4 požadavků.
V životním cyklu presenteru dále existuje metoda, která je volána před vykreslováním
3http://doc.nette.org/cs/2.1/components#toc-signal-neboli-subrequest
4AJAX - Asynchronous JavaScript and XML
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jednotlivých pohledů. Jedná se o metodu beforeRender(). Ta může například obsahovat
části kódu, který je společný pro více pohledů.
Na závěr životního cyklu presenteru je volána metoda shutdown().
4.3 Šablonování
Nette Framework si zakládá na bezpečnosti. Dle [1] je jedním z nejtriviálnějších způsobů
zranitelnosti stránek XSS5. Obranou před tímto útokem je escapování. Tedy převod znaků
majících v daném kontextu speciální význam na jiné odpovídající sekvence. Nette
Framework disponuje vlastností
”
Context-aware escaping“, která automaticky rozeznává
ve které části dokumentu se nachází a podle toho zvolí správné escapování. Nette
Framework dokáže rozeznat více kontextů, které dokáže escapovat. Jedná se například
o HTML, JavaScript, URL, CSS.
Všechny výstupy v šablonách jsou automaticky escapovány. Pokud chce uživatel vypsat
neescapovaný kód, stačí před jeho výpis vložit vykřičník {!$item->name} nebo v novějších
verzích použít helper6 {$var|noescape}.
Šablonovací systém, který Nette Framework obsahuje, se nazývá Latte. Latte je vlastní
šablonovací jazyk, který obsahuje makra7 a helpery8. O překlad Latte syntaxe se stará
Latte filter. Filtr expanduje veškerá makra a aplikuje veškeré helpery a výsledek uloží do
cache.
Z cache je výsledek načítán do doby, než je upravena šablona. Nette Framework dokáže
detekovat změnu šablony. V případě změny požádá o nový překlad šablony a opět ji uloží do
cache, ze které si ji aplikace načítá. Využití cache významně zrychluje celý chod aplikace.
5Cross Site Scripting
6Jedná se o podobnou vlastnost, kterou jsou filtry v Symfony viz 2.3
7Výchozí makra naleznete zde http://doc.nette.org/cs/2.1/default-macros





Tato kapitola se bude věnovat vlastnímu návrhu rozšíření pro Nette Framework. Toto
rozšíření umožní používat v šablonách vlastní značky. Tyto značky budou definovány
v jazyce XML.
5.1 Cíle
Stanovní cílů, které by rozšíření mělo splňovat:
• Zachování možnosti použít Latte v šablonách.
• Minimální zásah a úpravy samotného Nette Frameworku.
• Využití XML jmenných prostorů.
• Kvalitní zprávy o chybách při nesprávném použití rozšíření.
Zachování možnosti použít Latte v šablonách
Okolo Nette Frameworku se pohybuje poměrně silná komunita [14]. Pro šanci na rozšíření
vylepšení v této komunitě, je nutné v co největší možné míře zachovat činnosti základního
Latte filtru, kterého se většina zavedených programátorů pod Nette Frameworkem vzdá jen
velmi nerada. V návrhu tedy bude počítáno s využitím Latte filtru, což zajistí, že se nebudou
muset v navrženém filtru řešit základní problémy, jako jsou podmínky, cykly a podobné
konstrukce na straně šablonovacího systému. Tyto činnosti budou i nadále ponechány v režii
Latte filtru a bude kladen důraz hlavně na to, jakým způsobem bude uživatel moci vytvořit
vlastní značky či celé knihovny značek.
15
Minimální zásah a úpravy samotného Nette Frameworku
Rozšíření musí být snadno a za pomoci co nejmenšího počtu úprav samotného Nette
Frameworku použitelné v libovolné aplikaci pracující pod Nette Frameworkem. Rozšíření
lze tedy realizovat jako filtr, který se registruje v Nette Frameworku a bude sloužit
podobně jako Latte filtr. Registrace libovolného filtru se ve Nette Frameworku provádí
v metodě function templatePrepareFilters($template) presenteru. Aby všechny
použité presentery v aplikaci měly registrovaný filtr pomocí přepsání této metody, je
nutné přepsat metodu v BasePresenteru, kterou budou následně všechny použité
presentery dědit.
Využití XML jmenných prostorů
Při tvorbě filtru je možné využít více přístupů umožňujících zpracovávání textového
obsahu šablon. Jeden z těchto způsobů jsou regulární výrazy. Regulární výrazy jsou
používány v Latte filtru. Má li být využito možností jmenných prostorů v XML, je práce
se jmennými prostory v XML pomocí regulárních výrazů zbytečně složitá. Jednodušší
cesta je zpracovávat obsah šablony pomocí XML parseru, který zkontroluje správnost
obsahu šablony z pohledu XML, a zároveň převede šablonu do DOM stromu. Použití
tohoto přístupu pro navrhovaný filtr je velice výhodné. Proto v návrhu bude počítáno se
všemi výhodami, které použití přinese.
Kvalitní zprávy o chybách při nesprávném použití rozšíření
Velice důležitým faktorem je kvalitní zpracování chyb a využití
”
laděnky“1. Pokud uživatel
využívající rozšíření udělá chybu v šabloně, je nutné mu to oznámit a přesně mu říci řádek,
na ktérém k problému došlo a druh chyby, které se dopustil.
5.2 Návrh
Jako řešení se tedy jeví využít předřazeného filtru, který bude zařazen do série před Latte
filtr. Filtr, který bude reprezentovat nové rozšíření, se bude v následujících textech pro lepší
orientaci nazývat pracovním názvem
”
TagLib“ filtr.






































Obrázek 5.1: Nákres návrhu vylepšení s předřazeným TagLib filtrem
Šablona s Latte makry i TagLib značkami
Stejně jako při běžném používání Nette Frameworku bude aplikace využívající TagLib filtr
mít šablony stránek. Ke každé stránce bude existovat i presenter. Ve standardní verzi Nette
Frameworku, která neobsahuje rozšíření TagLib filtr, je toto chování naprosto stejné. Ve
verzi s TagLib filtrem budou tyto šablony moci obsahovat mimo standardního HTML kódu
a Latte maker i vlastní XML značky.
Pro každou značku použitou v šabloně bude muset existovat odpovídající třída v PHP,
která jí bude reprezentovat a zajišťovat chování značky při různé kombinaci zadaných
atributů. To, zda tato třída odpovídající použité značce v šabloně existuje, zajistíme
jednoduchým způsobem. Pokusím se to vysvětlit na názorném příkladu.
1 <root xmlns : c=”\TagLib\ l i b s \Cup”>
2 . . .
3 <c : tagc loud model=”{ $tagcloudmodel }” style=”width :400 px ; ” />
4 . . .
5 </ root>
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Následující popis se bude věnovat předchozímu úryvku XML kódu. V případě, že je
požadováno, aby byl splněn požadavek nutnosti existence PHP třídy, která odpovídá dané
značce použité v XML kódu, tak musí existovat třída Tagcloud. Třída musí existovat
v PHP jmenném prostoru, který je určen definicí jmenného prostoru v XML šabloně a
názvem značky. Název značky je do jmenného prostoru v PHP přidán proto, aby uživatel
mohl vytvářet složitější komponenty o více třídách. Pokud bude složitější komponenta mít
více tříd, budou všechny tyto třídy pouze v jednom PHP jmenném prostoru. Pokud se
tedy budeme řídit uvedeným textem, tak vezmeme XML URI jmenného prostoru značky a
pro naši značku v příkladu, dostaneme řetězec \TagLib\libs\Cup. K němu připojíme název
značky taglcoud a dostaneme konečný jmenný prostor pro naši třídu Tagcloud. Název třídy
je vytvořen jako název značky s velkým počátečním písmenem. Výsledný jmenný prostor
bude vypadat takto \TagLib\libs\Cup\taglcoud. Pokud bude tato vlastnost dodržena,
tak lze lehce ověřit, zda pro značky použité v šabloně existuje odpovídající třída na straně
PHP. TagLib filtr pouze vyhodnotí podmínku if (!class_exists($ className)), kde
$className je řetězec poskládaný dle výše uvedeného popisu.
TagLib filtr
Tento bod v nákresu je nejpodstatnější část návrhu. Jedná se o samotný TagLib filtr. Je
nutné přesně stanovit, jaké činnosti bude filtr provádět a jakým způsobem to bude dělat.
Nejprve si určíme, že výsledkem zpracování tohoto filtru bude obsah šablony, který již
nebude obsahovat žádné XML značky se jmennými prostory, ale může obsahovat libovolné
množství Latte maker, HTML kódu či prostého textu. Latte makra může obsahovat, protože
výsledek práce TagLib filtru bude poslán do Latte filtru, kde budou následně zbývající
Latte makra zpracována. Musíme tedy zajistit nějaký způsob, jak na základě typu značky
a atributů, které uživatelská značka může obsahovat, převést tuto značku na Latte makro,
HTML kód či prostý text, který dokáže prohlížeč vykreslit.
Pro převod TagLib značky na jiný formát, který dokáže zpracovat Latte filtr, se budou
volat metody tagLibRender() a toLatte(). Uživatel, který vytváří vlastní značky, musí
zajistit, že třídy reprezentující jeho značky budou tyto metody implementovat. Tyto metody
si bude každý tvůrce značky definovat dle svého uvážení. Ale v návrhu je počítáno se dvěma
možnými řešeními.
A. Metodu tagLibRender() využijeme pro sestavení šablony a uložení této šablony
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do dočasného souboru v cache, který následně v metodě toLatte() pomocí makra
include vložíme do šablony, kterou právě TagLib filtr překládá. Šablona v metodě
tagLibRender() může být načtena ze statického Latte souboru nebo může být sestavena
dynamicky v PHP na základě atributů zadaných uživatelem při zápisu značky do šablony.
Dosáhneme tedy toho, že budeme moci vytvářet i složitější značky. Pokud využijeme tento
způsob a uložíme námi zpracovanou šablonu značky do souboru v cache, můžeme následně
ve funkci toLatte() zadáním kódu, který odpovídá stejnému předpisu jako je tento
{include \cesta\k\souboru\v\cache.latte , ... parametry ... }, říci šabloně, že
má v místě, kde byla značka použita includovat část šablony uložené v cache, která
odpovídá konkrétní značce a byla vytvořena při překladu. Této značce předáme
parametry pro vykreslení a další činnost necháme na Latte filtru. Cesta k souboru v cache
je známá při zpracovávání šablony a je automaticky generována TagLib filtrem. Hodnota
parametrů je závislá na tom, co uživatel zadal jako atributy při zápisu značky do šablony.
Tvůrce značky smí při vytváření šablon využít všechny proměnné, které má značka
definovány jako povolené atributy. Bylo by dobré zabránit chybám způsobeným tím, že
v šablonách generovaných pro značky do cache budou použity proměnné, které jsou sice
povolené, ale nejsou povinné. Pokud by uživatel takovou proměnnou nezadal jako atribut
značky v XML a tato proměnná by byla použita v šabloně, Latte filtr to vyhodnotí jako
chybu. Proto je nutné tento problém řešit. TagLib filtr tedy zajistí, že tyto proměnné
budou inicializovány i v případě, že je uživatel nezadá jako atributy značky v XML kódu.
O povolených atributech a nastavování defaultních hodnot se více dočteme v části věnující
se implementaci Tvorba vlastní značky. 6.5
B. Značka reprezentuje nějakou velice jednoduchou činnost, kde není třeba ukládat
část šablony do vlastního souboru v cache a následně využít makro include. Proto tento
krok můžeme vynechat. A v tomto případě můžeme metodu tagLibRender() ponechat
prázdnou a veškerou logiku přesunout pouze do metody toLatte(), která bude obsahovat
pouze jakousi náhradu za značku. Například delší HTML kód, či Latte makro.
Důležitým požadavkem na TagLib filtr je vlastnost, která při překladu zajistí, zda
všechny použité uživatelské značky v šabloně mají na straně PHP vytvořené třídy, které
jim odpovídají a zda existuje definice jmenného prostoru v XML pro tyto značky.
Ověření, zda existuje třída odpovídající značce, je podrobně popsáno v bodě 5.2. Pokud
nějaká z těchto vlastností nebude splněna, TagLib filtr musí na tuto skutečnost upozornit
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uživatele vyvoláním výjimky a určením místa chyby. Určení místa chyby TagLib filtr bude
vědět. Ve chvíli kdy XML parser vrátí šablonu jako DOM strom, tak každý uzel ve stromu
má nastavenou hodnotu, která určuje řádek, na kterém se uzel nachází. Pokud tedy víme,
o jaký řádek se jedná, stačí, aby TagLib filtr vyvolal výjimku
\Nette\Templating\FilterException nebo potomka této výjimky a nastavil jí jako
poslední parametr číslo řádku, na kterém se problém nachází. Nette Framework Po
vyvolání této výjimky uživatele přesně upozorní na místo chyby ve zdrojovém kódu.
Zpracované TagLib značky a původní Latte makra
Jak již bylo řečeno, každá značka ve stránce je unikátní. Na základě jejích atributů může
být vygenerována unikátní šablona, která může být sestavena na straně serveru v jazyce
PHP. Tato unikátní šablona je uložena do cache a smí obsahovat Latte makra. V šabloně,
kterou právě TagLib filtr zpracovává, bude pouze makro include s odkazem na soubor,
který obsahuje unikátní šablonu značky a tomuto Latte makru include budou předány
parametry, které uživatel zadal jako atributy značky v xml kódu.
Latte filtr
Tato část již reprezentuje standardní Latte filtr. Tento filtr je bez jakéhokoliv vnějšího
zásahu. Tato vlastnost je důležitá především z důvodů, že ve chvíli kdy se verze Nette
Frameworku změní, a například nastanou nějaké úpravy v Latte filtru, nebude to mít na
fungování TagLib filtru žádný dopad. Tato vlastnost bude platit i v opačném případě. Návrh
se snaží počítat s tím, že TagLib filtr přežije verzi Nette Frameworku, na které je vyvíjený,
a proto je řešen tak, aby jeho zapojení do samotného rámce bylo s minimálním počtem
nutných zásahů do samotného Nette Frameworku.
Na schématu lze pozorovat, že tato část návrhu počítá s dvěma vstupy. Jeden vstup
reprezentuje samotnou šablonu, kterou Nette Framework předložil ke zpracování TagLib
filtru. Tato šablona je po výstupu z TagLib filtru zpracována tak, že obsahuje původní části
šablony, které TagLib filtr neovlivnil, a nové části, které TagLib filtr vložil jako náhradu
za původní uživatelské TagLib značky. Náhradou za tyto části mohou být například Latte
makra include, která vkládají TagLib filtrem vytvořený dočasný soubor z cache. A právě
tento dočasný soubor z cache odpovídá druhé vstupní šipce do Latte filtru. Latte filtr si
soubory spojí a vygeneruje výslednou přeloženou šablonu v PHP.
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Filtry zpracovaná šablona v php
Zpracované šablony se stejně, jako v případě samotného Nette Frameworku bez TagLib
filtru, ukládají do cache. Toto cachování podstatně zrychluje běh aplikace, protože nemusí




Vlastní rozšíření obsahuje několik souborů, jejichž činnost bude podrobně rozebrána v této
kapitole. Na konci kapitoly je popsána ukázková tvroba vlastní značky.
Obrázek 6.1: Soubory obsahující vlastní rozšíření
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6.1 Soubor TagLibFilter.php
Tato třída reprezentuje samotný TagLib filtr. Inspirací pro tento filtr byl jediný vytvořený
filtr pro Nette Framework, který sloužil jako filtr jazyka HAML1. V současné době již
projekt není aktivní a na internetu nelze dohledat původní zdrojové soubory. Autorem
HAML filtru byl uživatel
”
Mikulas Dite“ viz. [16].
V následujícím textu budou popsány důležité metody TagLib filtru.
construct(): V konstruktoru TagLib filtru se neděje nic zvláštního. Proměnná
$this->tagLibStroage slouží k nastavení cesty pro cachování zpracovávaného obsahu a
je pro každý pohled a presenter odlišná. Rozdílná je proto, aby jeden typ TagLib značky
použitý na více stránkách byl vždy unikátní a nebylo možné jej zaměnit za jiný.
invoke(): V případě potřeby překladu šablon, si Nette Framework volá metodu
__invoke($template), které jako parametr předává šablonu ve formě řetězce, kterou
chce přeložit.
parse(): Metoda __invoke($template) nejprve zavolá metodu parse($template),
která šablonu ve formě řetězce předá funkci loadXML($inputXML). Tato funkce slouží
k načtení šablony do DOM2 stromu.
loadXML(): Tato funkce se stará o načtení šablony do DOM stromu. V případě
chyb, které toto načtení do DOM stromu znemožňují, vyvolá výjimku a snaží se uživatele
informovat o tom, kde má chybu. Pokud šablona neobsahuje chyby, které zachytí XML
parser, funkce vrátí DOM strom se kterým lze dále pracovat.
getDocNamespaces(): Aby bylo možné v dalších fázích procházení stromu
kontrolovat, zda použité TagLib značky v šabloně mají definovány jmenné prostory,
budou všechny v šabloně definované XML jmenné prostory uloženy do proměnné
$this->namespaces. Pro navrácení těchto jmenných prostorů v podobě pole slouží právě
tato metoda.
buildTree(): Ve chvíli, kdy je zpracovaný DOM strom, který načetla metoda
loadXML($inputXML), lze jej předat metodě buildTree($rootElement), která strom
rekurzivně projde a uloží si všechny potřebné informace, jako jsou názvy tagů, atributy či
informace o námi definovaných značkách pro budoucí znovu seskládání HTML kódu.




addToTree($parentNode, $level). Strom se postupně skládá až do podoby, kdy vypadá
například jako na následujícím obrázku.
Obrázek 6.2: Strom, který sestavuje TagLib filtr v první fázi průchodu
Na tomto obrázku je vidět stav stromu, který obsahuje TagLib značku Panelgrid.
Její id a další údaje lze vyčíst z obrázku. Tyto informace jsou uvedeny, protože značka
ještě nebyla zpracována a nevygeneroval se její výsledný kód. Nebylo možné to udělat,
protože ve chvíli, kdy filtr na značku poprvé narazil, nebylo jasné, jaké bude mít potomky.
Informaci o tom, jaké tato značka bude mít potomky byla dostupná až ve chvíli, kdy se při
rekurzivním průchodu stromem provádí vynořování o úroveň výše. Toto místo je ve funkci
buildTree($rootElement), těsně za for cyklem, který rekurzivně iteruje přes všechny
potomky uzlu. Zde je možné strom přepracovat na finální verzi.
Přepracování spočívá v tom, že je vytvořena instanci objektu, který reprezentuje
konkrétní značku, instanci jsou nastaveny parametry a je zavolána funkce toLatte().
Výsledek této funkce je ve stromu uložen pod hodnotu value. Metodu toLatte() musí
implementovat všechny uživatelsky definované značky. Ve chvíli, kdy tyto činnosti
proběhnou, bude strom vypadat následovně.
Ve spodní části obrázku je vidět, že zmizela informace o položce
”
taglib“ ve stromu, a




value“ je Latte makro, které načítá
kód komponenty z cache. Navíc tam přibyla položka
”
serialize“. Tato položka přibyla pro
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Obrázek 6.3: Strom, který sestavuje TagLib filtr v poslední fázi průchodu
případy, kdy je potřeba pracovat s potomky značek jako s objekty. Což tvůrce libovolné
značky může využít, ale nemusí.
resources: V průběhu skládání stromu se pokaždé, když se narazí na uživatelskou
značku, kontrolují její resources3. Tyto resources se překopírují do instanční proměnné
TagLib filtru resources, která obsahuje pole se všemi potřebnými resources soubory pro
konkrétní šablonu. To, které jsou potřeba, ovlivňuje množství a druhy uživatelských
značek použitých v šabloně. Pokaždé, když se při vytváření stromu narazí na uživatelskou
značku, tak se vezmou její resources soubory, a pokud ještě nejsou uloženy jako potřebné
soubory v instanční proměnné, tak jsou přidány.
toHtml(): V poslední fázi TagLib filtru je třeba vytvořený strom převést zpět do Latte
šablony. Latte kód si dále vezme na starosti Latte filtr a zpracuje ostatní Latte značky,
které v šabloně již byly nebo je tam přidal TagLib filtr. Převod stromu na Latte šablonu
zajišťuje rekurzivní funkce treeToHtml($tree, $level = 0), která se navíc stará o to,
že pokud narazí na tag
”
html“, tak před něj vloží <!doctype html>4. Poté co proběhne
rekurzivní seskládání stromu zpět do Latte šablony, je na konec této šablony přidán ještě
3Jedná se o soubory, které jsou potřebné pro správnou funkci konkrétní značky. Javascripty, css, atd.
4Vysvětlení tohoto kroku naleznete v příloze B, která popisuje, jak správně nastavit TagLib filtr
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blok resources {block resources } ... {/block}, ve kterém jsou vypsány všechny pro
značky potřebné soubory. Tím zajistíme, že značky budou mít na stránce, kde jsou použity,
k dispozici i soubory, které jsou potřeba pro jejich správný chod.
6.2 Soubor Tag.php
Toto je abstraktní třída, kterou dědí každá uživatelská značka filtru TagLib. Tato třída
implementuje základní metody, které využívá filtr při procházení DOM stromu. Jedná se
o metody zajišťující ukládání a načítání atributů uživatelských značek. Včetně kontroly, zda
je atribut u značky povolen, či navracení defaultní hodnoty, pokud atribut nebyl uživatelem
zadán. To, jak se definují povolené atributy nebo nastavují jejich defaultní hodnoty, bude
vysvětleno později.
Většinu metod, které třída Tag má, používá TagLib filtr při procházení a sestavování
stromu.
6.3 Soubor Atribute.php
Jedná se o jednoduchou třídu, jejíž instance se vytvářejí při vytváření TagLib značky a
ukládají se do pole povolených atributů. V tomto poli je jako klíč stanoven název atributu
a jako hodnota instance této třídy. Každé značce lze nastavit seznam povolených atributů,
které navíc mohou disponovat popiskem říkajícím, co je očekáváno jako hodnota tohoto
atributu. Navíc můžeme říci, zda je atribut povinný nebo jeho defaultní hodnotu pro případ,
že by jej uživatel nezadal a atribut nebyl povinný. Níže je malá ukázka, jak může vypadat
nastavení povolených atributů například u uživatelské značky Autocomplete z knihovny
jQinputs
1 $th i s−>av a l i b l eA t t r i b u t e s = array (
2 ” value ” => Attr ibuteFactory : : c r e a t e ( ”Proměnná net t e formuláře ” , true ) ,
3 ”completeMethod” => Attr ibuteFactory : : c r e a t e ( ”Metoda pro doplňování ” , true ) ,
4 ”minLength” => Attr ibuteFactory : : c r e a t e ( ”Minimum znaků pro doplňování ” , false ,
2) ,




Filtr je napsán tak, aby byl co nejvíce nápomocný, pokud uživatel udělá chybu. Snahou bylo,
aby TagLib filtr dokázal přesně určit, kde se nachází chyba. Filtr tedy vyvolává specifické
výjimky pro specifické události a dokáže přesně říct, jakou uživatel udělal chybu. Uživatel je
upozorňován například, pokud zapomene definovat XML jmenný prostor pro uživatelskou
značku, pokud použije atribut, který značka nepodporuje, či zapomene na atribut, který je
pro konkrétní značku povinný.
6.5 Vlastní značka pro TagLib filtr
V této kapitole bude podrobně probráno vytvoření vlastní značky pro TagLib filtr i
s ukázkami zdrojových kódů.
Části, ze kterých se filtr skládá, byly vysvětleny. Následující text a části kódu budou
popisovat tvorbu ukázkové značky. Jako ukázková značka byla vybrána značka Tagcloud
z knihovny Cup.
Aby TagLib filtr nevyvolal výjimku o nesprávně použité značce, musí třída značky
splňovat určité vlastnosti. Jednou z těchto vlastností je PHP namespace, který má třída
značky nastaven.
1 namespace TagLib\ l i b s \Cup\ tagc loud ;
2 use \TagLib\Attr ibuteFactory ;
3 c l a s s Tagcloud extends \TagLib\Tag {
Z výše uvedeného kousku kódu lze pozorovat, že třída značky je ve jmenném prostoru
TagLib\libs\Cup\tagcloud a název třídy je Tagcloud. Tyto vlastnosti jsou velice důležité
a každý, kdo bude tvořit vlastní značku, je musí dodržet. Dodržení těchto vlastností je velice
zásadní, protože ve chvíli, kdy se značka v šabloně použije jako v následujícím příkladu, tak
TagLib filtr, který pro svoji práci potřebuje pracovat s objektem třídy konkrétní značky,
tento objekt sestrojí na základě XML jmenného prostoru značky a názvu značky.
1 <root xmlns : c=”\TagLib\ l i b s \Cup”>
2 . . .
3 <c : tagc loud model=”{ $tagcloudmodel }” style=”width :400 px ; ” />
4 . . .
5 </ root>
Konkrétně to udělá tak, že vezme jmenný prostor značky, v našem případě
TagLib\libs\Cup, k němu připojí název značky \tagcloud a na konec připojí název
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samotné třídy, který musí začínat velkým písmenem \Tagcloud. Filtr následně vyhodnotí,
zda třída, která se v našem případě poskládala takto:
TagLib\libs\Cup\tagcloud\Tagcloud existuje. Pokud ano, vytvoří její instanci a dále
s ní pracuje. Pokud ne, upozorní uživatele vyvoláním výjimky, která říká, že značka
neexistuje nebo jmenný prostor, který značka používá nebyl definován v obalovacím root
XML elementu.
Každá značka dále musí obsahovat určité instanční proměnné. Část těchto proměnných
naplní uživatel v konstruktoru třídy značky a část jich nastavuje filtr při průchodech a
sestavování DOM stromu.
1 /∗∗ a b s o l u t n í c e s ta ke s l o ž c e s˜ resource soubory ∗/
2 protec ted $resourcesPath ;
3 /∗∗ a t r i b u t y načtené z D˜OM stromu ∗/
4 protec ted $addedAttr ibutes ;
5 /∗∗ povo lené a t r i b u t t y ∗/
6 protec ted $ ava l i b l eA t t r i bu t e s ;
7 /∗∗ potřebné css a j s ∗/
8 protec ted $ r e s ou r c e s ;
9 /∗∗ řádek značky pro případné určení poz i ce chyby v˜ šab loně ∗/
10 protec ted $l ineNo ;
11 /∗∗ název souboru ukládaného do cache ∗/
12 protec ted $ l a t t e F i l e ;
13 /∗∗ i n t e r n í id k v ů l i p o u ž i t í v í c e s t e jných značek na jedné s t ránce ∗/
14 protec ted $tagLibId ;
Uživatel v konstruktoru třídy nastaví dané instanční proměnné třídy značky.
Konkrétněji je to popsané v okomentované ukázce kódu.
1 pub l i c func t i on c on s t r u c t ( ) {
2 // a b s o l u t n í c e s ta k˜ adre sář i s˜ resources soubory
3 $th i s−>re sourcesPath = dirname( FILE ) . ”/ r e s ou r c e s ” ;
4
5 // i n i c i a l i z a c e ú l o ž i š t ě a t r i b u t ů zadaných v˜ šab loně
6 $th i s−>addedAttr ibutes = new \Nette\ArrayHash ;
7
8 // nas taven í povolených a t r i b u t ů
9 $th i s−>av a l i b l eA t t r i b u t e s = array (
10 ”model” => Attr ibuteFactory : : c r e a t e ( ” po le objektů TagcloudItem” , true ) ,
11 ” s t y l eC l a s s ” => Attr ibuteFactory : : c r e a t e ( ” c s s t ř í dy ” , false , ”” ) ,
12 ” s t y l e ” => Attr ibuteFactory : : c r e a t e ( ” c s s p rav id l a ” , false , ”” ) ,
13 ) ;
14 /∗∗ po l e potřebných resource souborů v˜tomto př ípadě se
15 jedná o˜ css s t y l o v l i v ň u j í c í v e l i k o s t písma v˜ tagc loudu . ∗/
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16 $th i s−>r e s ou r c e s = array (
17 ” tagcloud−r e s ou r c e s . l a t t e ”
18 ) ;
19 }
V určitém okamžiku průchodu stromem, TagLib filtr zavolá metodu
tagLibRender($tree = null). Této metodě v parametru předá všechny její potomky.
Lze tedy například kontrolovat, zda určitá značka má za potomky určité povolené značky,
což je plně v režii tvůrce značky. V této metodě je skládaná finální šablona, která značce
odpovídá a je uložena do cache. Při skládání komponenty můžeme načíst šablonu, kterou
máme v samostatném Latte souboru nebo ji poskládáme pomocí PHP přímo v této
metodě. V šablonách lze využívat všech v konstruktoru povolených atributů. Tyto
atributy budou šabloně značky vždy předány a to i v případě, že je uživatel nedefinoval.
Pokud je uživatel nedefinoval, budou předány defaultní nebo prázdné hodnoty těchto
atributů. V naší komponentě pouze vezmeme Latte šablonu a uložíme ji na TagLib filterm
určené místo v cache.
1 pub l i c func t i on tagLibRender ( $ t r e e = nu l l ) {
2 $template = $th i s−>re sourcesPath . ”/ tagc loud . l a t t e ” ;
3 f i l e p u t c o n t e n t s ( $th i s−>g e tLa t t eF i l e ( ) , f i le get contents ( $template ) ) ;
4 }
Obsah Latte šablony, která je v tomto případě umístěna v externím souboru vypadá
takto:
1 <root>
2 <div class=”ui−tagc loud { $ s t y l eC l a s s }” style=” { ! $ s t y l e }” >
3 <ul class=” l i s t −unsty led l i s t − i n l i n e ”>
4 { f o r each $model as $item}
5 < l i c lass=”ui−tagcloud−s t rength−{$item−>s t r ength }”>
6 <a href=”{$item−>u r l }”>{$item−>l a b e l }</a>
7 </ l i>




V šabloně lze pozorovat, že jsou tam použity tři proměnné, které jsou definovány jako
povolené atributy. Konkrétně se jedná o $styleClass, $style a $model. TagLib filtr
pracuje tak, že proměnné nastavené jako povolené atributy šabloně vždy předá. Takže
v šabloně není nutné kontrolovat jejich existenci. V šabloně je pomocí Latte makra
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foreach proiterováno pole $model, které má v popisku atributu napsáno, že položky
tohoto pole musí být instancemi třídy TagcloudItem. Tato třída obsahuje instanční
proměnné, které jsou v cyklu použity, takže se nestane to, že se budou volat neexistující
metody nad objektem.
Poslední metodou, která je pro značku důležitá, je metoda toLatte(). Tato metoda je
volána TagLib filrem v poslední chvíli, kdy se značkou pracuje. Její zavolání způsobí to,
že do stromu se uloží Latte makro, které dokáže zajistit správné zobrazení naší značky.
V ukázkovém případě je to makro include, kterému je předána absolutní cesta k souboru
vytvořeného v cache. Tento soubor byl uložen v metodě tagLibRender($tree = null).
Makru není předána pouze cesta, ale i atributy, které jsou potřebné pro správné vykreslení
šablony konkrétní značky. Ukázka této metody i s uzávírací značkou třídy Tagcloud je vidět
níže.
1 pub l i c func t i on toLatte ( ) {
2 r e turn ”{ i n c l ude ” . $ th i s−>g e tLa t t eF i l e ( ) . ” ” . $ th i s−>t oLat t eAt t r ibu t e s






V této kapitole budou představeny některé značky, které byly vytvořeny spolu s filtrem.
Bude prezentována pouze značka a náhled jejího vykreslení ve webové stránce. Kompletní
ukázky včetně zdrojových kódů, jsou obsaženy v příloze D.
7.1 Knihovna Cup
Tato knihovna obsahuje několik základních značek, které naznačují možnosti TagLib filtru.
• Obrázek 7.1 obsahuje značku Tagcloud, která dokáže jednotlivé položky zvýraznit na
základě jejich důležitosti.
• Na obrázeku 7.2 můžeme vidět značku Datatable. Je zde vypsáno pole objektů a
některým sloupcům povolena možnost řazení.
• Obrázek 7.3 obsahuje tři zanořené značky Panelgrid. Tato značka své potomky
vykresluje do tabulky o počtu sloupců, který je zadán jako parametr značky. Zápis
této značky ve zdrojovém souboru je obsažen v příloze D.1.3.
7.2 Knihovna jQinputs
Knihovna značek, využívajících služeb javascriptové knihovny jQuery UI1. Jedná se
především o vstupní formulářové prvky.
1http://jqueryui.com/
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• Značka Autocomplete na obrázku 7.4 obsahuje ukázku automatického dokončování.
Automatické dokončování je závislé na metodě na straně serveru, která může navracet
výsledky například z databáze nebo pole.
• Datepicker na obrázku 7.5 poskytuje uživateli komfort při zadávání datumu.
• Obrázek 7.6 obsahuje značku Inputmask. Jedná se o značku, která nutí uživatele zadat
vstup v určitém formátu a předejít některým chybám při vyplňování vstupních polí
formulářů.
• Na obrázku 7.7 je jednoduchá značka, která pomocí dvou klikatelných tlačítek dokáže
zvyšovat a snižovat svoji číselnou hodnotu.
Obrázek 7.1: Značka Tagcloud. Zdrojové soubory příkladu v příloze D.1.1
Obrázek 7.2: Značka Datatable. Zdrojové soubory příkladu v příloze D.1.2
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Obrázek 7.3: Značka Panelgrid. Zdrojové soubory příkladu v příloze D.1.3
Obrázek 7.4: Značka Autocomplete. Zdrojové soubory příkladu v příloze D.2.1
Obrázek 7.5: Značka Datepicker. Zdrojové soubory příkladu v příloze D.2.2
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Obrázek 7.6: Značka Inputmask. Zdrojové soubory příkladu v příloze D.2.3




Cílem práce bylo zjednodušit distribuci rozšíření v Nette Frameworku, za pomoci využítí
vlastních značek XML.
Nejprve byl proveden průzkum některých již existujících řešení systémů šablonování a
byla nastudována problematika věnující se XML a Nette Frameworku. Následný návrh
filtru byl třikrát přepracován, protože se mi několikrát podařilo narazit na možnosti
samotného Nette Frameworku, které byly způsobené mojí nedostatečnou znalostí detailů
Nette Frameworku, na které jsem narazil při implementaci.
Řešení obsahuje i několik omezení, které jsou způsobené využítím technologie XML.
Aby mohl být XML kód korektně zpracován, musí být zapsán ve validním XML. Je tedy
nutné psát veškeré atributy do uvozovek a uzavírat nepárové tagy, tak jako by uživatel
psal XHTML kód. Při testování vytvořeného filtru na různých verzích webového serveru
Apache, jsem narazil na omezení knihovny zpracovávající XML soubor. Problém nastal při
použití nestandardních
”
n“1 atributů, které zpracovává Latte filtr. V aplikaci využívající
vytvořený filtr je tedy třeba používat odpovídající makra namísto
”
n“ atributů.
Nové verze Nette Frameworku vycházejí často. Je velice pravědpodobné, že funkčnost
některých značek bude závislá na verzi Nette Frameworku, ve které byly značky napsány a
otestovány. Do budoucna by bylo dobré vytvořit nějakou službu (web), na který by mohli
tvůrci rozšíření Nette Frameworku nahrávat své značky nebo celé knihovny značek. A také
přidávat nové verze vlastních značek, při úpravách pro vyšší verze Nette Frameworku.
1Jedná se o speciální atributy v jazyce Latte. Například n:if=””, n:class=””atd.
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Zdrojové soubory technické zprávy.
taglib-sandbox
Upravený sandbox Nette Frameworku verze 2.1, ve kterém je filtr zabudován.
taglib
Samostatné rozšíření, které lze pomocí návodu v příloze B zabudovat do vlastní
aplikace postavené na Nette.
taglib-web
Webová aplikace, která byla vytvořena jako prezentační web k TagLib filtru. Obsahuje
ukázky použití vytvořených značek, včetně možnosti stáhnout si zdrojové soubory
TagLib filtru a návodu, jak jej použít ve své aplikaci.
nette-2.1
Nette Framework verze 2.1.
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Příloha B
Instalace rozšíření do Nette
Tento návod slouží k zprovoznění TagLib filtru v již existující aplikaci postavené na Nette
Frameworku. Pokud si chcete TagLib filtr pouze vyzkoušet, doporučuji využít upravený
sandbox, kde je již filtr zabudován. Sandbox naleznete na přiloženém CD viz. příloha A.
Pokud chcete filtr zabudovat do již existující aplikace, pokračujte dle tohoto návodu.
B.1 Získání filtru
Filtr naleznete na přiloženém CD viz příloha A.
B.2 Umístění souborů v Nette frameworku
Příloha obsahuje adresář taglib. Tento adresář nahrajte do adresáře /vendor/others,
určené v Nette Frameworku pro rozšíření třetích stran.
B.3 Potřebné úpravy v Nette frameworku
V dalším kroku je nutné zaregistrovat filter v BasePresenteru, aby o něm Nette
Framework věděl. Registraci provedeme tak, že přepíšeme metodu
templatePrepareFilters($template), ve které kromě Latte filtru zaregistrujeme i
TagLib filtr. V Nette Frameworku se společné části všech presentrů řeší
v BasePresenteru, který následně všechny presentery aplikace dědí. Pokud tedy chceme
využít TagLib filtr ve všech presenterech, nemělo by v BasePresenteru chybět přepsání
metody templatePrepareFilters($template) tak, jako je v následujícím úseku kódu:
39
1 abs t r a c t c l a s s BasePresenter extends Nette\Appl i ca t ion \UI\Presente r {
2
3 pub l i c func t i on t emp la t ePrepa r eF i l t e r s ( $template ) {
4 $template−>r e g i s t e r F i l t e r (new \TagLib\TagLibFi l t e r (array ( ” p r e s en t e r ” =>
$ th i s ) ) ) ;
5 $template−>r e g i s t e r F i l t e r (new \Nette\Latte \Engine ) ;
6 }
7 }
B.4 Potřebné úpravy v šablonách
Každá uživatelem vytvořená značka může pro svůj správný chod potřebovat určité soubory.
Tyto soubory jsou při překladu pomocí TagLib filtru přidávány do šablony. Aby všechny
potřebné soubory, jako například CSS nebo javascript, pro definované značky na stránce
byly správně přidány, je třeba přidat speciání Latte makro do šablony @layout. Toto makro
bude TagLib filtr využívat pro přidávání všech souborů, které značky použité na stránce
vyžadují. V našem případě je Latte makro přidáno těsně před konec elementu <head>
1 <head>
2 . . .
3 {block r e s ou r c e s }{/ block }
4 </head>
B.5 Omezení způsobené využitím XML
Jelikož filter funguje na základě xml parseru, je nutné psát valdní xhtml kód. Tedy
attributy psát do uvozovek a uzavírat nepárové značky. Navíc se mi podařilo zjistit, že na
produkčním serveru, kde je jinak nastavené PHP, XML parser nedokáže zpracovat Latte
”
n“ makra. Proto používejte jejich alternativy v ne
”
n“ zápisu. Dále je nutné každou
šablonu obalit elementem <root xmlns:c="\TagLib\libs\Cup"> <root>, případně bez
definice jmenného prostoru, pokud na stránce zrovna žádnou značku nepoužijete. Značku
<!doctype html> v @layout prosím vynechejte1. Filtr ji doplní automaticky. Po dodržení
všech potřebných detailů tedy bude šablona vypadat asi takto:
1XML parser nedokáže soubor s touto značkou zpracovat, protže značka není validní XML
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1 <root xmlns : c=”\TagLib\ l i b s \Cup”> < !−− případně bez d e f i n i c e jmenného pros toru −−>
2 <html>
3 <head>
4 . . .
5 {block r e s ou r c e s }{/ block }
6 </head>
7 <body>






Ladění filtru a vlastních značek
TagLib filtr si Nette Framework volá pouze při změně šablony. V případě, že uděláte nějaké
změny v samotném filteru nebo u značky,tak se změny neprojeví. Neprojeví se, protože
se použije přeložená šablona z cache. Nejjednodušším řešením tohoto problému, je mazání
cache při každém načítání stránky. Proto v případě úprav filtru, či vytváření vlastních
značek přidejte do souboru /app/bootstrap.php následující kousek kódu, který zajistí
mazání cache a tedy překlad šablony při každém načítání stránky.
1 /∗ mazání cache př i l aděn í ∗/
2 $cache = \Nette\Environment : : getCache ( ) ;




Komponenty, které jsou dodávány s TagLib filtrem.
D.1 Knihovna Cup
Tato knihovna obsahuje několik základních značek, které naznačují možnosti TagLib filtru.
D.1.1 Tagcloud
Jedná se o jednoduchou značku, která dokáže vykreslit tzv. TagCloud. Pole hodnot, které
jí jsou předávány, musí být pole objektů určitého typu. Třída těchto objektů je dodávána
se značkou.
Povolené atributy
# Název atributu Popis Povinné Výchozí hodnota
1 model pole TagcloudItem objektů true
2 styleClass css třídy false
3 style css pravidla false
Zápis v šabloně
1 <root xmlns : c=”\TagLib\ l i b s \Cup”>





2 use \TagLib\ l i b s \Cup\ tagc loud \TagcloudItem as Item ;
3
4 c l a s s TagcloudPresenter extends BasePresenter {
5
6 pub l i c func t i on renderDe fau l t ( ) {
7
8 $model = array ( ) ;
9 $model [ ] = new Item ( ”Nette ” , $ th i s−>l ink ( ’ c l i c k ! ’ , ”Nette ” ) , 5) ;
10 $model [ ] = new Item ( ”Java” , $ th i s−>l ink ( ’ c l i c k ! ’ , ”Java” ) , 3) ;
11 $model [ ] = new Item ( ” jQuery” , $ th i s−>l ink ( ’ c l i c k ! ’ , ” jQuery” ) , 1) ;
12 $model [ ] = new Item ( ”Bootsrap” , $ th i s−>l ink ( ’ c l i c k ! ’ , ”Bootsrap” ) ,4 ) ;
13 $model [ ] = new Item ( ”Unix” , $ th i s−>l ink ( ’ c l i c k ! ’ , ”Unix” ) , 2) ;
14 $model [ ] = new Item ( ”Kubuntu” , $ th i s−>l ink ( ’ c l i c k ! ’ , ”Kubuntu” ) , 4) ;
15 $model [ ] = new Item ( ”Netbeans” , $ th i s−>l ink ( ’ c l i c k ! ’ , ”Netbeans” ) ,5 ) ;
16 $model [ ] = new Item ( ”PHP” , $th i s−>l ink ( ’ c l i c k ! ’ , ”PHP” ) , 2) ;
17 $model [ ] = new Item ( ”Google” , $ th i s−>l ink ( ’ c l i c k ! ’ , ”Google” ) , 5) ;
18 $model [ ] = new Item ( ”DELL” , $th i s−>l ink ( ’ c l i c k ! ’ , ”DELL” ) , 3) ;
19 $model [ ] = new Item ( ”Sony” , $ th i s−>l ink ( ’ c l i c k ! ’ , ”Sony” ) , 2) ;
20 $model [ ] = new Item ( ”TagLib” , $ th i s−>l ink ( ’ c l i c k ! ’ , ”TagLib” ) , 5) ;
21
22 $th i s−>template−>tagcloudmodel = $model ;
23 }
24
25 pub l i c func t i on handleCl i ck ( $a t t r ) {




30 c l a s s TagcloudItem extends \Nette\Object {
31
32 pr i va t e $ l a b e l ;
33 pr i va t e $ur l ;
34 pr i va t e $s t r ength ;
35
36 f unc t i on c on s t r u c t ( $ l abe l , $ur l , $ s t r ength ) {
37 $th i s−>l a b e l = $ l ab e l ;
38 $th i s−>u r l = $ur l ;
39 $th i s−>s t r ength = $st rength ;
40 }
41
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D.1.2 Datatable
Komponenta, která do tabulky dokáže vykreslit pole objektů. Toto pole musí obsahovat
objekty, které mají gettery. Komponenta navíc obsahuje javascriptový kód třetí strany,
který dokáže v tabulce řadit dle sloupců.
Povolené atributy
# Název atributu Popis Povinné Výchozí hodnota
1 model pole objektů s gettery true
2 styleClass css třídy false
3 style css pravidla false
Zápis v šabloně
1 <c : data tab l e model=”{ $datatablemodel }” >
2 <c : column headerText=”Car owner” key=”owner” />
3 <c : column headerText=”Car c o l o r ” key=” co l o r ” sortBy=” s t r i n g ” />
4 <c : column headerText=”Mileage ” key=”mileage ” sortBy=” in t ” />
5 <c : column headerText=”Production year ” key=”year ” sortBy=” in t ” />
6 <c : column headerText=”Manufacturer ” key=”manufacturer ” sortBy=” s t r i n g ” />
7 </c : datatab l e>
Zápis v presenteru
1 <?php
2 use TagLib\ l i b s \Cup\ datatab l e \Datatable ;
3
4 c l a s s Datatab lePresenter extends BasePresenter {
5
6 pub l i c func t i on renderDe fau l t ( ) {
7 $ ca rL i s t = new \Nette\ArrayList ( ) ;
8 $ ca rL i s t [ ] = new Car ( ” red ” , ”1990” , ”Audi” , ”Hanz” , ”172400” ) ;
9 $ ca rL i s t [ ] = new Car ( ” blue ” , ”1995” , ”Audi” , ”Peter ” , ”159400” ) ;
10 $ ca rL i s t [ ] = new Car ( ” green ” , ”1980” , ”Ford” , ”Lukas” , ”117400” ) ;
11 $ ca rL i s t [ ] = new Car ( ” ye l low ” , ”2000” , ”Skoda” , ”Quido” , ”576400” ) ;
12 $ ca rL i s t [ ] = new Car ( ”pink” , ”2010” , ”BMW” , ”Frodo” , ”16300” ) ;
13





18 c l a s s Car extends \Nette\Object {
19
20 pr i va t e $ co l o r ;
21 pr i va t e $year ;
22 pr i va t e $manufacturer ;
23 pr i va t e $owner ;
24 pr i va t e $mi leage ;
25
26 f unc t i on c on s t r u c t ( $co lor , $year , $manufacturer , $owner , $mi leage ) {
27 $th i s−>c o l o r = $co l o r ;
28 $th i s−>year = $year ;
29 $th i s−>manufacturer = $manufacturer ;
30 $th i s−>owner = $owner ;
31 $th i s−>mileage = $mileage ;
32 }
33 // g e t t e r y a s e t t e r y
34 }
Ukázka
Obrázek D.2: Ukázka použití zdrojových kódů z příkladu
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D.1.3 Panelgrid
Komponenta zajišťující základní rozvržení obsahu na stránce. Funguje tak, že své přímé
potomky vykresluje do tabulky o počtu sloupců, který je definován pomocí parametru.
Povolené atributy
# Název atributu Popis Povinné Výchozí hodnota
1 columns Počet sloupců v mřížce true
2 cellpadding vnitřní okraj false 0
3 styleClass css třídy false
4 style css pravidla false
Zápis v šabloně
1 <root xmlns : c=”\TagLib\ l i b s \Cup”>
2 <c : pane l g r id columns=”1” style=”border : 1 px s o l i d red ; ” >
3 <c : pane l g r id columns=”5” style=”width : 100%” >
4 <a href=”#”>Menu 1</a>
5 <a href=”#”>Menu 2</a>
6 <a href=”#”>Menu 3</a>
7 <a href=”#”>Menu 4</a>
8 <a href=”#”>Menu 5</a>
9 </c : pane l g r id>
10 <c : pane l g r id columns=”2” style=”border : 1 px s o l i d blue ; width : 100%”>
11 <ul style=”width : 150px ; ”>
12 < l i>submenu</ l i>
13 < l i><a href=”#”> l e f t 1</a></ l i>
14 < l i><a href=”#”> l e f t 2</a></ l i>
15 < l i><a href=”#”> l e f t 3</a></ l i>
16 < l i><a href=”#”> l e f t 4</a></ l i>




21 <p>Ut enim ad minim veniam , qu i s nostrud e x e r c i t a t i o n
22 ullamco l a b o r i s n i s i ut a l i q u i p ex ea commodo consequat .
23 Duis aute i r u r e do lo r in r ep r ehende r i t in vo luptate
24 v e l i t e s s e c i l l um do lo r e eu f u g i a t nu l l a pa r i a tu r .
25 Excepteur s i n t occaecat cup idatat non proident ,
26 sunt in culpa qui o f f i c i a deserunt mo l l i t anim id
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27 e s t laborum .</p>
28 </div>
29 </c : pane l g r id>
30 </ root>
Zápis v presenteru
1 // kód na s t raně presenteru není potřeba
Ukázka
Obrázek D.3: Ukázka použití zdrojových kódů z příkladu
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D.2 Knihovna jQinputs
Tato knihovna umožňuje snadné využití javascriptové knihovny jQuery UI. Tato knihovna
slouží k zlepšení interakce s uživatelem.
D.2.1 Autocomplete
Jedná se o komponentu, která dokáže
”
našeptávat“. Metoda na straně presenteru
v ukázkovém příkladě hledá shodu řetězců pouze v poli. Ale není problém ji přepsat na
dotaz v databázi.
Povolené atributy
# Název atributu Popis Povinné Výchozí hodnota
1 value formulářový prvek true
2 completeMethod metoda pro našeptávání true
3 minLength minimální délka pro našeptávání false 2
4 styleClass css třídy false
Zápis v šabloně
1 <root xmlns : jq=”\TagLib\ l i b s \ jQinputs ”>
2 { form autocompleteForm}
3 { l a b e l $form [ ’ car ’ ] /}
4 <jq : autocomplete completeMethod=”{ l i n k Autocomplete !} ” value=”$form [ ’ car ’ ] ”
minLength=”1” />




1 namespace App ;
2
3 use Nette ,
4 \Nette\Ut i l s \ S t r i ng s ;
5
6 c l a s s AutocompletePresenter extends BasePresenter {
7
8 protec ted func t i on createComponentAutocompleteForm ( ) {
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910 $form = new Nette\Appl i ca t ion \UI\Form ;
11 $form−>addText ( ’ car ’ , ’ Našeptává handleAutocomplete ( ) : ’ ) ;
12 $form−>addSubmit ( ’ send ’ , ’ Odeslat ’ ) ;
13
14 $form−>onSuccess [ ] = $th i s−>processAutocomplete ;
15 r e turn $form ;
16 }
17
18 pub l i c func t i on processAutocomplete ( $form ) {
19 $va lues = $form−>getValues ( ) ;
20 $th i s−>f l a shMessage ( $values−>car ) ;
21 $th i s−>r e d i r e c t ( ’ t h i s ’ ) ;
22 }
23
24 pub l i c func t i on handleAutocomplete ( ) {
25 // database
26 $database = array (
27 array ( ” id ” => ”1” , ” l a b e l ” => ”Acura” , ” va lue ” => ”Acura” ) ,
28 array ( ” id ” => ”2” , ” l a b e l ” => ”Al fa Romeo” , ” value ” => ”Al fa Romeo” ) ,
29 array ( ” id ” => ”3” , ” l a b e l ” => ”Alpina” , ” va lue ” => ”Alpina” ) ,
30 array ( ” id ” => ”4” , ” l a b e l ” => ”Bentley ” , ” va lue ” => ”Bentley ” ) ,
31 array ( ” id ” => ”5” , ” l a b e l ” => ”BMW” , ” value ” => ”BMW”) ,
32 array ( ” id ” => ”6” , ” l a b e l ” => ”Caparo” , ” va lue ” => ”Caparo” ) ,
33 array ( ” id ” => ”7” , ” l a b e l ” => ”Car l s son ” , ” va lue ” => ”Car l s son ” ) ,
34 array ( ” id ” => ”8” , ” l a b e l ” => ”Caterham” , ” value ” => ”Caterham” ) ,
35 array ( ” id ” => ”9” , ” l a b e l ” => ” Fe r r a r i ” , ” va lue ” => ” Fe r r a r i ” ) ,
36 array ( ” id ” => ”10” , ” l a b e l ” => ”Hummer” , ” va lue ” => ”Hummer” ) ,
37 array ( ” id ” => ”11” , ” l a b e l ” => ”Husqvarna” , ” va lue ” => ”Husqvarna” ) ,
38 array ( ” id ” => ”12” , ” l a b e l ” => ”Mini” , ” va lue ” => ”Mini” ) ,
39 array ( ” id ” => ”13” , ” l a b e l ” => ”Mit sub i sh i ” , ” va lue ” => ”Mit sub i sh i ” ) ,
40 array ( ” id ” => ”14” , ” l a b e l ” => ”Mitsuoka” , ” value ” => ”Mitsuoka” ) ,
41 array ( ” id ” => ”15” , ” l a b e l ” => ”Pontiac ” , ” va lue ” => ”Pontiac ” ) ,
42 array ( ” id ” => ”16” , ” l a b e l ” => ”Porsche ” , ” va lue ” => ”Porsche ” ) ,
43 array ( ” id ” => ”17” , ” l a b e l ” => ”Škoda” , ” va lue ” => ”Škoda” ) ,
44 array ( ” id ” => ”18” , ” l a b e l ” => ”Tata” , ” va lue ” => ”Tata” ) ,
45 array ( ” id ” => ”19” , ” l a b e l ” => ”Tatra” , ” va lue ” => ”Tatra” ) ,
46 array ( ” id ” => ”20” , ” l a b e l ” => ”Tavria ” , ” va lue ” => ”Tavria ” )
47 ) ;
48 $out = array ( ) ;
49 // query
50 foreach ( $database as $item ) {
51 i f ( S t r i ng s : : s tartsWith ( S t r i ng s : : lower ( $item [ ’ l a b e l ’ ] ) , S t r i n g s : : lower (
$th i s−>params [ ’ term ’ ] ) ) ) {
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D.2.2 Datepicker
Jednoduchá značka, zajišťující komfortnější výběr data pomocí jQuery UI.
Povolené atributy
# Název atributu Popis Povinné Výchozí hodnota
1 value formulářový prvek true
2 showWeekOfTheYear zobrazovat číslo týdne false false
3 showMonthAndYearMenu zobrazovat rozšířený výběr false
4 dateFormat vlastní formát data false yy-mm-dd
5 styleClass css třídy false
Zápis v šabloně
1 <root xmlns : jq=”\TagLib\ l i b s \ jQinputs ” xmlns : c=”\TagLib\ l i b s \Cup”>
2 <c : pane l g r id columns=”2” >
3 { form form}
4 { l a b e l $form [ ’ da t e de f au l t ’ ] /}
5 <jq : da t ep i cke r value=”$form [ ’ da t e de f au l t ’ ] ”
6 showWeekOfTheYear=” true ” />
7 { l a b e l $form [ ’ date shor t ’ ] /}
8 <jq : da t ep i cke r value=”$form [ ’ date shor t ’ ] ”
9 dateFormat=”d M, y”
10 showMonthAndYearMenu=” true ” />
11 { l a b e l $form [ ’ date medium ’ ] /}
12 <jq : da t ep i cke r value=”$form [ ’ date medium ’ ] ”
13 dateFormat=”d MM, y” />
14 { l a b e l $form [ ’ d a t e f u l l ’ ] /}
15 <jq : da t ep i cke r value=”$form [ ’ d a t e f u l l ’ ] ”
16 dateFormat=”DD, d MM, yy” />
17 <span>Odeslat a z ob r a z i t výs ledky</span>
18 { input $form [ ’ send ’ ] }
19 {/ form}
20 </c : pane l g r id>
21 </ root>
Zápis v presenteru
1 namespace App ;
2
3 use Nette ,
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4 \Nette\Ut i l s \ S t r i ng s ;
5
6 c l a s s Datep i ckerPresente r extends BasePresenter {
7
8 protec ted func t i on createComponentForm ( ) {
9 $form = new Nette\Appl i ca t ion \UI\Form ;
10 $form−>addText ( ’ d a t e d e f au l t ’ , ’ Date d e f au l t ( yy−mm−dd) : ’ ) ;
11 $form−>addText ( ’ da t e sho r t ’ , ’ Date shor t (d M, y ) : ’ ) ;
12 $form−>addText ( ’ date medium ’ , ’ Date medium (d MM, y ) : ’ ) ;
13 $form−>addText ( ’ d a t e f u l l ’ , ’ Date f u l l (DD, d MM, yy ) : ’ ) ;
14 $form−>addSubmit ( ’ send ’ , ’ Send ’ ) ;
15 $form−>onSuccess [ ] = $th i s−>processForm ;
16 r e turn $form ;
17 }
18 pub l i c func t i on processForm ( $form ) {
19 $va lues = $form−>getValues ( ) ;
20 $th i s−>f l a shMessage ( $values−>da t e d e f au l t ) ;
21 $th i s−>f l a shMessage ( $values−>da t e sho r t ) ;
22 $th i s−>f l a shMessage ( $values−>date medium ) ;
23 $th i s−>f l a shMessage ( $values−>d a t e f u l l ) ;
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D.2.3 Inputmask
Tato značka nevyužívá knihovny jQuery UI, ale plugin Masked Input1
Povolené atributy
# Název atributu Popis Povinné Výchozí hodnota
1 value formulářový prvek true
2 mask maska viz příklady true
3 styleClass css třídy false
Zápis v šabloně
1 <root xmlns : jq=”\TagLib\ l i b s \ jQinputs ”>
2 <c : pane l g r id columns=”3” >
3 { form form}
4 { l a b e l $form [ ’ cata log key ’ ] /}
5 <jq : inputmask value=”$form [ ’ cata log key ’ ] ” mask=”aa−999” />
6 <i>aa−999</ i>
7 { l a b e l $form [ ’ date ’ ] /}
8 <jq : inputmask value=”$form [ ’ date ’ ] ” mask=”99/99/9999” />
9 <i>99/99/9999</ i>
10 { l a b e l $form [ ’ phone ’ ] /}
11 <jq : inputmask value=”$form [ ’ phone ’ ] ” mask=”+999 999 999 999” />
12 <i>+999 999 999 999</ i>
13 <span>Odeslat a z ob r a z i t výs ledky</span>
14 { input $form [ ’ send ’ ] }
15 {/ form}
16 </c : pane l g r id>
17 </ root>
Zápis v presenteru
1 namespace App ;
2
3 use Nette ,
4 \Nette\Ut i l s \ S t r i ng s ;
5





9 protec ted func t i on createComponentForm ( ) {
10
11 $form = new Nette\Appl i ca t ion \UI\Form ;
12 $form−>addText ( ’ c a ta l og key ’ , ’ Č í s l o kata logu ’ ) ;
13 $form−>addText ( ’ date ’ , ’Datum ’ ) ;
14 $form−>addText ( ’ phone ’ , ’ Te l e f on í č í s l o ’ ) ;
15 $form−>addSubmit ( ’ send ’ , ’ Odeslat ’ ) ;
16
17 $form−>onSuccess [ ] = $th i s−>processForm ;
18 r e turn $form ;
19 }
20
21 pub l i c func t i on processForm ( $form ) {
22 $va lues = $form−>getValues ( ) ;
23 $th i s−>f l a shMessage ( $values−>ca ta l og key ) ;
24 $th i s−>f l a shMessage ( $values−>date ) ;
25 $th i s−>f l a shMessage ( $values−>phone ) ;
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D.2.4 Spinner
Tato značka slouží pouze k jednoduchému zvyšování nebo snižování své číselné hodnoty
pomocí dvou klikatelných tlačítek.
Povolené atributy
# Název atributu Popis Povinné Výchozí hodnota
1 value formulářový prvek true
2 styleClass css třídy false
Zápis v šabloně
1 <root xmlns : jq=”\TagLib\ l i b s \ jQinputs ”>
2 { form autocompleteForm}
3 { l a b e l $form [ ’ number ’ ] /}
4 <jq : sp inner input=”$form [ ’ number ’ ] ” />




1 namespace App ;
2
3 use Nette ,
4 \Nette\Ut i l s \ S t r i ng s ;
5
6 c l a s s Sp innerPresente r extends BasePresenter {
7
8 protec ted func t i on createComponentForm ( ) {
9
10 $form = new Nette\Appl i ca t ion \UI\Form ;
11 $form−>addText ( ’ number ’ , ’ Č í s l o : ’ ) ;
12 $form−>addSubmit ( ’ send ’ , ’ Odeslat ’ ) ;
13
14 $form−>onSuccess [ ] = $th i s−>processForm ;
15 r e turn $form ;
16 }
17
18 pub l i c func t i on processForm ( $form ) {
19 $va lues = $form−>getValues ( ) ;
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20 $th i s−>f l a shMessage ( $values−>number ) ;
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