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Ce travail s'integre dans un projet de conception d'outils d'aide a la specication d'applica-
tions temps reel a contraintes strictes : il s'agit, lorsqu'une application est invalide, d'identi-
er les causes de l'invalidite et de proposer des solutions. Pour ce faire, nous etudions ici la
denition de mesures d'invalidite. Nous nous basons sur un modele geometrique pour les ap-
plications temps reel. Une mesure est denie a partir de ce modele sur la base d'une distance
geometrique. Les systemes que nous traitons utilisent des ressources critiques et fonctionnent
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1 Introduction
Une application temps reel est destinee a piloter un procede et diere d'un
systeme classique par l'obligation qu'elle a de respecter des contraintes tempo-
relles [Sta88]. Ces contraintes peuvent e^tre strictes si leur non respect implique
des consequences graves au sens ou, par exemple, des vies humaines sont en
jeu. Dans ce cas, le systeme est dur [But97]. Si, au contraire, le non respect
des echeances ne met pas en peril la vie du systeme, le systeme est mou. Dans
notre etude, nous considerons uniquement les systemes durs.
Un systeme temps reel est un ensemble de ta^ches codant chacune une
reaction de l'application a un evenement. Les systemes que nous conside-
rons utilisent des ressources et fonctionnent sur une architecture multiproces-
seurs dans laquelle tous les processeurs sont identiques. Les ta^ches peuvent
e^tre preemptees et peuvent migrer. Chaque ta^che 
i
est speciee par des ca-
racteristiques temporelles : une date de reveil r
i





, et un temps d'execution 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Valider une application temps reel consiste a prouver qu'elle peut fonc-
tionner en regime permanent sans jamais commettre de faute temporelle. Les
techniques de validation actuelles proposent une reponse binaire (oui/non) au
probleme de l'ordonnancabilite [CHO96][SSR98]. Nous souhaitons raÆner cette
reponse dans le cas negatif : si une application est detectee comme tres inva-
lide, les modications a apporter a sa specication risque d'e^tre importantes.
Si, au contraire, l'application est peu invalide, un changement mineur de la
specication permet sans doute de valider l'application. Quantier ainsi la non-
ordonnancabilite permet de proposer au concepteur un supplement d'informa-
tion qu'il peut exploiter pour concevoir son application, de facon a ce qu'elle
corresponde au cahier des charges tout en etant valide du point de vue tempo-
rel.
Dans cette etude, nous associons a chaque ta^che un objet dont la geometrie
depend uniquement de ses caracteristiques temporelles. L'objet associe a une
application possede n+1 dimensions, n etant le nombre de ta^ches [LCG04]. La
mesure que nous denissons est basee sur une distance geometrique.
Dans un premier temps, nous denissons le modele geometrique. Nous
denissons ensuite une mesure d'invalidite. Nous presentons enn quelques
resultats obtenus apres exerimentations de cette mesure.
2 Mesure d'invalidite : objectifs et specication
2.1 Objectifs
La validation d'application temps reel consiste a prouver l'existence d'une
sequence d'ordonnancement en utilisant des tests d'ordonnancabilite ou une
simulation. Lorsqu'une application est ordonnancable, les modeles hors-ligne
fournissent souvent, de maniere exhaustive, l'ensemble des ordonnancements
possibles permettant ainsi une analyse plus poussee sur les caracteristiques
secondaires telles que la regularite de la gigue, les temps de reponse, etc...
Dans le cas d'une application non ordonnancable, le modele est souvent vide
(il n'existe aucun ordonnancement possible) et on ne peut rien dire de plus.
Une mesure d'invalidite est un outil permettant de quantier l'eort necessai-
re pour rendre l'application ordonnancable. Cette mesure peut ensuite e^tre uti-
lisee par le concepteur de l'application pour modier la specication de facon
a ce que la conguration de ta^ches devienne ordonnancable. L'objet de notre
travail est de denir une telle mesure puis de l'experimenter.
La section 2.2 denit les principales proprietes que doit verier une mesure
d'invalidite.
2.2 Specication de la mesure
Une mesure est un reel positif, destine a quantier une propriete donnee.
Ici, nous voulons evaluer l'eort a fournir pour rendre une application ordon-
nancable. Nous associons donc la valeur 0 a une application valide et une valeur
plus grande que 0 a une application invalide. Une mesure d'invalidite doit tenir
compte du contexte d'ordonnancement. En eet, une application non ordon-
nancable sur un seul processeur peut l'e^tre sur deux. Dans ce cas, la mesure
d'invalidite pour un processeur doit e^tre superieure a 0 et la mesure pour deux
processeurs doit e^tre nulle. La mesure d'invalidite depend donc du nombre de
processeurs. Nous notons M
p
( ) la mesure d'invalidite de la conguration   en
considerant un contexte a p processeurs.
Nous notons A l'ensemble des congurations de ta^ches et nous notons C un
contexte d'ordonnancement
1
a k processeurs. Nous notons O
C
( ) l'ensemble
des ordonnancements valides dans le contexte C.
Une mesure d'invalidite denit une relation d'ordre "au plus aussi valide
que" dans le contexte C (notee 
C








La premiere propriete d'une mesure d'invalidite est qu'elle doit e^tre nulle pour
1
Un contexte d'ordonnancement decrit l'architecture materielle ainsi que le type de ta^ches
etudiees
les applications valides et non nulle pour les applications invalides.
M
k





( ) = 0, O
C
( ) 6= ;:
De plus, s'il n'existe aucune sequence valide pour deux processeurs, il n'en
existe pas pour un seul processeur : l'application est "moins" ordonnancable
sur un processeur que sur deux. En eet, les modications a apporter dans ce
cas sont d'une part celles que l'on aurait du^ eectuer dans le cas bi-processeurs
et d'autre part une augmentation du nombre de processeurs. Il y a donc plus
de modications a apporter dans le cas ou on ne dispose que d'un processeur.
La mesure doit donc avoir la propriete suivante :
M
p





Une application ordonnancable sur deux processeurs l'est sur toute architecture
comportant plus de deux processeurs. La mesure doit donc verier :
M
p
( ) = 0) 8k > p; M
k
( ) = 0:
3 Denitions des modeles de representation
Nous souhaitons valider temporellement une application temps reel, i.e. sa-
voir si toutes les ta^ches s'executent avant leur echeance. Nous avons donc besoin
de conna^tre l'etat d'avancement de chaque ta^che composant l'application en
fonction du temps.
3.1 Espace de representation des etats d'une ta^che
L'etat d'une instance de ta^che est deni par son avancement x et le temps
t qui s'est ecoule depuis son activation. Nous considerons donc, pour chaque
ta^che, un espace E a 2 dimensions : la premiere correspond au temps, la seconde
a l'avancement de l'instance (temps CPU deja consomme).
Lors de l'execution d'une instance d'une ta^che  , celle-ci passe par un cer-
tain nombre d'etats suivant qu'un processeur lui est attribue ou non. L'etat
initial e
0
de la premiere instance de cette ta^che est l'etat (r
i
; 0), son dernier
etat est l'etat (r
i
+ T;C). L'etat nal d'une instance est aussi l'etat initial




instance de la ta^che est
(e
k 1
+ (T;C)). Une execution de la ta^che est donc completement denie par
la suite des etats atteints par ses instances successives, qui constitue une courbe
de l'espace (temps,temps CPU). Cette courbe (et par abus de langage sa des-
cription analytique) sera appelee "trajectoire de la ta^che".
Lors de son execution, la ta^che est denie a chaque instant par son etat.

































Fig. 1 { Une trajectoire de la ta^che  (r=2,C=3,D=5,T=7).
e^tre indeni. La trajectoire est donc une application. Cette application est
croissante car soit la ta^che s'execute et son etat d'avancement augmente, soit
elle est suspendue et son etat d'avancement reste le me^me. De plus, durant un
intervalle [t; t + ], la ta^che ne peut pas avancer dans son execution de plus
de  puisque c'est le temps maximum qui peut lui e^tre alloue dans l'intervalle
considere. La ta^che  doit respecter sa specication temporelle (r; C;D; T ) :
Sur la trajectoire d'une execution de  , ceci se traduit par un certain nombre
de contraintes geometriques. Nous notons r
i
=r + i  T le reveil de la i
eme
instance de la ta^che et r
i
+D= r + i T +D son echeance.
Denition 1 On appelle trajectoire valide de  (r; C;D; T ) toute trajectoire
Tr
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On appelle TV() l'ensemble des trajectoires valides pour  . Chaque execution




+D] constitue une faute temporelle,
c'est pourquoi les applications Tr










+D)=iC garantit l'execution de la totalite
du code de l'instance i avant son echeance r
i
+D et ce pour chaque instance i
de la ta^che. Il n'y a donc pas de faute temporelle dans la sequence d'execution
de  associee a une trajectoire de cette forme. Le domaine forme des points des
trajectoires valides est appele "domaine de validite" de la ta^che.
Denition 2 Le domaine de validite 













Fig. 2 { Espace 2-dimension pour la representation de deux instances
consecutives d'une ta^che  (r; C;D; T ).
L'ensemble 
() associe a  est l'ensemble des points faisant partie d'une
trajectoire valide de  , i.e. chaque point est une representation geometrique
d'un etat valide temporellement et atteignable de  .
La gure 2 presente l'ensemble des etats valides restreint aux deux premieres
instances d'une ta^che.
3.2 Expression du parallelisme
L'espace de repesentation d'une application est en n+1 dimensions : une di-
mension pour l'avancement de chaque ta^che et la dimension du temps commune
a toutes les ta^ches. Chaque ta^che de l'application est denie par un ensemble
de points 2-D dans son plan (le plan (temps, 
i
)). Ces points sont completes



























Fig. 3 { Modeles geometrique de deux ta^ches.
L'etat du systeme   a un instant t est deni par l'etat d'avancement de
chacune des ta^ches 
i
a cet instant t. De plus, la validite d'un etat a l'instant
t du systeme depend de la validite de l'etat de chaque ta^che de ce systeme a
l'instant t.






 deni par :











L'espace des points associes aux etats du systeme est n+1-dimensionel. On
appelle T(












Fig. 4 { Modele d'une application.
3.3 Partage de ressources
Nous nous interessons maintenant a l'integration du partage de ressource.
Soit u
i
l'ensemble des intervalles pour lesquels la ta^che 
i












Fig. 5 { Ensemble des sections critiques d'une ta^che.
Un etat valide de l'application est tel qu'au plus une ta^che est en section
critique. Pour construire cet ensemble, nous utilisons la notion de domaine
geometrique de la ressource R (cf. gure 6) :
Denition 4 Le domaine de validite d'une application dont les ta^ches par-













On appelle trajectoire R-valide toute trajectoire qui correspond a un ordon-
nancement compatible avec le respect de l'exclusion mutuelle pour l'acces a R.
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Fig. 6 { Modele geometrique d'une application utilisant une ressource.
3.4 Partage de processeurs
Nous souhaitons maintenant tenir compte du partage de processeurs. Nous
avons besoin de conna^tre, pour chaque trajectoire de T
R
( ), le nombre de
processeurs qui lui est necessaire. Pour cela, nous denissons une notion de
voisinage : si il faut exactement k processeurs pour passer d'un etat de l'ap-
plication, a l'instant t, a un etat de l'application, a l'instant t+ 1, nous disons
que les deux etats (ou les deux points) sont k-voisins (cf. gure 7) :






































Aucune execution Execution de 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Fig. 7 { 0,1 et 2-voisinages.
Une trajectoire valide pour k processeurs sera dite k-continue. Une telle
trajectoire est une suite de points dans laquelle deux points consecutifs sont au
plus k-voisins :
Denition 6 Une trajectoire  2 T
R
( ) est k-continue si et seulement si
8i 2 N :
























( )) l'ensemble des trajectoires k-continues de T
R
( ).
Denition 7 Un ensemble 

R
est dit k-continu si il existe au moins une tra-
jectoire  2 T(

R
( )) qui est k-continue.
Consequence : Si un ensemble 

R
est k-continu alors il existe un ordonnan-
cement temporellement valide de l'application sur k processeurs.
3.5 Decision d'ordonnancabilite
Un ordonnancement valide d'une application sur k processeurs est une tra-
jectoire qui doit e^tre au maximum k-continue. La decision d'ordonnancabilite
repose donc sur l'existence d'une telle trajectoire. La decision d'ordonnancabi-




utilisant une ressource R et s'executant sur







Me^me lorsqu'une application est invalide, l'objet geometrique qui lui est
associe n'est pas vide. L'ensemble 

R
( ) contient des etats valides qui font ou
non partie d'une trajectoire valide de  . Dans le cas ou il n'existe pas de tra-
jectoire valide, les etats de 

R
( ) font partie de trajectoires discontinues. Pour
mesurer l'invalidite de l'application, nous mesurons les tailles des intervalles
de discontinuite des trajectoires. Nous nous placons donc dans l'espace N
n+1
correspondant a l'ensemble des etats de commutation.
4.1 Composantes p-continues








( )). Nous utilisons, dans la suite, les notions suivantes, qui sont appa-
rentees a celles de connexite et de composante connexe :
Denition 8 Un sous-ensemble A d'etats de 

R
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Denition 9 Une composante p-continue A de 

R
( ) est un sous-ensemble
p-continu maximal de 

R
( ) (cf. gure 8) :




















Fig. 8 { Composantes 1-continues.
Nous notons X
p





















Ceci decoule directement de la denition de la p-continuite qui implique
qu'une trajectoire k-continue sur un intervalle I est l-continue sur I pour tout
l < k.
4.2 Distance
Nous associons la taille d'un intervalle de discontinuite d'une trajectoire a











comme le nombre d'unites de temps d'execution minimum necessaire, avec
p processeurs, pour passer de l'etat de l'application correspondant au point P
a celui associe au point Q (cf. gure 9).
La fonction Æ
p
est denie de la facon suivante :






































































































1 proc. 2 proc.
tps
Distances(P,Q)
2 processeurs 1 seul processeur





















correspond a une repartition au mieux de la charge
sur les processeurs disponibles. Toutefois, une ta^che 
i





j unites de temps pour passer de l'etat P a l'etat Q. Les ta^ches
n'etant pas reentrantes, la duree Æ
p
(P;Q) ne peut e^tre inferieure a la plus
grande duree d'execution necessaire a une ta^che pour passer d'un etat a l'autre.











que pour passer de l'etat P a l'etat Q on ne peut pas mettre moins de temps
que le temps qui separe les deux etats.






























































































Ces valeurs peuvent e^tre associees a des sequences d'execution. Nous presentons
































































est une distance, c-a-d. Æ
p
verie les axiomes suivants [L04] :
- Separation : Æ
p
(P; P ) = 0












Nous denissons la distance Æ
p
entre deux composantes p-continues de la
facon suivante :
Denition 11 La distance Æ
p

























Remarque : La distance Æ
p
entre deux composantes p-continues n'est ja-
mais nulle car les composantes p-continues sont disjointes : une composante
p-continue est un ensemble p-continu maximal. Lorsqu'une application est or-
donnancable son domaine de validite est constitue d'une unique composante
p-continue.
Ces dierentes denitions permettent, dans la partie suivante, la denition
d'une mesure d'invalidite.
4.3 Mesure d'invalidite
Nous denissons notre mesure d'invaliditeM
p
d'une conguration de ta^ches
  gra^ce a la distance entre composantes p-continues. Le modele geometrique
d'une application invalide comporte plusieurs composantes p-continues. Nous
disposons, pour chaque couple de composantes, de la distance Æ
p
. La mesure
d'invalidite que nous denissons tient compte de cet ensemble de distances.
La mesure devant quantier l'invalidite, nous avons choisi de considerer le
plus grand intervalle de discontinuite. Cet intervalle etant le plus grand, nous
sommes partis de l'hypothese que lorsque, en modiant la specication, on
aura reussi a combler ce vide, on aura par la me^me occasion comble les vides
plus petits et ainsi rendu l'application valide. La validation de cette hypothese
s'appuie, bien su^r, sur des experimentations actuellement en cours.



























Dans la partie precedente, nous avons deni une mesure de non ordon-
nancabiliteM
p
. Verions que cette mesure verie les proprietes speciees dans
la section 2.2. Pour les demonstrations, nous notons C un contexte d'ordonnan-
cement a p processeurs, et   une conguration de n ta^ches.
5.1 Proprietes de la mesure
Notre mesure devant quantier l'invalidite, elle doit verier les proprietes
suivantes :
{ e^tre nulle pour toutes les congurations ordonnancables (M
p
( ) = 0 ,
O
C
( ) 6= ;) et non nulle pour les applications invalides (M
p






( ) = 0 ) 8k > p; M
k
( ) = 0, car une application ordonnancable
dans un contexte comportant p processeurs l'est aussi lorsque le nombre
de processeurs est plus grand.
{ M
p




( ), car une application non ordon-
nancable sur p processeurs ne l'est pas pour un nombre de processeurs
plus petit.
Montrons donc que M
p
( ) = 0, O
C
( ) 6= ;.
Preuve : Si M
p
( ) = 0 alors jX
p











( ) est p-continu. Il existe donc une trajec-
toire p-continue correspondant a un ordonnancement valide de   sur p proces-





( ) 6= ; alors il existe une trajectoire  p-continue valide pour  .
Comme  est p-continue, tous les points qu'elle denit font partie de la me^me
composante p-continue. Or  est denie pour tout t de N donc il n'y a qu'une





De la me^me maniere, on montre que M
p
( ) > 0, O
C
( ) = ;.
Preuve : Si M
p
( ) > 0 alors jX
p











= ;, il n'existe aucune trajectoire p-continue sur





( ) = ;, alors il n'existe aucune trajectoire p-continue sur [0,+1[.




] /  
n'est pas p-continue sur I . On a donc P= (t
p
  1,  (t
p





+ 1)) qui ne sont pas p-continus. Suivant la denition des composantes




avec P 2 X
1
et Q 2 X
2
. Et enn jX
p
j  2 et donc M
p
( ) > 0. 
La mesure que nous avons denie correspond donc bien a la specication :
la mesure d'invalidite associee a une application ordonnancable est nulle.
Nous montrons donc que M
p
( ) = 0) 8k > p; M
k
( ) = 0.
Preuve : Supposons M
p
( ) = 0 ; alors jX
p






( )) p-continue sur l'intervalle [0;+1[. Comme toute trajectoire
p-continue est k-continue pour tout k > p,  est aussi k-continue sur [0;+1[.
Il existe donc une seule composante k-continue : jX
k
j=1. Nous avons donc
8k > p; M
k
( ) = 0. 
Une application qui n'est pas ordonnancable sur p processeurs l'est encore
moins lorsque l'on diminue le nombre de processeurs.
Montrons que M
p





Preuve : Supposons M
p








g; r > 1. Soit k < p,








g; l > 1






. La distance maximale entre deux compo-
santes k-continues est donc au minimum egale a la distance maximale entre







On note  une trajectoire p-continue. Par denition des distances et de
la mesure, on a : M
p
( ) = 0 ) 8t 2 N; P = (t;(t)); Q = (t + 1;(t +
1)); Æ
p
(P;Q) = 1: Soit p=inf fk, M
k
( ) = 0g, le plus petit nombre de pro-
















Fig. 10 { Mesures avec k et p processeurs.
suivante :








Preuve : Soit p=inf fk, M
k
( ) = 0g, et soit k < p, alors on considere tous les
couples de points de la trajectoire  consecutifs P et Q tels que : P = (t;(t))
et Q = (t+ 1;(t+ 1)) soient k-discontinus.
Comme P et Q sont p-continus, on a :



























Comme p=inf fk, M
k

















j = p  1 alors M
p 1
( )=0 et donc p 6= inffk;M
k
( ) = 0g.



















e(> 1) ou Æ
k
(P;Q) = 1,
suivant que les points sont k-continus ou non.













Cette propriete permet de simplier l'algorithme de calcul de la mesure.
6 Resultats et experimentations
Le principal avantage du modele geometrique est que l'objet construit est le
me^me quelque soit le nombre de processeurs. La dierence entre les contextes
n'intervient que lorsque l'on considere les voisinages. On peut donc calculer les
mesures pour tous les nombres de processeurs que l'on souhaite a partir du
me^me objet. Ceci permet d'obtenir certains resultats interessants : lorsque la
mesure est non nulle pour un nombre de processeurs egal au nombre de ta^ches,
nous sommes su^rs qu'il y a un interblocage. En eet, chaque ta^che ayant son
propre processeur, il n'y a pas de conit sur ce point et si l'application est
invalide c'est donc un partage de ressource qui est en cause. De plus, lorsque le
concepteur specie un nombre p de processeurs pour lequel la mesure est non
nulle, nous pouvons calculer toutes les autres mesures et, s'il existe, on peut
trouver un nombre de processeurs k(> p) pour lequel la mesure est nulle. Le
concepteur pourra soit modier les parametres de ses ta^ches, soit modier son
architecture en y ajoutant des processeurs.
L'experimentation du calcul de cette mesure a un double objectif. D'une
part montrer son homogeneite (lorsque la charge varie, la mesure doit va-
rier de facon coherente) et d'autre part, essayer de determiner les regles de
modication des parametres qui peuvent permettre de rendre l'application va-
lide. Ce deuxieme objectif est en cours d'etude. Les premieres experimentations
montrent d'une part que la mesure est bien homogene et d'autre part, qu'elle
est sensible : lorsque la charge diminue faiblement (augmentation des periode),
la mesure diminue faiblement et lorsque la charge diminue brutalement (aug-
mentation des delais critiques), la mesure diminue fortement.
7 Conclusion
Le modele geometrique que nous avons deni permet de modeliser une ap-
plication temps reel multiprocesseurs avec partage de ressource. La notion de
k-continuite que nous avons introduite permet de decider de l'ordonnancabilite
des applications sur des architectures donnees.
Nous avons deni une mesure d'invalidite sur la base d'une distance entre
composantes p-continues. Cette mesure depend du nombre de processeurs et
correspond a la taille du plus grand intervalle de p-discontinuite.
Les premieres experimentations montrent que cette mesure a un comporte-
ment coherent suivant les modication de la charge : dans la serie de test ef-
fectues, nous avons constate que, conformement a nos previsions, les meilleures
valeurs sont obtenues lorsque les ta^ches sont a echance sur reque^te (le delai
critique est le plus grand possible).
Plusieurs perspectives sont envisageables. Dans un premier temps, il serait
interessant d'etudier plus systematiquement le comportement de notre mesure
en fonction des modications des parametres temporels des ta^ches. La modi-
cation du taux d'utilisation intervient peu dans l'evolution de la mesure, alors
que la diminution du taux de charge propose de bien meilleurs resultats. Une
experiementation plus complete permettraient sans doute de degager des re-
lations plus precises entre parametres et mesures. Dans un second temps, la
mesure pourrait e^tre raÆnee par la prise en compte, par exemple, du nombre
d'intervalles de discontinuite.
References
[But97] G. Buttazzo : Hard real-time computing systems : Predictable schedu-
ling algorithms and applications. Kluwer Academic Publishers, 1997.
[CHO96] A.Choquet-geniet, D.Geniet, F.Cottet : Exhaustive computation
of scheduled task execution sequences of real-time application. Proc
FTRTFT'96.(1996)
[CP00] A. Colin, I. Puaut : Worst case execution time analysis for a processor
with branch prediction. Real-Time Systems, Vol 18(2), pp. 249-274. 2000.
[L04] G. Largeteau : Quantication du taux d'invalidite d'applications temps
reel a contraintes strictes. these, Octobre 2004.
[LCG04] G. Largeteau, B. Chauviere, D. Geniet : Une approche geometrique
pour la validation d'application temps reel a contraintes ctricte. Real Time
Systems. BIRP. (2004).
[SSR98] A.Stankovic, M.Spuri, K.Ramamrithan, G.C.Buttazzo : Deadline
Scheduling for real-time systems. Kluwer Academic Publishers, ISBN 0-
7923-8269-2. (1998).
[Sta88] J. Stankovic : Misconception about real-time computing. IEEE compu-
ter magazine 10, n 21, pp 1-19. (1988).
