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RESUMEN 
La presente investigación desarrolla la implementación de mejoras para el proceso de 
desarrollo de sistemas basados en tecnología Microsoft y que utilizan la arquitectura de 
N-Capas orientado al dominio propuesto en la guía del mismo nombre publicada por la 
corporación, estas mejoras se basan en la tecnologías Domain Specific Language y 
plantillas de proyecto Visual Studio Templates que se implementan como extensibilidad 
bajo el entorno de desarrollo Visual Studio 2012. 
La finalidad de la investigación es desarrollar una herramienta que permita automatizar 
la generación de código para la capa de datos, capa de acceso a datos y la capa de dominio 
mediante el modelado de las entidades de dominio de la arquitectura de la Guía de N-
Capas con el propósito de reducir los tiempos de desarrollo de un sistema que tenga una 
cantidad considerable de lógica de negocio, tanto en la fase de defmición como en la fase 
de constmcción. · 
La importancia de la investigación radica en la utilización de las herramientas brindadas 
por Microsoft a aquellas empresas que tienen una membresía Partner para poder tener un 
software de calidad en un menor tiempo. 
El trabajo de investigación se desarrolló bajo la metodología Scrum para lo cual se utilizó 
el portal Microsoft Visual Studio Online y para el desarrollo de la herramienta se ha 
utilizado el IDE Visual Studio, utilizando una solución de extensibilidad que incluye un 
proyecto de lenguaje especifico de dominio DSL y plantillas de proyecto Visual Studio 
Templates, y como gestor de base de datos SQL Server 2012. 
Palabras Clave 
Framework: Marco de trabajo para el desarrollo de aplicaciones basado en un conjunto 
concreto de patrones de reutilización. 
Arquitectura de N-Capas: Arquitectura propuesta por Microsoft Corporation y publicada 
en la guía oficial denominada "Guía de Arquitectura de N-Capas orientada al Dominio 
con .NET 4.0" 
Domain Specific Language (DSL): Metalenguaje usado para modelar un dominio 
especifico de negocio y que se implementa bajo proyectos de extensibilidad de Visual 
Studio. 
Scrum: Metodología ágil utilizada para el desarrollo de productos de software basada en 
los fundamentos de los principios ágiles. 
ABSTRACT 
This research develops the implementation of improvements to the process of 
development of systems based on Microsoft technology and using the N-tier domain 
oriented architecture proposed in the guide of the same name published by the 
corporation, these improvements are based on the technologies Domain Specific 
Language and Visual S tu dio project templates that are implemented as extensibility under 
the development enviromnent Visual Studio 2012. 
The purpose of the research is to develop a too! to automate code generation for the data 
!ayer, data access !ayer and domain !ayer by modeling domain entities architecture N-tier 
Guide in order to reduce development time of a system that has a substantial amount of 
business logic, both in the definition phase and the construction phase. 
The importance of research líes in the use ofthe tools provided by Microsoft to companies 
that have a Partner membership to have a quality software in less time. 
The research was developed under the Scrum methodology for which the Microsoft 
Visual Studio Online website was used and for the development of the too! was used 
Visual Studio IDE, using a solution of extensibility that includes a proposed domain 
specific language DSL and Visual Studio project templates, and as a database manager 
SQL Server 2012. 
Keywords 
Framework: Framework for the development of applications based on a specific set of 
pattems reuse. 
N-Tier Architecture: Architecture proposed by Microsoft Corporation and published in 
the official guide called "Guía de Arquitectura de N-Capas orientada al Dominio con 
.NET 4.0" 
Domain Specific Language (DSL): Metalanguage used to model a specific business 
domain and that is implemented under Visual Studio extensibility projects. 
Scrmn: Agile metodology used for the application development based in the fundaments 
of agile principies. 
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INTRODUCCIÓN 
La presente investigación consiste en la implementación de mejoras sobre el framework 
de desarrollo de aplicaciones empresariales que está basado en la arquitectura de N-Capas 
orientada al Dominio propuesta por Microsoft y plasmada en una guía publicada y 
dirigida a arquitectos y desarrolladores de software. Dichas mejoras se basan en la 
aplicación de la tecnología de metamodelado de objetos DSL (Domain Specific 
Language ), con el fin de automatizar la generación de código mediante plantillas que 
utilizan un modelo de diseño gráfico de las entidades del dominio de negocio y generan 
el código necesario de acceso a datos para el Back-End de la aplicación de manera que se 
permita la reducción de tiempos de programación y desarrollo de sistemas que manejan 
una complejidad considerable en sus procesos de negocio. 
La necesidad de desarrollar software de calidad basado en plataformas de Microsoft ha 
llevado a establecer normas y patrones de diseño de desarrollo de software reutilizables 
durante el desarrollo de software, dichos patrones y aspectos de la arquitectura se 
encuentran plasmados en una guia del arquitecto y desarrollador publicada por Microsoft 
Ibérica denominada Guía Arquitectura N-Capas Orientada al Dominio, dicha guía 
servirá como base de este proyecto de investigación para definir la arquitectura de la 
aplicación sobre la cual se implementará la tecnología de metamodelado propuesta. 
Si bien la guía es un manual completo sobre toda la arquitectura y especifica patrones de 
diseño que van desde la capa de datos hasta la capa de presentación, esta investigación se 
centra en la parte de la arquitectura que define el núcleo de negocio de aplicación, el 
acceso y el repositorio de datos, es decir que durante el desarrollo de la investigación se 
implementará el modelador de las capas de entidad del dominio, datos (base de datos) y 
capa de acceso a datos, para lo cual se defmirá una plantilla de proyecto basada en el 
framework propuesto. 
El uso de la tecnología DSL para la presente propuesta se debe a la versatilidad con la 
que se puede aplicar a las distintas capas de la arquitectura y que además se basa en la 
reutilización de componentes, esta tecnología tiene precedentes de éxito en el diseño de 
la capa de presentación, para el modelado de interfaces de usuario, capa de servicios 
distribuidos, para el modelado de Web Services, y acceso a datos para la especificación 
y/o consumo del modelo de datos. Lo que se busca con esta investigación es brindarle al 
arquitecto y al desarrollador la herramienta base para el desarrollo de sistemas con un alto 
grado de calidad en el código y la reducción considerable en los tiempos de construcción 
del software. 
La investigación se dividió en ocho capítulos. El primer capítulo se centra en la definición 
detallada del problema, los objetivos y la hipótesis de la investigación, en el capítulo 
segundo se habla sobre la tecnología y antecedentes base: Fundamentos de arquitectura 
de aplicaciones, la reutilización software mediante marcos de desarrollo o frameworks, 
patrones de diseño y generadores de código, en el capítulo tercero se define el tipo y 
diseño de la investigación. En el cuarto capítulo se recopila la información 
correspondiente a la tecnología, el capítulo quinto se identifican las mejoras a aplicar y 
en el capítulo sexto se diseñan las mejoras a aplicar, estas mejoras se desarrollan 
finalmente en el capítulo siete. El octavo y último capítulo se centra en las pruebas y 
finalmente se brindan las conclusiones y recomendaciones de la investigación. 
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CAPÍTULO 1: PROBLEMA DE LA INVESTIGACIÓN 
l. l. Descripción del Problema de la Investigación 
Uno de los factores predominantes sobre la calidad del software es el tiempo de entrega 
del producto, la entrega en la fase de final o fase de transición cuando el software se 
construye bajo la metodología tradicional, o los entregables incrementales del producto 
en el caso de las metodologías ágíles. 
En la mayoría de los proyectos de software los tiempos estimados no son certeros en su 
totalidad, esto se debe muchas veces a que a pesar del empirismo y la experiencia en 
desarrollo de software los tiempos estimados suelen moldearse de acuerdo a las fechas de 
entrega establecidas por el cliente. Esto da paso a una estimación que se aleja de la 
estimación real de cuánto tiempo debería demorar el desarrollo de una funcionalidad en 
particular y por consiguiente cuanto debería demorar el desarrollo del proyecto en su 
totalidad. Otras veces también se debe a que durante el desarrollo la funcionalidad puede 
cambiar con relación al giro del negocio o las funcionalidades ya inexistentes pueden 
extenderse como nuevas funcionalidades. 
Como se mencionó anteriormente, independientemente de la estimación evaluada para 
proyecto, existen hitos marcados por el cliente para lo cual, muchas veces se tiene que 
reestablecer el cronograma y los tiempos de desarrollo planteados. Básicamente estos 
hitos se basan en la documentación y desarrollo del aplicativo que se está construyendo. 
En cuanto a la entrega de documentación, es incremental y depende siempre del avance 
del desarrollo del producto, por lo que, por implicancia, el tiempo de entrega del proyecto 
depende del desarrollo del aplicativo. 
Actualmente la mayoría de empresas desarrolladoras que son partners de Microsoft, es 
decir que tienen una suscripción como colaboradores, o empresas que desarrollan y/o 
utilizan sistemas basados en esta plataforma usan frameworks y patrones de diseño 
arquitectónicos basados en capas, esta forma de desarrollo tiene bastante acogída y no 
solo es utilizado bajo esta plataforma sino por aquellas basadas en software libre debido 
al bajo acoplamiento que proporcionan. 
Para aquellas empresas que trabajan bajo este concepto, existen varios factores que 
influyen durante el tiempo de desarrollo, algunos de estos factores son mayormente 
humanos, es decir, que el tiempo de desarrollo depende siempre del constructor del 
software, para el caso del inicio del proyecto depende del arquitecto definir una 
arquitectura sobre la cual se basa el desarrollo y durante el desarrollo del software 
depende del programador cuán rápido se avance con las funcionalidades definidas durante 
el análisis. 
Se han identificado entonces los siguientes factores influyentes sobre el tiempo de 
desarrollo en las siguientes fases del proyecto: 
Al inicio del proyecto 
Una vez definido el diseño de la arquitectura o framework de la aplicación sobre el 
que se va a trabajar, este se implementa manualmente sobre el IDE Visual Studio, es 
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decir, el arquitecto construye la estructura del proyecto agregando manualmente los 
proyectos y elementos de código necesarios para el proyecto. 
Durante el desarrollo del proyecto 
El desarrollo de los objetos sobre el framework es manual del lado del desarrollador, las 
clases y objetos de las siguientes capas se desarrollan manualmente. 
Objetos de la Capa de Entidad del Dominio 
- Entidades del dominio de negocio 
-Colecciones o listas de las entidades del dominio de negocio. 
Objetos de la Capa de Datos 
-Tablas 
- Procedimiento almacenado de inserción 
-Procedimiento almacenado de actualización 
- Procedimiento almacenado de eliminación 
- Procedimiento almacenado de consulta por identificador 
- Procedimiento almacenado de consulta 
Objetos de la Capa de Acceso a Datos 
- Clase de acceso a datos por entidad de dominio 
Estos factores suelen ser repetitivos para cada proyecto de software y muchas veces 
resultan siendo monótonos para el desarrollador, entonces al ser iterativos surge la 
necesidad de evitar el trabajo repetitivo y de realizar tareas que pueden ser automatizadas 
mediante la generación de la arquitectura del proyecto y de la generación de código. Para 
ello el presente proyecto presentará una alternativa de desarrollo basado en la guía 
propuesta por Microsoft para el desarrollo de aplicaciones empresariales a las cuales se 
agregará tecnologia DSL (Lengu:ije Especifico de Dominio) basada en el metamodelado 
visual del dominio de las entidades del negocio para generación de código. Al framework 
de desarrollo lo llamaremos framework N-Capas orientado al dominio, debido a la guia 
de desarrollo publicada por Microsoft con el mismo nombre, y se definirá la forma en la 
que la aplicación de esta tecnologia influye en el tiempo de desarrollo del aplicativo a 
desarrollar. 
1.2. Formulación del Problema de la Investigación 
¿Se pueden reducir los tiempos de desarrollo de un aplicativo implementando mejoras 
basadas en DSL sobre el framework N-Capas orientado al dominio mejorando la 
productividad de los desarrolladores? 
1.3. Justificación, Importancia y Beneficiarios de la Investigación 
Durante el diseño y desarrollo del software se suelen identificar características que 
pueden resultar monótonas para el desarrollador como la creación manual de objetos de 
las diferentes capas de la aplicación como clases de lógica de negocio, entidades de 
negocio, acceso a datos, etc. Si bien se han desarrollado generadores de código y 
modeladores de diseño sobre las diferentes capas como Entity Framework para el acceso 
a datos, Web Service Software Factory para modelar web services y diseñadores de 
interfaces para clientes como el motor de vistas ASP, cada una de estas cumple una 
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función especifica y están orientadas cada una a cubrir una necesidad específica de la 
arquitectura. 
Si bien se pueden utilizar estas herramientas para disefiar la arquitectura de aplicación, 
estas no se lijustan a un modelo de arquitectura simple y a la vez flexible orientado a capas 
que utilizan las empresas de desarrollo que siguen los patrones de la guía propuesta por 
Microsoft. La solución a elaborar se enfoca en implementar en el framework de N-Capas 
orientado al domiuio aplicando tecnología DSL, un modelador propio que cubra las 
características que se requieren en el desarrollo de aplicativos y que hoy son procesos 
manuales, con el fin de disminuir los tiempos de desarrollo de aplicación en cuanto a la 
capa entidades del dominio de negocio de la aplicación y su interacción con el repositorio 
de datos. 
Al implementar esta solución se espera disminuir los tiempos de desarrollo de cada uno 
de los proyectos que usen tecnología Microsoft. beneficiando a: 
./ Las empresas desarrolladoras de software dado que al disminuir el tiempo de 
desarrollo se van a mejorar los tiempos de entrega a los clientes . 
..! Los desarrolladores de software, dado que las tareas repetitivas se automatizarán y 
mejorará la productividad de los mismos. 
1.4. Objetivos de la Investigación 
1.4.l.Objetivo General 
..! Implementar mejoras en el framework de N-Capas orientado al Domiuio de la 
plataforma Microsoft que permita reducir los tiempos de desarrollo de software. 
1.4.2. Objetivos Específicos 
..! Establecer la arquitectura sobre las mejoras en el framework de N-Capas 
orientado al Dominio de la plataforma Microsoft . 
./ Establecer el disefio de las mejoras en el framework de N-Capas orientado al 
Dominio de la plataforma Microsoft . 
..! Implementar mejoras en el framework de N-Capas orientado al Dominio de la 
plataforma Microsoft que permita aumentar la productividad de los 
desarrolladores . 
..! Implementar la generación de código para la capa de entidad en el framework de 
N-Capas orientado al Dominio de la plataforma Microsoft . 
..! Implementar la generación de código para la capa de datos en el framework de N-
Capas orientado al Dominio de la plataforma Microsoft . 
..! Implementar la generación de código para la capa de acceso a datos en el 
framework de N-Capas orientado al Dominio de la plataforma Microsoft . 
..! Elaborar la documentación sobre el uso de las mejoras en el framework de N-





1.5. Hipótesis de la Investigación 
Hipótesis de la Investigación: 
Hi: El uso de las mejoras en el framework N-Capas orientado al dominio 
permitirá reducir los tiempos de desarrollo del aplicativo. 
Hipótesis Nula: 
Ho: El uso de las mejoras en el framework N-Capas orientado al dominio no 
permitirá reducir los tiempos de desarrollo del aplicativo 
Hipótesis Alternativas: 
Hl: El uso de las mejoras en el framework N-Capas orientado al dominio 
permitirá aumentar la productividad de los desarrolladores. 
l.S.l.ldentificación y Operacionalización de Variables 
Identificación de Variables 
Variable Independiente: 
./ Mejoras en el framework de N-Capas orientado al dominio. 
Variable dependiente: 
./ Mejora en el tiempo de entrega de desarrollo de aplicativos, haciendo uso de 
las mejoras en el framework de N-Capas orientado al dominio. 
Operacionalización de Variables 
"""" ·---
~l· 
Mejoras eo el 
rramework de N-
Capu orieutado al 
dominio 
Mejora en el tiempo 
de entrega de 
desarrollo de 
aplicath'os, batiendo 
uso de las mejoras en 
el rramework de N-
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Se implementan\ las Con el uso en las mejoras se Funcionalidad del 
mejoras basadas en DSL eliminará las tareas repetitivas Framework 
sobre las siguientes capas de las siguiente manera: mejorado. 
del Framework: . Se creará la arquitectura 
· Estructura de la solución. de la solución mediante 
• Componente de Entidad. el uso de plantillas. 
• Componente de Base de . Se generará código para 
Datos. los componentes: 
• Componente de Capa de Entidad, Base de Datos y 
Acx:cso a Datos. Acceso a datos. 
Automatización de las Gestión de los tiempos de Gestión de cargo 
tareas .repetitivas. desarrollo haciendo uso del de trabajo. 
Cramework .mejorado. 
Tabla 1.5.1. Operaclonalización de Variables 
Fuente: Elaboración Propia 
. -· - -· 
lli:JllOOlllJill'l 
. -~ 
.-- Cumplimiento de los 
requerimientos de 
mejoras. 
.-- Integración de las 
mejoras con el 
frnmework de N-
Capas. 
.-- Detenninar la mejora 
en los tiempos de 
entrega. 








.-- Detenninar In mejora 
en la productividad en 
los desarrolladores. 
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CAPÍTULO 11: REVISIÓN DE LA LITERATURA O MARCO TEÓRICO 
2.1. Antecedentes de la Investigación 
En la Universidad de Utrecht, Sander Mak (2007) realizó un trabajo de investigación en 
el cual presenta un estudio objetivo sobre los lenguajes específicos del dominio desde el 
punto de vista del desarrollo de software basado en modelos (MDSD), haciendo hincapié 
en la mejora sobre los tiempos de respuesta de desarrollo de software que su 
implementación supone. Uno de los puntos de vista del trabajo de investigación es la 
modularización de lenguajes de alto nivel que permite tener un enfoque de interacción 
durante el desarrollo y evalúa cual sería la mejor forma de elegir un DSL para un proyecto 
determinado basándose en esta modularización. Este trabajo de investigación se centra en 
la evaluación de un lenguaje especifico de dominio para la capa de acceso a datos y la 
capa de presentación de un framework denominado Erlang aplicado a tecnología de 
software libre, entre sus conclusiones sobre la evaluación Sander especifica el uso de este 
DSL para proyectos pequellos por su di sello muy estático. 
Por otro lado Jeroen Dobbe (2006), de la Universidad Tecnológica Delft (Holanda) centra 
su trabajo de investigación en el desarrollo de lenguajes específicos de dominio a un nivel 
monolítico (no modularizado ), es decir orientado específicamente a cubrir 
exclusivamente el modelado de alto nivel de software en la industria de los videojuegos. 
El trabajo de investigación de Dobbe centra su tema en la potencialidad que tiene un 
lenguaje DSL implementado en librerías denominadas Caníbal Engine para el 
facilitamiento y reducción de recursos en el desarrollo de software, concluyendo que sería 
de mucha utilidad el uso de este concepto para implementar videojuegos sin ir más allá 
de conocer el detalle técnico de los lenguajes y herramientas gráficas convencionales 
(lenguajes de propósito general y motores gráficos) si se usaran Jos DSL para la creación 
de software de entretenimiento. 
Kristoffer Rosén (2013) en un trabajo más reciente en la Universidad de Lund (Suecia) 
plantea el uso de los lenguajes de alta abstracción para el desarrollo de software bajo 
plataformas móviles y smartphones, Rosén propone el uso de lenguajes DSL para la 
implementación de aplicaciones móviles en diferentes plataformas (lOS de Apple y 
Android), debido a la complejidad que puede suponer desarrollar una misma aplicación 
para estos dos sistemas operativos. El trabajo de investigación se basa en que se puede 
desarrollar un lenguaje de metamodelado para definir la estructura de la aplicación y 
generar código nativo para ambas plataformas. Haciendo uso del Framework Spoofax, 
Rosén demuestra que se puede definir reglas de gramática en un lenguaje especifico de 
dominio con el fin de producir código nativo para Android y Iphone, concluyendo que 
los DSL facilitan el desarrollo de software multiplataforma. 
6 
2.2. Marco Conceptual 
Fundamentos y Defmición de la Arquitectura de Aplicaciones 
En la etapa inicial del desarrollo de proyectos de software se requiere el análisis de 
requerimientos por parte de un arquitecto de software con el fin de definir la arquitectura 
que se va a utilizar para implementar la solución de negocios que cubrirá con las 
necesidades especificadas por los usuarios. En una definición de lo que es la arquitectura 
de aplicaciones la guía de la Microsoft denominada "Guía de arquitectura de N-Capas 
orientada al Dominio" a la cual de ahora en adelante llamaremos Guía de N-Capas o 
simplemente Guía Microsoft, sobre la cual se basará el presente proyecto de 
investigación, describe el disefto de la arquitectura de la siguiente manera: 
El disefio de la arquitectura de un sistema es el proceso por el cual se define una solución 
para los requisitos técnicos y operacionales del mismo. Este proceso define qué 
componentes forman el sistema, cómo se relacionan entre ellos, y cómo mediante su 
interacción llevan a cabo la funcionalidad especificada, cumpliendo con los criterios de 
calidad indicados como seguridad, disponibilidad, eficiencia o usabilidad. (De La Torre 
Llorente, 2010) 
Según la Guia de N-Capas este paso es fundamental ya que esto defiuirá el éxito o fracaso 
del proyecto en sí mismo. 
Durante el disefio de la arquitectura se tratan los temas que pueden tener un impacto 
importante en el éxito o fracaso de nuestro sistema. (De La Torre Lloren te, 201 O) 
• 
Así mismo defme una serie de preguntas a responderse antes de tomar decisiones en 
cuanto a la definición de la arquitectura de aplicaciones. 
• ¿En qué entorno va a ser desplegado nuestro sistema? 
• ¿Cómo va a ser nuestro sistema puesto en producción? 
• ¿Cómo van a utilizar los usuarios nuestro sistema? 
• ¿Qué otros requisitos debe cumplir el sistema? (seguridad, rendimiento, 
concurrencia, configuración ... ) 
• ¿Qué cambios en la arquitectura pueden impactar al sistema ahora o una vez 
desplegado? 
Algunas de estas preguntas son la base de la elección de la solución a brindar en el 
presente proyecto de investigación tomando en cuenta los intereses de los distintos 
agentes que participan en el proceso de definición de la arquitectura del software. Como 
objetivo de este paso la Guia Microsoft define lo que deberla especificar la arquitectura 
planteada para la solución de negocios brindada al cliente. 
En síntesis, la arquitectura deberla: 
• Mostrar la estructura del sistema pero ocultar los detalles. 
• Realizar todos los casos de uso. 
• Satisfacer en la medida de lo posible los intereses de los agentes. 
• Ocuparse de los requisitos funcionales y de calidad. 
• Determinar el tipo de sistema a desarrollar. 
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• Determinar los estilos arquitecturales que se usarán. 
• Tratar las principales cuestiones transversales. 
Decisiones de Diseflo Arquitectónico 
De la misma forma Sommerville en su publicación de Ingeniería de Software define el 
diseílo arquitectónico como resultado inicial del análisis de la estructuración de los 
sistemas de negocios en diversos subsistemas que los componen y la relación que estos 
mantienen entre sí como parte del todo. 
Los grandes sistemas siempre se descomponen en subsistemas que proporcionan algún 
conjunto de servicios relacionados. El proceso de diseílo inicial que identifica estos 
subsistemas y establece un marco para el control y comunicación de los subsistemas se 
llama diseílo arquitectónico. El proceso de diseílo arquitectónico está relacionado con el 
establecimiento de un marco estructural básico que identifica los principales componentes 
de un sistema y las comunicaciones entre estos componentes. (Sommerville, 2005) 
En la misma publicación Sommerville seílala las ventajas de diseílar y documentar la 
arquitectura del software. 
l. Comunicación con los stakeholders. La arquitectura constituye una presentación 
de alto nivel del sistema que puede usarse como punto de discusión por varios 
stakeholders. 
2. Análisis del sistema. Hacer explícita la arquitectura del sistema en una etapa 
temprana del desarrollo del sistema requiere realizar algún análisis. Las decisiones 
de diseño arquitectónico tienen un gran efecto sobre si el sistema puede cumplir 
los requerimientos críticos (tales como rendimiento, fiabilidad y mantenibilidad. 
3. Reutilización a gran escala. Un modelo de arquitectura del sistema es una 
descripción compacta y manejable de cómo se organiza un sistema y cómo 
interoperan sus componentes. (Bass et al., 2003) 
La definición y documentación de la arquitectura del aplicativo es entonces el punto de 
partida de la construcción del software y para las empresas desarrolladoras es a veces el 
punto de partida del desarrollo de todos los aplicativos a desarrollar debido a que este 
diseílo se utilizará para los diversos proyectos de software a implementar a futuro. 
La arquitectura del sistema es a menudo la misma para sistemas con requerimientos 
similares y, por lo tanto, pueden soportar reutilización del software a gran escala. Es 
posible desarrollar arquitecturas para lineas de productos en donde la misma arquitectura 
se usa en varios sistemas relacionados. (Sommerville, 2005) 
Hoftneister y otros (Hofmeister et al., 2000) ponen de manifiesto cómo las etapas del 
diseílo arquitectónico fuerzan a los diseíladores del software a considerar aspectos de 
diseño claves en etapas tempranas del proceso. Sugieren que la arquitectura del software 
puede servir como un plan de diseño que se usa para negociar los requerimientos del 
sistema y como una forma de estructurar las discusiones con los clientes, desarrolladores 
y gestores. También sugieren que es una herramienta esencial para la gestión de la 
complejidad. La arquitectura del software oculta detalles y permite a los diseñadores 
centrarse en las abstracciones clave del sistema. (Sommerville, 2005) 
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Las decisiones del arquitecto de software con respecto a la arquitectura de software 
definen el grado de abstracción que tiene el disefto, y es el grado de abstracción es el que 
define el nivel de reutilización del disefto arquitectural y de los componentes que la 
integran. 
El proceso de disefto en la mayoría de las disciplinas de ingeniería se basa en la 
reutilización de sistemas o componentes existentes. Los ingenieros mecánicos o eléctricos 
no especifican normalmente un disefto en el que cada componente tenga que ser fabricado 
de una forma especial. Basan su disefto en componentes que han sido utilizados y 
probados en otros sistemas. Estos componentes no son solamente pequeftos componentes, 
como tuercas y válvulas sino que incluyen subsistemas mayores, como motores, 
condensadores o turbinas. (Sommerville, 2005) 
Reutilización del Software 
Existen diversos niveles de reutilización de componentes de software, estos niveles son 
definidos como unidades de software por Sommerville son clasificados en su publicación 
de la siguiente manera. 
1. Reutilización de sistemas de aplicaciones. La totalidad de un sistema de 
aplicaciones puede ser reutilizada incorporándolo sin ningún cambio en otros 
sistemas, configurando la aplicación para diferentes clientes o desarrollando familias 
de aplicaciones que tienen una arquitectura común pero que son adaptadas a clientes 
particulares. 
2. Reutilización de componentes. La reutilización de componentes de una aplicación 
varía en tamafto desde subsistemas hasta objetos simples. Por ejemplo. un sistema de 
emparejamiento de patrones desarrollado como parte de un sistema de procesamiento 
de textos puede ser reutilizado en un sistema de gestión de base de datos. 
3. Reutilización de objetos y funciones. Pueden reutilizarse componentes software que 
implementan una única función, como por ejemplo una función matemática o una 
clase de objetos. Esta forma de reutilización, basada en librerías estándar, ha sido 
habitual en los cuarenta últimos aftos. Están disponibles muchas librerías de funciones 
y clases para diferentes tipos de aplicaciones y plataformas de desarrollo. Éstas 
pueden utilizarse fácilmente enlazándolas con código de otras aplicaciones. En áreas 
como algoritmos matemáticos y gráficos, donde se necesita a un experto específico 
para desarrollar objetos y funciones, ésta es una aproximación particularmente 
efectiva. 
Así mismo se definen las diversas aproximaciones sobre las cuales se aplica la 
reutilización de componentes de software. 
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Aproximaciones que soportan la reutilización del software. 
.\IH'H'\1\H<ICiún n~.·~r•·ipfiún 
p atrones de diseño Las abstracciones genéricas similares entre aplicaciones se 
representan como patrones de diseño que muestran los objetos 
abstractos y concretos y sus interacciones. 
Desarrollo basado en componentes Los sistemas se desarrollan integrando componentes 
(colecciones de objetos) que cumplen los estándares de 
modelado de componentes 
Marcos de aplicaciones Las colecciones de clases concretas y abstractas pueden 
adaptar.;e y extenderse para crear sistemas de aplicaciones. 
Envoltura de sistemas heredados Sistemas heredados (que pueden ser «envueltos>> definiendo un 
conjunto de interfaces y proporcionando acceso a estos sistemas 
heredados a través de estas interfaces. 
Sistemas orientados a servicios Los sistemas se desarrollan enlazando servicios compartidos, 
que pueden ser proJ>Orcionados de forma externa. 
Lineas de productos de aplicaciones Un tipo de aplicación se generaliza alrededor de una 
arquitectura común para que pueda ser adaptada para diferentes 
clientes. 
Integración COTS Los sistemas se desarrollan integrando sistemas de aplicaciones 
existentes. 
Aplicaciones verticales configurables Un sistema genérico se diseña para que pueda configurarse para 
las necesidades de dientes de sistemas particulares. 
Librerias de programas Esíán.disponibles para reutilización las librerías de funciones y 
de clases que implementan abstracciones comúnmente usadas. 
Genemdores de programas Un sistema generador incluye conocimiento de un tipo de 
aplicación particular y puede generar sistemas o fragmentos de 
un sistema en ese dominio. 
Desarrollo del software orientado a Componentes compartidos entrelazados en una aplicación en 
. aspectos diferentes lugares cuando se compila ell!roJ[ama . 
Tabla 2.2.1. Aproximaciones que soportan la reutilización del software 
Fuente: Ingenieria del Software (Sommerville, 2005) 
Dada esta lista de técnicas para reutilización, la cuestión clave es ¿cuál es la técnica más 
adecuada a utilizar? Obviamente, esto depende de los requerimientos del sistema a 
desarrollar, la tecnología y activos reutilizables disponibles, y la experiencia del grupo de 






Figura 2.2.1. El campo de la reutilización 
Fuente: Ingeniería del Software (Sommervi!le, 2005) 
El presente proyecto de investigación se basa en aplicar estas aproximaciones de 
reutilización de software para definir una arquitectura que permita reducir los tiempos de 
desarrollo de aplicaciones, específicamente la solución planteada se centrará en las 
siguientes aproximaciones. 
Patrones de diseflo 
Marcos de aplicaciones (frameworks) 
Generadores de programas 
Patrones de Diseño 
Cuando el diseí\ador intenta reutilizar componentes ejecutables, está limitado de forma 
inevitable por las decisiones de diseí\o detallado que han sido tomadas por los 
implementadores de esos componentes. Éstas varían desde algoritmos particulares que 
han sido utilizados para implementar los componentes hasta los objetos y tipos en las 
interfaces de Jos componentes. Cuando estas decisiones de di sello están en pugna con sus 
requerimientos particulares, reutilizar el componente es imposible o introduce 
ineficiencias en su sistema. Los patrones de di sello se derivaron de las ideas introducidas 
por Christopher Alexander (Aiexander et al, 1977), quien sugirió que existían ciertos 
patrones del diseflo de edificios que eran comunes e inherentemente interesantes y 
efectivos. El patrón es una descripción del problema y la esencia de su solución, de forma 
que la solución se pueda reutilizar en diferentes situaciones. (Sommerville, 2005) 
El presente proyecto utilizará el concepto de patrón de diseflo para especificar la parte 
más baja de la arquitectura planteada, la capa de datos y la capa de acceso a datos 
(especificada en el modelo de datos), ambas descritas más adelante en el esquema general 
de la solución a implementar. Para ello se utilizará el Patrón denominado Patrón de 
Repositorio (The Repository Pattem ), especificado por la Microsoft en su Guía de N-
Capas, para definir los objetos que se utilizarán como mediadores entre la capa de negocio 
y la capa de datos. 
JI 
"Repository" es una de las formas bien documentadas de trabajar con una fuerite de datos. 
Otra vez Martin Fowler en su libro Pattems of Application Architecture describe un 
repositorio de la siguiente forma: 
"Un repositorio realiza las tareas de intermediario entre las capas de modelo de dominio 
y mapeo de datos, actuando de forma similar a una colección en memoria de objetos del 
dominio. Los objetos cliente construyen de forma declarativa consultas y las envían a los 
repositorios para que las satisfagan. Conceptualmente, un repositorio encapsula a un 
conjunto de objetos almacenados en la base de datos y las operaciones que sobre ellos 
pueden realizarse, proveyendo de una forma más cercana a la orientación a objetos de 
la vista de la capa de persistencia. Los repositorios, también soportan el objetivo de 
separar claramente y en una dirección la dependencia entre el dominio de trabajo y el 
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Figura 2.2.2. El Patrón Repositorio 
Fuente: MSDN Microsoft - The Repository Pattern 
Reutilización basada en generadores 
Data 
Source 
El concepto de reutilización mediante patrones tiene que ver con la descripción del 
concepto de una forma abstracta y dejando al desarrollador la labor de crear una 
implementación. Una aproximación alternativa a ésta es la reutilización basada en 
generadores (Biggerstaff, 1998). 
Esta aproximación es un concepto clave en la definición de la solución a brindar por el 
presente proyecto ya que aquí entran a tallar las mejoras que se van a implementar en la 
arquitectura de N-Capas utilizando tecnologla de Lenguaje de Dominio Específico (DSL 
por las siglas en Inglés de Domain Specific Language) para la generación de código que 
permita la implementación del Patrón de Repositorio. 
En esta aproximación, el conocimiento reutilizable se captura en un sistema generador de 
programas que puede ser programado por expertos en el dominio utilizando un lenguaje 
orientado a dominios o una herramienta CASE interactiva que soporte la generación de 
sistemas. La descripción de la aplicación específica, de forma abstracta, qué componentes 
reutilizables tienen que usarse y cómo tienen que ser combinados y parametrizados. 
Utilizando esta información se puede generar un sistema software operativo. 
(Sommerville, 2005) 
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Figura 2.2.3. Reutilización basada en generadores 
Fuente: Ingeniería del Software (Sommerville, 2005) 
La reutilización basada en generadores ha tenido éxito sobre todo para sistemas de 
aplicaciones de negocios, y existen muchos productos generadores de aplicaciones de 
negocios disponibles. Estos pueden generar aplicaciones completas o pueden automatizar 
parcialmente la creación de aplicaciones y dejar que el programador las complete con 
detalles específicos. La aproximación a la reutilización basada en generadores también se 
utiliza en otras áreas, incluyendo: 
Los expertos del dominio utilizan un lenguaje específico del dominio para componer estos 
componentes y crear aplicaciones. Sin embargo, existe un alto coste inicial en la 
definición e implementación de Jos conceptos del dominio y en el lenguaje de 
composición. Esto significa que muchas compaftías son reacias a asumir los riesgos de 
adoptar esta aproximación. (Sommerville, 2005) 
Lenguaje especifico del dominio (DSL) 
Cómo se mencionó anteriormente el sistema generador de programas al que hace alusión 
Sommerville se va a implementar utilizando un lenguaje especifico de dominio brindado 
por Microsoft como producto de extensibilidad de soluciones basadas en su plataforma 
.Net. 
La Microsoft en su foro de desarrolladores MSDN (Microsoft Developer Network) 
documenta el DSL de la siguiente manera: 
A diferencia de un lenguaje de uso general como C# o UML, un lenguaje específico 
(DSL) está diseñado para expresar instrucciones en un espacio del problema, o el 
dominio. 
DSLs bien conocidas incluyen expresiones regulares y SQL. Cada DSL es mucho 
mejor que un lenguaje de propósito general para describir operaciones en cadenas de 
texto o una base de datos, pero mucho peor para describir las ideas que están fuera de 
su propio ámbito. Las industrias individuales tienen sus propias DSLs. Por ejemplo, 
en la industria de las telecomunicaciones, los idiomas descriptivos de llamada son 
ampliamente utilizados para especificar la secuencia de estados en una llamada 
telefónica, y en la industria de viajes una norma DSL se utiliza para describir reservas 
del vuelo. 
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Lo opuesto es: 
Un lenguaje de programación de propósito general, como por ejemplo C o Java o un 
lenguaje de modelaje de propósito general como UML. 
Crear un lenguaje especifico del dominio (con software que lo soporte) vale la pena 
cuando permite que un tipo particular de problemas o soluciones puedan ser expresadas 
más claramente que con otros lenguajes existentes, y el tipo de problema en cuestión 
reaparece lo suficiente. La programación orientada a lenguajes considera la creación de 
lenguajes especificos para expresar problemas una parte estándar para el proceso de 
solucionar el problema. 
En los DSL, la semántica del lenguaje está muy cercana al dominio del problema para el 
cual se diseña. Tienen un alto nivel de abstracción al usuario, por tanto, están dirigidos a 
expertos en el dominio. 
Esta tecnología permite modelar de una forma gráfica los componentes de un dominio 
especifico y permiten generar código, para este caso permitirán modelar los objetos de 
acceso a datos y lógica del negocio del framework a desarrollar. 
Entity Framework es un claro ejemplo del uso de DSL por parte de la Microsoft para 
modelar el repositorio de datos. 
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Figura 2.2.4. Modelado de datos mediante Entity Framework 








Este mecanismo de generación de código defme como dominio el repositorio de datos y 
las clases de acceso a datos utilizando ADO .Net para el acceso a los diferentes orígenes 
de datos y que sirve como mediador entre el aplicativo y el origen de datos mismo como 
muestra el siguiente gráfico del dominio: 
Application 
ORM interface H 
Entity Framework 
--- ......&:lüf\•D.:ot.o t~~OO~.(EOMI ---
,-,., ,....,/),.,,,!,.. ,. -~r.,: U"'!f "'b;JP 'q 
r ADO.NET Provider J 
Data Sto re 
Figura 2.2.5. Arquitectura Entity Framework 
Fuente: MSDN Microsoft- Entity Framework 
Ventajas de desarrollo especifico de dominio 
Un lenguaje específico puede proporcionar las siguientes ventajas: 
• Contiene las construcciones que se ajuste a exactamente el espacio del problema. 
A diferencia de lenguajes de uso general, un lenguaje especifico consta de los 
elementos y las relaciones que representan directamente la lógica del espacio del 
problema. Por ejemplo, una aplicación de la póliza de seguros debe incluir los 
elementos para las directivas y las peticiones. Un lenguaje específico facilita diseí'lar 
la aplicación, y encuentra y corregir errores de lógica. 
• Permite a los no desarrolladores de software y las personas que no conocen el dominio 
entienden el disei\o global. 
Mediante un lenguaje especifico del gráfico, puede crear una representación visual 
del dominio de modo que los no desarrolladores de software pueden fácilmente 
entender el diseí'lo de la aplicación. 
• Facilita la creación un prototipo de la aplicación final. 
Los desarrolladores pueden utilizar el código que el modelo genera para crear una 
aplicación de prototipo que pueden mostrar a los clientes. 
Finalmente, haciendo uso de las dos aproximaciones de reutilización anteriores se 
implementará un marco de trabajo, que denominaremos Framework de N-Capas de ahora 
en adelante, para definir la arquitectura del proyecto de software sobre el cual se realizará 
el estudio del presente proyecto. A continuación se presenta una breve definición teórica 
de los marcos de trabajo. 
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Marcos de trabajo de aplicaciones (FRAMEWORKS DE DESARROLLO) 
Definición de Marco de Trabajo 
Un marco de trabajo (o marco de trabajo de aplicaciones) es un diseño de un subsistema 
formado por una colección de clases concretas y abstractas y la interfaz entre ellas (Wirfs-
Brock y Johnson, 1990). Los detalles particulares del subsistema de aplicación son 
implementados aftad.iendo componentes y proporcionando implementaciones concretas 
de clases abstractas en el marco de trabajo. Los marcos de trabajo raramente son 
aplicaciones por sí mismos. Las aplicaciones se construyen normalmente integrando 
varios marcos conceptuales de trabajo. 
Fayad y Sclunidt (Fayad y Schmidt, 1997) descóben tres clases de marcos de trabajo: 
l. Marcos de trabajo de infraestructura de sistemas. Estos marcos de trabajo 
soportan el desarrollo de infraestructuras de sistemas tales como comunicaciones, 
interfaces de usuario y compiladores (Sclunidt, 1997). 
2. Marcos de trabajo para la integración de middleware. Consisten en un conjunto d 
estándares y clases de objetos asociados que soportan la comunicación de 
componentes y el intercambio de información. Ejemplos de este tipo de marcos son 
COFBA, COM+ de Microsoft y Enterprise Java Beans. 
3. Marcos de trabajo de aplicaciones empresariales. Se refieren a dominios de 
aplicaciones específicos tales como telecomunicaciones o sistemas fmancieros 
(Baumer et al, 1997). Estos marcos de trabajo encapsulan el conocimiento del 
dominio de la aplicación y soportan el desarrollo de aplicaciones para los usuarios 
finales. 
El framework resultante de la Guía Microsoft supone un Framework o Marco de Trabajo 
de Aplicaciones Empresariales, sobre el cual se va a basar el desarrollo del proyecto de 
investigación para aplicar la propuesta de solución. 
2.3. Propuesta de Solución 
Framework de desarrollo N-Capas Orientado al Domino 
Orientación a tendencias de Arquitectura DDD (Domain Driven Design) 
El objetivo de esta arquitectura marco es proporcionar una base consolidada y guías de 
arquitectura para un tipo concreto de aplicaciones: Aplicaciones empresariales complejas. 
Este tipo de aplicaciones se caracterizan por tener una vida relativamente larga y un 
volumen de cambios evolutivos considerable. Por lo tanto, en estas aplicaciones es muy 
importante todo lo relativo al mantenimiento de la aplicación, la facilidad de 
actualización, o la sustitución de tecnologías y frameworks/ORMs (Objectrelational 
mapping) por otras versiones más modernas o incluso por otros diferentes, etc. El objetivo 
es que todo esto se pueda realizar con el menor impacto posible sobre el resto de la 
aplicación. En definitiva, que los cambios de tecnologías de infraestructura de una 
aplicación no afecten a capas de alto nivel de la aplicación, especialmente, que afecten lo 
mínimo posible a la capa del Dominio de la aplicación. (De La Torre Llorente, 2010) 
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Capas de Presentación, Aplicación, Dominio e Infraestructura 
En el nivel más alto y abstracto, la vista de arquitectura lógica de un sistema puede 
considerarse como un conjunto de servicios relacionados agrupados en diversas capas, 
similar al siguiente esquema (siguiendo las tendencias de Arquitectura DDD): 
...,, 
-¡¡; .g 1 
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.!Ji ~ 1 l Dominio/Negocio ; 
ti) ~ . ------.,------'"--' f ~- Capa de Infraestructura de -1 
ii Persistencia de Datos, etc. l 1 
~~~~ ~~ 
Capas de Presentación 
Figura 2.3.1. Vista de arquitectura lógica simplificada de un sistema N-Capas DDD 
Fuente: Guía de Arquitectura de N-Capas Orientado al Dominio (De La Torre Llorente, 2010) 
Este es un modelo a nivel Macro de la Arquitectura de N-Capas orientada al Dominio que 
se va a emplear para a generación de la arquitectura del proyecto. 
Arquitectura marco N-Capas con Orientación al Dominio 
El objetivo de esta arquitectura marco es estructurar de una forma limpia y clara la 
complejidad de una aplicación empresarial basada en las diferentes capas de la 
arquitectura, siguiendo el patrón N-Layer y las tendencias de arquitecturas en DDD. 
El patrón N-Layer distingue diferentes capas y sub-capas internas en una aplicación, 
delimitando la situación de los diferentes componentes por su tipologia. 
Por supuesto, esta arquitectura concreta N-Layer es personalizable según las necesidades 
de cada proyecto y/o preferencias de Arquitectura. Simplemente proponemos una 
Arquitectura marco a seguir que sirva como punto base a ser modificada o adaptada por 
arquitectos según sus necesidades y requisitos. 
En concreto, las capas y sub-capas propuestas para aplicaciones N-Layered con 
Orientación al Dominio son: 
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Figura 2.3.2. Arquitectura N-Capas con Orientación al Dominio 
Fuente: Gula de Arquitectura de N.Q¡pas Orientado al Dominio (De La Torre Llorente, 2010) 
A continuación una breve descripción de cada una de las capas y la lista de cada Ulio de 
los componentes por capa de esta arquitectura: 
Capa de Presentación 
Esta capa es responsable de mostrar información al usuario e interpretar sus acciones. Los 
componentes de las capas de presentación implementan la funcionalidad requerida para 
que los usuarios interactúen con la aplicación. 
Subcapas de Componentes Visuales (Vistas o Formularios) 
Subcapas de Proceso de Interfaz de Usuario (Controladores y similares) 
Capa de Servicios Distribuidos (Servicios-Web) 
Cuando una aplicación actúa como proveedor de servicios para otras aplicaciones 
remotas, o incluso si la capa de presentación esta también localizada fisicamente en 
localizaciones remotas (aplicaciones Ricb-Client, RIA, OBA, etc.), normalmente se 
publica la lógica de negocio (capas de negocio internas) mediante una capa de servicios. 
Esta capa de servicios (habitualmente Servicios Web) proporciona un medio de acceso 
remoto basado en canales de comunicación y mensajes de datos. Es importante destacar 
que esta capa debe ser lo más ligera posible y que no debe incluir nunca 'lógica' de 
negocio. Hoy por hoy, con las tecnologías actuales hay muchos elementos de una 
arquitectura que son muy simples de realizar en esta capa y en muchas ocasiones se tiende 
a incluir en ella propósitos que no le competen. 
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Servicios-Web publicando las Capas de Aplicación y Dominio 
Capa de Aplicación (Lógica de Negocio) 
Esta capa fonna parte de la propuesta de arquitecturas orientadas al Dominio. Define los 
trabajos que la aplicación como tal debe de realizar y redirige a los objetos del dominio y 
de infraestructura (persistencia, etc.) que son los que internamente deben resolver los 
problemas. 
Servicios de Aplicación (Tareas y coordinadores de casos de uso) 
Adaptadores (Conversores de fonnatos, etc.) 
Subcapa de Workflows (Opcional) 
Clases base de Capa Aplicación (Patrón Layer-Supertype) 
Capa del Modelo de Dominio 
Esta capa es responsable de representar conceptos de negocio, infonnación sobre la 
situación de los procesos de negocio e implementación de las reglas del dominio. 
También debe contener los estados que reflejan la situación de los procesos de negocio. 
Esta capa Dominio es el corazón del software. Nonnalmente podemos definir los 
siguientes elementos dentro de la capa de Dominio: 
Entidades del Dominio 
Servicios del Dominio 
Especificaciones de Consultas (Opcional) 
Contratos/Interfaces de Repositorios 
Clases base del Dominio (Patrón Layer-Supertype) 
Capa de Infraestructura de Acceso a Datos 
Esta capa proporciona la capacidad de persistir datos así como lógicamente acceder a 
ellos. Pueden ser datos propios del sistema o incluso acceder a datos expuestos por 
sistemas externos (Servicios Web externos, etc.). Así pues, esta capa de persistencia de 
datos expone el acceso a datos a las capas superiores, nonnalmente las capas del dominio. 
Esta exposición deberá realizarse de una fonna desacoplada. 
Implementación de Repositorios 
Modelo lógico de Datos 
Clases Base (Patrón Layer-Supertype) 
Infraestructura tecnología ORM 
Agentes de Servicios externos 
Componentes/Aspectos Horizontales de la Arquitectura 
Proporcionan capacidades técnicas genéricas que dan soporte a capas superiores. En 
definitiva, son ,bloques de construcción" ligados a una tecnología concreta para 
desempeñar sus funciones. 
Aspectos horizontales de Seguridad, Gestión de operaciones, 
Monitorización, Correo Electrónico automatizado, etc. 
De esta lista de componentes se van a aplicar las mejoras en la propuesta de solución 
empleando la generación de código mediante DSL para los siguientes componentes. 
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Capa de Aplicación (Lógica de Negocio) 
Servicios de Aplicación (Tareas y coordinadores de casos de uso) 
Adaptadores (Conversores de formatos, etc.) 
Capa del Modelo de Dominio 
Entidades del Dominio 
Contratos/Interfaces de Repositorios 
Clases base del Dominio (Patrón Layer-Supertype) 
Capa de Infraestructura de Acceso a Datos 
Implementación de Repositorios 
Modelo Lógico de Datos 
Clases Base (Patrón Layer-Supertype) 
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Figura 2.3.3. Componentes de la Arquitectura sobre los cuales se va a aplicar DSL 
Fuente: Elaboración Propia 
El esquema anterior muestra el detalle de los componentes a generar, obviando la capa de 
presentación ya que es independiente al propósito final, es decir el alcance del 
frameworks se centrará en la lista expuesta líneas arriba que incluye la capa de datos, capa 
de acceso a datos y la capa de negocio. Para ello se implementará un marco de trabajo 
referencial con esta arquitectura definida por la Gula de N-Capas. 
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Finalmente como conclusión para el marco teórico se citao a continuación las ventajas y 
desventajas del uso de esta arquitectura de acuerdo a la Guía Microsoft. 
Ventajas del uso de Arquitecturas N-Capas 
./ Desarrollo estructurado, homogéneo y similar de las diferentes aplicaciones de una 
organización . 
./ Facilidad de maotenimiento de las aplicaciones pues los diferentes tipos de tareas 
están siempre situados en las mismas áreas de la arquitectura . 
./ Fácil cambio de tipologia en el despliegue fisico de una aplicación (2-Tier, 3-Tier, 
etc.), pues las diferentes capas pueden separarse fisicamente de forma fácil. 
Desventajas del uso de Arquitecturas N-Capas 
./ En el caso de aplicaciones muy pequeñas, estamos añadiendo una complejidad 
excesiva (capas, desacoplamiento, etc.). Pero este caso es muy poco probable en 
aplicaciones empresariales con cierto nivel. 
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CAPÍTULO 111: METODOLOGÍA: MÉTODOS Y MATERIALES 
3,1, Tipo de Investigación 
Según el objeto de estudio, la presente investigación es de tipo causal porque de acuerdo 
a (Namakforoosh, 2005) se espera que una variable independiente produzca ciertos 
cambios en la variable dependiente. 
Según el tratamiento de que se da al objeto de estudio, es una investigación causal ya que 
se realizará la causa efecto de la ausencia o presencia del framework de N-Capas 
orientado al dominio para el desarrollo de un aplicativo empresarial. 
3.2. El Modelo Teórico 
Se ha definido el presente trabajo de investigación cómo un prototipo de desarrollo 
evolutivo ya que define una serie de reglas definidas en un framework de desarrollo de 
software basado en un prototipo tal y como se describe en el marco teórico. 
3.3. Diseño de la Investigación 
El presente trabajo de investigación es de tipo no experimental y se centra en el desarrollo 
de mejoras aplicadas al framework de N-Capas orientado al dominio propuesto por 
Microsoft, estas mejoras están basadas en tecnología DSL de meta modelado y generación 
de código. La investigación consta de varias etapas las cuales se describen a continuación. 
l. Recopilar Información 
En esta etapa de la investigación se recogerá información técnica acerca de las tecnologías 
a utilizar y se definirá el entorno de desarrollo sobre el cual se va a trabajar durante el 
resto del proyecto. 
Recopilación de Información sobre la plataforma base 
..' Microsoft .Net Platform . 
..' SQL Server 2012 . 
..' Domain Specific Language (DSL). 
Recopilación de Información sobre el software a utilizar 
..' Microsoft Visual Studio 2012 . 
..' Microsoft Visual Studio Extensibility . 
..' Microsoft Visual Studio Online. 
2. Identificar Requerimientos de Mejoras 
En esta etapa de la investigación se definirán los componentes de la arquitectura de la 
solución a implementar sobre los cuales se aplicará la tecnología DSL, para ello se 
utilizará como base la guía de Microsoft de la arquitectura de N -Capas orientada al 
dominio y se tomará en cuenta el alcance del proyecto . 
3. Diseñar la Solución Propuesta 
Definidos los componentes sobre los cuales se van a implementar las mejoras se diseñará 
la arquitectura final de la solución a implementar basada en las tecnologías definidas en 
el punto 1) del diseño de la investigación. 
22 
4. Desarrollar la Solución Propuesta 
En esta etapa del proceso de investigación se realizará el desarrollo de la solución 
propuesta utilizando la tecnología y la arquitectura definidas en los puntos anteriores. 
5. Probar la Solución Implementada 
Cuando se tenga construida la solución propuesta, en esta etapa del estudio se realizarán 
las pruebas de la misma para estudiar el comportamiento de las variables y definir la 
hipótesis de investigación. 
6. Documentar la Solución Implementada 
En el paso final de la investigación se realizará la siguiente documentación sobre la 
solución propuesta. 
Documento de Arquitectura 
Manual de Usuario 
3.4. Métodos e Instrumentos Cuantitativos y/o Cualitativos de Medición 
SCRUM 
La metodología SCRUM se utilizó mediante la herramienta Visual Studio Online, una 
herramienta gratuita de Microsoft para un máximo de 5 miembros por equipo, este portal 
web posee una plantilla Scrum 3.0 para llevar el proceso de desarrollo de software y 
provee también un repositorio de código fuente para llevar el control de versiones de las 
fuentes de la solución a implementar en el presente proyecto. 
Roles Scrum: Se han definido los siguientes roles para el proyecto: 
.F Product Owner: 
.F Scrum Manager: 
.F Scrum Team: 
lng. Arturo Sandoval Rivera (Asesor) 
Ing. Arturo Sandoval Rivera (Asesor) 
lng. Nelsson José AguiJar Salvador (Tesista) 
Iteraciones: Se han definido las siguientes iteraciones Scrum para el proyecto 
Release 1: Se ha definido un solo Release para el proyecto, este Release a su vez 
tiene un solo Sprint: 
Sprint 1: Fecha de Inicio: 
Fecha de Fin: 
16/03/2015 
30/04/2015 
Esfuerzo: El esfuerzo por cada miembro del equipo es el siguiente: 
.F Scrum Team: lng. Arturo Sandoval Rivera (Asesor) 
( 1 horas diarias x 6 días = 6 horas) 
Nelsson José AguiJar Salvador (Tesista) 
(6 horas diarias x 40 días= 240 horas) 
Se consideran los días de semana de lunes a sábado para el tesista y los domingos para la 
revisión por parte del asesor. 
23 
Product Backlog: Se han definido los siguientes PBis para el Product Backlog el 














Prueba del Componente de Modelo de Datos Committed 
1 Prueba del Componente de Modelo de Datos Done 
Prueba del Componente de Acceso a Datos Commltted 
1 Prueba del Componente de Acceso a Datos Done 
Elaboración del Documento de Arquitectura Committed 
1 Elaboración del Documento de Arquitectura Done 
Elaboración del Manual de Usuario Committed 
1 Elaboración del Manual de Usuario Done 
Elaboración del informe Final Committed 
1 Elaboración del Informe Final Done 
Sustentación del Proyecto Commltted 
1 Sustentación del Proyecto Done 
Tabla 3.4.1. Product Backlog del Proyecto 







Proceso de avance de Proyecto (Burndown Chart): El siguiente gráfico muestra el 
proceso de avance del proyecto del Sprint l. 
-------------------------------. 








16}03/2015 23)0:>/2015 30/03{.:015 06jt)JJ2015 13/1)4/2015 20¡o.tj2015 27104/2015 
Figura 3.4.1. Proceso de avance del proyecto 
Fuente: Elaboración Propia 
Dirección Web del Proyecto: Se puede ingresar el proyecto de Visual Studio en el 
siguiente enlace: 
https://dev:fi-amework.visualstudio.com/DcfaultCollection/DevFramework 
Visual Studio 2012 Test Manager 
Esta herramienta se utilizó para las pruebas de integración y pruebas unitarias sobre los 
elemento del disel!o de la arquitectura de aplicación diseñada para la solución, esta 














Se aplicará pruebas de integración a: 
../ Arquitectura del Proyecto 
Se aplicará pruebas unitarias a los siguientes elementos de la arquitectura . 
../ Elemento de Acceso a Datos 
Proyecto de Pruebas: Se ha creado un proyecto de pruebas en base al proyecto de Visual 
Studio Online. 
f- e 1 G) i Testing Center T 
Contents ; Results 1 Properties 
a Contents 
1 f:i.l. Now T f:.) Add requirom•nts ~ 
~- ·--·------
' ../ ·f!J N-loyer-DSl-Tools 
Figura 3.4.2. Proyecto de pruebas de la solución 
Fuente: Elaboración Propia 
Set de Pruebas: Las pruebas definidas para el proyecto son las siguientes: 
A Testsuite: N-t..yer-0Sl-Took(Suitcl0:172} 
ktii Mauft conhgt~n~hons 0): Wlndows8 .. Str.e: O Comptet~ .. 
1 iJ Open j Add tJ N"' -<.o )( -~ Auign ,:> Confoguntion• '<tJ O.d"' 
1 
Onig .1 cotumn htadtrhereto groop bythat co!umn. 





173 PruebH de la generaci6n d~ 111 phnt¡&g del~ 2 1 
174 Pruebas de la generación componente de entidad 2 1 
175 Pruebas de la genemci6n compcmentt de •cce:so a datos 2 1 
1 1 
Figura 3.4.3. Set de pruebas 











CAPÍTULO IV: RECOPILACIÓN DE LA INFORMACIÓN 
4.1. Recopilación de Información sobre la plataforma base 
4.1.1.Microsoft .Net Platform 
.NET Framework es un componente integral de Windows que admite la compilación y 
la ejecución de la siguiente generación de aplicaciones y servicios Web XML. El diseño 
de .NET Framework está enfocado a cumplir los siguientes objetivos: 
<~' Proporcionar un entorno coherente de programación orientada a objetos, en el que 
el código de los objetos se pueda almacenar y ejecutar de forma local, ejecutar de 
forma local pero distribuida en Internet o ejecutar de forma remota. 
<~' Proporcionar un entorno de ejecución de código que minimiza los conflictos en el 
despliegue y versionado de software. 
<~' Ofrecer un entorno de ejecución de código que promueva la ejecución segura del 
mismo, incluso del creado por terceros desconocidos o que no son de plena 
confianza. 
<~' Proporcionar un entorno de ejecución de código que elimine los problemas de 
rendimiento de los entornos en los que se utilizan scripts o intérpretes de comandos. 
<~' Ofrecer al programador una experiencia coherente entre tipos de aplicaciones muy 
diferentes, como las basadas en Windows o en el Web. 
<~' Basar toda la comunicación en estándares del sector para asegurar que el código de 
.NET Framework se puede integrar con otros tipos de código . 
. NET Framework contiene dos componentes principales: Common Language Runtime 
y la Biblioteca de clases de .NET Framework 
Common Language Runtime es el fundamento de .NET Framework. El motor en 
tiempo de ejecución se puede considerar como un agente que administra el código en 
tiempo de ejecución y proporciona servicios centrales, como la administración de 
memoria, la administración de subprocesos y la comunicación remota, al tiempo que 
aplica una seguridad estricta a los tipos y otras formas de especificación del código que 
promueven su seguridad y solidez. De hecho, el concepto de administración de código 
es un principio fundamental del motor en tiempo de ejecución. El código destinado al 
motor en tiempo de ejecución se denomina código administrado, a diferencia del resto 
de código, que se conoce como código no administrado. La biblioteca de clases, el otro 
componente principal de .NET Framework, es una completa colección orientada a 
objetos de tipos reutilizables que se pueden emplear para desarrollar aplicaciones que 
abarcan desde las tradicionales herramientas de interfaz gráfica de usuario (GUI) o de 
linea de comandos hasta las aplicaciones basadas en las innovaciones más recientes 
proporcionadas por ASP.NET, como los formularios Web Forms y los servicios Web 
XML. ("Información general y conceptual sobre .NET Framework", 2015) 
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.NET Framework puede hospedarse en componentes no administrados que cargan 
Common Language Runtime en sus procesos e inician la ejecución de código 
administrado, con lo que se crea un entorno de software en el que se pueden utilizar 
características administradas y no administradas. En .NET Framework no sólo se 
ofrecen varios hosts de motor en tiempo de ejecución, sino que también se admite el 
desarrollo de estos hosts por parte de terceros. 
Por ejemplo, ASP.NET hospeda el motor en tiempo de ejecución para proporcionar un 
entorno de servidor escalable para el código administrado. ASP .NET trabaja 
directamente con el motor en tiempo de ejecución para ·habilitar aplicaciones de 
ASP.NET y servicios Web XML, que se tratan más adelante en este tema. 
Internet Explorer es un ejemplo de aplicación no administrada que hospeda el motor en 
tiempo de ejecución (en forma de una extensión de tipo MIME). Al usar Internet 
Explorer para hospedar el motor en tiempo de ejecución, puede incrustar componentes 
administrados o controles de Windows Foms en documentos HTML. Al hospedar el 
motor en tiempo de ejecución de esta manera se hace posible el uso de código móvil 
administrado (similar a los controles de Microsoft® ActiveX®), pero con mejoras 
significativas que sólo el código administrado puede ofrecer, como la ejecución con 
confianza parcial y el almacenamiento aislado de archivos. 
En la ilustración siguiente se muestra la relación de Common Language Runtime y la 
biblioteca de clases con las aplicaciones y el sistema en su conjunto. En la ilustración se 
representa igualmente cómo funciona el código administrado dentro de una arquitectura 
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Figura 4.1.1 •• NET Framework en contexto 
Fuente: MSDN Microsoft- Información general y conceptual sobre .NET Framework 
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La biblioteca de clases de .NET Framework es una colección de tipos reutilizables 
que se integran estrechamente con Cornmon Language Runtime. La biblioteca de clases 
está orientada a objetos, lo que proporciona tipos de los que su propio código 
administrado puede derivar funciones. Esto ocasiona que los tipos de .NET Framework 
sean sencillos de utilizar y reduce el tiempo asociado con el aprendiZl\ie de las nuevas 
características de .NET Framework. Además, los componentes de terceros se pueden 
integrar sin dificultades con las clases de .NET Framework. 
Por ejemplo, las clases de colección de .NET Framework implementan un conjunto de 
interfaces que puede usar para desarrollar sus propias clases de colección. Éstas se 
combinarán fácilmente con las clases de .NET Framework. ("Información general y 
conceptual sobre .NET Framework", 2015) 
4.1.2. SQL Server 2012 
Microsoft® SQL Server™ es un sistema de administración y análisis de bases de datos 
relacionales de Microsoft para soluciones de comercio electrónico, línea de negocio y 
almacenamiento de datos. En esta sección, encontrará información sobre varias 
versiones de SQL Server. También encontrará articulos sobre bases de datos y 
aplicaciones de diseño de bases de datos así como ejemplos de los usos de SQL Server. 
Microsoft SQL Server 2012 se basa en las funciones críticas ofrecidas en la versión 
anterior, proporcionando un rendimiento, una disponibilidad y una facilidad de uso 
innovadores para las aplicaciones más importantes. Microsoft SQL Server 2012 ofrece 
nuevas capacidades en memoria en la base de datos principal para el procesamiento de 
transacciones en linea (OLTP) y el almacenamiento de datos, que complementan 
nuestras capacidades de almacenamiento de datos en memoria y BI existentes para 
lograr la solución de base de datos en memoria más completa del mercado. 
SQL Server 2012 también proporciona nuevas soluciones de copia de seguridad y de 
recuperación ante desastres, así como de arquitectura híbrida con Windows Azore, lo 
que permite a los clientes utilizar sus actuales conocimientos con características locales 
que aprovechan los centros de datos globales de Microsoft. Además, SQL Server 2012 
aprovecha las nuevas capacidades de Windows Server 2012 y Windows Server 2012 R2 
para ofrecer una escalabilidad sin parangón a las aplicaciones de base de datos en un 
entorno fisico o virtual. ("Microsoft SQL Server", 2015) 
4.1.3.Domain Specific Language (DSL) 
A diferencia de un lenguaje de uso general como C# o UML, un lenguaje específico 
(DSL) está diseñado para expresar instrucciones en un espacio del problema, o el 
dominio. 
DSLs bien conocidas incluyen expresiones regulares y SQL. Cada DSL es mucho mejor 
que un lenguaje de propósito general para describir operaciones en cadenas de texto o 
una base de datos, pero mucho peor para describir las ideas que están fuera de su propio 
ámbito. Las industrias individuales tienen sus propias DSLs. Por ejemplo, en la industria 
de las telecomunicaciones, los idiomas descriptivos de llamada son ampliamente 
utilizados para especificar la secuencia de estados en una llamada telefónica, y en la 
industria de viajes una norma DSL se utiliza para describir reservas del vuelo. 
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El negocio y el proyecto también se ocupan de conjuntos especiales de conceptos que 
se puede describir con DSL. Por ejemplo, podría definir un DSL para una de estas 
aplicaciones: 
• Plan de rutas de navegación de un sitio Web. 
• Esquemas eléctricos para componentes electrónicos. 
• Redes de las bandas transportadoras y de equipaje que administran el equipo de un 
aeropuerto. 
Cuando diseñe DSL, defina una clase de dominio para cada uno de los conceptos 
importantes en el dominio, como una página Web, una lámpara, o un mostrador de 
facturación de aeropuerto. Al definir las relaciones de dominio como hipervínculo, 
conexión, o una banda transportadora para vincular los conceptos juntos. 
Los usuarios del DSL crean modelos. Los modelos son instancias del DSL. Por ejemplo, 
describen un sitio Web concreto, o la conexión de un dispositivo determinado, o de 
equipaje controlando el sistema de un aeropuerto determinado. 
Los usuarios pueden ver un modelo como diagrama o como Windows form. Los 
modelos se pueden ver como XML's, que es cómo realmente se almacenan. Cuando se 
define un DSL, se define cómo las instancias de cada clase de dominio y cada relación 
aparecen en la pantalla del usuario. DSL normal se muestra como una colección de 
iconos o de rectángulos conectados mediante flechas. ("Acerca de los lenguajes 
específicos de dominio", 2015) 
4.2. Recopilación de Información sobre el software a utilizar 
4.2.1. Microsoft Visual Studio 2012 
Visual Studio es un conjunto de herramientas de desarrollo de software y de otras 
tecnologías basado en componentes para crear aplicaciones eñcaces de alto rendimiento. 
Además, Visual Studio está optimizado para diseilo basado en equipos, desarrollo e 
implementación mediante Visual Studio Online o Team Foundation Server. 
4.2.2. Microsoft Visual Studio Extensibility (Visual Studio Software Development 
Kit) 
Muchos desarrolladores utilizan Visual Studio para crear y gestionar sus proyectos de 
desarrollo de software. Microsoft ha proporcionado varias formas de personalizar y 
extender Visual Studio para automatizar tareas o agregar funciones. Puede crear 
extensiones de Visual Studio para su propio uso o para su distribución a otros usuarios. 
Mediante la creación de complementos, se puede personalizar el IDE de Visual Studio 
para ayudarle a trabajar de manera más eficiente. Para obtener más información, 
consulte la extensibilidad y automatización de Visual Studio. 
Para ampliar aún más Visual Studio, utilice el SDK Estudio Visual. El SDK de Visual 
Studio es un conjunto de herramientas y documentación que le pueden ayudar a extender 
Visual Studio o crear nuevas funciones que se integran en Visual Studio. Usted puede 
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distribuir sus extensiones a otros usuarios. Las siguientes son algunas de las fonnas en 
que se puede extender de Visual Studio: 
"' Afiadir comandos, ventanas y otras características para el IDE . 
.,/ Extienda el editor de Visual Studio. 
"' Habilitar el soporte de un nuevo lenguaje. 
"' Extienda la funcionalidad de diseño de datos de fuentes de datos externas . 
.,/ Afiade tus propias plantillas de tipo proyecto . 
.,/ Integrar control de origen de encargo. 
"' Personaliza el depurador de Visual Studio o crear el tuyo propio. 
"' Crear y gestionar sus equipos conjuntos de pruebas. 
4.2.3. Microsoft Visual Studio Online 
Visual Studio Online, que se basa en las capacidades de Team Foundation Server con 
servicios adicionales en la nube, es el inicio en línea para los proyectos de desarrollo. 
Póngalo en marcha en tan solo unos minutos en nuestra infraestructura de nube sin tener 
que instalar ni configurar ningún servidor. Visual Studio Online se conecta con Visual 
Studio, Eclipse, Xcode y otros clientes Git para apoyar el desarrollo en diferentes 
platafonnas y lenguajes. 
Cada cuenta de Visual Studio Online dispone de cinco usuarios gratuitos. A medida que 
crezcan su equipo de trabajo y sus necesidades, podrá mezclar y combinar recursos y 
planes de usuarios para proporcionar a cada usuario lo que necesita. Los suscriptores de 
Visual Studio con MSDN pueden unirse de manera gratuita a proyectos de cuenta 
exclusivos de los cinco usuarios gratuitos que se incluyen. 
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4.3. Recopilación de información de la arquitectura de N-Capas orientada al 
dominio 
El marco de N-Capas orientado al dominio propuesto por Microsoft se basa en la 
arquitectura marco de desarrollo orientado al dominio (Domain Driven Development). 
El objetivo de esta arquitectura marco es proporcionar una base consolidada y guías de 
arquitectura para un tipo concreto de aplicaciones: "Aplicaciones empresariales 
complejas". Este tipo de aplicaciones se caracterizan por tener una vida relativamente 
larga y un volumen de cambios evolutivos considerable. Por lo tanto, en estas aplicaciones 
es muy importante todo lo relativo al mantenimiento de la aplicación, la facilidad de 
actualización, o la sustitución de tecnologías y frameworks/ORMs (Objectrelational 
mapping) por otras versiones más modernas o incluso por otros diferentes, etc. El objetivo 
es que todo esto se pueda realizar con el menor impacto posible sobre el resto de la 
aplicación. En definitiva, que los cambios de tecnologías de infraestructura de una 
aplícáéióii fió áféétéii á éá¡iáS dé áltó nivél dé lá ápliéáéión, éspééiálméiité, qué áféétéii lo 
mínimo posible a la capa del "Dominio de la aplicación". (De La Torre Llorente, 2010) 
El esquema a nivel macro de la arquitectura de N-Capas orientada al dominio se muestra 
en el siguiente diagrama: 
Arquitectura t.óg¡ca de la Aplw.ación 
Capa de Presentacoón (WPI". Web) 
~· .. .,,_ ·.· · '"ea'Pa·d~~~· ; ... " .......... ·~~ .. 
•• •• 
.... 
_ .. _ 
Figura 4.3.1. Arquitectura Lógica de Aplicación 
Fuente: Elaboración Propia 
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El diseño de cada capa será cohesivo, pero delimitando claramente las diferentes capas 
entre ellas, aplicando patrones estándar de Arquitectura para que dichas dependencias 
sean en muchas ocasiones basadas en abstracciones y no referenciando una capa 
directamente a la otra. 
Cada capa de la aplicación contendrá una serie de componentes que implementan la 
funcionalidad de dicha capa. Estos componentes serán cohesivos internamente (dentro de 
la misma capa de primer nivel), pero algunas capas (como las capas de 
Infraestructura/Tecnología) estarán débilmente acopladas con el resto de capas para poder 
potenciar las pruebas unitarias, mocking, la reutilización y finalmente que impacte menos 
al mantenimiento. 
Por ende la vista de Arquitectura Lógica es un modelo de alto nivel de la relación existente 
entre las capas. A partir de este modelo se presenta el modelo de implementación de 
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Figura 4.3.2. Arquitectura Lógica Detallada de Aplicación 
Fuente: Elaboración Propia 
33 
Implementación de Arquitectura Lógica de Aplicación 
La implementación de la Arquitectura Lógica de Aplicación debe estar basada en las 
siguientes capas: 
'-' Capa de Presentación 
'-' Capa de Servicios 
'-' Capa de Negocio 
'-' Capa de Acceso a Datos 
'-' Capa de Datos 
'-' Capa Transversal 
El presente proyecto de investigación se centrará, como se dijo anteriormente sobre la 
capa de negocio, para modelar las entidades de dominio, la capa de datos, para modelar 
la base de datos partiendo del modelo de entidades de dominio y la capa de acceso a datos 
que servirá como puente entre ambas capas. 
Capa de Presentación 
La arquitectura propuesta por Microsoft en lo referente a la capa de presentación contiene 
los componentes que implementan la pantalla del usuario interfaz y gestión de la 
interacción del usuario, el framework base considera el diseiio de la capa de presentación 
para aplicaciones web y también para aplicaciones de escritorio. 
Esta capa incluye los controles de entrada del usuario y pantalla, además de los 
componentes que organizan la interacción del usuario. La figura muestra cómo la capa de 
presentación se inscribe en una arquitectura de aplicación común. 
Sq¡mdad--
Fan · 9 " 6 .. .) 
i· .,. 3 1 "1!1 r 1n? 
h ,. !r:f 'w , 't 'ti;¡ 
h;rii? 
Figura 4.3.3. Capa de Presentación 
Fuente: Elaboración Propia 




El siguiente gráfico describe los componentes que conforman la capa de presentación 
para el desarrollo de aplicaciones. 
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Seguridad Web: 







Figura 4.3.4. Capa de Presentación Web 
Fuente: Elaboración Propia 
Según el siguiente gráfico, se utiliza la seguridad de ASP.NET en unión con la seguridad 
de Microsoft Internet Information Services (liS) ya que incluye servicios de autenticación 
y autorización para implementar el modelo de seguridad en la solución de la aplicación. 
A continuación se detalla los mecanismos de seguridad a utilizar en el framework: 
Figura 4.3.5. Seguridad de la Capa de Presentación Web 
Fuente: Elaboración Propia 
Capa de Presentación Desktop: 
El siguiente gráfico describe los componentes que conforman la capa de presentación 







Figura 4.3.6. Capa de Presentación Desktop 
Fuente: Elaboración Propia 
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Seguridad Desktop: 
A continuación se detalla los mecamsmos de seguridad a utilizar en la capa de 
presentación de escritorio: 
1 ~-Desklql ¡ ,~"':~il~e.~~· .~fl=t~. w 
Figura 4.3.7. Seguridad de la Capa de Presentación Desktop 
Fuente: Elaboración Propia 
La capa de presentación se podrá adaptar para cualquier tipo de cliente: 
../ Cliente Web (ASP, MVC, Silverlight) 
../ Cliente Móvil (Windows Phone o Android) 
../ Cliente de Escritorio (Windows Form, WPF, Office Business Applications) 
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Capa de Negocio 




Figura 4.3.8. Oientes Finales 
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La capa de negocio es el "puente" entre un usuario y los servicios de datos. Responden a 
peticiones del usuario (u otros servicios de negocios) para ejecutar una tarea de este tipo. 
Cumplen con esto, aplicando procedimientos formales y reglas de negocio a los datos 
relevantes. Cuando Jos datos necesarios residen en un servidor de bases de datos, 
garantizan los servicios de datos indispensables para cumplir con la tarea de negocios o 
aplicar su regla. Esto aísla al usuario de la interacción directa con la base de datos. 
La definición de lógica de negocio se implementara bajo un arquetipo Orientado a 
Servicios. Bajo estas consideraciones es necesario implementar un patrón "Service 
Interface" que defina la creación inicial de contratos a manera de entidades y que estas 
sean las que viajen a Jo largo de toda la interacción entre los clientes y el servicio. 
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Figura 4.3.9. Capa de Negocio 
Fuente: Elabomción Propia 
Capa de Servicios Externos 
Servicios de Reportes: 
·. ····¡ 
Dentro de la solución que brinda el framework de la Aplicación se utilizara "SQL Server 
Reporting Se1vices" que es un componente de Microsoft SQL Server utilizado para la 
generación de reportes. Permitiendo que el autor del reporte defina los datos y la manera 
de presentación de estos. En esta etapa normalmente hay que definir conexiones a los 
distintos orígenes de datos pam ver de dónde obtener los resultados que debe reflejar el 
reporte. 
' 
Servicios de Reportes 









Figura 4.3.10. Capa de Servicios Externos- Servicios de Reportes 
Fuente: Elabomción Propia 
Servicios de Integración: 
Dentro de la solución de APLICACIÓN se utilizara "SQL Server Integration Services 
(SSIS)" que es un componente de Microsoft SQL Server utilizado para migración de 
datos. SSIS es una plataforma para la integración de datos y sus de flujos de trabajo. 
Permite mover datos de origen a destino sin modificar los datos. Se pueden importar datos 
de fuentes diferentes a SQL Server. 
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1 
Figura 4.3.11. Capa de Servicios Externos- Servicios de Integración 
Fuente: Elaboración Propia 
Capa de Persistencia de Datos 
Esta capa posee toda la lógica de acceso e interacción con las diferentes fuentes de datos 
involucradas en la solución del sistema. 
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Figura 4.3.12. Capa de Infraestructura de Persistencia de Datos 
Fuente: Elaboración Propia 
Estos componentes proveen el acceso a los datos que está ubicado dentro de los límites 
del sistema y datos expuestos por otros subsistemas. El proyecto se centra en esta capa, 
especialmente en el componente de acceso a Datos, para el cual se utilizará el Patrón de 
diseño Repository, el cual se implementará usando librerías ADO .Net y librerías 
Enterpríse Library especificadas en la sección de Infraestructura transversal: 
( (ila.;.~-~·~).(.~·~;?::.·.::?)( . 
...._ - --· -- ---... - ---- - . -~-
Figuro 4.3.13. Objetos de la capa de persistencia de datos o generar 
Fuente: Elaboración Propia 
Servicio de Acceso a Datos: Estos componentes manejan la lógica requerida para 
acceder a los datos almacenados. De esta manera la funcionalidad de acceso a datos se 
centraliza y permite fácil configuración. 
Los siguientes componentes que comúnmente se encuentran en esta capa se describen a 
continuación: 
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• Patrón Repository: El diseño del modelo de repositorio es uno de los patrones de 
diseño más útiles y más ampliamente aplicables que se hau inventado. Cualquier 
aplicación tiene que trabajar con persistencia y con algún tipo de lista de materiales. En 
pocas palabras, un repositorio es un mediador entre el dominio de la aplicación y los datos 
que le dau persistencia. 
• Componentes de Acceso a Datos: Es un componente de software que suministra una 
interfaz común entre la aplicación y uno o más dispositivos de almacenamiento de datos, 
en este caso SQL Server. 
• ADO .Net Es un conjunto de librería que se utilizará para el acceso al repositorio de 
datos de SQL Server 2012. 
• Lenguaje Integrado de Consulta (LINQ): Define operadores de consulta estándar que 
permiten filtrar, enumerar y crear proyecciones de varios tipos de colecciones usaudo la 
misma sintaxis. TáléS coleooiones pueden incluit vectotes (attays), cláSéS enumetables, 
XML, conjuntos de datos desde bases de datos relacionales y orígenes de datos de 
terceros. 
Adicionalmente se utilizará el gestor de base de datos SQL Server 2012 
Capa Transversal 
Figura 4.3.14. Capa de Datos- SQL Server 2012 
Fuente: Elaboración Propia 
En esta capa se pueden apreciar componentes globales que se caracterizan porque pueden 
ser usados a través de todas las capas de la arquitectura. 
Enterprise Library 6.0: Es una colección de componentes de software reutilizables 
(bloques de aplicación) diseñados para ayudar a los desarrolladores de software 
empresariales con el desarrollo de cuestiones transversales comunes como el registro, 
validación, acceso a datos, mauejo de excepciones, y muchos otros. 
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Figura 4.3.15. Capa de Infraestructura Transversal 
Fuente: Elaboración Propia 
Tecnologías a Utilizar 
Las tecnologías que se van a considerar dentro de este marco de trabajo son las siguientes: 
Platafomta y entorno de desarrollo 
./ .NET Framework 4.0 
./ Visual Studio 2012 
Capa de Datos 
./ SQL Server 2012 
Capa Transversal (Capa de Acceso a Datos) 
./ Enterprise Library 6.0 
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CAPÍTULO V: IDENTIFICACIÓN DE REQUERIMIENTOS DE MEJORAS 
5.1. Identificación de mejoras en la arquitectura del proyecto 
Se han identificado las siguientes mejoras sobre la arquitectura del proyecto: 
Diseño y generación de la arquitectura del proyecto 
La creación y diseiío de la solución y los proyectos de librerías que necesita la arquitectura 
de N-Capas orientado al dominio se hacen manualmente cada vez que se inicia un nuevo 
proyecto. La estructura de carpetas y archivos necesarios para implementar la solución de 
negocio se copia desde soluciones de proyectos anteriores. 
Solutmn Explorer ...- 11- X 
· Search Solution Explorer (Ctrl•1 P· 
i. 
'. 
Solution 'EnterpriseModule' (13 projects) 
41 iíi! {) Modeling .and Design 
~ E!) 'Enterprise.Module.Modeling.Model 
" iiJ1layers 
~ iiíii 1.1 Presentaticn 
-• . ill 1 ~2 Oistributed SeMce-s 
" iiJ 1.2.1 Core 
~ ~S!] Enterprise.Module.OistributedServices.C.ore 
" iiJ 1.2.2 MainModule . 
~ ~ Enterprise.Module.Oi:rtributedServices.MainModüle 
1iiii ·1.2.3 Oeployment 
" iiJ1.3ApplicatiOn 
" iiJ1.3.1Core 
t> -lf!J Enterprise.Module.APpfication.Core 
" iiJ1.3.2 MainModule 
t> [§ Enterprise.Module.Applic~tion.Ma'inModule 
" iiJ1.4 bomain 
" iil 1.4.1 Core 
1> · e} Enterpris.e.Module.Oomain.Cqre 
t> ~ Enterprise.Module.Oomain.Core.Entities 
" ii1 1.4.2'MainModule 
~ E!] Enterprise.Module.Oomain.MainModule 
t> _(f!] Enterprise.Module.Oomain.MainModui~Entities 
· · " iiJ 1.5 lnfraestructure 
·" iiJ.1.5.1 Data· 
Do ~ ·Enterpris.e.Module.Data.Core 
~ E!] Enterprise.Module.Oata.MainMcdule 
...; iiJ1.5.2 Cross Cutting 
~ If!l .Enterprise.Mo-dule.C.ros~Cutting.Common ,... 
Figura 5.1.1. Estructura de la solución N-Capas 
Fuente: Elaboración Propia 
La mejora a implementar se basa en crear en una plantilla de Visual Studio (.vstemplate) 
para generar la estructura mostrada en el gráfico anterior, con los archivos necesarios para 
que se empiece a programar la aplicación. 
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5.2. Identificación de mejoras en la capa de datos 
Se han identificado las siguientes mejoras sobre la ca¡ia de datos o base de datos: 
Disello y generación de Tablas: 
Si bien las tablas se pueden disellar desde el editor de tablas de SQL Management 2012 
siguiendo los estándares de base de datos propios de la empresa consultora y basándose 
en las clases de dominio, se identificó que sería mejor basar el diseí\o de la base de datos 
partiendo de un modelo de entidades de dominio definidas. Estas entidades de dominio 
estarían plasmadas en un modelo diseñado en un diagrama DSL propuesto en el presente 
proyecto que incluye metadata sobre columnas relacionadas a cada una de las propiedades 
de la entidad. 
NELSSCiN-PC\MSSQL...ls - <lbo.Producto X 
----------- --- ·- -
-
--------- -~--~· 
ColumnName OataType AllowNulls 
~ ~~ int o 
ldProductoCategoña int ~ 
Descripcion varchar(100) ~ 
'PrecioUnitario docim•l(7, .2) ~ 
Activo bit ~ 
Figura 5.2.1. Creación manual de tablas mediante SQL Management 
Fuente: Elaboración Propia 
De la misma forma las relaciones entre tablas se pueden mapear con el modelo de 
entidades mediante relaciones de agregación: 
----~-- r 
íJ PtodudoCategoña 1:: ' 11 Producto '1 ' . . 
1 
f? Domain Entities 1 
1 
2 Domain Entities 
2 Properties ' Pro<luctoCategoña 








Activo '1 Descñpcion 





' ' Activo 
' 
• 
1 ' • 
-• L ------ _______ _1 _______ . 
Figura 5.2.2. Relación entre entidades para generación ·de relaciones entre tablas 
















El modelo de transfonnación para la generación de scripts de creación de tablas sería el 
siguiente: 
...... 
Diagrama DSL de 
Entidades de ........... 






Scnpt de C<eación de Tabla 
(.sqO 
- Create Table 
Figura 5.2.3. Generación de seripts de creación de tablas 
Fuente: Elaboración Propia 
Díseilo y generación de Procedimientos Almacenados: 
Cada vez que se crea una tabla se tienen que elaborar los procedimientos almacenados 
transaccionales sobre esta (inserción, actualización, eliminación y consulta), y dado que 
la metadata sobre columnas se establecería en el modelo mencionado anterionnente, estos 
procedimientos almacenados se podrian generar a partir de este. 
Object Explorer 
'c;;;.ect ;;; ~ ~~ o 1 ¡¡¡ ~ 
8 o W!7fffitll§Jm 
1±1 ~ Oatabase Oiagrnms 
ffi C:S Tables 
wt::!!Views 
1±1 C::l Synonyms 
8 1::!1 Progrnmmability 
8 !:!1 Stored Procedures 
1IJ !:!! System Stored Procedures 
1IJ 1:] dbo.Usp_Dei_Ciiente 
1±1 1:] dbo.Usp_OeCProducto 
1IJ 1:] dbo.Usp_Dei_ProductoCategoria 
111 1:] dbo.Usp_Oei_Venta 
1±1 1:] dbo.Usp_Oel_ VentaOetalle 
0 l:l dbo.Usp_lns_ Cliente 
lB l:l dbo.Usp_lns_Producto 
[\] l:l dbo.Usp_lns_ProductoCatogoria 
lB l:l dbo.Usp_lns_ Venta 
llJ 1:] dbo.Usp_lns_ VentaOetalle 
ID l:l dbo.Usp_Sei_Ciiente 
lB l:l dbo.Usp_Sei_Ciiente_Porld 
Figura 5.2.4. Procedimientos creados manualmente 
Fuente: Elaboración Propia 
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El esquema para generar los procedimientos almacenados seria el siguiente: 













Figura 5.2.5. Generación de scripts de creación de procedimientos almacenados 
Fuente: Elaboración Propia 
En general las caracterlsticas a mejorar en el desarrollo del proyecto en cuanto a base de 
datos serian las siguientes: 
~ Generación de scripts de creación de tablas en base al modelo de entidades del 
dominio. 
~ Generación de scripts de creación de procedimientos almacenados en base al 
modelo de entidades del dominio. 
Y el modelo general de generación de objetos de base de datos por cada entidad del 
modelo de dominio sería el siguiente: 







SCripl de Creación de Tabla 
(.sql) 
- Create Table 






Figura 5.2.6. Generación de scripts de objetos de base de datos 
Fuente: Elaboración Propia 
5.3. Identificación de mejoras en la capa de entidad 
Las mejoras identificadas para la capa de entidad son las siguientes: 
Diseño y generación de Entidades de Dominio 
La creación de entidades de dominio durante el desarrollo de proyectos de software 
mayormente se hace de forma manual, es decir, que se agregan clases y se programan de 
acuerdo a las necesidades del producto. Estas entidades también se pueden disefiar en un 
diagrama DSL especificando las características de la entidad como propiedades de la 
entidad. También se puede disefiar las relaciones entre clases mediante relaciones de 
agregación, esto permite tener una idea más general de las entidades del modelo. 
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Producto.cs .e X 
~ Enlerprise.Module.Oomain.Core.Entities.Producto • 1- ProductoCategoria 
1 E~anoespace Enterprise.~lodule.Dolllain.Core. Entities 
2 1 { 
3 $ publlc partial class Producto 

















public ProductoCategoria ProductoCategoria { get; set; } 
public System.Int:32 IdProducto { get; set; } 
public System.String Oescripcion { get; set; } 
public System.Double PrecioUnitario { get; set; } 
public System.Boolean Activo { get; set; } 
} 
Figura 5.3.1. Estructura de una clase de entidad de dominio 
Fuente: Elaboración Propia 
El modelo de entidades del dominio se vería de esta fonna: 
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Figura 5.3.2. Diseílo entidades mediante un diagrama DSL 
Fuente: Elaboración Propia 
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Debido a que la metadata sobre propiedades y relaciones entre entidades se encuentran 
en el modelo DSL, las entidades se pueden generar mediante una plantilla de 
transformación, La generación de entidades por cada entidad del modelo se baria de la 
siguiente forma: 




r ~ . ~ ~--~ -----: 
-
- 1 Plantnlade -1 :, Tn~nsformación 1 
(.tt) 
Generación de Clase 
de Entidad l~cs) 
Figura 5.3.3. Generación de clases de entidades 
Fuente: Elaboración Propia 
Disello y generación de Listas y/o Colecciones de Entidades de Dominio 
De la misma forma en la que se crean manualmente las clases de entidades, se crean 
también las colecciones o listas de entidades para la recuperación de varias entidades 
desde la base de datos. La mejora a implementar consistiria en implementar el disello de 
colecciones de entidades en el diagrama DSL. 
[n - 1 
' ; 






'""~ . ..., 
A 
' 
p-...,__ A 1 
l i":;:·- --~- ·-~········ Jj._ o_~~-~1 -~~~---
:~. ~CI; b A 





- .. r· . . 





Figura 5.3.4. Disefio de colecciones de entidades en el diagrama DSL 
Fuente: Elaboración Propia 
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La estructura de la clase de colección de entidades es la siguiente: 
L•staProducto.cs ~ X 
#q Ent~ri~e.Module.Oomlin.Core.Entities.listaProducto ! ~~•••;;sp~ce" Enterprise.i""'dule.bain.Core. Entiti~~" ¡ 1) :-·"' "'''"' ''"'' ,,,..,...,. ' "''""·'"""""'""·""'"'·''''''"""'"'' 
S 
Figura 5.3.5. Estructura de una clase de colección de entidades de dominio 
Fuente: Elaboración Propia 
Y la generación de clases de colecciones de entidades utilizando una plantilla es la 
siguiente: 








(.tt) ••• ' 
Generación de Clase 
de Lista de Entidades 
(.es) 
Figura 5.3.6. Generación de clases de colecciones de entidades 
Fuente: Elaboración Propia 
En resumen, las mejoras sobre la capa de entidad son las siguientes: 
~ Diseño gráfico y generación de clases de entidades de dominio. 
~ Diseño gráfico y generación de clases de colecciones de entidades de dominio. 
5.4. Identificación de mejoras en la capa de acceso a datos 
Las mejoras identificadas en la capa de acceso a datos son las siguientes: 
Generación del componente de acceso a datos 
Una de los componentes que más tiempo de desarrollo consume, es la programación de 
los componentes de acceso a datos. Debido a que el modelo de datos y el modelo de 
entidad de dominio se encuentran separados es muy común encontrar errores de 
programación en los tipos de datos, parámetros de procedimientos almacenados y m apeo 
de campos sobre las consultas. 
Ya que se utiliza el Patrón Repository en el marco de N-Capas, se trata a una tabla 
simplemente como un repositorio de datos a los que se le implementan los métodos de 
acceso correspondientes de inserción, actualización, eliminación y consulta; todos los 
componentes de acceso a datos tienen la misma estructura y por lo tanto pueden generarse 
mediante una plantilla que lea el modelo de entidades de dominio en el que se encuentran 
la metadala. 
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La generación de código de acceso a datos mediante una plantilla seria de la siguiente 
fonna: 










Gé-ner&ttón tte C1ase de 






Figura 5.3.7. Generación de clases de acceso a datos 
Fuente: Elaboración Propia 
La mejora consiste en usar el modelo de entidades de dominio para generar el componente 
de acceso a datos. 
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CAPÍTULO VI: DISEÑO DE LA SOLUCIÓN PROPUESTA 
6.1. Diseflo de la arquitectura del proyecto 
La arquitectura del proyecto se basará en la arquitectura de N-Capas orientada al dominio 
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Figura 6.1.1. Arquitectura Lógica detalla de Aplicación 
Fuente: Elaboración Propia 
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6.2. Diseño de la plantiUa de la solución 
Para implementar la solución de Visual Studio 2012 de la arquitectura lógica del proyecto 
se va a tener en cuenta la siguiente estructura: 
SPh.rt1cm ExplC>rer • If X 
Seat(h So!ution Explorer {Ctl'l .. } 
. :;¡:] Solution 'Ent6prisE:.Module' {13 projeds) 
~ tal O Modeling and Oesign 
t> ~ Enterprise.Module.Modermg.Model 
~ iOI 1 Laym 
.o111 1iiJ1.1 Pr6mtation 
A iiíl Mobile 
liii Android 
liiil Vlindows Phorte 
~ iOJ RIA . 
iiíil SiJvt;rfight Client 
liiÍi Sitvvlight Mobife 
. • iOJ Wob 
liiil ASP .NET Cien! 
iiíi ASP .NET MVC Cient 
A .¡¡¡ Windows 
liii OSA Client 
ii Winform Client 
iÍi WPF Client 
.o~~ il}1.2. Oistñbuted Services 
-" till.Z.l Core 
t> 1i!J Enterprise.Module..OistributedServic-es.Core 
.olll il!1.2.2 MainModule 
t> @1 Enterprise.Module.OistributedServices..MainModule 
liiil1.2.l Doploymont 
.o~~ iíl!1.3 Applic.ation 
A -iil 1.3.1 Core 
t> g§ Entaprise.Module.Appliciltion.Coff' 
.t1 i11 1.3.2 MainModule 
t> @ Entaprise.Module"'pplication.MainModule: 
.o1 ¡¡j1A Oomain 
A ill1.4.1 ·Core 
t> 15!1 Enterprist.Module.Oomain.Core 
t> @3 Enterprise.Modu'le.Oomain.Core.Entrti~ 
· · 41 ~ lA.2 M;:~inModule 
1> ~ Enterpri~~.ModuleOom:sin.M;:~inModul~ 
l> [§ EntupM~.Module.Domain.MainModule.Entiti~ 
41 ill1.5 húraestructure 
... 1íi\1.5.1 Data 
t> 1?!1 Enterpñ~Module.Oata.Core 
1> ~ EntBprise.Modu\e.Oata.MainModule 
• tí1 · 1 :5.2 Cro~s Cutting 
t> lf!] Enterprise.Module.CrouCutt_ing.Common 
.ill ~ 2 Oatabase 
t> ::1 Ente.rprise.Module.OataBase.1mple~entation 
1ii 3 Solution ltems 
P· 
Figura 6.2.1. Estructura de la solución de la arquitectura N-Capas 
Fuente: Elaboración Propia 
El nombre de la solución dependerá del nombre que establezca el usuario al momento de 
crearla. La nomenclatura del nombre de la solución es la siguiente: [Enterprise.Module] 
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Y a que nonnalmente se crea la solución basándose en el nombre de la empresa para la 
que se crea (Enterprise), seguida por el módulo que se va a implementar (Module) 
separados por un punto".". Este nombre es tomado en cuenta para generar los nombres 
de los proyectos de infraestructura de la arquitectura. 
La estructura de cada carpeta y proyecto de la solución se describe a continuación: 
./ O Modeling and Design 
Esta carpeta de solución contiene el proyecto de modelado y diseño de entidades de 
dominio, es en este proyecto donde se encuentra el diagrama DSL sobre el cual se van a 
modelar las entidades y listas de entidades y las relaciones correspondientes. La estructura 
del folder es la siguiente: 
Search Solution Explorer (Ctrl+ 1 
:;1 Solution 'Enterprise.Module' (13 projeru) .... ¡r_-"~_-=_c.:~;, ·;:.:¡_ ~"'::~:::~:·~~:.:§.,:" '~:.:.-:.; ::.:·~"~< ~:::~,~.::~::.:_r:S_:.:.·}~:.:!?:.:·~· ~.::x;-::~->..:~~::.-_ ~;~[_"': ~~"'-____ :::~_-"' _ '-._ ::.:,..._ ~-..,.-__ -_-_-_,... __ -_-_ -_ --......,, i
~ E!! Enterprise.Module.Modeling.Model 
~ JI Properties 
~ •-• Ráerences 
~ U domainentitymodel.domainentity 
Figura 6.2.2. Estructura de la carpeta de modelado y diseño 
Fuente: Elaboración Propia 
{Enterprise.Modulej.Modeling.Model: Este proyecto es de tipo librería de clases 
( Class Library) y contiene por defecto un archivo denominado 
domainentitymodel.domainentity que es el archivo de modelado DSL. 
./ 1 Layers 
Esta carpeta de solución contiene los proyectos de las diferentes capas de la arquitectura 
marco de N-Capas, aquí se encuentran tanto Jos proyectos del Front-End, para la 
implementación de aplicaciones de los diferentes tipos de clientes fmales como 
aplicaciones de escritorio, RIA, Web y Móvil también contiene los proyectos del Back-
End de la aplicación tales como los proyectos de entidades de dominio, acceso a datos, 
servicios distribuidos y proyectos comunes usados para la capa de infraestructura 
transversal. La estructura de la carpeta es la siguiente: 
51 
Se.rch So!ution Explorer (Ctrl+ 1 P-
tQ.l So!ution 'Enterprise.Module' (13 projects) · 
~ iií1 O Modeling!..:a~n::::d~D:.:•:::•i_'!.gn:.:._ ______ ~---'-"----'~ 
1 e:!. ·:~: l Ml¡)lli's - : 
-"- _.,,~-·-
~ iiíl1.1 Presenlalion 
~ iiíl1.2 Distributed Services 
~ iií1 1.3 Application 
~ liÍI 1.4 Oomain 
~ iiíl 1.5 húraestructure 
Figura 6.2.3. Estructura de la carpeta de modelado y diseño 
Fuente: Elaboración Propia 
1.1 Presentation 
Esta carpeta tiene una estructura de carpetas para el desarrollo de la capa de presentación 
del proyecto, aquí se van a albergar los proyectos para los clientes finales. La estructura 
es la siguiente: 
Search Solutlon Explorer (Ctrl+ 1 
tQ.l Solutíon 'Enterprise.Module' (14 projects) 
~ iiíl O Modeling and Oesign 
"' il!1 Layers 
P· 
L..-'=a:...c'.!ill,.,·-,_; ~:;;-~:.:::Wc:::·"':::~::::''""'-~::::-"'--,"-"-~"-"- _ . _____________________ _] 
"' il! Mobile 
iiíl Android 
ii11 Windows Phone 
"' iiJ RIA 
liÍI Silverlighl Client 
iiíl Silverlight Mobile 
"' i1l Web 
liÍI ASP .NET Cient 
liÍI ASP .NET MVC Gient · . 
"' ill Windows 
liÍI OSA Client . 
iiíl WinForm Client 
liÍI WPF Client 
Figura 6.2.4. Estructura de la carpeta de presentación 
Fuente: Elaboración Propia 
La carpeta contiene secciones para poder agregar proyectos de cuatro tipos: 
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Mobile: Aqui se pueden agregar proyectos de tipo Android (Utilizando Xarnarin, 
que es un complemento de Visual Studio para esta plataforma) o proyectos de 
Windows Pbone para dispositivos móviles windows. 
RIA: Aquí se agregarán los proyectos de tipo Rich Internet Applications 
(Aplicaciones de Internet Enriquecidas), para el caso de la plataforma Microsoft 
se utilizan aplicaciones de tipo Silvertigbt Client, que son aplicaciones Silverlight 
tradicionales para web, o aplicaciones Silverligbt Mobile adaptadas para 
terminales móviles. 
Web: Aqui se pueden agregar proyectos de tipo ASP .Net Client para proyectos 
Web con motor de vistas ASP o proyectos ASP .Net MVC Client para clientes 
con el patrón MVC y motor de vistas Razor. 
Windows: Esta carpeta está destinada papa proyectos de tipo escritorio, ya sea 
proyectóS WirtFol'lli Cliértt, WPF Cliértt para aplicaéioties de escritorio o 
extensiones para Office, ODA Client (Office Business Aplications). 
1.2 Distributed Services 
Esta carpeta está destinada a contener los proyectos de tipo librería ( Class Library) que 
implementan Servicios Web (WCF Services) y no deben tener implementada ninguna 
regla de negocio sino simplemente hacer llamados a la capa de aplicación, la estructura 
de la carpeta es la siguiente: 
Search Solution Explorer (Cirl+ 1 
i(jj Solution 'Enterprise.Moduie' (14 projects) 
~ iil O Modeling and Design 
A .-J 1 layer:s 
~ iil1.1 Presentation 
:tL~~d~;~~-)~-'ü~¿~¡~~-Á~ft~~~~~~~:~~-~~·"~·~~,~~~~~~~~~~~~~ 




~ @] Enterprise.Módule.DistributedServlces;Core 
A .-J 1.2.2 MainModule 
~ · @] Enterpiise.Module.DistributedServlces.MainModule 
ii1 1 .2.3 Deployment 
Figura 6.2.5. Estructura de la carpeta de servicios distribuidos 
Fuente: Elaboración Propia 
1.2.1 Core 
{Enterprlse.Modulej. DistributedServices.Core: Este proyecto es de tipo librería 
de clases (Ciass Library) y va a contener el núcleo de implementación de los 
Servicios Web, clases necesarias para ejecutar los servicios. 
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1.2.2 MainModule 
fEnterpme.Modu/ej.DistributedServices.MainModule: Este proyecto también 
es de tipo librería de clases (Class Library) y contiene la implementación de cada 
uno de los métodos expuestos a través de Web Services del módulo principal de 
la aplicación. 
1.2.3 Deployment 
En esta carpeta está destinada a contener el proyecto de despliegue de los 
servicios, normalmente un proyecto web que va a ser desplegado en un servidor 
de aplicaciones Internet lnformation Services (ITS) de Windows Server. 
1.3 Application 
En esta carpeta va a contener los proyectos de servicios de aplicación (no son servicios 
web ), estos servicios están expuestos hacia la capa de servicios distribuidos a manera de 
métodos de interfaces implementados por las clases correspondientes, estos métodos y su 
implementación no deben contener lógica de negocio y es la encargada de gestionar 
recursos de la capa de acceso a datos, envió de correo, transferencia de archivos, etc. La 
estructura es la siguiente: 
Sotut1on Explorer • ¡¡. X 
Search Solutíon Explom (Ctrl+ 1 
:¡:] Solutíon 'Enterpríse.Module' (14 projects) 
~ iíl O Modelíng and Desígn 
. ..o il] llayers 
P iíil1.1 Presentation 
~ iiíi 1.2 Oistríbuted Services 
P· 
... ,. #-:~"-~f. , .. , /... ·~ .· ; ···: n .... ~ ,.. "'·~~ ... ., ~.:--.. ~--- ....... ; • •. •, .. . .. ,.,-e,, , 
1.3.1 Core 
..o il] 1.3.1 Core 
~ [i!J fnterprise.Modufe.Application.Core 
..o ii]1.3.Z MainModule 
P ~ l:nterprise.Module.Application.MainModule 
Figura 6.2.6. Estructuro de lo carpeta de oplicoci6n 
Fuente: Elaboración Propia 
fEnterpris'e.Modulej.Application.Core: Este proyecto es de tipo librería de 
clases (Class Library) y contiene los servicios de aplicación, es decir las interfaces 
para exposición de métodos a la capa de servicios distribuidos. 
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1.3.2 MainModule 
[Enterprise.Modu/ej.Application.MainModule: Este proyecto es también de 
tipo librería de clases (Class Library) y contiene las clases de implementación las 
interfaces de los servicios de aplicación. 
1.4Domain 
Esta crupeta contiene el núcleo de la aplicación, es aquí donde se encuentran las clases de 
entidades de dominio y las clases de lógica de negocio referente a la aplicación, de manera 
que esta es la capa más importante del proyecto en la que se centra la arquítectura marco 
orientada al dominio y la que implementa el dominio de la aplicación, la estructura es la 
siguiente: 
\ ·· t=:..~. · ·. · • · ·· ~-n x 
. ~'r·:~ , . j 
Search Solutíon &.plorer (Ctrl+) 
:Q.l Solutíon 'Enterpríse.Module" (14 projects) 
~ iíll O Modeling and Design 
_. ií1l 1 Layers 
~ iíll 1.1 Presentatíon 
~ iíll 1.2 Oistributed Services 





~ ~ Enterprise.Module.Oomaín.Core 
~ ~ Enterprise.Module.Domain.Core.Entítíes 
_. iíl]1.4.2 MainModule 
~ ~ Enterprise.Module.Domain.MainModule 
~ ~ Enterprise.Module.Domain.MainModule.Entítíes 
Figura 6.2. 7. Estructura de la carpeta de dominio 
Fuente: Elaboración Propia 
[Enterprise.Modulej.Domain.Core: Este proyecto de tipo librería de clases 
contiene las clases base y las clases reutilizables en el módulo de entidades de 
dominio. 
[Enterprise.Modulej.Domain.Core: Este proyecto es de tipo librería de clases y 
contiene las clases de entidad de dominio, es en este proyecto en el que se van a 




{Enterprise.Module].Domain.MainModule; Este proyecto de tipo Class Library 
tiene clases base y clase de métodos comunes y utilitarios necesarios para 
implementar el módulo principal de la aplicación. 
{Enterprise.Module].Domain.MainModule: Este proyecto de tipo librería de 
clases contiene las funciones de la lógica del dominio que son expuestas a través 
de interfaces hacia la capa de aplicación y que contiene también las clases de 
implementación de las interfaces expuestas, se pueden agregar módulos de 
aplicación d.e acuerdo a las necesidades. 
1.5 Infraestmcture 
Esta carpeta contiene la infraestructura necesaria para la persistencia y acceso a datos y 
tambiéfi páta la ififi'aéstruétul'il trlifisvétsal dé la aplicaciófi Cómo éoficeptos de logifi, 
seguridad, etc. La estructura es la siguiente: 
.., · · · .' · . · · · · :.. . ~·Y ·t·x 
S,arch Solution Explorer (Ctrl+ ') 
1;'1 Solution 'Enterprise.Module' (13 projects) 
~ iiiíi1 O Modeling and Design 
" iíil 1 layer; 
~ iiiíil 1.1 Presentation 
~ iiiíil1.2 Distributed S..rvices 
~ iiiíil 1.3 Application 
P· 
~ iiiíii1ADoma~in~--~------~---7~----------~ L (J ,j¡f L.~: __ ,"':',:_.¿:;:<o~·-~-. 
--- ·,; iíil 1.5:1 ~~; 
~ &] Enterprise.Module.Data.Core 
~ &] Enterprise.Module:Data.MainModule 
" iíil 1.5.2 Cross CuHing 
1> ~ Enterprise.Module.CrossCutting.Common 
Figura 6.2.8. Estructuro de la carpeta de infraestructura 
Fuente: Elaboración Propia 
1.5.1 Data 
{Enterprise.Module].Data.Core: Este proyecto de tipo librería de clases 
contiene las clases base y las clases reutilizables en el módulo principal de 
persistencia de datos. 
{Enterprise.Module].Data.MainModule: Este proyecto de tipo librería de clases 
contiene las clases de acceso a datos del módulo principal, es en este proyecto en 
el que se van a generar las clases de acceso a datos desde el modelo de dominio 
especificados en el diagrama DSL de proyecto de modelado. 
56 
1.5.2 Cross Cutting 
(Enterprise.Modulej.CrossCutting.Common: Este proyecto de tipo Class 
Library tiene clases comunes y utilitarias que van a ser usadas por otras capas de 
la arquitectura, aquí se puede establecer conceptos de seguridad, loggin, auditoría, 
utilitarios de envió de correo, transferencia de archivos mediante protocolo ftp y 
más clases que puedan ser utilizadas . 
.1 2 Database 
Esta carpeta contiene un proyecto de implementación de base de datos donde se van a 
generar los scripts de objetos de base de datos, la estructura es la siguiente: 
Sclu1¡on bplorer • 11 X 
Search Solutíon Explorer (Ctrt+) 
:¡] Solution 'Enterprise.Module' (13 projeots) 
~ iíil1l Modeling and Oesign 
" ill 1 layers 
~ iíi1 1.1 Presentatíon 
~ lii 1.2 Oistributed Services 
~ iíil 1.3 Applícatíon 
~ iíil 1.4 Domain 
~ lii 1.51nfraestructure 
" aJ 2 Oatabase 
~ ZJ Enterprise.Module.OataBase.lmplementation 
Figura 6.2.9. Estructura de In cnrpetn de base de datos 
Fuente: Elaboración Propia 
(Enterprise.Modulej.DataBase.Implementation: Este proyecto es de tipo 
proyecto de base de datos y contiene inicialmente un script llamado 
Objects _ CreateDataBase.sql que tiene una sentencia para crear una base de datos, 
este proyecto servirá como repositorio de los scripts generados para creación de 
tablas y procedimientos almacenados a partir del modelo especificado en el 
diagrama DSL del proyecto de modelado y diseño de la solución . 
.1 2 Solution ltems 
Carpeta está destinada a contener proyectos externos a la arquitectura y que puedan ser 
necesarios para implementar la aplicación a desarrollar, proyectos de archivos de 
recursos, archivos de contenido, etc. La estructura es la siguiente: 
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So!ution fxp!orer • q X 
S.arch Solution fxplorer (Ctrl+ 1 
IQj So!ution 'Enterprise.Modu!e' (13 projects) 
~ iiíii O Mode!ing and Oesign 
,. ií1J 1 layers 
~ iiíil 1.1 Presontation 
~ iiíil 1.2 Oistributed Services 
~ iiíil 1.3 App!ication 
~ iiíii1A Oomain 
~ iiíil 1.$1nfraestructure 
_. iíiJ 2 Oatabase 
~ :;J Enterprise.Module.OataBase.lmplementation 
.P· 
Figura 6.2.10. Estructura de la carpeta de ítems de la solución 
Fuente: Elaboración Propia 
6.3. Diseiio del componente de entidad 
El componente de entidad se establecerá en un modelo de lenguaje especifico de dominio, 
para ello se ha diseiiado el diagrama del modelo en un proyecto de extensibilidad de 
Visual Studio para DSL denominado "N-Layer DSL Tools ",la especificación del modelo 





Figura 6.3.1. Diagrama de definición del dominio de entidades 
Fuente: Elaboración Propia 
¡ .. ::::--" l 
~~~-.ev) 
i"~ vJ 
ro;:..,,..! t: tlli ':4 V) 
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A continuación se especifican y detallan los componentes del modelo de dominio de 
entidades. 
Clase DomainEntityModel 
Esta es la clase base del modelo de entidades de dominio, esta clase tiene infonnación 
de los proyectos de generación de código, la estructura de la clase es la siguiente. 




8 Domain Properties 
1- DomainEntityNam ... 
1- DataSaselmpleme ... 
1- DataAcc4!SsNames ... 
"___!_-~~'-'~~~"'=··· 
Figura 6.3.2. Clase DomainEntityModel 
Fuente: Elaboración Propia 
Esta clase tiene propiedades en las cuales se debe especificar los nombres de los proyectos 
en los cuales se va a generar código: 
DomainEntityNamespace Especifica el nombre del proyecto en el que se van a generar 
las entidades de dominio. 
DataBaselmplementationNamespace Stting Especifica el nombre del proyecto en el que se van a generar 
los scripts de creación de tablas y procedimientos 
almacenados. 
DataAccessNarnespace Stting Especifica el nombre del proyecto en el que se van a generar 
las clases de acceso a datos. 
CrossCuttingNarnespace Stting Especifica el nombre del proyecto en el que se van a generar 
las clases comunes de confi ción. 
Tabla 6.3.1.Propiedades de la clase DomainEntityModel 
Fuente: Elaboración Propia 
Clase DomainEntity 
Esta clase está definida para representar una entidad del dominio, esta es una clase que 
estA contenida en la elase DomatnEmttyModel mediante la relaeión 
DomainEntityMode/HasDomainEntities, que especifica que una Clase 
DomainEntityModel contiene de O a muchas clases DomainEntity, y una clase 
DomainE.II/ity solo puede tener como contenedora a una sola clase DomainEntityModel, 
como se muestra en la siguiente figura. 
59 
~ Do~lnEntityModel ~ Jl 
~¡i:teliss J J 
' . - ---- -- --- -- --- ~ 
DomalnEntityModetHasDomalntntffies 
Oo,..;mm;tyj •·o -~-· · ~"'""''~ ~ ~· o-·~~IJ- · #¡; Domaintntlty 
·o_· __ _ "...._,.....,~ Lt l ::l:r.:•mC"tan _ 
Figura 6.3.3. Relación DomainEntityModeiHasDomainEntities 
Fuente: Elaboración Propia 
La estructura de la clase DomainEntity es la siguiente: 
~ DomalnEntlty ~ 
Oom1Y!C·Iau 
El Domain Properties 
/1 Name : String 
/1 AccessModifier : St .. 
/1 DataAccessMappi ... 
/1 OataAccessTable • .. 
/1 WebSetvice!sData .. . 
/1 WebServiceXMLN .. . 
/1 Oocumenta!ionNo .. . 
/1 OataAccessSchem .. . 
/1 ldOomainEntity : S. .. 
Figuro 6.3.4. Clase DomainEntity 
Fuente: Elaboración Propia 
Las propiedades de la clase DomainEntity son las siguientes: 
1 Ci'lfiwoll.!!l;ümud§;mw . -· -- -- ----- ... - -~· - ~ ' N ame String Nombre de la entidad de dominio. 
' ]' ~!
. . . ,.1) 
AccessModifier String Modificador de acceso de la entidad de dominio. 
DataAccessMapping Boolean Espedfica si la entidad de dominio tiene una tabla de base de datos 
asociada. 
DataAccessTable Strin~ Nombre de la tabla de base de datos asociada a la entidad de dominio. 
W ebServicelsDataContract Boolean Especifica si la entidad de dominio es usada como un contmto de datos 
oamWCF. 
WebServiceXMLNamesoace Strin~ Esoacio de nombres XML del contrato de datos. 
DocumentationNotes Strinl! Notas oara documentación de la entidad de dominio. 
DataAccessSchema String Especifica el esquema de la tabla de base de datos asociada a la 
entidad de dominio. 
ldDomainEntitv String Identificador de la entidad de dominio. 
Tabla 6.3.l.Propiedades de la clase DomainEntity 
Fuente: Elaboración Propia 
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La clase DomainEntity puede estar relacionada con una clase DomainEntity mediante una 
relación de referencia DomainEntityReferencesTargetDomainEntities de muchos a 
muchos como muestra la siguiente figura: 
~ DomainEntity ~ ·¡ 
'--;Cli::>oma-•_~:_, .._;:;. ____ .J0 
DomainEntllyRefemlc:esTargetDomainEntities 
~~!!!'-!'.~..:::.. """'"""tioru~.;p A ~~~!!!'-"....~=-{ ~ DomainEntily_ · ~ }" __ ''., 
o_• ~o-· _ ilo!!'lafi:o!a!": _ 
R Doma in Properties "-·- .. -~-- -~ -··-- -~ _____ ... __ ---~-_,._< ~,-.,.;. 
1' ldDomainEnt ... 
Figura 6.3.5. Relación DomainEntityReferencesTargetDomainEntities 
Fuente: Elaboración Propia 
Clase PrimitiveProperty 
Esta clase representa propiedad primitiva de una entidad del dominio, es decir una 
propiedad de un tipo nativo como String, Boolean, lnt32, etc. esta es una clase que está 
contenida en la clase DomainEntity mediante la relación 
DomainEntityHasPrimitiveProperties, que especifica que una Clase DomainEntity 
contiene de O a muchas clases PrimitiveProperty, y una clase PrimitiveProperty solo 
puede tener como clase contenedora a una sola clase DomainEntity, como se muestra en 
la siguiente figura. 
1 
~ DomainEntlly 
i)om:¡Wl(t.J¡¡ ~ j¡ 
. . ') 
Figura 6.3.6. Relación DomainEntityHasPrimitiveProperties 
Fuente; Elabora~ión Propia 
La estructura de la clase PrimitiveProperty es la siguiente: 
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~ PñmltlvePropmy ~ 
:l:lma;r..crau 
8 Domain PropertiM 
' 
JI N ame: String. i 
JI PrimitiveType : Stri. .. 




JI DataACCt!SS Type "·· ' 1 
JI DataAccesslsNulla-
JI WebSer,icelsData .•. 
JI WebSe:vicelsRequ ... 
JI WebServic.Order : ... 
JI DocumentationNo ... 
JI CollectionType : St.. 
JI lsNullable: Boolean 
JI Data.A.ccesslsPrima ••. 
JI AccessModifier : SL •. 
-------
) 
Figura 6.3. 7. Clase PrimitiveProperty 
Fuente: Elaboración Propia 
Y las propiedades de una clase de propiedad primitiva PrimitiveProperty son las 
siguientes: 
de tabla de base de datos asociada a la 
la entidad de dominio. 
de 
contrato 
Tabla 6.3.3.Propiedades de la clase PrimltiveProperty 
Fuente: Elaboración Propia 
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Clase DomainEntityProperty 
Esta clase representa propiedad de entidad de dominio contenida en una entidad del 
dominio, es decir una propiedad de un tipo entidad como Cliente, Producto, Venta, etc. 
esta es una clase que está contenida en la clase DomainEntity mediante la relación 
DomainEntityHasDomainEntityProperties, que especifica que una Clase DomainEntity 
contiene de O a muchas clases DomainEntityProperty, y una clase DomainEntityProperty 
solo puede tener como clase contenedora a una sola clase DomainEntity, como se muestra 
en la siguiente figura. 
1 ~ DomainEntity ~ 11 ¡):mainCtln 
.. .. ... .} 
DomainEntilyHasDomainEntityProperti ••• 
Oomainlmity_. f t)omalr.;:eta~ ~ t DomlinEntity 1 ~ DomainEntityProper ••• l ·'tlom!!bC!a'53 ~ J o_· ·- . u 
... . 
-
Figura 6.3.8. Relación DomainEntityHasDomainEntityProperties 
Fuente: Elaboración Propia 
La estructura de la clase DomainEntityProperty es la siguiente: 
~ DomainEntityProper... A 
Oo!naír.Ctaii 
8 Domain Properties 
11 Name : Slring 
11 DomainEntity T ype : S .•• 
11 Co!lectioriType : Stñng 
11 WebServicelsDataMe ... 
11 WebServícelsRequire .•. 
1' WebServiceOrder : In. •• 
Si OocumentationNotes ... 
1' ldDomainEntityPrope •.. 
1' ldDomainEntity: Stñng 
11 ldDomainEntityRefer •.. 
1' AccessMoc!ifier: Slring . 
• 1 
.~ 
Figura 6.3.9. Clase DomainEntityProperty 
Fuente: Elaboración Propia 
-- ~-- -·-·· 
) 
Y las propiedades de una clase de propiedad primitiva DomainEntityProperty son las 
siguientes: 
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es miembro de datos del contrato de datos 
Jnt32 
DocumentationNotes String 
entidad de dominio a entidad de dominio a la que 
String 
Tabla 6.3.4.Propiedades de la clase DomainEntityProperty 
Fuente: Elaboración Propia 
Clase DomainEntityCollection 
de entidad 
Esta clase está definida para representar una colección de entidades del dominio, esta es 
una clase que está contenida en la clase DomatnEntllyModel mediante la relación 
DomainEntityMode/HasDomainEntityCollections, que especifica que una Clase 
DomainEntityModel contiene de O a muchas clases DomainEntityCol/ection, y una clase 
DomainEntityCol/ection solo puede tener como contenedora a una sola clase 
DomainEntityModel, como se muestra en la siguiente figura. 
[;;; DomainEntityModel ~ }! ~~~ainet!:n , , ~·O --- . .. ~- . - -·~ 
DomalnEnutyModdlfasDomalnEnutyColledions 
DomoinEntity.-1 ;:>:.mo!n!\e!o:ior.>•lo ~ •Domoirút~y- ~ DomainEntityCo!lettion ~ j¡ 
o_· ,_, ~.~n:tau 1 
Figura 6.3.10. Relación DomainEntityModeiHasDomainEntityCollections 
Fuente: Elaboración Propia 
La estructura de la clase DomainEntityCollection es la siguiente: 
) 
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~ DomainEntityConedion A 
Joma t'.Cla u 
6 Domain Properties 
/1 Narne : S!ring 
/1 DomainEntityType : St •. 
/1 C<>llection T ype : String 
/1 ldOomainEntityCollect ... 
}1 AccessModifier: S!ring 
Figura 6.3.11. Clase DomainEntityCollection 
Fuente: Elaboración Propia 
Las propiedades de la clase DomainEntityCollection son las siguientes: 
. \fi.!¡¡ey ! 1!11>1111\lÍ,iJ.<~C~• >~ 
iltll! l· ' 
N ame S!ring Nombre de la colección de entidades de dominio. 
DomainEntitvTVIle S!ring Nombre de la entidad de dominio asociada a la colección. 
CollectionType Boolean Tipo de colección de la entidad de dominio. 
IdDomainEntityCollection S!ring Identificsdor de la colección de entidades de dominio. 
AccessModifier Boolean Modificador de acceso de la colección de entidades de dominio. 
Tabla 6.3.S.Propiedades de la clase DomainEntity 
Fuente: Elaboración Propia 
La clase DomainEntityCollection puede estar relacionada con una clase DomainEntity 
mediante una relación de referencia DomainEntityReferencesDomainEntityCollections 
que especifica que una colección de entidades tiene una clase DomainEntity 
especificando el tipo de entidad con el que se construye la colección, como se muestra en 
la siguiente figura: 
~ DomainEntity 11:1' 
:kwniinClin 
DomainEn~e~cesDomainEntityCollections . . . . . . . .. .. . . ... . .. 
~orMi~::· [ :kmar.';e!atioo=Np ~ J P~~,~!!_.J ~ DomainEntityCollection ~ j'.··. 
o_• . - ·_--- ----~ .1-1 \ ~a·noar: '-._...:..;_ ____ ~ 
Figura 6.3.12. Relación DomainEntityReferencesDomainEntityCollections 
Fuente: Elaboración Propia 
Clase NLayerDSL ToolsDiagram 
Esta clase representa el diagrama de entidades de dominio en el diagrama implementado 
mediante este modelo, su estructura es la siguiente: 
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,-~ ~;:;,~~00~~~; A r: 
: Ctegram j 1 
, E' Domain Propertie< .. j ' 
. i! 
Figura 6.3.13. Clase NLayerDSLToolsDiagram 
Fuente: Elaboración Propia 
Clase DomainEntityShape 
Esta clase representa la forma gráfica de una entidad de dominio en el diagrama de 
etltidades de dómillió, está asóéiádó a la élase DomaíliEntíty éómó élase basé, su 
estructura es la siguiente: 
@: DomainEntitySIIape A 
CO!'!'Ipart~e!:':Sto3pe 








Figura 6.3.14. Clase DomainEntityShape 
Fuente: Elaboración Propia 
Decoradores: Los decoradores de la forma DomainEntityShape son: 
Name: Muestra el nombre de la entidad de dominio 
Icon: Muestra un icono de entidad de dominio 
ExpanCollapse: Muestra un control para expandir o contraer la entidad. 
Compartimientos: La forma tiene implementados los siguientes compartimientos: 
DomainEntities: Muestra la lista de propiedades entidades de dominio de la 
entidad. 
Properties: Muestra la lista de propiedades primitivas de la entidad. 
El ejemplo de una forma (Shape) de entidad de dominio. 
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jlcon Name 
! );_;~- DomainEntities 
9 Properti.s ----~-----Properties 
Figura 6.3.15. Ejemplo de un shape de entidad de dominio 
Fuente: Elaboración Propia 
Clase DomainEntityCollectionShape 
Esta clase representa la forma gráfica de una colección de entidades de dominio en el 
diagrama de entidades de dominio, está asociado a la clase DomainEntityCollection como 
clase base y su estructura es la siguiente: 
O DomainEntityColledionShape A 
c~~<St-.a::e 




Figura 6.3.16. Clase DomainEntityCollectionShape 
Fuente: Elaboración Propia 
Decoradores: Los decoradores de la forma DomainEntityCo/lectionShape son: 
Name: Muestra el nombre de la colección de entidades de dominio 
Icon: Muestra un icono de la colección de entidades de dominio 
El ejemplo de una forma (Shape) de colección de entidades de dominio. 
r· --·- --···--·-----------, 
Ijn /ame 
1 ú DmnmEn~l ] 
ce--- -r=·----
Figura 6.3.17. Ejemplo de un shape de colección de entidades de dominio 
Fuente: Elaboración Propia 
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Clase DomainEntityConnector 
Esta clasé representa la fonna gráfica de una relación de referencia entre una entidad de 
dominio y una entidad de dominio, está asociado a la clase de referencia 
DomainEntityReferencesTargetDomainEntities, su estructura es la siguiente: 
+' DomainEnlilyConnector ~ 
COMtttor 
8 Domain PropertiO< 
8 Decorators 
Figura 6.3.18. Clase DomainEntityCollectionShape 
Fuente: Elaboración Propia 
Clase DomainEntityCollectionConnector 
Esta clase representa la fonna gráfica de una relación de referencia entre una entidad de 
dorttinio y una éólectíón de entidades de dorttinio, está asociado a la clase de referencia 
DomainEntityReferencesDomainEntityCollections, su estructura es la siguiente: 
P DomalnEnlltyColledlonConnertor ~ 
e~~ 
8 Domain Properties 
El Decorators fl 
--------- -~-~- .--'"~) 
Figura 6.3.19. Clase DomainEntityCollectionConnector 
Fuente: Elaboración Propia 
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9 Domain Entities 
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Figura 6.3.20. Ejemplo de diagrama de entidades de dominio 
Fuente: Elaboración Propia 
i' 
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Las entidades se generarán tomando en cuenta las propiedades de las clases 
DomainEntityModel, DomainEntity, DomainEntityProperty y PrimitiveProperty para 
generar el código de cada entidad: 







[DomainEntity.AccessModifier] partial class [DomainEntity.Name] 
{ 
public [DomainEntityProperty.DomainEntityType] [DomainEntityType[B].Name] { get; set; } 
public [DomainEntityProperty.DomainEntityType] [DomainEntityType[N].Name] { get; set; } 
public [PrimitiveProperty.PrimitiveType] [PrimitiveProperty[e].Name] { get; set; } 
public [PrimitiveProperty.PrimitiveType] [PrimitiveProperty[N].Name] { get; set; } 
} 
Colecciones de entidades de dominio: La estructura de los atchivos de salida (.es) 










Los objetos de código C# (.es) se generarán en el proyecto especificado en la propiedad 
DomainEntityNamespace de la entidad de modelo DomainEntityModel. 
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6.4. Diseño del componente de base de datos 
• El componente de b~e de datos a generar se basa en la estructura de entidades definida 
en la sección anterior 6.3 Diseño del componente dJ entidad. Para ello se utilizarán las 
clases siguientes: 
Oase DomainEntity: Se utilizará la sección Data Access para generar el nombre de la 
tabla en el script de creación de tabla y los procedimientos almacenados, se usarán las 
siguientes propiedades. 
Tabla 6.4.1. Propiedades de la clase DomainEntity para generar objetos de datos 
Fuente: Elaboración Propia 
Clase PrimitiveProperty: Se utilizará la sección Data Access para generar el nombre de 
la columna de la tabla en el script de creación de tablas y para recuperar campos y como 
parámetros los procedimientos almacenados, se usarán las siguientes propiedades. 
Tabla 6.4.2. Propiedades de la clase PrimitiveProperty para generar objetos de datos 
Fuente: Elaboración Propia 
El archivo generado contendrá los siguientes objetos de base de datos: 
~ Tabla de base de datos. 
~ Procedimiento Almacenado de Inserción. 
~ Procedimiento Almacenado de Actualización. 
~ Procedimiento Almacenado de Eliminación. 
~ Procedimiento Almacenado de Consulta Por Id. 
~ Procedimiento Almacenado de Consulta Total (Se pueden personalizar filtros). 
La estructura del archivo de salida ( .sql) tendrá el siguiente formato; 
Nombre: Objects _jDataAccessSchema ]_[DataAccessTable ].sql 
Contenido: 
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--SCRIPT DE ELIMINACIÓN Y CREACIÓN DE TABLA 
drop table [DataAccessSchema].[DataAccessTable]; 
go 
create table [DataAccessSchema].[DataAccessTable] ( 
[DataAccessColumn] [DataAccessType], --PRIMARY KEY 
[DataAccesscolumn] [DataAccessType], --FOREIGN KEYS 
[DataAccessColumn] [DataAccessType], --COLUMNS (0) 
); 
go 
--SCRIPT DE ELIMINACIÓN Y CREACIÓN DEL PROCEDIMIENTO DE INSERCIÓN 
drop procedure [DataAccessSchema].[Usp_Ins_[DataAccessTable]]; 
go 
create procedure [DataAccessSchema].[Usp_Ins_[DataAccessTable]] 
@[DataAccesscolumn] [DataAccessType], --PRIMARY KEY 
@[DataAccessColumn] [DataAccessType], --FOREIGN KEYS 
@[DataAccessColumn] [DataAccessType], --COLUMNS (0) 
as 
begin 
insert into [DataAccessSchema].[DataAccessTable] 
( 
) 
[DataAccessColumn] --PRIMARY KEY 
[DataAccessColumn] --FOREIGN KEYS 




@[DataAccessColumn] --PRIMARY KEYS 
@[DataAccessColumn] --FOREIGN KEYS 
@[DataAccessColumn] --COLUMNS (0) 
SET @[DataAccessColumn] = @@identity; --PRIMARY KEY 
endj 
go 
--SCRIPT DE ELIMINACióN Y CREACIÓN DEL PROCEDIMIENTO DE ACTUALIZACIÓN 
drop procedure [DataAccessSchema].[Usp_Upd_[DataAccessTable]]; 
go 
create procedure [DataAccessSchema].[Usp_Upd_[DataAccessTable]] 
@[DataAccessColumn] [DataAccessType], --PRIMARY KEY 
@[DataAccesscolumn] [DataAccessType], --FOREIGN KEYS 





update [DataAccessSchema].[DataAccessTable] set 
[DataAccessColumn] = @[DataAccessColumn], --PRIMARY KEY 
[DataAccessColumn] = @[DataAccessColumn], --FOREIGN KEYS 
[DataAccessColumn] = @[DataAccessColumn], --COLUMNS (0) 
where 
[DataAccessColumn] = @[DataAccesscolumn]; --PRIMARY KEY 
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--SCRIPT DE ELIMINACIÓN Y CREACIÓN DEL PROCEDIMIENTO DE ELIMINACIÓN 
drop procedure [DataAccessSchema].(Usp_Del_[DataAccessTable]]; 
go 
create procedure [DataAccessSchema].[Usp_Del_[DataAccessTable]] 





delete from [OataAccessSchema].(DataAccessTable] 
where 
[DataAccesscolumn] = @[DataAccessColumn]; --PRIMARY KEY 
--SCRIPT DE ELIMINACIÓN Y CREACIÓN DEL PROCEDIMIENTO DE SELECCIÓN POR ID 
drop procedure [DataAccessSchema].[Usp_Sel_[DataAccessTable]_Porid]; 
go 
create procedure [DataAccessSchema].[Usp_Sel_(DataAccessTable]_Porid] 






[DataAccesscolumn], --PRIMARY KEY 
[DataAccessColumn], --FOREIGN KEYS 
[DataAccessColumn], --COLUMNS (9) 
from [DataAccessSchema].[DataAccessTable] 
where 
[DataAccessColumn] = @[DataAccesscolumn]; --PRIMARY KEY 
--SCRIPT DE ELIMINACIÓN Y CREACIÓN DEL PROCEDIMIENTO DE SELECCIÓN 
drop procedure [DataAccessschema].[Usp_Sel_[DataAccessTable]]; 
go 
create procedure [DataAccessSchema].[Usp_Sel_[DataAccessTable]] 
@(DataAccessColumn] [DataAccessType], --PRIMARY KEY 
@[DataAccessColumn] [DataAccessType], --FOREIGN KEYS 






[DataAccessColumn], --PRIMARY KEY 
[DataAccessColumn], --FOREIGN KEYS 
[DataAccessColumn], --COLUMNS (9) 
from [DataAccessSchema].[DataAccessTable] 
--where (poner tu filtro aquí) 
Los objetos de script (.sql) se generarán en el proyecto especificado en la propiedad 
DataBaselmplementationNamespace de la entidad de modelo DomainEntityModel. 
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6.5. Diseño del componente de acceso a datos 
El componente de acceso a datos también se va a generar de acuerdo al modelo de 
entidades de dominio especificado en el proyecto de Modelado y Diseño de la solución 
del proyecto para ello se utilizarán las clases DomainEntityModel, DomainEntity, 
DomainEntityProperty y PrimitiveProperty para generar el código de acceso a datos de 
cada entidad. 
La estructura de los archivos de salida (.es) tendrán el siguiente formato: 










public partial class [DomainEntity.Name]DataAccess 
{ 
} 
prívate static DatabaseProviderFactory oOatabaseProviderFactory = new 
DatabaseProviderFactory(); 
prívate Database oOatabase ~ 
oOatabaseProviderFactory.Create(Conexion.cnconexion); 
Se generarán los siguientes métodos de acceso a datos: 
Registrar entidad de dominio 
//*********************** FUNCION PARA REGISTRO OE [OomainEntity.Name] ***********************// 
public [DomainEntity.Name] Registrar_[OomainEntity.Name]([DomainEntity.Name] [domainEntity.Name]) 
{ 
} 
DbCommand oDbCommand • oDatabase.GetStoredProcCommand(Procedimiento.USP_INS_[DomainEntity.Name]); 
oOatabase.AddOutParameter(oDbCommand, "@[domainEntity.Name.OomainEntityProperty.Name]", 
DbType.[DomainEntityProperty.PrimitiveType], [domainEntity.Name.DomainEntityProperty.Name] 
); //Primary Key 
oDatabase.AddOutParameter(oObCommand, "@[domainEntity.Name.DomainEntityProperty.Name]•, 
ObType.[DomainEntity?roperty.PrimitiveType], [domainEntity.Name.DomainEntityProperty.Name] 
); //Foreign Key 
oDatabase.AddOutParameter{oDbCommand, "@[domainEntity.Name.OomainEntityProperty.Name]•, 
DbType.[DomainEntityProperty.PrimitiveType], [domainEntity.Name.DomainEntityProperty.Name] 
); //All other Columns 
oDatabase.ExecuteNonQUery(oObCommand); 
[domainEntity.Name.OomainEntityProperty.Name] = //Primary Key 
DataUtil.ObValueToOefault<System.[DomainEntityProperty.PrimitiveType]> 
( oOatabase. GetParameterValue ( oDbCommand, "@[ domainEntity. Name. OomainEnti tyProperty. Name] a) ) ; 
return [domainEntity.Name]; 
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Actualizar entidad de dominio 
//*********************** FUNCION PARA ACTUALIZACION DE [DomainEntity.Name] ***********************// 
public [DomainEntity.Name] Actualizar_[DomainEntity.Name]([DomainEntity.Name] [domainEntity.Name]) 
{ 
) 
DbCommand oDbeommand = oOatabase.GetStoredProcCommand(Procedimiento.USP_UPD_[DomainEntity.Name]); 
oDatabase.AddOutParameter{oObCommand, ~@[domainEntity.Name.OomainEntityProperty.Name]n, 
DbType.[DomainEntityProperty.PrimitiveType], [domainEntity.Name.DomainEntityProperty.Name] 
); //Primary Key 
oOatabase.AddOutParameter(oObCommand, "@[domainEntity.Name.OomainEntityProperty.Name]•, 
DbType.[OomainEntityProperty.PrimitiveType), [domainEntity.Name.DomainEntityProperty.Name] 
); //Foreign Key 
oOatabase.AddOutPara~ter(OObCOMMand, "@[domainEntity.Name.OomainEntityProperty.Name]"~ 
DbType.[DomainEntityProperty.PrimitiveType]J [domainEntity.Name.OomainEntityProperty.Name] 
); //All Other Columns 
oOatabase.ExecuteNonQuery(oObCommand); 
return [domainEntity.Name]; 
Eliminar entidad de dominio 
¡¡uu.H****uua-!:.:t.Ut.u FUNCION PARA ELIHINACION DE [OomainEntity.Name] *************"'***•*****// 
public [DomaínEntity.Name] Eliminar_[OomainEnti~y.Name]( 
[domainEntity.Name.OomainEntityProperty.PrimitiveType] [domainEntity.Name.DomainEntityProperty.Name] 
) 1 /Primary Key 
{ 
) 
ObCommand oDbCommand = oDatabase.GetStoredProcCommand(Procedimiento.USP_DEL_[DomainEntity.Name]); 
o0atabase.AddOUtParameter(oDbCommand1 "@[domainEntity.Name.OamainEntityProperty.Name]"J 
DbType.[OomainEntityProperty.PrimitiveType], [domainEntity.Name.OomainEntityProperty.Name] 




Obtener entidad de dominio por id 
!!*********************** FUNCION PARA SELECCION POR ID DE [DomainEntity.Name] ***********************// 
public [DomainEntity.Name] Obtener _[DomainEntity.Name] _Por Id( 
[domainEntity.Name.DomainEntityProperty.PrimitíveType) [domainEntity.Name.DomainEntityProperty.Name] 
) //Primary Key 
{ 
} 
[DomainEntity.Name] [domainEntity.Name] e new [DomainEntity.Name](); 




); //Primary Key 














Listar entidad de dominio 
//*********************** ~UNCION PARA SELECCION DE [OomainEntity.Name] ***********************// 
public [DomainEntity.NameJ listar_[DomainEntity.Name]([DomainEntity.Name] [domainEntity.Name]) 
{ 
} 
lista[OomainEntity.Name] lista[domainEntity.NaMe] = new Lista[OomainEntity.Name](); 
DbCommand oObCommand • oDatabase.GetStoredProcCommand(Procedimiento.USP_SEL_[DomainEntity.Name]); 
oOatabase.AddOutParameter(oDbCommand, n@(domainEntity.Name.OomainEntityProperty.Name]n, 
DbType.[DomainEntityProperty.PrimitiveType], [domainEntity.Name.DomainEntityProperty.Name] 
) ; //Primary Key 
oOatabase.AddOUtParameter(oDbCommand, n@(domainEntity.Name.OomainEntityPrope~ty.Name]n, 
DbType.[DomainEntityProperty.PrimitiveType], (domainEntity.Name.OomainEntityProperty.Name] 
); //Foreign Key 
oOatabase.AddOUtParameter(oDbCammand, n@[domainEntity.Name.OomainEntityProperty.Name]n, 
DbType.(DomainEntityProperty.PrimitiveType], [domainEntity.Name.DomainEntityProperty.Name] 
); //All Other Columns 
















Los objetos de código C# ( .sql) de acceso a datos se generarán en el proyecto especificado 
en la propiedad DataAccessNamespace de la entidad de modelo DomainEntityModel. 
Adicionalmente se crean clases comunes para recuperar los nombres de la conexión y los 





public class Conexion 
{ 







public class Procedimiento 
{ 
#region PROCEDIMIENTOS ALMACENADOS [DomainEntity.Name] 
public const String us~_INS_[DomainEntity.Name] = "(dbo].[Usp_Ins_[DomainEntity.Name]]"; 
public const String USP_UPD_[DomainEntity.Name] = n(dbo].[Usp_Upd_[DomainEntity.Name]]n; 
public const String USP_OEL_[DomainEntity.Name] = "[dbo].[Usp_Oel_[OomainEntity.Name]]"; 
public const String USP _SEL_[Dornaint:ntity.Name]_POR_ID "" n[dbo]. [Usp_Sel_[DomainEntity.Name]_Porid]"; 




//Store procedure constants for all domain entities 
Los objetos de código C# (.sql) de estas clases utilitarias se generarán en el proyecto 
especificado en la propiedad CrossCuttingNamespace de la entidad de modelo 
DomainEntityModel. 
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CAPÍTULO VII: DESARROLLO DE LA SOLUCIÓN PROPUESTA 
7.1. Desarrollo de generación la plantilla de la solución 
El desarrollo de la plantilla de solución se encuentra en el repositorio del control de código 
fuente del proyecto: 
Dirección web del repositorio de código fuente: Se puede acceder al código fuente del 
proyecto de Visual Studio en el siguiente enlace: 
hrtps://devframework. visualstudio.com/DefaultCollection/Devframework/ versionControl 
Fuentes la de plantilla de Visual Studio 
Solución: N-Layer-DSL· Tools 
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N-Layer-DSL-Tools-Template Domain. Core.Entities/Domain. Core.Entities. vstemplate 
N-Layer-DSL-Tools-Template Domain. Core.Entities/ Assemblylnfo.cs 
N-Layer-DSL-Tools-Template Domain.Core.Entities!ProjectTemplate.csproj 
N-Layer-DSL-Tools-Template Domain. Core.Entities/T emplate.ico 
N-Layer·DSL-Tools-Template Domain.MainModule/Domain.MainModule. vstemplate 
N-Layer-DSL-Tools-Template Domain.MainModule/ Assemblylnfo.cs 
N-Layer-DSL-Tools-Template Domain.MainModule/ProjectTemplate.csproj 
N-Layer-DSL-Tools-Template Domain.MainModule/Template.ico 
N-Layer-DSL-T ools-Template Domain.MainModule.Entities/Domain.MainModule.Entities. vstemplate 
N-Layer-DSL-Tools-Template Domain.MainModule.Entities/ Assemblylnfo.cs 
N-Layer-DSL-Tools-Template Domain.MainModule.Entities/ProjectTemplate.csproj 
N-Layer-DSL-Tools-Template Domain.MainModule.Entities/Template.ico 
N-Layer-DSL-Tools-Template Modeling.Model/Modeling.Model. vstemplate 






Tabla 7.1.1. Fuentes la de plantilla de Visual Studio 
Fuente: Elaboración Propia 
7.2. Desarrollo del componente de base de datos 
El desarrollo del componente de base de datos también se encuentra en el repositorio del 
control de código fuente del proyecto, las fuentes abarcan dos proyectos Dsl y 
DslPackage, para el generar el código del componente de base de datos se usa una 
plantilla de transformación t4 (DatabaseCodeGenerator.tt) que se encuentra en el 
proyecto Ds/Package como se subraya en las fuentes 
Dirección web del repositorio de código fuente: Se puede acceder al código fuente del 
proyecto de Visual Studio en el siguiente enlace: 
https :1 /devframework.visualstudio.com/DefaultCollection/DevFrameworkl versionControl 
Fuentes del componente de base de datos 
Solución: N-Layer-DSL-Tools 
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Dsl CustomCode/Domain Types/DomainEntityCollectionTypeTypeConverter.cs 
Dsl CustomCode/Domain Types/DomainEntityTypeConverter.cs 
Dsl CustomCode/Domain Types!PrimitiveTypeTypeConverter.cs 
Dsl CustomCode/Domain Types/ProjectlmplementationTypeConverter 
Dsl CustomRules/Domain Classes!DomainEntityCollectíonRules.cs 
Dsl CustomRules/Domain Classes/DomainEntítyPropertyRules.cs 
Dsl CustomRules/Domain Classes/DomainEntítyRules.cs 
Dsl CustomRules/Domain Classes!PrimitívePropertyRules.cs 
Dsl CustomRules/Domain Relationshíps!DomainEntítyReferenoesDomainEntítyCollectionsRules.cs 
Dsl CustomRules/Domain Relatíonshíps!DomainEntítyReferencesTar!!etDomainEntítíesRules.cs 
Dsl GeneratedCode/ConnectionBuílders.tt 
Dsl GeneratedCode/Connectors. tt 
Dsl GeneratedCode/Díagrarn. tt 
Dsl GeneratedCode!DírectíveProcessor.tt 
Dsl GeneratedCode/DomainClasses. tt 
Dsl GeneratedCode/DomainModel. tt 
Dsl GeneratedCode/DomainModelResx. tt 
Dsl GeneratedCode/DomainRelationshíps. tt 
Dsl GeneratedCode/HelpKeywordHelper. tt 
Dsl GeneratedCode/Multíplícíty V alídatíon.tt 
Dsl GeneratedCode/NLayerDSLT oolsSchema. tt 
Dsl GeneratedCode/PropertíesGrid.tt 
Dsl GeneratedCode/SerialízationHelper.tt 
Dsl GeneratedCode/Serialízer. tt 
Dsl GeneratedCode/Shapes. tt 















DslPackage GeneratedCode/CommandSet. tt 
DslPackage GeneratedCode/Constants. tt 
DslPackage GeneratedCode/DocData tt 
DslPackage GeneratedCode/Doc Víew. tt 
DslPackage GeneratedCode/EdítorFactory.tt 
DslPackage GeneratedCode/GeneratedVSCT. tt 
DslPackage GeneratedCode/ModelExplorer. tt 
DslPackage GeneratedCode/ModelExplorerToolWíndow.tt 





























Tabla 7.2.1. Fuentes del componente de base de datos 
Fuente; Elaboración Propia 
7.3. Desarrollo del componente de entidad 
Las fuentes del componente de entidad son las mismas fuentes del componente de base 
de datos pero para generar tanto el componente de entidad de dominio como el 
componente de lista de entidades de dominio se usan las plantillas de transformación t4 
EntityCodeGenerator.tt y EntityCo/lectionCodeGenerator.tt pertenecientes al proyecto 
DSLPackage. 
Dirección web del repositorio de código fuente: Se puede acceder al código fuente del 
proyecto de Visual Studio en el siguiente enlace: 
https://devframework.visualstudio.com/DefaultCollection/DevFramework/ versionControl 






1~~ -· - -- -
TextTemplates/EntityCodeGenerator.u 
TextTemplates!EntityCollectionCodeGenerator.u 
Tabla 7.3.1. Fuentes del componente de entidad 
Fuente: Elaboración Propia 
7.4. Desarrollo del componente de acceso a datos 
Las fuentes del componente de acceso a datos también son las mismas fuentes del 
componente de base de datos pero para generar el componente de acceso a datos se usan 
las plantillas t4 CommonCodeGenerator.tt y DataAccessCodeGenerator.tt que 
pertenecen al proyecto DSLPackage. 
Dirección web del repositorio de código fuente: Se puede acceder al código fuente del 
proyecto de Visual Studio en el siguiente enlace: 
ht1ps://devframework.visualstudio.com/DefaultCollection/DevFramework/ versionControl 
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.D;¡~) --- . -
TextTemplates/CommonCodeGenerator.tt 
TextT emplates!DataAccessCodeGenerator. tt 
Tabla 7.4.1. Fuentes del componente de acceso a datos 
Fuente: Elaboración Propia 
7.5. Documentación de la Arquitectura 
.. ---· 
Todo lo referente a la arquitectura del proyecto, que está basada en la Gula de 
Arquitectura de N-Capas orientada al dominio de Microsoft se puede consultar en el 
Capítulo VI del presente documento. 
Para una mejor referencia de la arquitectura N-Capas orientada al dominio se puede 
consultar la guía oficial de Microsoft citada en la Bibliografía del presente documento. 
7.6. Manual de Usuario 
El manual de usuario de la solución DSL implementada en el proyecto de investigación 




CAPÍTULO VIII: PRUEBAS DE LA SOLUCIÓN PROPUESTA 
8.1. Pruebas de la generación de la plantilla del proyecto 





jJ . ' íil.-,;:~ 
:l!u.ba de 'generación de plantilla de provecto. . Funcional EOI 
Técnica EOI Prueba de elaboración de plantilla sin framework. 
Técnica EOI Prueba de elaboración de plantilla con framework. 
Tabla 8.1.1. Set de pruebas de la generación de la plantilla del proyecto 
Fuente: Elaboración Propia 
./ Prueba 01- Escenario 01 (01-E01): Prueba de generación de plantilla de proyecto. 
Usuarios: 
1' lh'lllllibA t:n;.~ 
Arauítecto de Software Arauitecto de software encargado de elaborar el framework. 
Analista Programador Analista programador encargado de desarrollar el proyecto. 
Pasos: 
Tabla 8.1.2. Usuarios de la generación de la plantilla del proyecto 
Fuente: Elaboración Propia 












li1ii ¡,w, • 
El usuario ingresa a la herramienta Visual Studio 2012 
El usuario selecciona el Menú File> New > Proiect 
El usuario selecciona .la sección Templates > C# 
El usuario selecciona la plantilla "'N-Layeted 0011\rurt-Otiéilted 
Architecture Project" 
El usuario ingresa el nombre del provecto "Enterorise.Module" 
El usuario selecciona la ubicación del proyecto "D:\" 
El usuario presiona el botón Ok 
ElIDE Genera la plantilla del proyecto de N-Laver 
Tabla 8.1.3. Pasos de la generación de la plantilla del proyecto 
Fuente: Elaboración Propia 
¡¡ ---- - . -
• 
Se genera la plantilla del proyecto de N-Capas correctamente de 
acuerdo al diseño especificado en la sección 6.2 del documento. 
Resultado Error No se genera la plantilla del proyecto de N-Capas en su totalidad o 
se genera oarcialmente. 
Tabla 8.1.4. Resultados de la generación de la plantilla del proyecto 














./ Prueba 02 
frarnework. 
Escenario 01 (02-EOI ): Prueba de elaboración de plantilla sin 
Se elaboró la plantilla del frarnework partiendo desde cero y agregando cada uno de Jos 
proyectos manualmente, estos fueron los resultados: 
mii:sii ···- - - -. --
' ' 01 Creación de la solución. 1 min 
02 Creación de la estructura de carpetas de la solución. Smin 
03 Creación del proyecto EntetJ)rise.Module.Modeling.Model. (No es necesario) Omin 
04 Creación del proyecto Enterorise.Module.DistributedServices.Core. 1 min 
05 Creación del proy(lCto Enterprise.Module.DistributedServices.MainModule. 1 min 
06 Creación del proyecto Enterprise.Module.Application.Core. 1 min 
07 Creación del proyecto Enterprise.Module.Application.MainModule. 1 min 
08 Creación del proyecto Enterprise.Module.Domain.Core. 1 min 
09 Creación del proyecto Enterprise.Module.Domain.Core.Entities. 1 min 
JO Creación del proyecto Enterprise.Module.Domain.MainModule. 1 min 
11 Creación del proyecto Enterprise.Module.Domain.MainModule.Entities. 1 min 
12 Creación del proyecto Entetllrise.Module.Data.Core. 1 min 
13 Creación del proyecto Enterorise.Module.Data.MainModule. 1 min 
14 Creación del provecto Enterorise.Module. CrossCutting. Common. 1 min 
15 Creación del proyecto Enterprise.Module.DataBase.Implementation. 1 min 
Tiempo Total 21 min 
Tabla 8.1.5. Resultados de la generación de la plantilla del proyecto- 02-EOl 
Fuente: Elaboración Propia 
./ Prueba 03 - Escenario 01 (03-EOI ): Prueba de elaboración de plantilla con 
frarnework. 
Se elaboró la plantilla del frarnework haciendo uso de la plantilla del proyecto, estos 
fueron los resultados: 
'Jlla.m -- -· - ~ 01 Creación de la solución. 
02 Creación de la estructura de carpetas de la solución. 0.5 seg 
03 Creación del proyecto Enterprise.Module.Modeling.Model. 1 seg 
04 Creación del proyecto Enterprise.Module.DistributedServices.Core. 0.5 seg 
os Creación del proyecto Enterprise.Module.DistributedServices.MainModule. 0.5 seg 
06 Creación del proyecto Enterprise.Module.Application.Core. 0.5 seg 
07 Creación del proyecto Enterprise.Module.Application.MainModule. 0.5 seg 
08 Creación del proyecto Enterprise.Module.Domain.Core. 0.5 seg 
09 Creación del proyecto Enterprise.Module.Domain.Core.Entities. 0.5 seg 
10 Creación del proyecto Enterprise.Module.Domain.MainModule. 0.5 seg 
11 Creación del provecto Enterorise.Module.Domain.MainModule.Entities. 0.5 se~ 
12 Creación del proyecto Enterprise.Module.Data.Core. 0.5 seg 
13 Creación del proyecto Enterprise.Module.Data.MainModule. 1 seg 
14 Creación del proyecto Enterprise.Module.CrossCutting.Common. 0.5 seg 
15 Creación del proyecto Enterprise.Module.DataBase.Implementation. 1 seg 
Tiempo Total 1 min 8.5 seg 
Tabla 8.1.6. Resultados de la generación de la plantilla del proyecto - 03-EOl 
Fuente: Elaboración Propia 
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Comparación de tiempos: Se hao comparado los tiempos de desarrollo de las dos 
pruebas técnicas: 
- --- ... - --
-~ (i_ . JJ 1 • • "1 -~Í 
-9 02-EOI 
,!} 03-EOI 
Prueba de elaboración de plantilla sin framework. 
Prueba de elaboración de plantilla con framework. 
Tabla 8.1.7. Comparación de tiempos de la 
generación de la plantilla del proyecto 
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Figura 8.1.1. Comparación de tiempos de la 
generación de la plantilla del proyecto 
Fuente: Elaboración Propia 
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68.5 
8.2. Pruebas de la generación del componente de entidad 






- fj;.,~"í.i;.~ -- n ---¡¡- -
• 
Funcional EO! Prueba de diseño de modelo de entidades - sección de 
definición de entidades. 
Técnica EOI Prueba de elaboración de entidades sin framework 
Técnica EOI Prueba de elaboración de entidades con framework. 
Tabla 8.2.1. Set de pruebas de la generación del componente de entidad 
Fuente: Elaboración Propia 
,¡ Prueba 01 -Escenario 01 (01-E01): Prueba de disefio de modelo de entidades -
sección de definición de entidades. 
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Usuarios: 
Tabla 8.2.2. Usuarios de la generación del componente de entidad 
Fuente: Elaboración Propia 
Formato de Prueba: El usuario tendrá que elaborar el siguiente modelo de entidades de 
dominio. 
Pasos: 
r ·-' 1[] -
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Figura 8.2.1. Modelo de entidades de dominio para prueba 
Fuente: Elaboración Propia 
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El usuario abre el archivo domainentitymodel.domainentity del 
proyecto de modelado de la solución elaborada en el punto 8.1 del 
documento. 
El usulll'io disefta la entidad cuente 
El usuario diseflala entidad Venta 
El usuario diseña la entidad ProductoCat<Roria 
El usuario diseña la entidad Producto 
El usuario diseña la entidad VentaDetalle 
El usuario di sella la colección de entidades ListaCiiente 
El usuario diseña la colección de entidades Lista Venta 
El usuario diseña la colección de entidades ListaProductoCategoria 
El usuario diseña la colección de entidades ListaProducto 
El usuario diseña la colección de entidades ListaVentaDetalle 
Tabla 8.2.3. Pasos de la generación del componente de entidad 
Fuente: Elaboración Propia 
-' 
1 
Se di sella sin inconvenientes el modelo especificado en la prueba. 
. 
Resultado Error Se diseña con inconvenientes el modelo especificado en la prueba. 
Tabla 8.2.4. Resultados de la generación del componente de entidad 















.r Prueba 02 - Escenario 01 (02-EOl): Prueba de elaboración de entidades sm 
framework. 
Se elaboraron las entidades especificadas en el modelo de prueba partiendo desde cero y 
desarrollando cada uno de las clases manualmente, estos fueron los resultados: 
~ !llw -- - -- - o 
01 Elaboración de la entidad Cliente 6min 
02 Elaboración de la entidad Venta Smin 
03 Elaboración de la entidad ProductoCatelloria 3 mio 
04 Elaboración de la entidad Producto S min 
05 Elaboración de la entidad VentaDetalle 5 min 
06 Elaboración de la colección de entidades ListaCiiente 1 min 
07 Elaboración de la colección de entidades Lista Venta 1 min 
08 Elaboración de la colección de entidades ListaProductoCategoria 1 min 
09 Elaboración de la colección de entidades ListaProducto 1 min 
10 Elaboración de la colección de entidades ListaVentaDetalle 1 min 
Tiempo Total 29min 
Tabla 8.2.5. Resultados de la generación del componente de entidad- 02-EOl 
Fuente: Elaboración Propia 
,¡ Prueba 03 - Escenario 01 (03-EOl ): Prueba de elaboración de entidades con 
framework. 
Se elaboraron las entidades especificadas en el modelo de prueba utilizando la 
herramienta DSL elaborada, estos fueron los resultados: 
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~-,. ' ... .. -------·- - - " f' 
' 
O 1 Elaboración de la entidad Cliente 4min 
02 Elaboración de la entidad Venta 3 min 
03 Elaboración de la entidad ProductoCatel!oria 3 min 
04 Eláboriitió!l dé lá éiltidad Pfo<Iuctó 3 miil 
os Elaboración de la entidad VentaDetalle 3 min 
06 Elaboración de la colección de entidades ListaCliente O. S min 
07 Elaboración de la colección de entidades Lista Venta O. S min 
08 Elaboración de la colección de entidades ListaProductoCategoria O. S min 
09 Elaboración de la colección de entidades ListaProducto O. S min 
JO Elaboración de la colección de entidades ListaVentaDetalle O. S min 
Tiempo Total 18.5 min 
Tabla 8.2.6. Resultados de la generación del componente de entidad- 03-EOl 
Fuente: Elaboración Propia 
Comparación de tiempos: Se han comparado los tiempos de desarrollo de las dos 
pruebas técnicas: 
- -· ·-~ l,li; ' 
-~ 02-EOI 
,!) ' 03-EOI 
. ···--·· .... ------
u 
Prueba de elaboración de entidades sin framework. 
Prueba de elaboración de entidades con framework. 
Tabla 8.2.7. Comparación de tiempos de la 
generación del componente de entidad 









15 20 25 30 
Figura 8.2.2. Comparación de tiempos de la 
generación del componente de entidad 






8.3. Pruebas de la generación del componente de acceso a datos 
Set de Pruebas 
de entidades - sección de acceso 
y clases 
de base de datos y 
Tabla 8.3.1. Set de pruebas de la generación del componente de acceso a datos 
Fuente: Elaboración Propia 
./ Prueba 01 - Escenario 01 (01-E01): Prueba de diseño de modelo de entidades -
sección de acceso a datos. 
Usuarios: 
do de desarrollar el ro ecto. 
Tabla 8.3.2. Usuarios de la generación del componente de acceso a datos 
Fuente: Elaboración Propia 
Formato de Prueba: El usuario tendrá que elaborar el siguiente modelo de entidades de 
dominio del ejemplo de la sección 8.2. Proebas de la generación del componente de 
entidad, en la sección DataAccess de las entidades de dominio y sus propiedades. 
Pasos: 
~ ·~·1fu11lo:{l . - . · 
. lik~ ' 






de modelado de la solución elabomda en el punto 8.1 del documento. 
Usuario El usuario disella la entidad Cliente (Sección Data Access) 
Usuario El usuario disella la entidad Venta (Sección Data Access) 
Usuario El usuario disella la entidad ProductoCategoria (Sección Data Access) 
Usuario El usuario disella la entidad Producto (Sección Data Access) 
Usuario El usuario disella la entidad VentaDetalle (Sección Data Access) 
Tabla 8.3.3. Pasos de la generación del componente de acceso a datos 
Fuente: Elaboración Propia 
Resultados: 
; fihm Dh 
Resultado Ok Se di sella sin inconvenientes el modelo especificado en la prueba. 
Resultado Enor Se di sella con inconvenientes el modelo especificado en la prueba. 
Tabla 8.3.4. Resultados de la generación del componente de acceso a datos 












./ Prueba 02- Escenario 01 (02-E01): Prueba de elaboración de objetos de base de 
datos y clases de acceso a datos sin framework. 
Se elaboraron las tablas de base de datos, procedimientos almacenados (SP) y clases de 
acceso a datos para el modelo de prueba partiendo desde cero y desarrollando cada uno 
de los componentes manualmente, estos fueron los resultados: 
Tabla 8.3.5. Resultados de In generación del componente de acceso n datos- 02-EOl 
Fuente: Elaboración Propia 
./ Prueba 03 - Escenario 01 (03-EOl): Prueba de elaboración de objetos de base de 
datos y clases de acceso a datos con framework. 
Se elaboraron las tablas de base de datos, procedimientos almacenados (SP) y clases de 
acceso a datos para el modelo de prueba partiendo desde el modelo especificado en el 
ejemplo, estos fueron los resultados: 
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• 
1imil lnf¡.iifflm¡fu - - ·- .. - --·· - ·- - - ·- ··-· ~ 01 Elaboración de la Tabla Cliente 6min 
02 Elaboración del SP de Inserción en Tabla Cliente 2 see: 
03 Elaboración del SP de Actualización en Tabla Cliente 2 seg 
04 ElAbOración dé! SP de EliiiliMciói\ éi\ TllblA Cliente 2Se~ 
05 Elaboración del SP de Obtención oor Id de Tabla Cliente 2 SOl! 
06 Elaboración del SP de Lista de la Tabla Cliente 2 SOl! 
07 Elaboración de la clase de acceso a datos ClienteDataAccess 2 seg 
08 Elaboración de la Tabla Venta 5 min 
09 Elaboración del SP de Inserción en Tabla Venta 2 see 
10 Elaboración del SP de Actualización en Tabla Venta 2 see 
11 Elaboración del SP de Eliminación en Tabla Venta 2seg 
12 Elaboración del SP de Obtención nor Id de Tabla Venta 2 see 
13 Elaboración del SP de Lista de la Tabla Venta 2 see 
14 Elaboración de la clase de acceso a datos VentaAccess 2 seg 
15 Elaboración de la Tabla ProductoCateeoria 4 min 
16 Elaboración del SP de Inserción en Tabla ProductoCateeoria 2 se!! 
17 Elaboración del SP de Actualización en Tabla ProductoCatel!Oria 2 se!! 
18 Elaboración del SP de Eliminación en Tabla ProductoCaie!loria 2 see 
19 Elaboración del SP de ObtenciónDOI- Id de Tabla ProductoCateeoria 2 see 
20 Elaboración del SP de Lista de la Tabla ProductoCatee:oria 2 see 
21 Elaboración de la clase de acceso a datos ProductoCateeoriaAccess 2 see: 
22 Elaboración de la Tabla Producto 5 min 
23 Elaboración del SP de Inserción en Tabla Producto 2 seg 
24 Elaboración del SP de Actualización en Tabla Producto 2 se!! 
25 Elaboración del SP de Eliminación en Tabla Producto 2see 
26 Elaboración del SP de Obtención POr Id de Tabla Producto 2 se!! 
27 Elaboración del SP de Lista de la Tabla Producto 2 seg 
28 Elaboración de la clase de acceso a datos ProductoAccess 2 see: 
29 Elaboración de la Tabla VentaDetalle 6min 
30 Elaboración del SP de Inserción en Tabla VentaDetalle 2 see: 
31 Elaboración del SP de Actualización en Tabla VentaDetalle 2 see 
32 Elaboración del SP de Eliminación en Tabla VentaDetalle 2 seg 
33 Elaboración del SP de Obtención oor Id de Tabla VentaDetalle 2 seg 
34 Elaboración del SP de Lista de la Tabla VentaDetalle 2 seg 
35 Elaboración de la clase de acceso a datos VentaDetalle Access 2 se!! 
Tiemno Total 27 min 
Tabla 8.3.6. Resultados de la generación del componente de acceso a datos - 03-EOl 
Fuente: Elaboración Propia 
Comparación de tiempos: Se han comparado los tiempos de desarrollo de las dos 
pruebas técnicas: 
03-EOl objetos de base 
Tabla 8.3.7. Comparación de tiempos de la 
generación del componente de acceso a datos 






o so 100 150 200 
03-EOl 02-EOl 
a Tiempo (m in) 27 211 
Figura 8.3.1. Comparación de tiempos de la 
generación del componente de acceso a datos 
Fuente: Elaboración Propia 
8.4. Pruebas de acoplamiento de la solución 
Set de Pruebas 
250 
Se ha elaborado el siguiente set de pruebas funcionales para probar el acoplamiento de la 
solución: 









n ~--- -u. 
E01 Prueba de script generado para Cliente. 
EOI Registro de Cliente. 
EOI Actualización de Cliente. 
EOI Eliminación de Cliente. 
E01 Obtención de Cliente por Id. 
E01 Lista de Clientes. 
Tabla 8.4.1. Set de pruebas de acoplamiento 
Fuente: Elaboración Propia 
. . 
Para ello se ha agregado un proyecto de Tipo Test C# para probar el componente de 
acceso a datos generado por ejemplo de las pruebas realizadas en las sección 8.3. Pruebas 
de la generación del componente de acceso a datos. El proyecto que se ha agregado a la 
carpeta de solución Infraestructure >Data es Enterprise.Module.Data.MainModule. Test, 
Se ha agregado un archivo de Test llamado. ClienteDataAccessUnitTest.cs para elaborar 
las pruebas unitarias del componente de acceso a datos ClienteDataAccess.cs. La 
estructura del proyecto se muestra a continuación. 
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'G! 'e·Qáil'iill ... ~~-
~arch Sotution ú:pforer (Ctrt.o-1 .P ... 
:¡:] Solution 'EntHprise.Module' (14 projects} • 
~ ii O ModeJing and Oesign 
A ií1 1 La)'<" 
~ iíll1.1 Presentation 
~ iíi 1.2 Oistributed S~ces 
~ ii 1.3 Applic.ation 
~ ií1 lA Domain 
~ ti1J 1.5 lnfraestructure 
A iíll.S.l Data 
~ [f3 Enterprise.Modulr:.Oata.Core 
r---~~:0 . ..,-gl~~rs;trise.Module.Oata.MainModule 
o-::~.1~.'1>~~~~ .. ,;. :.>~!.,tb·¡;,....u;·~ .. ~ ... ~, :_t,',;OJ ••• , .•. ~ .. 
'"-------'~~=-=.,.. Properti<> 
~ •• References 
O App.<onfig 
~ e• ClienteOataAccessUnitTest.cs 
Figura 8.4.1. Proyecto de test para pruebas de acoplamiento 
Fuente: Elaboración Propia 
./ Prueba 01- Escenario 01 (01-E01): Prueba de script generado para Cliente. 
Datos de Prueba: 
Servidor: 
Base de Datos: 
NELSSON-PC\MSSQLSERVER2012 
NLayerDSLTools 
Ejecución de Prueba: Se ejecutó el script de creación de objetos en la base de datos. 
(Gl)) X 
l ~-SCRIPT DE fllMIHACiáof V CREACiáf DE TABLA 
2 di"''p table rdbo].{Cliel1teJ; 
go 
4 ."cf'elfte bble [Cbc).[Clier~te] { 
' 1 (rGcliente] int identityll,l) rwt ~un~ 





Ms¡ 37el, Leve} J.1, Siate 5, U~ 2 
Carmot drop the t;Jble 'dbo.Oiente' ~ ~c~se it does not exbt or you do not have pei"M.Íssion. 
Msl 3791, Level 11, State 5, LiM 3 
Cilnn.ot Clrop thf: p.rocedure 'dl)o.Usp_Ins_Cliente•, bec•use it does nct exist or you do not hlve per•ission. 
Hss 37G1, level 11, Statll!' !i, Une 3 
Cenno1: drop tr.., procll!'durll!' 'dbo.Usp_U¡)d_Oi~te', bec•use it ~s not edst or you dD not h•ve peraissioo. 
Ks& 3781, Level 11, State s, Une 3 
Cannot dr-op the proct'dure 'dbo.Usp_Del_C.liente', tu:ceuse it does not exist or you do nat have per111.ission. 
Hs¡" 3781, Level 11, State 5, line 3 
Carmot drop the pro.:et~ure 'dbo.Usp_Sel_Cliente_Porid', btcause it does not e:dst or you do not have pei'!Ússion. 
Ms¡ 3781, level 11, state 5, line 3 
Cannot drop the procl!dttre 'dbo.Usp_Se1_Cliente•, bru~ it OOes oot exist or you do not flave IK'f'llission. 
Figura 8.4.2. Ejecución del script de creación de objetos Cliente 
Fuente: Elaboración Propia 
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Resultados: Debido a que es la ejecución inicial del script, y este contiene sentencias 
DROP y CREA TE por cada objeto, se generan errores para las sentencias DROP. 
Para el caso de las sentencias CREATE, estas se ejecutan correctamente y se crean la 
tabla y los procedimientos almacenados para la entidad Cliente: 
-'I-X 
l±J Oatabase Oiagn~ms 
81:3 Tabfes 
llJ t::J System Tables 
llJ t::J File T a bies 
llJ r:l dbo.Ciiente 
llJt::JViews 
l±l f::l Synonyms 
El !::!! Progn~m~bility 
8 ~ Stored Procedures 
l!l 01 System Stored Procedures 
ttJ t:] dbo.Usp_Oei_Ciiente 
(±¡ ~ dbo.Usp_lns_Ciif.nte 
l1l li:] dbo.Usp5ei_Ciiente 
llJ li:] dbo.Usp_Sei_Ciiente.Po~d 
(±) ~ dbo.Usp_Upd_Cii~te 
" 
Figura 8.4.3. Generación de objetos de base de datos para Cliente 
Fuente: Elaboración Propia 
./ Prueba 02- Escenario 01 (02-EOl): Registro de Cliente. 
Datos de Prueba: 
Sérvidór! 









Nombre Nelsson José AI!Uilar Salvador 
Direccion Calle Areauioa #228- Frias 
Teléf olió 968133858 
Activo True 
DNI 46355473 
Nombre Kevin Josué Aguilar Salvador 




Nombre Lorlrio Hildebrando Guarnizo Salvador 
Direccion Calle Are<~uíoa #226 - Frias 
Telefono 968133582 
Activo True 
Tabla 8.4.2. Datos de prueba para el registro de Cliente 
Fuente: Elaboración Propia 
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Ejecución de Prueba: Se ejecutó la prueba unitaria para el registro de clientes obteniendo 
el siguiente resultado: 
T e>t Explorer • r¡ X 
<"• [:; • Searc h p. 
D Str&lm:!1g V deo: Imprc•ing qa_a!jty \\dh unit te:.. 
Run A!J 1 Run .. • 
" Passed Tests {1) 
& Regiruar_Ciiente 
~ Not Run Tests (4) 
Summary 
319ms 
last Test Run Passed (Total Run Time 0:00:03) 
& 1Test Passed 
Figura 8.4.4. Ejecución del registro de Cliente- correcto 
Fuente: Elaboración Propia 
Resultados: Se ejecutó correctamente el registro de clientes en la base de datos: 
SQLQuel)'2.sql - NEL..12.master (sa (56)) X 
1 v~*•~~* Script for SelectTOpNRows coamand from 5~5 *•*~**/ 
2 SSELECT TOP 1009 (IdCl;i)¡nteJ 
' 3 ,U!!!ll 
4 , f!iomt>r.~l 
5 ,llir~.csionJ 
6 ,f¡elefonoJ 
~ l , (A.ctivoJ 
u FROM ~·l•re?-~Toc!sl.!~.f~JisoteJ 
100 °/::~ • 
·~---· _____ ___, __ ~--· --- -~ 
rn Results : ::a Messages · 
r-~~~--:~~::~-'--=-~~ ::~=Of- --! 2 ':2"···-··---····" 46355473 KeVin Josué Agular Salvador 
Direccion 
Calle ~a 11228 -.Frías 
Calle ~ 11228 - Frías 
i 3 3 46355474 lo!yio Hidebrando Guamizo Salvador 
1 





Figura 8.4.5. Ejecución del registro de Cliente en base de datos - correcto 
Fuente: Elaboración Propia 
./ Prueba 03- Escenario 01 (03-EOl): Actualización de Cliente. 
Datos de Prueba: 
Servidor: 








~ !l'!!.!! .. JY:ilQr====~ 
Cliente 01 IdCliente 1 
DNI 46355472 
Nombre Nelsson José AguiJar Salvador 
Difétéiót\ Av. Gerátdó Unl\et #1637- Lima 
Telefono 968133858 
Activo True 
Tabla 8.4.3. Datos de pruebu pura la actualización de Cliente 
Fuente: Elaboración Propia 
Ejecución de Prueba: Se ejecutó la prueba unitaria para la actualización de clientes 
obteniendo el siguiente resultado: 
Test Explorer • q. X 
~11> (:; .- Search 
. 0 Streaming \frdeo: !mprcving quality v.'llh unit tE • 
Run Al1 1 Run ... ;,.. 
~ Passed Tests (l} 
C!) Actualizar_Clienle 




last Test Run Passed{Tctal Run Time 0100:03) 
C!) 1 Test Passed .· . 
Figura 8.4.6. Ejecución de la actualización de Cliente - correcta 
Fuente: Elaboración Propia 
Resultados: Se ejecutó correctamente la actualización de clientes en la base de datos: 
SQLQuery2.sql- NEL .. 12.moster (so (56)) X 
1 lr"'"'"',;,-11:.., sCriP_t __ ter~ se¡.-e-ctToptmoHs c'omand frot5 SSHS - **'"",.,~~¡ 
2 E¡JSELECT TOP le90 [IdClientel 
3 1 ·Ul!lll 4l , (J!o<nbc~J 5 ·' [OirecdonJ 
6 ,(TelefonoJ 
7 _,[ActivoJ 
8 FROM INLyxecOSLToolsl- [~bol, [ClienteJ 
100% • 
f1il Rest.il!s 
ldClíente DNI Nombre Direccíon T elefono Activo 
1 . ji .......... _ .. ¡ 46355472 Nelsson José l'gJilar Salvador 
..... --.. -.. ~·-.. -~ 
Av. GO!llldo lJnger #1637- üna 968133858 1 
2 2 · 46355473 Kevin Josué Aguiiar Sa!vodor Cale hequ!pa #22!J -·Frías 
3 3 46355-:74 lorgio Hldebrando Guamízo Salvodar Calle Arequipa ;mG- fríos 
968133463 
968133582 
Figura 8.4.7. Ejecución de la actualización de Cliente en base de datos- correcta 
95 
Fuente: Elaboración Propia 
,¡ Prueba 04- Escenario 01 (04-EOl): Eliminación de Cliente: 
Datos de Prueba: 
Servidor: 
Base de Datos: 
NELSSON-PC\MSSQLSERVER2012 
NLayerDSLTools 
Tabla 8.4.4. Datos de prueba para la eliminación de Cliente 
Fuente: Elaboración Propia 
Ejecución de Prueba: Se ejecutó la prueba unitaria para la eliminación de cliente 
obteniendo el siguiente resultado: 
Resultados 
i1Jfl#l~ftlt~iif~~~ 
<:"~ [l; • Search p • 
"' Passed Tests (1) 
G Elimínar_Cl:ente 
~ Not Run Tests (4) 
Summary 
3l9ms 
last Test Run Passed(Total Run Time tl:00:03) 
O 11 est Passed 
Figura 8.4.8. Ejecución de la eliminación de Cliente- correcta 
Fuente: Elaboración Propia 
Se ejecutó correctamente la eliminación de clientes en la base de datos: 
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SQLQuel)'2.sql - NEL. .. 12.masttr (sa (56)) X 
1 V*;t,~-;;-3!:~ --s-cr·ipt ___ iOr" s-ele.ctTOpuR<ms con:mand-- trom SsttS- *~*,.,'*'* 1 
2 EJSELECT TOP 1909 (Id,ClienteJ. 
3 ,(OJUj 
4 , [!lumbre¡ 
5 , úlíre.c_d~~J. 
6 ,f¡e¡efopoJ 
7 , f.S.ctivoJ 
8 FRa'll lf!L~x_eyD~H-J.!'olsJ.fdbol.Jqient<;l 
100% •. 
ldOiente DNI Nombre Direccíon Te!efono 
1 
r-M--•--·K--¡ ' 
L~-------·--j 46355473 Kevin Josué Aguilar Salvador Calle Preqtiipa #228- frías $8133463 
2 3 46355474 LO!gio HidebJando Guamizo Salvador CaRe Preqtiipa #226 - frías 9&8133582 
Figura 8.4.9. Ejecución de la eliminación de Cliente en base de datos - correcta 
Fuente: Elaboración Propia 
../ Prueba 05- Escenario 01 (05-EOl): Obtención de Cliente por Id. 
Datos de Prueba: 
Servidor: 




Tabla 8.4.5. Datos de prueba para la obtención de Cliente por Id 
Fuente: Elaboración Propia 
Ejecución de Prueba: Se ejecutó la prueba unitaria para la obtención de cliente por id 
obteniendo el siguiente resultado: 
1"-..t "-In"'' · . .• · . ' . ;, ... , ~ ·!} ,x ' :-~. ~y . ... j;')Pj 
r;"l> ¡:; ~ Search P· 
D Stream~ng Video;· tmp.roving quaEty willt unit te • 
Run AIJ 1 Run;. • 
A Passed Tests (1) 
Obtener_ ClienteJ'orld 
Sour~e: ClienteOata.O.~cessU"itT est.cs fene 85 . 
_ G Test Passed • Obtener~Cfiente_Porld 
Elapsedlime: 297 ms 
Outpul 
Figura 8.4.10. Ejecución de la obtención de Cliente por id- correcta 






Los resultados de salida para la obtención de cliente por id desde la base de datos del 
escenario son los siguientes: 
Test Name: Obtener_Ciiente_Porld 
Test Result: & l'assed 
· ~ Standard Output · · 
Cliente con ldCliente 2 Consultado. 
. . · DNI: 46355473 
Nombre : Kevín Josué Aguilar Salvador 
Direccion: Calle Arequipa #228- Frías 
.· Telefono: 968113463 
Activo : T rue 
. 1 
Figura 8.4.11. Ejecución de la obtención de Cliente desde la base de datos - correcta 
Fuente: Elaboración Propia 
../ Prueba 06- Escenario 01 (06-EOl): Lista de Clientes. 
Datos de Prueba: 
Sérvldllr: 
Base de Datos: 
1 Cliente 01 
NELSSON-PC\MSSQLSERVER2012 
NLayerDSLTools 
Tabla 8.4.6. Datos de prueba para la eliminación de Cliente 
Fuente: Elaboración Propia 
Ejecución de Prueba: Se ejecutó la prueba unitaria para el listado de clientes obteniendo 
el siguiente resultado: 
98 
Resultados 
Tes! Explorer y f1 X 
e:-., n~ . Search P· 
D Streamirrg Video: lmprov'ing quality Wilh unit t< Y 
RunAli 1 Ron..~. 
_. Passed Tests {1) 
~· Not Run Tests (4) 
listar" Cliente 
Source: G:enteDataAccessUnitTest<:s Ene 103 
& Test Passed -Listar_ Cliente 
Elapsed time: 299 ms 
OUtput 
Figura 8.4.12. Ejecución del listado de Clientes- correcto 
Fuente: Elaboración Propia 






r ~~~~~~~.:::: 2 --~ , ldCiiente: 2 . · 
1
1 DNI: 46355473 
Nombre.: Kevin Josué AguilarSalvad<>r 
1 




Activo : T rue 
Cliente : 3 ... -·~· •~•Hu~-.~· 
ldClíente : 3 
DNI: 46355474 
Nombre : lorgio Hi1de"brando 6uamizo Salvador 
Díreccion: úlle Arequipa #226- Frías 
T elefono: 968133582 
Activo : T rue 
Figura 8.4.13. Ejecución del listado de Clientes desde la base de datos • correcto 
Fuente: Elaboración Propia 
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8.5. Contrastación de Hipótesis 
Hipótesis de la Investigación e Hipótesis Nula 
Para poder contrastar la hipótesis de investigación y la hipótesis nula se han obtenido los 
siguientes resultados de las pruebas realizadas al frarnework. 





• Tiempo (min} -Sin Framework 









Figura 8.5.1. Comparación de tiempos de desarrollo 
Fuente: Elaboración Propia 





Hi: El uso de las mejoras en el frarnework N-Capas orientado al dominio 
permitirá reducir los tiempos de desarrollo del aplicativo. 
Hipótesis Nula: 
Ho: El uso de las mejoras en el frarnework N-Capas orientado al dominio no permitirá 
reducir los tiempos de desarrollo del aplicativo 
Para demostrar la reducción de tiempos medidos se consideran el desarrollo del 
componente usando las mejoras en el frarnework y sin usar mejoras en el frarnework: 
TsF: Tiempo de desarrollo del componente sin mejoras en el frarnework 
TcF: Tiempo de desarrollo de componente con mejoras en el frarnework 
Y el porcentaje de reducción de tiempo se calcula de la siguiente forma: 
PRT = 100- ((TcF"' 100) 1 TsF) 
Si PRT > O % se habrá reducido el tiempo de desarrollo. 
Para el componente plantilla del framework: 
TsF: 21 min T CF! 1.14 min 
100 
PRT = 100- ((1.14 * 100) /21) = 94.57% >o% 
Para el componente entidad: 
TsF: 29 min TcF: 18.5 min 
PRT = 100- ((18.5 .. 100) /29) = 36.21 %>o% 
Para el componente de base de datos: 
TsF: 221 min TcF: 27 min 
PRT = 100- ((27. 100) /221) = 87.78% >o% 
De acuerdo las conclusiones sobre tiempos se puede observar que han disminuido 
considemblemente Jos tiempos de desarrollo tál\tó de la arquitectura del proyecto como 
de los componentes de entidad y objetos de base de datos por Jo que queda demostrada la 
hipótesis de investigación. 
Hipótesis Alternativa: 
Para demostrar la hipótesis alternativa se tomarán los datos obtenidos en las pruebas de 
Prnebas de la generación del componente de acceso a datos (Sesión 8.3 del documento) 
tomando en cuenta las funcionalidades implementadas en la prueba, las funcionalidades 
y Jos tiempos tomados haciendo y no haciendo uso del ftamework se muestran en el 
cuadro siguiente: 
Tiempo SF: Tiempo de desarrollo sin mejoras en el ftamework 
Tiempo CF: Tiempo de desarrollo con mejoras en el ftamework 
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23 Elaboración del SP de Inserción en Tabla Producto 6min 
24 Elaboración del SP de Actualización en Tabla Producto 6min 
25 Elaboración del SP de Eliminación en Tabla Producto 4min 
26 Elaboración del SP de Obtención por Id de Tabla Producto 4min 
27 Elaboración del SP de Lista de la Tabla Producto 4min 
28 Elaboración de la clase de acceso a datos ProductoAccess 17min 
29 Elaboración de la Tabla VentaDetalle 6min 
30 Elaboración del SP de Inserción en Tabla VentaDetalle 4min 
31 Elaboración del SP de Actualización en Tabla VentaDetalle 4min 
32 Elaboración del SP de Eliminación en Tabla VentaDetalle 3 min 
33 Elaboración del SP de Obtención por Id de Tabla VentaDetalle 3 min 
34 Elaboración del SP de Lista de la Tabla V entaDetalle 3 min 
35 Elaboración de la clase de acceso a datos VentaDetalle Access 18 min 
Tiempo Total 211 min 
Tabla 8.5.1. Funcionalidades desarrolladas y tiempos de desarrollo 















Teniendo en cuenta que por cada entidad de dominio se desarrollan 5 funcionalidades: 
./ Registrar entidad de dominio . 
./ Actualizar entidad de dominio . 
./ Eliminar entidad de dominio . 
./ Obtener entidad de dominio por Id . 
./ Listar entidad de dominio. 
Y resumiendo la tabla para tener una visión de las funcionalidades realizadas para cada 
una de las entidades del dominio. 
¡_;}~1,1). [í . 
__ ,__ ~ 
; . ---- . . [lí_~IíJliOl iffi 
01 FW!cionalidades para Cliente (5 funcionalidades) 49min 
08 FW!cionalidadespara Venta (5 funcionalidades) 42 min 
15 FW!cionalidades para ProductoCategoría (5 funcionalidades) 31 min 
16 FWlcionalidadesQara Producto (5 funcionalidades) 48min 
17 FWlcionalidades para VentaDetalle (5 funcionalidades) 41 min 
Tiempo Total (minutos) 211 min 
Tiempo Total (boras) 3.52 hor 
Tabla 8.5.2. Resumen de funcionalidades desarrolladas y tiempos de desarrollo 










Hl: El uso de las mejoras en el framework N-Capas orientado al dominio permitirá 
aumentar la productividad de los desarrolladores. 
Considerando que la productividad se mide de la siguiente manera: 
Productividad = (Numero de Funcionalidades Desarrolladas 1 Tiempo de Desarrollo Tomado) 
Para el desarrollo sin el uso de las mejoras en el framework: 
Productividad= (25 foncionalidadesl 3.52 horas) = 7.10 foncionalidadeslhoras 
Para el desarrollo con el uso de las mejoras en el framework: 
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Productividad= (25 funcionalidades! 0.45 horas) = 55.55 funcionalidades/horas 
Por lo que queda demostrado que la productividad aumenta haciendo uso de las mejoras 
en el framework y probada la hipótesis alternativa. 
8.6. Viabilidad del uso del Framework 
De acuerdo a los resultados obtenidos en la presente investigación se puede decir que la 
aplicación de las mejoras aplicadas a la arquitectura de N -Capas orientado al dominio 
utilizando tecnologías DSL puede contribuir significativamente en los tiempos de 
desarrollo tanto al inicio del proyecto como durante el desarrollo influyendo de esta 
manera en las fechas de entrega del producto a los clientes y usuarios finales. 
El uso de estas mejoras es viable para este tipo de arquitectura y también para 
arquitecturas basadas en tecnología Microsoft ya que la generación de artefactos se acopla 
fácilmente con otras estructuras de solución. Con respecto a la tecnología usada para 
implementar estas mejoras puede decirse que debido a la versatilidad que posee es viable 
implementar modelos no solo para las capas en las que se aplicado en el presente proyecto 
sino para las demás capas de la arquitectura. 
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CONCLUSIONES 
De la investigación se puede concluir lo siguiente: 
./ Se logró realizar la implementación de una solución de extensibilidad de Visual 
Studio para lenguajes específicos de dominio (DSL) con la fmalidad de modelar 
el diagrama de entidades para la capa de dominio de la arquitectura de N-Capas 
propuesto por Microsoft . 
./ Se logró demostrar que utilizando la solución basada en DSL y Plantillas de Visual 
Studio se puede reducir el tiempo de elaboración de la estructura de solución de 
la arquitectura N-Capas en un 94.57%, el desarrollo de las entidades en un 36.21% 
y el desarrollo de los componentes de datos y acceso a datos en un 87.78% de 
manera que, basándose en Jos resultados obtenidos, se puede aumentar la 
productividad en de 7.1 a 55.55 funcionalidades por hora, beneficiando tanto al 
arquitecto de software y al desarrollador encargado de elaborar la arquitectura al 
inicio del proyecto y al desarrollador durante el desarrollo del proyecto . 
./ Se pudo demostrar también que se puede automatizar la generación de los 
componentes de la capa de dominio, la capa de infraestructura de persistencia de 
datos de la arquitectura N-Capas y los objetos de base de datos, de manera que se 
pueda reducir el tiempo de Jos desarrolladores durante el proyecto . 
./ Se lograron realizar de manera satisfactoria las pruebas funcionales y pruebas 
técnicas de manera que se puede liberar una versión release para ser instalada en 
equipos en los que se desee utilizar la solución elaborada en el presente proyecto . 
./ Se demostró la utilidad de la tecnología de extensibilidad provista por Microsoft 
para generar artefactos, en este caso para las capas de dominio e infraestructura 
de datos, pero también podría ser de utilidad para generar artefactos para las 
demás capas como la capa de servicios distribuidos, capa de aplicación e incluso 
la capa de presentación. 
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RECOMENDACIONES 
Del estudio elaborado se pueden dar las siguientes recomendaciones: 
./ Se puede utilizar el presente trabajo de investigación como base para proyectos 
futuros en los que se piense utilizar la tecnología de lenguaje especifico de 
dominio (DSL ), no solo para proyectos basados en tecnología Microsoft sino 
también en otras tecnologías que permitan lenguajes de alto nivel para generación 
de código . 
./ Se puede tomar como base el presente proyecto de investigación para futuros 
proyectos en los que se tengan que utilizar Plantillas de Visual Studio para la 
generación de la plantilla de un proyecto no solo de la arquitectura de N-Capas 
orientada al dominio sino de las diversas arquitecturas empleadas para desarrollar 
software usando esta plataforma . 
./ Si bien las mejoras en el framework fueron efectivas para generar artefactos para 
la arquitectura de N-Capas orientada al dominio, se puede generar código para 
cualquier otro tipo de estructura de proyecto, ya que se puede adecuar el diagrama 
de entidades de dominio especificando los nombres de los proyectos en los que se 
va a generar los artefactos . 
./ La arquitectura del proyecto está destinada a ser utilizada en empresas que sean 
partners de Microsoft o utilicen tecnología de la corporación, se recomienda leer 
la guía de Arquitectura de N-Capas Orientada al dominio sobre la cual se basó 
esta investigación para tener una visión más amplia de la arquitectura y que esta 
solución sea utilizada de la mejor manera . 
./ Los componentes necesarios para poder implementar la solución son los 
siguientes: Visual Studio 2012, Visual Studio 2012 SDK (Software Development 
Kit), y el motor de base de datos SQL Server 2012, que es el motor que se usó 
para probar la generación de código de base de datos, y debido a que el código de 
base de datos generado es nativo (es decir que no tiene ninguna característica 
especifica de una versión de SQL Server) se puede usar el código generado para 
versiones de SQL Server 2005, 2008, 2008 R2 y 2014. 
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Manual de usuario 
l. INSTALACIÓN DEL COMPONENTE 
Requerimientos de Software: Se requieren los siguientes componentes para instalar 
el complemento de extensibilidad de Visual Studio . 
../ Microsoft Visual Studio Ultimate 2012 (en-us) 
httos://www.microsoft.com/en-us/downloadldetails.aspx?id=30678 
../ Microsoft Visual Studio 2012 SDK (en-us) 
https://www.microsoft.com/en"us/downloadldetails.aspx?id=30668 
../ Microsoft® SQL Server® 2012 Express (en-us) 
https://www.microsoft.com/en-us/downloadldetails.aspx?id=29062 
Opcional si se quiere ejecutar los scripts generados. 
La instalación de la herramienta N-Layer DSL Tools se realiza mediante el instalador 
de extensiones de Visual Studio 2012, que es un instalador exclusivo para el IDE, no 
se trata de un archivo .exe o .msi, sino de un archivo de paquete .vsix que es un 
archivo que contiene la información y ensamblados necesarios para instalar la 
extensión DSL. 
Para instalar la extensión siga los siguientes pasos. 
Paso 01: Ubique el archivo de instalación en la carpeta correspondiente, el archivo es 
NikkoFramework.NLayerDSLTools.Ds/Package.vsix. 
Disco Local (0:) > N-Layer-DSL-Tools 
Nombre F..:ha de modifica... Tipo . Tamaño 
lioJ Níkkofromework.NlayerDSLT ools.DsiPackage 2Wll4/Z015 08:07 ... Microsoft VJSUai S... 816 KB 
Figura 12.1.1. Archivo de instalación de la extensión N-Layer-DSL-Tools 
Fuente: Elaboración Propia 
Paso 02: Ejecute el archivo NildwFramework.NLayerDSLTools.Ds/Package. vsix, 
saldrá la siguiente ventana. 
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N-layer DSl Tools 
Select the product{s) you want lo ir.sta!l the exten>ion to: 
E2J Microsoft Visual Studio Ultímate 2012 
This extension does not contafn a digital signature. 
-. . - ·-·- -· ---- "-- -- --"-~-~--~~-
' Thís extension díd not specífy ticense !erms in its manifest that are 
: readable by VSIX lnstaller. 
¡ 
By cfJCking "lnstall". you agree with the 
aboYe license tenns fof any)_ 
Figura 12.1.2. Ventana inicial de instalación de la extensión N-Layer-DSL-Tools 
Fuente: Elaboración Propia 
Paso 03: Hacer click en Jnstall, le saldrá la siguiente ventana, hacer click en Close. 
lnstallation Complete 
Your extensíon has been successfully ínstalled. Please close and 
restart all target app!ication instances for changes lo !alce eflect. 
$ Microsoft Visual Studio Ultimate 2012 
~lose 
Figura 12.1.3. Ventana final de instalación de la extensión N-Layer-DSL-Tools 
Fuente: Elaboración Propia 
Paso 04: Para verificar que se ha instalado correctamente el componente abra el 
Visual Studio 2012, Click en el menú Tools ~ Extensions and Updates. Se debe listar 
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el complementoN-Layer DSL Tools en la pestaña Al/, como se muestra en la siguiente 
figura. 
s...tt.y. ~.W...&og 
;-~ Ardllti&U'II TDOh ~ Pr;;jl::tT~ 
ti-' Aro! d~,..;ut ..... ~ .......... f•(ftÜ!glo!U-bntd 
~ttU.:V.II.stda~ToobDaipocrs 
9 ~s,..dt:k~~ 
ffi A ...... ftodfit~oc~lll'f~Ahomc­
lltiii"U$l.~. 





Figura 12.1.4. Verificación de instalación de la extensión N-Layer-DSL-Tools 
Fuente: Elabomción Propia 
2. CREACIÓN DE UNA SOLUCIÓN DE N-CAPAS 
Para crear una solución de N-Capas Orientado al dominio siga los siguientes pasos: 
Paso 01: Abrir elIDE Visual Studio 2012 y seleccionar el Menú File~ New ~ 
Project, se mostrará la siguiente ventana: 










·~c .. li 
, ___ 
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' v.n.1 ,. 




1 Otho~T)'PQ !S 






""'"'"" ~ J.SP.tlnlf11Ci11Mo~ .......... 
bj ASP.N0JI\'C4WC~.t:i.n ........ 




O ...Wtouvc• cO<It!d 
Figura 12.1.5. Creación de un nuevo proyecto 
Fuente: Eiabomción Propia 
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Paso 02: Situarse sobre la pestaña Templates ~ Visual C#, y buscar la plantilla de 
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&i] [.o(d 2010 Wortbool: 
;5 Oudool; 20lG Add4ol 
~] WonilOlO~ 
i.J ~-Ubrary 
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O Aóllse IDyiCI! contl"'l& 
.. ~r;~ 
OIC L -~- J 
Figura 12.1.6. Selección del tipo de proyecto de N-Capas 
Fuente: Elaboración Propia 
Paso 03: Establecer un nombre para el proyecto, un nombre para la solución y la ruta 
de la ubicación y haga click en Ok, para el ejemplo se ha establecido 
''Enterprise.Module" y dejado la ruta de la ubicación por defecto . 
• ,~tnt n:T f.__. ¿.s • Sort .,., Off .tUl ;;· ::: ~1\~T~.:.t-'·f p. 
........ o . Typr: Yilual <• Gtt Wirldo<tn ot.:urt SDt: for Hl ..... ,. 
··-
~~Arct.tutvrl 
.. ViMNCBWc ,.,"J r.std Wwodoors Phartr SllK a.o Vnull(l '"'i«1 *'* OSI. t ~ 
t V.....Ct 
t Vilui!C·· ¡fj] bullOHl~ ..... ,. 
.......... 
""'"- ;J o...look 20lO A6ct~ .... ,. t ..... ~. 
........... ~) 
---
"-'" t Clttoer""'fKl T J116 
._...,.... ¡j .....,......, .... , . ..  
,. 
..... ~ WCf VtorHIIM SHvic:f A$lplicfbon V"ISUIIICt 
¡:.:;:; 
.. ~ (~.MNule.Oem.in..~ v.ua~c• 
¡::-.:¡ 
.... : N.uy.nd~N~Pr.;-ct 
···"· 
Figura 12.1.7. Establecer el nombre del proyecto de N-Capas 
Fuente: Elaboración Propia 
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Paso 04: Se generará un proyecto con la estructura N-Layer, para verificarlo ubíquese 
en la ventana "Solution Explorer", tal y como se muestra en el grafico siguiente. 
Sclut10n bplorer .. Q X 
Surch Soh.Jtion &pkner (Ctth·) 
¡;;] Solution "Enterpriu.Module' (13 pmje<U) 
..,. iil O Modeling and Dr:sign 
~ E!} Errterprise.Mcdule.Mode!fng.Model 
... iiltleytn 
A ¡¡j ·1.1 'Pr~n 
..,. tíil Mobile 
iiíi And'Oid 
iiíi Windows PhGne 
A iíl RIA 
íÍi Si~'erlight Client 
ii Sihr~riight Mobile 
A iíil Web 
iiíi ASP .NET Cient 
iíi ASP .NET MVC Cient 
" ii! WindCTM 
iiiil OBACiient 
iil Winfonn CMnt 
iíi WPf 'Ciient 
" iiJ 1.2 Oirtñbut~ 56vices 
.,. ~ 1.2.1 Core 
~ ~ Enterpñsd..,oduti!.Oirttibut~Services.Co~ 
• iíi!l.Z.Z MainModule 
P· 
~ g!) Enttrprise.Moduie.Oistribut~cs.MainModule 
iiíi 1:2.3 Oeployment 
"' ii!1.3 ApplfeMion 
... iil 1.3..1 e ore 
&lo E!] Enterprise.Modu~plintion.Core 
" Q 1.3.2 ~inModule 
~ E5 EntrrprlseJ.iodu~licaticn.MainModule 
... íiil 1.4 Oormin 
.o1 ii! 1.4.1 C.ore 
~ @J EntHp!U.Module.Oomain.Core: 
~ ~ EntHpme.Modult..Oomafn.Core.Entities 
A 1íiJ 1.42 MainModule 
,. ~ (nterprisd.1odufe.Domain.MeinModute 
~ (53 Enterprise.Module.Oomain.MainModuk.Entities 
.A ~1.51nf~e 
"' ¡¡j ·t.S.l Data 
~ E!) Enterprise.t.iodule.Oata.Core 
C> ~ Entupfue.ModuJe.OÑ.M!inModule 
.o1 -iii! 1.S.2 Cross Cutting 
C> Ef.!l Enterprise.ModuteCrossCutting.Common 
.o1 iil 2 Dt~tabase 
1> zj fnterpriseModtdt.0~28aseJmpl~rmntation 
ii 3 SoJution lt!ms 
Figura 12.1.8. Proyecto de N-Capas generado 
Fuente: Elaboración Propia 
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3. MODELAR LA CAPA DE ENTIDADES DE DOMINIO 
Ubicar el archivo domainentitymodel.domainentity, este archivo se encuentra en el 
proyecto de modelado de la solución, el proyecto tiene el formato de nombre 
[NombreSolucion]Modeling.Mode/ y se encuentra dentro de la carpeta O Modeling 
and Mode/ de la solución como se muestra en la siguiente figura. 
Solution Explorer • r¡ X 
.· .. ~ ·e-('.)eJf@ ~-~~­
Search Solution Explortr (Ctrl+ 1 
lQ.l Solution 'Enterprise.Module' (13 projects) 
~ .-J O Modeling and Design 
~ &] 'Ente~pñse.Module.Modeling.Modet 
~ /1 Properties 
~ •·• Referencos 
~ ill Layers 
~ il 2 Dalabase 
il 3 Solution ltems 
P-
Figura 12.1.9. Archivo de modelado de la capa de entidad de dominio 
Fuente: Elaboración Propia 
Paso 02: Abrir el archivo, se mostrará el área para el diagrama y se mostrarán las 
herramientas de diagrama en el cuadro de herramientas (Toolbox). 
Toolbox .. •, ·.· 
Search Toolbox 
~ N-layer DSl T ools 
11: Poinler 
'O Domain Entity Collertion 
• r¡ X 
P· 
... Colledion Domain ·Relationship 
._, Aggregation 
O Domain Entity 
~General 
There are no usable controls in this 
group. Drag an ítem onto this text lo add 
it to the toolbox. 
Figura 12.1.10. Diagrama de modelado de la capa de entidad de dominio 
Fuente: Elaboración Propia 
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Para crear entidades de dominio: 
Arrastre la herramienta DomainEntity desde el Toolbox hacia el área del diagrama, se 
crea una fonna para especificar una entidad. 
T oolbox .- :-·-· ·-::. 
Search Toolbox 
.. N-layer DSL T ools 
11 Pointer 
·-· .· • q. X 
Pi· 
Í O Domain Entity Collection 
..... (ollection Oomain Relationship 
~~ Ag gregation 
1 fJ Domain Entity l 
,. General 
There are no usable controls in this 
group. Drag an ítem onto this text to add 
it to the toolbox. 
irr :(· - -o..~;,Enti1y1 
H 
~ : Oomain. EntitiM 
¡; - Propertios 
il -~e e___ _ _ _ ____ __ 
Figura 12.1.11. Agregar una entidad de dominio 
Fuente: Elaboración Propia 
Establecer propiedades de la entidad de dominio: 
Para establecer las propiedades de la entidad de dominio seleccione la entidad de 
dominio y presione F4. Aparecerá la ventana de propiedades. 
Propertie< • q. X 
OomainEntity1 Domain Entity 
~~' 1• 
B Data Access 
Data Access Mapping 
Data Access Schema 





Access Modifier public l~&;,;,,,:.:.r..::n~:.;_=...:.::----._~.,., ..... ] OomamEntity1 
B Documentation 
Docum•ntation Notes 
B Wmdows Comunlcation Foundation 
ls Data Contrae! 
XML Namespace 
false 
Figura 12.1.12. Propiedades una entidad de dominio 
Fuente: Elaboración Propia 
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Las secciones de las propiedades de una entidad de dominio son Data Aceces, para 
establecer las propiedades de acceso a datos; Definition, para establecer las 
propiedades de definición de la clase; Documentación para agregar código de 
documentación (comentarios de cabecera de clase entidad) y WCF que para este caso 
no se utiliza. 
Agregar Propiedades primitivas: 
Se pueden agregar propiedades primitivas de tipo String, Jnt32, etc. A una entidad de 
dominio para ello haga click derecho sobre la entidad y seleccione Add 
PrimitiveProperty. 
model.dorn.5mt!ntrty• -o X 
1r'J Oomaln(ntily' . ,, -.,..·:» J "' Dcnnain Entities Add Collaps~ 
J! ·~, Properties 





dom.,in~titymodel.domc1incntrty" <~ X 
n Oomalnfntity1 
~ Oomain Entitis 
2 Properties 
PrimitivePr- e 1 . 








Figura 12.1.13. Agregar una propiedad primitiva a una entidad de dominio 
Fuente: Elaboración Propia 
------
Establecer propiedades de la propiedad primitiva de la entidad de dominio: 
Para establecer las propiedades de la propiedad primitiva de dominio, seleccione la 
propiedad en cuestión y presione F4, se abrirá la ventana de propiedades. 
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Propert1e:s • Q X 
PrimitiveProperty1 Primitive Property 
~~' ¡. 
8 Data Access 
Data Access Column 
Data Access Mapping 
Data Access Type 
ls Nullable 
ls Primary Key 





~¡~-<!. .~· .. ; ' . - .... -· .. 












. 8 Windows Comuniation Foundation 





Figura 12.1.14. Establecer propiedades a una propiedad primitiva 
Fuente: Elaboración Propia 
Establecer las propiedades de la propiedad de dominio en las secciones DataAcces, 
que sirve para establecer propiedades de acceso a datos; Definition (definición de 
propiedad), Documentation (comentarios) y Windows Comunication Foundation, 
para este caso establecer las propiedades Is Primary Key en true, Data Access Type 
en int y Type en System.Int32. Como se muestra en la figura anterior. 
Agregar dos propiedades más con la siguiente configuración. 
PrimitivePropeny2 Primitivo Property 
~~' ~ 
8 Dat>Access 
Data Access Column PrlmitivePro~2 
Data Access Mapping True 
Data Access Type varchar(100) 
ls Nulloble True 
ts Primary Key False 
8 Def"mition 
Access Modifier public 
C.ollection T ype (none) 




Primltivel'ropertyl Primitive Proporty 
~~' ,. 
8 OataAcc<SS 
Data Access Column 
Data Access Mapping 
Data Acuss Type 
ls Null•ble 

















Figura 12.1.15. Configurar propiedades primitivas 
Fuente: Elaboración Propia 
Agregar otra entidad de dominio con la misma configuración de la entidad anterior 
pero con el nombre DomainEntity2. 
n DomainEntHy1 
·::, Domain Entities 
o DomainEntHyl 
P Domain Entities 








Figura 12.1.16. Agregar entidades de dominio 
Fuente: Elaboración Propia 
Agregar propiedades de entidad de dominio: 
Se pueden agregar propiedades de entidad de dominio de dos formas: 
La primera es agregándola directamente sobre la entidad, para ello haga click derecho 
sobre la entidad, luego seleccione Add y finalmente seleccione Domain Entity 
Property como se muestra en la figura 12.1.13. 
Cuando se haya agregado se tendrá que definir el tipo de entidad de dominio a la que 
pertenece, para ello se tendrá que establecer la propiedad Domain Entity (véase la 
figura 12.1.14). 
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r ,· OomoinEntityl Add 
' : '. ? Dotnain Entities CoUapse 
Oomain Entity Property 
Primitive Property 
q o, Pn>pe<ties _ 
.)(, Cut Ctrl+X 
Ctri+C 
-- --- --- ------ -
:· PrimitivePropertyl 
:'t PrimitiveProperty2 
ól Copy Pn>p<rtyl 
LPn>p<rty2 f ' '-
1' ¡_ _!'_!imi!Í!~~~~ ~ _ Del ~:"perty}-- --
__ ...;_ ___ ~A_h_·_Ent_ .. _..Jfc_·_,cc __ ,-~_,_ '-=-~-: X ov.t. }> Propmies 
DomJinEntity1 
-~ Oomain Entities 
llomoinEnllty2 




~'!w~'l:lr-_1: Primitivol'rop..tyl Primitivol'rcp<rty2 __ P~mi?"~~P!'!Y~ __ . _ p~~itiv~::n>~p~erty~3:::;;=;;~ ; ~---__ --- -
Figura 12.1.17. Agregar propiedades de entidad de dominio 
Fuente: Elaboración Propia 
Properties • 11- X 
DomaintntityPropertyt Oomain Entity Property 
~~' ,. 
8 Definition 
Access Modifier public 







· 8 Wmdows Comunication foundation 






' ' IY 
Figura 12.1.18. Establecer el tipo de entidad de dominio para una propiedad de dominio 
Fuente: Elaboración Propia 
Seleccione DomainEntity2. Verá cómo se crea una relación de agregación entre 
ambas entidades. 
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n OomalnEntily1 ~ o OomainEntily2 
---
~ Oomain Entities P Domain Entities 
Domain_E~til).Propertyl 
-- '"' PropMios 






' ' ' 
-
-
Figura 12.1.19. Relación de agregación entre entidades 






La otra forma de agregar propiedades de entidad de dominio es usando directamente 
el conector de relación de agregación de entidades, este conector se encuentra en la 
barra de herramientas (Toolbox). 
T oolbox · ·- ------· ·.--.-- -· • q. X 
Searc h T oolbox P· 
~ N- Layer OSL T ools 
' 
Pointer 
o Oomain Entrty Collertion 
• Collection Oomain Relationship •• 
1 ~ .. Aggrogation 1 
o Domain Entity 
~General 
Figura 12.1.20. Conector de agregación de entidades 
Fuente: Elaboración Propia 
Partiendo del modelo de la figura 12.1.13, seleccione el conector de la barra de 
herramientas, luego selecciones la entidad DomainEntity2 y luego la entidad 
DomainEntityl, se tendrá un resultado como el de la figura siguiente: 
119 
[ ? Dol11llinEntily1 ~ o DorulnEntily2 ¡ -· Oomain Entitios ·-· Oomain Entitios 
OomainEntity21 ·~· Propertios 
r·-· PrimitivePropertyl PrimitiveProperty1 PrimitiveProperty2 PrimitiveProperty2 PrimitiveProperty 3 
. ~rimitjyeProperty3 
Figura 12.1.21. Relación de agregación entre entidades mediante conector 
Fuente: Elaboración Propia 
Agregar Colecciones de entidad de dominio: 
~ 
Para agregar colecciones de dominio arrastre la herramienta Domain Entity Co/lection 
desde la caja de herramientas: 
Toolbox . 
S.arch T oolbox 
~ N-Layer OSL T ools 
~ Pointer 
• '1 X 
P· 
1 [j Doma in Entity Coll~ction J 
••• Co11ection Domain Relationship 
~" Aggregation 
O Domain Entity 
"""General 
There are no usable contro1s in this 
group. Orag an item onto this text to add 
it to the toolbox. 
~ r:J DomalnEntily1 






Figura 12.1.22. Relación de agregación entre entidades mediante conector 
Fuente: Elabomción Propia 
Se tiene que establecer el tipo de entidad de dominio para la lista de entidades de 
dominio, esto se puede hacer de dos formas: 
La primera es editando la propiedad Domain Entity Type de la colección de entidades 
de dominio como se muestra en la figura siguiente: 
120 
Properties • Q. X 













Figura 12.1.23. Establecer el tipo de entidad para la colección de entidades de dominio 
Fuente: Elaboración Propia 
Seleccione DomainEntiy l. Verá cómo se crea una relación de referencia entre la 
entidad de dominio DomainEntityl y la colección de entidades de dominio 
DomainEntityCollection l. 
rJ DomalnEntity1 A 
. 
?: Domain Entities 
-








o. 1.~-~:~nl. 1 
r-, DomalnEntity2 A 1 
--
1, 




- - - - ------- ----
PñmitivePropertyl ~ 
PñmitiveProperty2 J 
PñmitiivePnoperty3 1! 1-'· --- ---- ·1 ~~l .......... -.~~!'l"!it'Z:.iJj 
Figura 12.1.24. Relación de referencia entre una entidad y una colección de entidades 
Fuente: Elaboración Propia 
Otra forma de establecer la propiedad de referencia para especificar la entidad de 
dominio tipo para la colección de entidades de dominio, es usando la herramienta 
conector Collection Doma in Re/ashionship de la caja de herramientas. 
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Toolbox 
S~rch T oolbox 
A N-layer OSL T ools 
~ Pointer 
·:n Oomain Entity Collection 
••• Collection Domain Relationship 
~~ Aggregation 
O Oomain Entity 
A General 
Figura 12.1.25. Conector de referencia de tipo de entidad para colección de entidades 
Fuente: Elabomción Propia 
Partiendo del diagrama de entidades de la figura 12.1.18, seleccione la herramienta 
mencionada y en primer lugar seleccione la entidad de dominio DomainEntity 1 y 
luego la colección de entidades DomainEntityCollectionl, vera como se crea la 
relación de referencia, dando como resultado el mismo diagrama de la figura 12.1.20. 
Agregue una colección de entidades adicional y relaciónela con la entidad de dominio 
DomainEntity2, el diagrama quedaría de la siguiente forma: 




, ~ Properties PñmitivePropertyl 
PrimitivePropertyl PrimitiveProperty2 








Figura 12.1.26. Modelo de entidades de dominio 







4. GENERACIÓN DE CÓDIGO 
Para generar código siga los siguientes pasos: 
Paso 01: Del diagrama del ejemplo, haga click en una parte en blanco del diagrama 
y presión e F4 para establecer las propiedades del mismo. 
Properttf!S "' f1 X 




Data Access Project .Oata.MainModule 
Data Base lmplementation Proj .Data!Yse.lmplementatlon 
Oomain Entity Project .Domain.Core.Entities 
Figura 12.1.27. Propiedades del diagrama de entidades de dominio 
Fuente: Elaboración Propia 
Paso 02: Establezca las propiedades del dagrama de la siguiente manera: 
Cross Cutting Project: Establecer el nombre del proyecto común de infraestructura 
transversal, este proyecto se encuentra en la carpeta 1 Layers ~ 1.5 Infraestructure 
-+ 1.5.2 Cross Cutling y tiene el formato de nombre de acuerdo al nombre de la 
solución [NombreSolucion}.CrossCutting.Common. 
Data Access Project: Establecer nombre del proyecto de acceso a datos o proyecto 
de infraestructura de persistencia de datos, este proyecto se encuentra en la carpeta 1 
Layers ~ 1.5 Infraestructure ~ 1.5.1 Data y tiene el formato de nombre de acuerdo 
al nombre de la solución [NombreSolucionj.Data.MainModule. 
Data Base lmplementation Project: Establecer nombre del proyecto de 
implementación de base de datos, este proyecto se encuentra en la carpeta 2 Data base 
y tiene el formato de nombre de acuerdo al nombre de la solución 
[NombreSolucion].DataBase.Implementation. 
Domain Entity Project: Establecer nombre del proyecto de entidades de la capa de 
dominio, este proyecto se encuentra en la carpeta 1 Layers -+ 1.4 Domain ~ 1.4.1 
Core y tiene el formato de nombre de acuerdo al nombre de la solución 
[NombreSolucionj.Domain.Core.Entities. 
Establecidas los proyectos de generación de código, las propiedades del diagrama 
deberían quedar de la siguiente manera para el ejemplo: 
123 
Pro~rt1es • 11 X 
domainentitymodel Doma in Entity Model 
.f:~! 1 ~· ,., 
· 8 lmplementation 
Cross C utting Project 
Data Access Project 
Enterprise.Module.Crossúrtting.Common 
Enterprise.Module.Oata.MainModule 
Data Base lmplementation P Enterprise.Module.OataBase.lmplementation 
Doma in Entity Project Enterprise.Module.Oomain.Core.Entities 
Figura 12.1.28. Establecer propiedades del diagrama de entidades de dominio 
Fuente: Elaboración Propia 
Paso 03: Para generar código, sitúese sobre una parte en blanco del diagrama, haga 
click derecho y seleccione generar código: 
Oomaintntityt 
8 Domain Entities 
-- - - - - - • 1 
























o OomalnEntityCoiiKtion2 r 
..,,,.,.. ...... ...,._.,-_,.._ ... _ ,.....,.-..,...,,.,...,....==.¿' j 1 
---' 
Figura 12.1.29. Generar código para las capas de la arquitectura 
Fuente: Elaboración Propia 
Para verificar que se ha generado código verifique cada uno de los proyectos 
configurados en las propiedades del diagrama establecidos en la figura 12.1.23. 
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Solutoon &.plorer ~ 11 X 
Search Solution Explorer (Ctrl+ 1 
~ líil1.3 Applicotion 
" iíl]1.4 Domain 
"' iíl]1.4.1 (ore 
~ lf!1 ·Enterprise.Modui~.Domain.Core 
" lf!l Enterprise.Module.Oomain.Core.Entities 
~ /1 Properties 
~ •·• References 
~ e• OomainEntity1.cs 
~ ca OomainEntity1.cs 
~ ca OomainEntityCollection1.cs 
~ ca OomainEntityCollection1.cs 
~ líil 1.42 MainModule 
" iíiJ 1.51nfraestructure 
" ií1J 1.5.1 Data 
~ lf!l .Enterprise.Module.Oota.Cote 
"' lf!) Enterprise.Module.Oota.MainModule 
~ /1 Properties 
b •• Rf!'f!renc@S 
~ ca OomainEntitylOotaAccess.cs 
~ ca OomainEntity20otaAccess.cs 
"' ií1J 1.5.2 C ross Cutting 
"' lf!l Enterprise.Module.CrossCutting.Common 
~ JI P.roperties 
~ •·• References 
~ ca Conexion.cs 
~ ca OataUtil.cs 
~ ca Procedimiento.cs 
"' iíiJ 2 Oatabase 






Figura 12.1.30. Código generado para el diagrama 
Fuente: Elaboración Propia 
125 
