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Za normalno delovanje sodobne družbe je potrebno učinkovito obdelovanje vse večje 
količine podatkov. V ta namen so se zasnovali številni podatkovni modeli, od katerih je še 
vedno najpopularnejši relacijski model. Za njegovo upravljanje so se razvili številni sistemi 
za upravljanje podatkovnih baz. Cilj diplomskega dela je izbrati in evalvirati nekatere 
popularnejše odprtokodne sisteme za upravljanje podatkovnih baz in podati mnenje o 
njihovi ustreznosti za hranjenje in obdelovanje podatkov v določeni situaciji, ki med 
drugim lahko zahteva hitro odzivnost, varnost, prostorsko učinkovitost itd. Izbrani sistemi 
so MySQL, MariaDB in zaradi popularnosti prenosljivih naprav tudi SQLite. Zaradi vse 
večje razširjenosti nerelacijskega podatkovnega modela so v teoretičnem delu 
predstavljene razširitve, ki na omenjenih sistemih omogočajo obdelovanje nerelacijsko 
organiziranih podatkov. Preko podprtih pogonov so predstavljeni tudi načini, ki baznim 
sistemom omogočajo obvladovanje večjih podatkovnih baz z veliko prometa. Zaradi 
trenutno aktualne tematike so raziskani tudi podprti mehanizmi za zagotavljanje varnosti 
in anonimnosti shranjenih podatkov. Pridobljeni podatki in ugotovitve teoretičnega dela 
temeljijo predvsem na obstoječi dokumentaciji podatkovnih sistemov, obstoječi 
zakonodaji na temo varovanja podatkov in na ostali znanstveni literaturi. V praktičnem 
delu so na osnovi vnaprej pripravljenih scenarijev nad testno podatkovno bazo opravljeni 
testi hitrosti obravnavanih sistemov. Na koncu je podana končna ugotovitev, katere 
namen je podati boljšo predstavo o obravnavanih podatkovnih sistemih in pomagati 
upravljalcem podatkov pri izbiri najustreznejšega sistema za določen problem. 





EVALUATION OF PERFORMANCE, ORGANIZATION AND SECURITY OF 
FLEXIBLY STORED DATA IN MODERN RELATIONAL DATABASES 
In order for a modern society to function properly it has to be able to efficiently process 
increasing amounts of data. To this end, numerous database models have been designed, 
the most popular of which is still the relational model. Many database systems have been 
developed in order to manage it. The aim of the diploma thesis is to select and evaluate 
some of the more popular open source database management systems and give an 
opinion on their suitability for storing and processing data in a given situation, which may, 
among other things, require its rapid responsiveness, security, spatial efficiency, etc. The 
selected systems are MySQL, MariaDB and due to the increasing popularity of portable 
devices also SQLite. Due to the increasing prevalence of non-relational data model, 
theoretical part will present extensions that enable the mentioned systems to process 
non-relationally organized data. In addition, through supported drives, various methods 
that allow database systems to handle large, high traffic databases will also be presented. 
Due to security being a topical issue the thesis will also contain an analysis of the available 
mechanisms used to ensure the security and anonymity of stored data. The data obtained 
and the findings of the theoretical work will be based mainly on existing documentation 
of data systems, existing legislation on data protection and other scientific literature. In 
the practical part of the thesis, speed tests of the selected systems will be performed on 
the basis of pre-prepared scenarios on a test database. Finally, a final conclusion will be 
given with the aim to give a better idea of the selected data systems and to help data 
managers in selecting the most appropriate system for a particular problem. 
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Z vse večjo digitalizacijo sodobne družbe postajajo vse pomembnejši podatki, ki jih 
uporabljajo naše naprave za medsebojno komuniciranje, in tudi tisti, na podlagi katerih 
sprejemamo naše odločitve. Da pa podatki postanejo zares uporabni, se morajo ustrezno 
obdelati in analizirati v informacije. Ker se je z vse večjim dostopom do interneta močno 
povečala tudi sama količina podatkov, se je hkrati pojavil problem, kako te neurejene 
podatke ustrezno in učinkovito shraniti, obdelati in analizirati. Tak izziv nima le ene same 
univerzalne in pravilne rešitve, ampak veliko manjših in različnih, ki skupaj tvorijo rešitev, 
ki se seveda nenehno izboljšuje. 
Začetek reševanja tega problema se začne pri shranjevanju podatkov v podatkovne baze. 
Vsaka struktura podatkovnih baz mora biti narejena z mislijo na namen, za katerega bodo 
shranjeni podatki uporabljeni. Le tako se lahko ustvari bazo, ki bo omogočala hiter in 
učinkovit dostop do shranjenih podatkov. 
Različne podatkovne baze so narejene za različne namene. Nekatere, kot npr. baze 
odprtih podatkov, so namenjene javnosti in tako zahtevajo lahko dostopnost in 
razumljivost. Nekatere druge podatkovne baze lahko hranijo podatke občutljive narave, 
kot so npr. podatki, ki jih hranijo bolnišnice o svojih pacientih in zahtevajo večjo varnost in 
zasebnost. 
Tako se je za upravljanje in hranjenje podatkov razvil model relacijskih podatkovnih baz. 
Model relacijske podatkovne baze temelji na povezavi oz. relaciji med različnimi tabelami, 
ki hranijo podatke določene specifične teme (Codd, 1970). 
Poleg relacijskih podatkovnih baz so se razvile tudi nerelacijske podatkovne baze ali, kot 
se jih zdaj pogosto imenuje, NoSQL podatkovne baze. V nasprotju z relacijskimi bazami te 
zajemajo širok nabor modelov podatkovnih baz, ki so se razvili predvsem z namenom 
upravljanja nestrukturiranih podatkov (Leavitt, 2010, str. 12). 
Z vzponom pametnih telefonov in prenosljivih digitalnih tablic se je začelo tudi 
razmišljanje o lokalnih podatkovnih bazah, ki bi se namesto na strežnikih nahajale na 
samih prenosljivih napravah. Take baze so v primerjavi z bazami na velikih strežnikih 
nekoliko drugačne, saj hranijo količinsko manj podatkov in so dostopne le svoji napravi 
(pametnemu telefonu oz. digitalni tablici). Imenujemo jih vgrajene podatkovne baze. 
Poudarek pri teh bazah je večinoma na prostorski učinkovitosti, saj imajo na voljo veliko 
manj prostora na trdem disku kot običajni strežniki (SQLite, b.d.). 
Za učinkovitejše delo s podatkovnimi bazami so se razvili tudi mnogi sistemi za upravljanje 
podatkovnih baz ali SUPB. Eni najpopularnejših takšnih sistemov so danes MySQL, 
2 
MariaDB in SQLite. Prva dva delujeta po principu odjemalec – strežnik. To pomeni, da je 
naprava, ki je uporabljena za izvajanje neke aplikacije ali programa, praviloma ločena od 
naprave, kjer so shranjeni potrebni podatki. SQLite pa za razliko od teh deluje brez 
strežnika in podatke shranjuje na isti napravi, torej je sistem za upravljanje podatkov za 
vgrajene podatkovne baze (SQLite, b.d.). 
Namen diplomskega dela je raziskati omenjene SUPB in potrditi ali zavreči hipotezo, da 
imajo MySQL, MariaDB in SQLite na voljo obilico razširitev in varnostnih mehanizmov za 
hrambo, predstavitev in zaščito podatkov tako v relacijski kot v nerelacijski obliki. 
Raziskava je razdeljena na pet delov. Na začetku je predstavljen sam koncept relacijskih in 
nerelacijskih podatkovnih baz. V sklopu nerelacijskih podatkovnih baz so predstavljeni 
tudi najpopularnejši nerelacijski modeli. 
Ker vsi trije obravnavani SUPB temeljijo na relacijskem modelu podatkovnih baz, so v 
drugem delu predstavljene vse nerelacijske razširitve, ki jih omogočajo. Za vsako 
nerelacijsko razširitev so prikazani tudi primeri uporabe, ki so na koncu poglavja 
ovrednoteni. 
Tretji del se osredotoča na najpopularnejše pogone, ki jih uporabljajo omenjeni SUPB. Ti 
so na kratko opisani in med seboj primerjani po vnaprej določenih kriterijih. Ker SQLite ne 
uporablja nobenega zunanjega pogona, se za primerjavo uporablja celoten SUPB. 
V četrtem delu se raziskujejo načini omogočanja varnosti podatkovne baze. Za določitev 
kriterijev varnosti so pregledani trenutno veljavni pravni akti. Obravnavani SUPB so nato 
analizirani na podlagi ugotovljenih kriterijev. 
Peti del je namenjen testiranju. V sklopu tega poglavja je za vsak obravnavani SUPB 
izdelana testna podatkovna baza, ki se uporablja za meritev hitrosti poizvedb za vsak 
obravnavani SUPB. Vsi testni scenariji so ponovljeni tudi z uporabo vseh implementiranih 
nerelacijskih razširitev. Rezultati meritev so prikazani v obliki grafov in na koncu poglavja 
ovrednoteni. 
Na koncu sledi še zaključek diplomskega dela, kjer so povzete ugotovitve vseh prejšnjih 
poglavij. 
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2 PREDSTAVITEV PODATKOVNIH BAZ 
V poglavju bosta predstavljena osnovna koncepta relacijskih in nerelacijskih podatkovnih 
baz. Ker nerelacijske podatkovne baze zajemajo zelo širok spekter različnih modelov, 
bodo predstavljeni tudi nekateri najpopularnejši nerelacijski modeli. 
2.1 RELACIJSKE PODATKOVNE BAZE 
Relacijski model je pristop upravljanja podatkovne baze, ki ga je leta 1970 razvil E. F. 
Codd. V relacijskem modelu podatkovnih baz so vsi podatki predstavljeni preko množic oz. 
relacij, ki so fizično predstavljene kot dvodimenzionalne tabele (Codd, 1970). 
Relacija ali tabela v podatkovni bazi predstavlja nek specifičen entitetni tip, kot sta npr. 
študent ali knjiga (primer slika 1). Vrstice tabele predstavljajo opise različnih entitet (npr. 
vsaka vrstica predstavlja enega študenta v tabeli »študent« in eno knjigo v tabeli 
»knjiga«). Vsaka tabela ima tudi več stolpcev, ki se v kontekstu relacijske podatkovne baze 
imenujejo atributi. 
Atribut je podatek, ki opisuje entitete v tabeli. Vsak atribut je specifična lastnost entitet, ki 
so zapisane v tabeli. Na spodnjem primeru (slika 1) se študente predstavlja z imenom in 
priimkom, knjige pa z njihovim naslovom. 
Poleg omenjenih atributov morajo tabele v relacijski podatkovni bazi vsebovati še 
primarni ključ. To je stolpec ali skupina stolpcev, ki enolično opisujejo posamezno vrstico 
v tabeli in morajo nujno biti unikatni. Njegov namen je identificiranje posameznih entitet 
(vrstic) v tabeli. V spodnjem primeru so to ID-številke (ID študenta in ID knjige). 
Da je delo z relacijskimi podatkovnimi bazami mogoče, se morajo posamezne sorodne 
tabele med seboj povezati. To je možno z uporabo tujega ključa. Tuji ključ je stolpec, 
preko katerega lahko ena tabela referencira podatke iz druge tabele. V spodnjem primeru 
stolpec »ID študenta« v tabeli »Knjiga« služi kot tuji ključ, preko katerega se lahko 
referencira tabelo »Študent«. 




Za delo z relacijskimi podatkovnimi bazami se uporablja programski jezik SQL (ang. 
Structure Query Language). Ta je sestavljen iz petih skupin ukazov (Studytonight, b.d.): 
‒ DDL (ang. Data Definition Language), ki se uporablja za kreacijo podatkovnih 
struktur. Sem spada kreiranje, brisanje in upravljanje podatkovnih baz in tabel. V 
to skupino spadajo ukazi CREATE, ALTER, TRUNCATE, DROP in RENAME. 
‒ DML (ang. Data Manipulation Language), ki se uporablja za vzdrževanje in 
manipulacijo podatkov v podatkovni bazi. V to skupino sodijo ukazi INSERT, 
UPDATE, DELETE in MERGE. 
‒ TCL (ang. Transaction Control Language), ki se uporablja za omejevanje ostalih 
ukazov, ki se kličejo nad podatkovno bazo. Uporabljajo se lahko za razveljavljanje 
ali potrditev začasnih sprememb, ki so se zgodile nad podatkovno bazo. Sem 
spadajo ukazi COMMIT, ROLLBACK in SAVEPOINT. 
‒ DQL (ang. Data Query Language), ki se uporablja za branje podatkov iz 
podatkovne baze in se lahko omeji z raznimi omejitvami. V relacijskih podatkovnih 
bazah je to ukaz SELECT. 
‒ DCL (ang. Data Control Language), ki se uporablja za omejevanje dostopa 
uporabnikov do podatkovne baze. V to skupino spadata ukaza GRANT in REVOKE. 
2.2 NERELACIJSKE PODATKOVNE BAZE 
Nerelacijska podatkovna baza je podatkovna baza, ki ne uporablja relacijskega pristopa 
shranjevanja podatkov. Zajema zelo širok spekter različnih podatkovnih modelov, ki so 
pogosto specializirani in optimizirani glede na tipe podatkov in namembnost uporabe. 
Najpopularnejši tipi nerelacijskih podatkovnih baz so (Microsoft Azure, 2018): 
‒ shrambe s ključi (ang. key-value data stores), 
‒ dokumentne zbirke (ang. document data stores), 
‒ stolpčno usmerjene zbirke (ang. column-oriented databases), 
‒ zbirke grafov (ang. graph data stores), 
‒ objektne shrambe (ang. object data stores). 
2.2.1 Shrambe s ključi 
Shrambe s ključi (ang. key-value data stores) so tabele, ki imajo večinoma le dva stolpca. V 
enem stolpcu se hranijo ključi, ki enolično identificirajo vrstico (kot primarni ključi v 
relacijskih tabelah). V drugem stolpcu je shranjena dejanska vrednost vrstice. 
Shrambe s ključi so optimizirane in zelo učinkovite za branje vrednosti, ko se te iščejo 
preko njihovega ključa. Njihova glavna šibkost je časovna neučinkovitost ali celo 
nezmožnost iskanja podatkov, če se ti iščejo preko njihovih vrednosti in ne ključev 
(Microsoft Azure, 2018). 
5 
Slika 2: Shrambe s ključi – primer tabele 
 
Vir: lasten 
2.2.2 Dokumentne zbirke 
Dokumentne zbirke (ang. document data stores) so v veliki meri podobne shrambam s 
ključi. Podobno kot shrambe tudi dokumentne zbirke shranjujejo podatke v dveh 
stolpcih – v prvem se shranijo identifikatorji vrednosti, v drugem pa dejanski podatki 
(Microsoft Azure, 2018). 
Z razliko od shramb s ključi, ki imajo shranjene neurejene vrednosti, ki so pogosto 
zapisane v binarni obliki, dokumentne zbirke shranjujejo vrednosti v obliki dokumentov. 
Najpogostejši format, v katerem se zapisujejo podatki, je JSON. Ostali pogosti dokumentni 
formati so še XML, YAML, BSON itd. Shranjevanje podatkov v obliki dokumentov 
kakršnegakoli formata omogoča podatkovni bazi vpogled v vsebino shranjenih podatkov. 
To omogoča uporabnikom, da po podatkovni bazi relativno učinkovito iščejo podatke tudi 
preko njihovih vrednosti (Microsoft Azure, 2018). 




2.2.3 Stolpčno usmerjene zbirke 
Stolpčno usmerjene zbirke so sestavljene iz tabel, ki vsebujejo stolpce, namenjene neki 
kategoriji. Ti glavni stolpci se imenujejo stolpčna družina (ang. column-family). Vsaka 
stolpčna družina nato vsebuje nadaljnje stolpce, ki so povezani z njeno določeno 
kategorijo. Pomembna prednost stolpčno usmerjenih zbirk pred relacijskimi podatkovnimi 
bazami je fleksibilnost, ki jo omogočajo. Kategorija, ki jo določa stolpčna družina, namreč 
ni strogo uveljavljena, ampak je bolj priporočilo, kakšna naj bo njena vsebina. V stolpčno 
družino (stolpec) se lahko dinamično dodaja ali odstranjuje nadaljnje stolpce. Število 
dodanih stolpcev ni omejeno (Microsoft Azure, 2018). 
Spodaj (slika 4) je prikazan primer tabele, napolnjene s podatki o identiteti uporabnikov. V 
stolpčni družini »identiteta« so poljubni stolpci, ki se nanašajo na podatke, ki opisujejo 
identiteto osebe. Ime in priimek se ponavljata, medtem ko sta uporabniško ime in naziv 
unikatna. 
Slika 4: Stolpčno usmerjene zbirke – primer tabele 
 
Vir: lasten 
2.2.4 Objektne shrambe 
Objektne shrambe (ang. object data stores) so namenjene shranjevanju velikih binarnih 
objektov. Ti binarni objekti so lahko slike, zvočne datoteke, posnetki, dokumenti itd. 
Podatki, ki se o nekem objektu shranijo, vsebujejo unikatni identifikator objekta, 
datotečno pot do objekta, metapodatke o objektu in podatke o samem objektu. Podatki 
objekta so lahko zelo obsežni in tako zahtevajo, da objektne shrambe nudijo veliko 
prostora za shranjevanje (Microsoft Azure, 2018). 
Spodaj (slika 5) je prikazan primer tabele, v kateri so zapisane tri datoteke po naslednjem 
vrstnem redu: slika, video posnetek in besedilni dokument. Vse tri imajo določen ID, 
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datotečno pot, kje se nahajajo, metapodatke, ki opisujejo objekt, ampak se ne 
neposredno nanašajo nanj (v tem primeru čas kreacije), in dejanske podatke o objektih. 
Slika 5: Objektne shrambe – primer tabele 
 
Vir: lasten 
2.2.5 Zbirke grafov 
Zbirke grafov so sestavljene iz vozlišč in povezav. Vozlišča so entitete, ki imajo v zbirkah 
grafov podobno vlogo kot tabele v relacijskih bazah. Ta vozlišča so med seboj povezana s 
povezavami, ki predstavljajo tudi razmerje med vozliščema (Microsoft Azure, 2018). 
Na sliki 6 je prikazan primer, ki hrani enostavno zbirko grafov. Ta je sestavljena iz treh 
vozlišč in dveh povezav, iz katerih je mogoče razbrati, da študent Janez Novak študira na 
Fakulteti za upravo, ki je del Univerze v Ljubljani. Zbirke grafov so tako predvsem 
uporabne, kadar so pomembna razmerja med posameznimi entitetami. Taka arhitektura 
podatkovne baze omogoča relativno enostavno iskanje podatkov glede na njihova 
medsebojna razmerja. Če bi želeli npr. poiskati vse študente Univerze v Ljubljani, bi 
naredili enostavno poizvedbo, ki bi poiskala: Univerzo v Ljubljani → vse njene fakultete → 
vse študente teh fakultet. 




3 PRIMERJAVA IMPLEMENTACIJ NOSQL RAZŠIRITEV 
Kljub temu, da je relacijska podatkovna baza še vedno najpopularnejša oblika 
shranjevanja podatkov, se je iz različnih razlogov močno povečala tudi uporaba 
nerelacijskih podatkovnih baz. Vsi trije obravnavani SUPB (MySQL, MariaDB in SQLite), ki 
so sicer relacijski, imajo implementirane različne načine za podporo pri delu s podatki 
nerelacijske narave. Njihove implementacije bodo predstavljene v nadaljevanju poglavja 
in na koncu poglavja tudi ovrednotene. 
Predstavljene bodo naslednje nerelacijske razširitve: 
‒ podatkovni tip JSON in funkcije za njegovo upravljanje v MySQL, 
‒ funkcije MySQL za upravljanje XML-dokumentov, 
‒ dokumentna zbirka MySQL, 
‒ funkcije MariaDB za upravljanje JSON-dokumentov, 
‒ dinamični stolpci MariaDB, 
‒ pogon CONNECT z upravljanjem datotek tipa INI, XML in JSON, 
‒ pogon OQGRAPH, 
‒ vtičnik HandlerSocket, 
‒ razširitev JSON1-funkcije za upravljanje JSON-dokumentov v SQLite. 
Omenjene razširitve se večinoma uporabljajo za upravljanje različnih dokumentov. Ti so 
najpogosteje zapisani v JSON-formatu. To je enostaven podatkovni format, namenjen 
izmenjavi podatkov. Zaradi njegove oblike je enostaven za branje in programsko 
razčlenitev vsebine. Zgrajen je iz dveh podatkovnih struktur: seznama in slovarja. Ena 
glavnih značilnosti JSON-formata je možnost gnezdenja (JSON, b.d.). 
Za dostopanje do podatkov, ki so zapisani v JSON-dokumentih, se uporablja sintakso, 
imenovano JSONPath. Začetek JSON-dokumenta se naznani z znakom »$«. Do podatkov, 
ki so zapisani v JSON-slovarju, se dostopa preko njihovega ključa. Če so podatki zapisani v 
seznamu, se lahko do specifičnega podatka dostopa preko njegovega zaporednega 
položaja v seznamu. Ker so vrednosti v JSON-dokumentu pogosto gnezdene, se gnezdenje 
ponazori s piko (MySQL, b.d.). Primer: »$.filmi[0]« (poišče prvo vrednost v seznamu, ki se 
nahaja v JSON-objektu na ključu »film«). 
Druga pogosta oblika zapisovanja dokumentov je XML. To je oblika zapisa podatkov, ki se 
je razvila kot odgovor za omejitve HTML, ki ne omogoča kreiranja lastnih oznak. V XML-
dokumentu so podatki organizirani med posamezne oznake, ki naj bi v teoriji s svojim 
imenom opisovale vsebino. Podobno kot JSON tudi XML omogoča gnezdenje vsebine 
(Tidwell, 2002). 
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Za dostopanje do podatkov, ki so zapisani v XML-dokumentih, se uporablja t. i. XPath. Ta 
podobno kot sintaksa JSONPath temelji na dostopanju do gnezdenih podatkov. Do 
podatkov se dostopa preko imen njihovih oznak ali atributov. Gnezdenje se naznani s 
poševnico (»/«) (W3schools, b.d.). 
Ker je upravljanje dokumentov XML in JSON del standarda SQL, bo v poglavju 
predstavljeno tudi, v kakšni meri so nerelacijske razširitve skladne s standardom. 
Specifikacije standarda SQL/XML lahko v grobem povzamemo s tremi zahtevami. Prva je 
podpora za podatkovni tip XML, ki bi bil optimiziran za hranjenje XML-dokumentov. Druga 
je implementiranje predikatov, namenjeno za validacijo XML-dokumentov in njihove 
vsebine (npr. predikatov VALID). Tretja zahteva je implementacija funkcij, ki bi se 
uporabljale za upravljanje XML-dokumentov in njihove vsebine. Sem spada kreacija XML-
dokumentov, dostopanje do njihovih elementov in atributov, združevanje dokumentov, 
agregacija itd. (Eisenberg & Melton, 2004). 
Standard SQL/JSON za upravljanje JSON-dokumentov specificira vnaprej določene 
funkcije, ki bi za dostopanje do določenih delov JSON-dokumenta uporabljale JSONPath. 
Za hranjenje podatkov ne zahteva implementacije podatkovnega tipa JSON, ampak 
dovoljuje uporabo običajnih tekstovnih podatkovnih tipov (STRING, CHAR itd.). Za 
validacijo JSON-podatkov navaja »is JSON« omejitev za stolpec v tabeli (Winand, 2017). 
3.1 MYSQL 
Nerelacijske razširitve MySQL zajemajo predvsem načine, ki uporabnikom omogočajo delo 
z različnimi dokumenti. Ti so lahko oblike JSON ali XML. Za delo z njimi se lahko uporabi 
eno od treh različnih razširitev, ki so bile navedene že zgoraj. V nadaljevanju bodo torej 
predstavljene funkcije za upravljanje XML-dokumentov, podatkovni tip JSON in funkcije za 
njegovo upravljanje ter dokumentna zbirka MySQL. 
3.1.1 Podatkovni tip JSON 
Eden od načinov posnemanja nerelacijskih lastnosti v relacijski podatkovni bazi je 
shranjevanje tekstov v obliki JSON. Problem njihovega shranjevanja je, da je prostorsko 
neučinkovito, kar pomeni počasnejše pisanje in branje iz podatkovne baze. Poleg tega 
validacija sintakse na nivoju podatkovnega strežnika ni možna, kar odpira možnosti za 
zapisovanje dokumentov z napačno sintakso. 
MySQL ima zato od verzije 5.7 dalje implementiran podatkovni tip JSON. V primerjavi z 
navadnimi tekstovnimi tipi je JSON optimiziran za shranjevanje dokumentov v JSON-obliki. 
Za podatkovno bazo to pomeni hitrejše pisanje, branje in manjšo prostorsko zasedenost. 
Na ravni podatkovnega strežnika omogoča tudi samodejno validacijo JSON-sintakse. V 
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primeru, da se želi shraniti JSON z napačno sintakso, se shranjevanje prepreči in javi 
napako »ERROR 3140 (22032): Invalid JSON text« (MySQL, b.d.). 
Za delo s podatkovnim tipom JSON ima MySQL implementirane funkcije. Te so prikazane v 
spodnji tabeli 1. 
Tabela 1: MySQL – JSON-funkcije  
Ime Opis 
JSON_ARRAY Prejme poljubno število argumentov in iz njih kreira sestavljen JSON-
seznam. 
JSON_ARRAY_APPEND Prejme JSON, JSONPath do JSON-seznama in vrednost. Na konec 
navedenega JSON-seznama vstavi navedeno vrednost in vrne rezultat. 
JSON_ARRAY_INSERT Prejme JSON, JSONPath do JSON-seznama in vrednost. Na navedeno 
mesto v seznamu vstavi vrednost in vrne rezultat. 
JSON_CONTAINS Prejme JSON-dokument, vrednost in opcijsko JSONPath. Pogleda, če 
se navedena vrednost nahaja v dokumentu oz. na mestu, določenim z 
JSONPath. Če se vrednost nahaja tam, vrne 1, če se ne, pa vrne 0. 
JSON_CONTAINS_PATH Prejme JSON-dokument, besedo »one« ali »all« in več JSONPath. Če 
je podan »one«, preveri, če se nahaja vrednost na vsaj enem mestu 
izmed vnesenih JSONPath. Če je podan »all«, preveri, če se vrednost 
nahaja na vseh mestih podanih poti JSONPath. Vrne 1, če vrednosti 
najde, ali 0, če jih ne najde. 
JSON_DEPTH Dobi JSON-dokument in vrne njegovo največjo globino. 
JSON_EXTRACT Dobi JSON-dokument in več poti JSONPath. Vrne vrednosti na 
podanih poteh JSONPath. 
JSON_INSERT Prejme JSON-dokument, JSONPath in vrednost. Na mesto, določeno z 
JSONPath, vnese navedeno vrednost in vrne spremenjeni JSON-
dokument. Ne povozi obstoječih vrednosti. 
JSON_KEYS Dobi JSON-dokument in opcijsko JSONPath. Vrne vse ključe, ki se 
nahajajo na mestu JSONPath. Če JSONPath ni podan, vrne vse ključe 
na začetku dokumenta. 
JSON_LENGTH Dobi JSON-dokument in opcijsko JSONPath. Vrne vrednost (štejejo 
tudi seznami in slovarji) na določenem mestu JSONPath. Če JSONPath 
ni podan, vrne vrednost na začetku dokumenta. 
JSON_MERGE_PATCH Dobi več JSON-dokumentov in jih združi. Če obstajajo dvojni ključi, 
njihove vrednosti povozi. Vrne rezultat. 
JSON_MERGE_PRESERVE Dobi več JSON-dokumentov in jih združi. Vrednosti dvojnih ključev 
ohrani tako, da iz njihovih vrednosti kreira seznam. 
JSON_OBJECT Dobi pare ključ – vrednost in iz njih kreira JSON-slovar. Vrne rezultat. 
JSON_PRETTY Dobi JSON-vrednost in jo vrne v človeku prijaznem, berljivem formatu 
z vsako tabelo ali slovarjem, napisanim v novi vrstici z dodanima 
dvema presledkoma glede na starša. 
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JSON_QUOTE Dobi vrednost in vrne podano vrednost z dodanimi narekovaji. 
JSON_REMOVE Prejme JSON-dokument in JSONPath. Iz mesta, določenega z 
JSONPath, odstrani vrednost in vrne spremenjeni JSON-dokument. 
JSON_REPLACE Prejme JSON-dokument, JSONPath in vrednost. Če na mestu, 
določenim z JSONPath, že obstaja vrednost, jo zamenja z navedeno 
vrednostjo; če ne obstaja, ne naredi nič. Vrne rezultat. 
JSON_SCHEMA_VALID Prejme pravila in JSON-dokument. Če se podan dokument ujema s 
pravili, vrne 1, če se ne ujema s pravili, vrne 0. 
JSON_SCHEMA_VALIDATI
ON_REPORT 
Prejme pravila in JSON-dokument. Če se podan dokument ujema s 
pravili, vrne {»valid«: true}, če se ne, vrne slovar, ki podrobneje opiše 
razlog, zakaj se ne ujema. 
JSON_SEARCH Dobi besedo »one« ali »all« in vrednost. Če je bil podan »all«, vrne 
vse JSONPath, ki vodijo do navedene vrednosti. Če je bil podan 
»one«, vrne prvo JSONPath, ki vodi do navedene vrednosti. 
JSON_SET Prejme JSON-dokument, JSONPath in vrednost. Če na mestu, 
določenim z JSONPath, že obstaja vrednost, jo povozi z navedeno 
vrednostjo; če vrednost na JSONPath še ne obstaja, jo doda. Vrne 
rezultat. 
JSON_STORAGE_FREE Dobi vrednost iz JSON-stolpca in vrne, koliko prostora v bajtih se je 
sprostilo z uporabo JSON_SET, JSON_REPLACE ali JSON_REMOVE. Če 
so funkcije zasedle več prostora, se vrne 0. 
JSON_STORAGE_SIZE Dobi vrednost iz JSON-stolpca in vrne, koliko bajtov prostora je 
uporabljenega za shranitev navedene vrednosti. 
JSON_TABLE Dobi JSON-dokument in specificirane stolpce. Vrne navedeni JSON-
dokument z navedenimi stolpci v obliki relacijske tabele. 
JSON_TYPE Dobi JSON-vrednost in vrne njen podatkovni tip. 
JSON_UNQUOTE Prejme JSON-vrednost in odstrani narekovaje. Vrne rezultat. 
JSON_VALID Dobi JSON-vrednost in vrne 1, če je veljavna, ali 0, če ni veljavna. 
[vrednost] MEMBER_OF Dobi JSON-seznam in sporoči, če seznam vsebuje vrednost. Primer: 
»SELECT 17 MEMBER OF('[17, "ab"]')« → vrne 1. 
-> Ekvivalenten JSON_EXTRACT. 
->> Ekvivalenten JSON_UNQUOTE(JSON_EXTRACT(…)). 
Vir: MySQL (b.d.) 
Na naslednjih slikah so prikazani primeri dela s podatkovnim tipom JSON. Na prvi sliki 7 
sta prikazana dva primera. V prvem primeru se kreira tabela »objekti«, ki vsebuje stolpec, 
rezerviran za JSON-dokumente – stolpec »jdoc«. V drugem primeru je prikazano pisanje 
podatkov. Para vrednosti, ki se dodajata, sta ime objekta in tekst, ki je spisan v JSON-
formatu. 
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Slika 7: MySQL – kreacija tabele z JSON-atributom in vstavljanje vrednosti 
 
Vir: lasten 
V zgornjem primeru se v tabelo vstavlja JSON-dokument, natipkan v tekstovni obliki. S 
funkcijo JSON_OBJECT ga je mogoče avtomatsko sestaviti. Funkciji se poda pare 
argumentov ključ – vrednost, nato pa iz teh vrednosti samodejno generira JSON-
dokument (slika 8). 
Slika 8: MySQL – primer ukaza JSON_OBJECT 
 
Vir: lasten 
Za branje podatkov se uporabi običajen SQL-ukaz SELECT (slika 9). 
Slika 9: MySQL – primer običajne poizvedbe SELECT 
 
Vir: lasten 
Večinoma pa ni zaželeno poizvedovati po vseh podatkih v tabeli, ampak se poizveduje po 
podatkih, ki ustrezajo določenemu pogoju (v SQL je to ukaz WHERE). V ta namen MySQL 
ponuja uporabo funkcije JSON_EXTRACT, ki omogoča dostop do določenih podatkov v 
JSON-dokumentu. Funkcija dobi dva argumenta, prvi je JSON-dokument (v našem primeru 
je to stolpec »jdoc«), drugi je pogoj. Kot primer lahko uporabnika zanimajo npr. le tisti 
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objekti, ki so sive barve, v našem primeru označeni s »$.barva«. Na spodnji sliki je 
prikazan primer, kjer JSON_EXTRACT vrne vse objekte, ki so sive barve (slika 10). 
Slika 10: MySQL – poizvedba po JSON-dokumentu z omejitvijo 
 
Vir: lasten 
Še eden od pomembnih ukazov je ukaz za validacijo JSON-sintakse – JSON_VALID, ki kot 
argument prejme JSON-dokument. Funkcija vrne število 1, če je sintaksa pravilna, ali 0, če 
je nepravilna (slika 11). V prvem primeru je sintaksa JSON-dokumenta pravilna, v drugem 
pa na koncu manjka zaviti zaklepaj. 
Slika 11: MySQL – primer validacije JSON-sintakse 
 
Vir: lasten 
Če obravnavane MySQL JSON-funkcije pogledamo z vidika standarda SQL/JSON, lahko 
ugotovimo, da je MySQL večinoma skladen s standardom. Kljub temu, da standard ne 
zahteva podatkovnega tipa JSON, ga MySQL podpira in tako ne potrebuje dodatne 
omejitve za validacijo JSON-podatkov. Poleg tega omogoča tudi uporabo zgoraj naštetih 
funkcij. Te se sicer popolnoma ne ujemajo s tistimi, navedenimi v standardu, a vseeno 
večinoma zadostujejo želenim funkcionalnostim, kot sta dostopanje do JSON-podatkov in 
njihovo spreminjanje. 
3.1.2 Podpora XML 
Poleg podpore za delo z JSON-dokumenti MySQL ponuja tudi uporabo dveh funkcij za 
delo z dokumenti oblike XML. Prva funkcija je ExtractValue, ki je namenjena branju 
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posameznih podatkov iz dokumenta. Druga je UpdateXML, ki se uporablja za spreminjanje 
dokumenta. Pri obeh funkcijah se za dostopanje do želenih podatkov v XML-dokumentu 
uporablja sintaksa XPath (MySQL, b.d.). 
Da bodo nadaljnji primeri bolj jasni, bo XML-dokument shranjen v spremenljivko @XML, 
kot je prikazano na spodnji sliki 12. Iz te je mogoče razbrati, da XML-dokument, ki se bo 
uporabil v nadaljnjih primerih, vsebuje spol, ime in priimek dveh oseb: Janeza Novaka in 
Mojce Bartol. 
Slika 12: MySQL – XML-dokument 
 
Vir: lasten 
Podatke posameznega XML-dokumenta se bere z uporabo funkcije ExtractValue(). Ta kot 
argumenta prejme dokument, iz katerega se bodo podatki brali, in pot do želenih 
podatkov v obliki sintakse XPath (MySQL, b.d.). 
Na spodnjih dveh slikah (sliki 13 in 14) sta predstavljena primera branja imen. Kot rezultat 
se vrnejo vsi podatki, ki ustrezajo podani poti. 




V primeru, če elementi dokumenta vsebujejo tudi atribute, se ti lahko uporabijo za 
omejitev rezultata. Na spodnji sliki je prikazan primer branja z enako določeno potjo, le da 
se tu išče oseba, ki ima določen spol – »M«. 
Slika 14: MYSQL – primer uporabe XML-funkcije ExtractValue z omejitvijo 
 
Vir: lasten 
Naslednja je funkcija, namenjena spreminjanju dokumentov – UpdateXML. Ta funkcija 
prejme tri argumente. Prvi je XML-dokument, ki se bo spreminjal. Drugi je pot do 
posameznega elementa v dokumentu, ki se bo spremenil ali zamenjal. Zadnji argument je 
XML-element, ki bo zamenjal element, določen s potjo. Funkcija samega dokumenta ne 
spreminja, ampak kot rezultat vrne novi dokument s spremembami (MySQL, b.d.). 
Na spodnji sliki 15 je prikazan primer spremembe imena moške (»@spol=M«) osebe. Za 
spremembo je bil označen element »ime«, ki vsebuje vrednost »JANEZ« in je zamenjan z 
elementom »ime«, ki vsebuje vrednost »DAVID«. Kot rezultat se je vrnil nov dokument, ki 
vsebuje novo ime. 




Če obravnavano MySQL XML-razširitev primerjamo z zahtevami standarda SQL/XML, 
lahko ugotovimo, da je z njimi le delno skladna. Ne podpira namreč podatkovnega tipa 
XML in ne omogoča validacije XML-dokumentov. Tudi funkcije, ki so določene v 
standardu, niso implementirane. Kljub temu pa lahko z uporabo zgornjih dveh funkcij 
večinoma ugodi želenim funkcionalnostim (npr. dostopanje do XML-podatkov in njihovo 
spreminjanje). 
3.1.3 Dokumentna zbirka MySQL 
Od verzije 5.7 dalje je strežnik MySQL mogoče uporabiti kot dokumentno zbirko. MySQL 
to omogoča z uporabo Vtičnika X (ang. X Plugin). Ta implementira Protokol X (ang. X 
Protocol), ki je kanal komunikacije med uporabnikom in strežnikom MySQL (MySQL, b.d.). 
Protokol X to doseže tako, da za shranjevanje dokumentov uporablja MySQL JSON 
podatkovni tip. Vsaka zbirka se ustvari s tabelo MySQL, ki vsebuje dva stolpca: »_id« in 
»doc«. Stolpec »_id« je samodejno generirana binarna številka, ki ima vlogo enoličnega 
identifikatorja. Stolpec »doc« je podatkovnega tipa JSON in je polje, kamor se shrani 
vsebina dokumentov. Vsak vneseni JSON-dokument poleg ostalih atributov dobi še »_id«, 
ki ima enako vrednost kot »_id« v drugem stolpcu. 
Ukazi, s katerimi se upravlja dokumentna zbirka MySQL, se razlikujejo od običajnih 
SQL-ukazov. Primeri ukazov dokumentne zbirke MySQL so podani v spodnji tabeli 2. 
Tabela 2: MySQL – funkcije dokumentne zbirke 
Ime Opis 
.create_collection([ime]) Kreira novo kolekcijo s podanim imenom. 
.drop_collection([ime]) Izbriše kolekcijo s podanim imenom. 
.add({[JSON_dokument]}) Doda podani dokument. 
.remove([pogoj]) Odstrani dokumente, ki ustrezajo pogoju. 
.modify([pogoj]).set([sprememba]) Spremeni podatke, če pogoj ustreza. 








Na določeno mesto v navedenem seznamu doda 
vrednost, če pogoj ustreza. 
.modify([pogoj]).array_delete([seznam]) Na navedenem mestu v seznamu izbriše 
vrednost, če pogoj ustreza. 
.bind([vrednost]) Doda se funkciji, ki ima pogoj, in je namenjen 
ločitvi vrednosti iz pogoja. 
.find([pogoj]) Vrne dokumente, ki ustrezajo pogoju. 
.fields([polja]) Omeji rezultate le na podana polja. 
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.sort([polje, način]) Sortira rezultate glede na podano polje, 
določeno z načinom naraščajoče/padajoče. 
.limit([število]) Omeji število rezultatov. 
.skip([število]) Izpusti določeno število začetnih rezultatov. 
.create_index([ime]).filed([objekt.polje, tip, 
omejitev]) 
Kreira indeks z navedenim imenom. Ta je dodan 
na vrednosti v določenem polju določenega 
objekta. Na koncu se določi, ali podpira omejitev 
NOT NULL. 
.drop_index([ime]) Izbriše indeks z navedenim imenom. 
.execute() Potrdi spremembe. 
Vir: MySQL (b.d.) 
Da ti ukazi lahko uspešno dostopajo do podatkov relacijske podatkovne baze in le-te 
upravljajo, jih Protokol X prevede v SQL-ukaze. Pri tem se uporabljajo MySQL JSON-
funkcije (tabela 1) (Nieto, 2016). 
V spodnjem primeru (slika 16) je prikazan enostaven primer dokumentne zbirke. Ker je za 
njeno delovanje potreben Vtičnik X, je bil primer narejen v ukazni konzoli MySQL, ki 
podpira Vtičnik X. Na primeru so prikazani trije ukazi. Prvi, 
»db.create_collection('kolekcija')«, kreira kolekcijo, ki je poimenovana »kolekcija«. Drugi 
ukaz je »db.kolekcija.add({…})«, ki vanjo vstavi JSON-dokument. V spodnjem primeru 
JSON-dokument vsebuje le dva atributa: ime (Janez) in priimek (Novak). Zadnji ukaz je 
»db.kolekcija.find()«, ki vrne vse dokumente v kolekciji. V tem primeru vrne le en 
dokument. Kot že omenjeno, se vsakemu dokumentu avtomatsko doda še atribut »_id«. 




Kar se je v zgornjem primeru v resnici dogajalo, je to, da se je s kreiranjem kolekcije 
ustvarila običajna tabela MySQL s stolpcema »_id« in »doc«. Na spodnji sliki 17 je 
prikazan rezultat zgornjih ukazov brez uporabe Vtičnika X. 




MariaDB ima precej širok spekter nerelacijskih razširitev. Podobno kot MySQL z uporabo 
funkcij omogoča upravljanje z JSON-dokumenti. Poleg tega ima tudi svojo specifično 
implementacijo, to so dinamični stolpci, in omogoča uporabo pogonov CONNECT in 
OQGRAPH ter uporabo vtičnika HandlerSocket. 
3.2.1 Podatkovni tip JSON 
Z uporabnikovega vidika MariaDB implementira podatkovni tip JSON, ki deluje enako kot 
na strežniku MySQL. Sintaksa za kreiranje in delo z JSON-atributom je enaka kot v MySQL. 
Poleg tega so implementirane tudi zelo podobne funkcije (tabela 3). 
Pomembna razlika je, da MariaDB v resnici sploh nima implementiranega podatkovnega 
tipa JSON, temveč je ta le sinonim za LONGTEXT, ki je podatkovni tip, namenjen 
shranjevanju dolgih besedil. Vse funkcije, namenjene za delo z JSON-dokumenti, so tako 
implementirane nad tipom LONGTEXT. Na spodnji sliki 18 je kreirana tabela s stolpcem 
»jdoc«, ki je podatkovnega tipa JSON. Z ukazom DESCRIBE, ki med drugim pokaže vse 
stolpce v tabeli in njihove podatkovne tipe, se je mogoče prepričati, da je JSON-stolpec v 
resnici tipa LONGTEXT (MariaDB, b.d.). 




Glavni razlog za takšno implementacijo je želja po ohranjanju čim večje kompatibilnosti s 
strežniki MySQL. S tem je bilo omogočeno, da se lahko SQL-ukazi iz strežnika MySQL 
kopirajo in brez dodatnega spreminjanja in z enakim rezultatom poženejo tudi na 
strežnikih MariaDB (MariaDB, b.d.). 
Tabela 3: MariaDB – JSON-funkcije 
Ime Opis 
JSON_ARRAY Prejme poljubno število argumentov in iz njih kreira sestavljen 
JSON-seznam. 
JSON_ARRAY_APPEND Prejme JSON, JSONPath do JSON-seznama in vrednost. Na konec 
navedenega JSON-seznama vstavi navedeno vrednost in vrne 
rezultat. 
JSON_ARRAY_INSERT Prejme JSON, JSONPath do JSON-seznama in vrednost. Na 
navedeno mesto v seznamu vstavi vrednost in vrne rezultat. 
JSON_COMPACT Dobi JSON-dokument in iz njega odstrani vse nepotrebne presledke. 
Vrne rezultat. 
JSON_CONTAINS Prejme JSON-dokument, vrednost in opcijsko JSONPath. Pogleda, če 
se navedena vrednost nahaja v dokumentu oz. na mestu, določenim 
z JSONPath. Če se vrednost tam nahaja, vrne 1, če se ne, vrne 0. 
JSON_CONTAINS_PATH Prejme JSON-dokument, besedo »one« ali »all« in več JSONPath. Če 
je podan »one«, preveri, če se nahaja vrednost na vsaj enem mestu 
izmed vnesenih JSONPath. Če je podan »all«, preveri, če se vrednost 
nahaja na vseh mestih podanih poti JSONPath. Vrne 1, če vrednosti 
najde, ali 0, če jih ne najde. 
JSON_DEPTH Dobi JSON-dokument in vrne njegovo največjo globino. 
JSON_DETAILED Dobu JSON-dokument in ga vrne v bolj berljivi obliki. Vsi podatki so 
v svoji vrstici, gnezdenje je prikazano z zamikom. 
JSON_EXISTS Dobi JSON-dokument in več poti JSONPath. Vrne vrednosti na 
podanih poteh JSONPath. 
JSON_EXTRACT Prejme JSON-dokument, JSONPath in vrednost. Na mesto, določeno 
z JSONPath, vnese navedeno vrednost in vrne spremenjeni JSON-
dokument. Ne povozi obstoječih vrednosti. 
JSON_INSERT Prejme JSON-dokument, JSONPath in vrednost. Na mesto, določeno 
z JSONPath, vnese navedeno vrednost in vrne spremenjeni JSON-
dokument. Ne povozi obstoječih vrednosti. 
JSON_KEYS Dobi JSON-dokument in opcijsko JSONPath. Vrne vse ključe, ki se 
nahajajo na mestu JSONPath. Če JSONPath ni podan, vrne vse ključe 
na začetku dokumenta. 
JSON_LENGTH Dobi JSON-dokument in opcijsko JSONPath. Vrne vrednost (štejejo 
tudi seznami in slovarji) na določenem mestu JSONPath. Če 
JSONPath ni podan, vrne vrednost na začetku dokumenta. 
JSON_LOOSE Dobi JSON-dokument in mu doda presledka, da postane lažje 
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berljiv. Vrne rezultat. 
JSON_MERGE Sinonim za JSON_MERGE_PRESERVE. Obstaja zaradi skladnosti z 
RFC 7396. 
JSON_MERGE_PATCH Dobi več JSON-dokumentov in jih združi. Če obstajajo dvojni ključi, 
njihove vrednosti povozi. Vrne rezultat. 
JSON_MERGE_PRESERVE Dobi več JSON-dokumentov in jih združi. Vrednosti dvojnih ključev 
ohrani tako, da iz njihovih vrednosti kreira seznam. 
JSON_OBJECT Dobi pare ključ – vrednost in iz njih kreira JSON-slovar. Vrne 
rezultat. 
JSON_QUERY Dobi JSON-dokument in JSONPath. Vrne seznam ali slovar, ki se 
nahaja na navedenem JSONPath. Če podatek na navedenem 
JSONPath ni seznam ali slovar, se vrne NULL. 
JSON_QUOTE Dobi vrednost in vrne podano vrednost z dodanimi narekovaji. 
JSON_REMOVE Prejme JSON-dokument in JSONPath. Iz mesta, določenega z 
JSONPath, odstrani vrednost in vrne spremenjeni JSON-dokument. 
JSON_REPLACE Prejme JSON-dokument, JSONPath in vrednost. Če na mestu, 
določenim z JSONPath, že obstaja vrednost, jo zamenja z navedeno 
vrednostjo; če ne obstaja, ne naredi nič. Vrne rezultat. 
JSON_SEARCH Dobi besedo »one« ali »all« in vrednost. Če je bil podan »all«, vrne 
vse JSONPath, ki vodijo do navedene vrednosti. Če je bil podan 
»one«, vrne prvo JSONPath, ki vodi do navedene vrednosti. 
JSON_SET Prejme JSON-dokument, JSONPath in vrednost. Če na mestu, 
določenim z JSONPath, že obstaja vrednost, jo povozi z navedeno 
vrednostjo; če vrednost na JSONPath še ne obstaja, jo doda. Vrne 
rezultat. 
JSON_TYPE Dobi JSON-vrednost in vrne njen podatkovni tip. 
JSON_UNQUOTE Prejme JSON-vrednost in odstrani narekovaje. Vrne rezultat. 
JSON_VALID Dobi JSON-vrednost in vrne 1, če je veljavna, ali 0, če ni veljavna. 
JSON_VALUE Dobi JSON-dokument in JSONPath. Vrne podatke, ki se nahajajo na 
navedeni JSONPath. 
Vir: MariaDB (b.d.) 
Kljub želji po kompatibilnosti z MySQL se je izkazalo, da MariaDB JSON-funkcije niso 
identične MySQL JSON-funkcijam. MariaDB namreč vsebuje funkcije JSON_COMPACT, 
JSON DETAILED, JSON_EXISTS in JSON_VALUE, ki jih MySQL nima. Tudi MySQL vsebuje 
funkcije, ki jih MariaDB ne podpira. Te so: ->, ->>, JSON_OVERLAPS, JSON_PRETTY, 
JSON_SCHEMA_VALID, JSON_SCHEMA_VALIDATION_REPORT, JSON_STORAGE_FREE, 
JSON_STORAGE_SIZE, JSON_TABLE in MEMBER OF. 
Če obravnavane MariaDB JSON-funkcije pogledamo z vidika standarda SQL/JSON, lahko 
ugotovimo, da MariaDB ni popolnoma skladna s standardom. JSON-vrednosti shranjuje v 
podatkovnem tipu LONGTEXT, kar je skladno s standardom, ne podpira pa omejitve, ki bi 
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opravljale validacijo na nivoju stolpca. Implementirane funkcije podobno kot pri MySQL 
niso popolnoma enake tistim, navedenim v standardu, vendar kljub temu dosežejo želeno 
funkcionalnost. 
3.2.2 Dinamični stolpci 
MariaDB za shranjevanje podatkov v nerelacijski obliki primarno uporablja t. i. dinamične 
stolpce. Za delo z dinamičnimi stolpci se uporablja podatkovni tip BLOB. Ta je v večini 
podatkovnih baz namenjen shranjevanju velike količine binarnih podatkov, MariaDB pa ga 
uporablja tudi za shranjevanje dinamičnih stolpcev. Dinamične stolpce se upravlja s 
funkcijami, naštetimi v spodnji tabeli 4. 
Tabela 4: MariaDB – funkcije dinamičnega stolpca 
Ime Opis 
COLUMN_CREATE Dobi ime stolpca in vrednost in iz njiju kreira dinamični stolpec. 
COLUMN_ADD Dobi binarno vrednost stolpca, ime in vrednost. V dinamični stolpec doda 
podano vrednost. Če ta že obstaja, jo prepiše. 
COLUMN_GET Dobi binarno vrednost stolpca in imena. Vrne vrednosti vseh navedenih imen. 
COLUMN_DELETE Dobi binarno vrednost stolpca in imena. Izbriše vse stolpce, ki se ujemajo s 
podanim imenom. 
COLUMN_EXISTS Dobi binarno vrednost stolpca in ime stolpca. Vrne 1, če stolpec obstaja, in 0, 
če ne obstaja. 
COLUMN_LIST Dobi binarno vrednost stolpca in vrne vrednosti v podanem dinamičnem 
stolpcu. Vrednosti so zapisane v narekovajih. 
COLUMN_CHECK Dobi binarno vrednost stolpca in vrne 1, če je pravilen, in 0, če ni pravilen. 
COLUMN_JSON Dobi binarno vrednost stolpca in ga vrne zapisanega v JSON-formatu. 
Vir: MariaDB (b.d.) 
Poleg dinamičnega stolpca tabela tipično vsebuje še opisno polje, s katerim se opiše 
vsebino dinamičnega stolpca. V spodnjem primeru je kreirana tabela »objekti«, ki vsebuje 
stolpca »ime« in »dinamicni_stolpec« (vidno na spodnji sliki 19). 




V tabelo so vnesene tri vrednosti: jopa, utež in računalnik. Vsak objekt ima svoje lastnosti. 
Te se v dinamični stolpec vnesejo z ukazom COLUMN_CREATE, ki za argumente dobi vsaj 
en par: ključ in vrednost. Jopa ima v tem primeru določeno barvo in velikost. Ker pa te 
lastnosti za utež in računalnik niso relevantne, so bile za njiju vnesene druge lastnosti 
(slika 19). 
Tako kot za vnašanje vrednosti je treba tudi za njihovo branje uporabiti implementirano 
funkcijo. V primeru branja je to funkcija COLUMN_GET. Ta funkcija kot argumenta prejme 
stolpec in ključ, po katerem se bo vrednost iskala. Ključu je treba določiti tudi podatkovni 
tip. 
Spodaj (slika 20) sta prikazani dve poizvedbi branja. Prva poizvedba vrne ime objekta in 
vrednost iz dinamičnega stolpca, ki se nanaša na barvo. Funkcija COLUMN_GET je za 
argument dobila dinamični stolpec in atribut »barva«, ki ji je bil določen tip CHAR. V 
rezultatih se dinamični stolpec prikaže po imenu »barva« (ukaz – »AS barva«). Prikazani 
so tudi rezultati, ki ne vključujejo barve; ti so prikazani kot NULL. Druga poizvedba 
prikazuje primer branja vseh podatkov dinamičnega stolpca. V tem primeru se uporabi 
funkcijo COLUMN_JSON, ki kot argument prejme le dinamični stolpec in pokaže vse 
podatke tega stolpca v JSON-obliki. 
Slika 20: MariaDB – branje vrednosti dinamičnega stolpca 
 
Vir: lasten 
Iz navedenih funkcij in primerov razberemo, da je uporaba dinamičnih stolpcev vsebinsko 
zelo podobna uporabi JSON-funkcij. Pomembna razlika je v tem, da JSON-dokument lahko 
vsebuje seznam vrednosti, medtem ko dinamični stolpci tega ne podpirajo in lahko 
vsebujejo le vsebino v obliki »ključ: vrednost«. Naslednja razlika med njimi je, da so 
MariaDB JSON-vrednosti shranjene v tekstovni obliki, dinamični stolpci pa v binarni. Iz 
tega lahko sklepamo, da so dinamični stolpci performančno učinkovitejši. Paziti pa je 




MariaDB poleg ostalih baznih pogonov podpira tudi CONNECT. Ta se uporablja za 
dostopanje in delo s podatki, ki niso zapisani v običajnih tabelah podatkovne baze 
MariaDB. Ti zunanji podatki so lahko neurejeni in zapisani v različnih formatih. Z uporabo 
pogona CONNECT jih je mogoče prebrati in predstaviti kot relacijske tabele, nad katerimi 
se lahko izvaja običajne SQL-ukaze. Pogon CONNECT torej omogoča dostop tudi do 
podatkov, ki so shranjeni v nerelacijski obliki, natančneje do podatkov iz datotek INI, XML 
in JSON (MariaDB, b.d.). 
Poleg omenjenih datotek CONNECT preko vtičnika omogoča tudi dostopanje do obstoječe 
podatkovne baze sistema MongoDB. Ta način pa je za namen tega poglavja nezanimiv, ker 
za delovanje potrebuje delujoči strežnik MongoDB in ni mogoč le z uporabo MariaDB. V 
nadaljevanju bo tako predstavljena uporaba pogona CONNECT za delo z datotekami INI, 
JSON in XML. 
3.2.3.1 Tabele tipa INI 
INI-datoteke so preproste tekstovne datoteke, ki se običajno uporabljajo za shranjevanje 
konfiguracij programske opreme. Podatki v INI-datotekah so shranjeni v obliki 
»ključ=vrednost«. Te skupine vrednosti so lahko razdeljene v posamezne sekcije. Vsaka 
sekcija je določena z imenom, ki je zapisano v oglatih oklepajih. Na spodnji sliki 21 je 
prikazan primer podatkov, zapisanih v INI-datoteki. V tabeli so navedene tri sekcije (BER, 
WEL in UK1). Vsaka sekcija ima svoje podatke, kot npr. »priimek=Bernard« itd. 
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Slika 21: Primer INI-datoteke 
 
Vir: lasten 
Z uporabo pogona CONNECT se lahko podatke prebere in shrani že ob kreaciji tabele. 
Ukaz za kreacijo tabele je zelo podoben običajnemu ukazu, a z nekaj dodatki. Ukazu 
CREATE TABLE se mora sporočiti, naj bo uporabljen CONNECT – »ENGINE=CONNECT«. 
Drugi podatek je »table_type«, ki pogonu sporoči tip datoteke. V tem primeru je to INI. 
Nazadnje se mora podati pot do same datoteke, ki se doda v »file_name«. 
V primeru, ko se ključi v posameznih sekcijah ujemajo, je mogoče prikazati podatke s 
stolpci (stolpčna postavitev). V tem primeru ključi prevzamejo vloge stolpcev, vrstice v 
tabeli pa predstavljajo svojo sekcijo. Pri tem mora eno polje hraniti ime sekcije. To polje 
se naznani s »flag=1«. Primer stolpčne postavitve je prikazan na spodnji sliki 22. 
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Slika 22: MariaDB – tabela CONNECT s stolpčno postavitvijo 
 
Vir: lasten 
Velikokrat pa se izkaže, da se ključi posameznih sekcij ne ujemajo. V tem primeru stolpčna 
postavitev ni možna in se zato uporablja vrstična postavitev. Pri vrstični postavitvi je vsaka 
vrstica v INI-datoteki prikazana kot svoja vrstica v tabeli. Tabela v tem primeru vsebuje tri 
stolpce. Prvi je ime sekcije, ki se ga enako kot v prejšnjem primeru določi s »flag=1«. Drugi 
stolpec vsebuje ključe v datoteki, določi pa se s »flag=2«. Tretji stolpec vsebuje same 
vrednosti. Vrstično branje in ponazoritev se določi z nastavitvijo »Layout=Row« v 
nastavitvah »option_list«. Primer vrstične postavitve je prikazan na spodnji sliki 23. 




3.2.3.2 Tabele tipa XML 
CONNECT omogoča dostopanje do podatkov, zapisanih v XML-dokumentu, in njihovo 
upravljanje. Ti se ob kreaciji CONNECT XML-tabele iz datoteke preberejo in prikažejo v 
obliki relacijske tabele, nad katero se lahko izvajajo običajni SQL-ukazi. Da je kreacija 
običajne tabele nad tako strukturo možna, je treba določiti element, ki bo privzel vlogo 
tabele, in elemente, ki se bodo v tabelo shranjevali kot vrstice. 
Za primer je na spodnji sliki 24 prikazan XML-dokument, ki se bo uporabljal v nadaljnjih 
primerih. Vsi podatki, zapisani v XML-dokumentu, so zapisani v elementu »KNJIZNICA«. Ta 
vsebuje dva podelementa z imenom »KNJIGA«, ki vsebujeta atribute in dodatne 
elemente, ki opisujejo podatke o posamezni knjigi. Vsebino teh podatkov je mogoče 
razbrati že iz poimenovanja. Vsaka »KNJIGA« ima določena atributa: »ISBN« in »JEZIK«. 
Vsebuje tudi ostale podatke, kot so avtor, naslov itd., ki so zapisani v nadaljnjih 
podelementih. Nekateri elementi, kot je »AVTOR«, vsebujejo še dodatne podelemente 
(»IME« in »PRIIMEK«). 




Sama tabela bo torej predstavljala najvišji element v XML-dokumentu – »KNJIZNICA«. Kot 
vrstice se bodo v tabelo vnesle posamezne knjige, predstavljene z elementi »KNJIGA«. 
Stolpci tabele bodo nadaljnje ugnezdeni podelementi (»AVTOR«, »NASLOV« itd.). 
Ukaz za kreacijo tabele je enak običajnemu SQL-ukazu CREATE TABLE, razen nekaterih 
dodatnih nastavitev. V primeru, da pogon CONNECT ni privzeto nastavljen, se ga pri ukazu 
določi z »ENGINE=CONNECT«. Poleg tega se določijo še naslednje nastavitve: 
‒ »table_type«, v katerega se navede tip CONNECT tabele (v tem primeru je to 
XML), 
‒ »file_name«, v katerega se navede pot do XML-dokumenta, 
‒ »tabname«, ki hrani ime elementa v XML-dokumentu, ki bo prevzel vlogo tabele, 
‒ »option_list«, ki hrani skupino nastavitev, specifičnih za CONNECT tabele. 
Na spodnji sliki 25 je prikazan primer kreacije CONNECT XML-tabele. Ukaz CREATE TABLE 
ima dodatne nastavitve: tip tabele (XML), pot do dokumenta XML (»knjiznica.xml«) in 
glavni element (»KNJIZNICA«), ki se ga kot »rownode« doda v »option_list«. V primeru, da 
zadnja nastavitev ni podana, bi se v tabelo dodali le vsi najvišji elementi (v tem primeri le 
element »KNJIZNICA«). Vsak stolpec ima dodatno nastavitev »field_format«, kamor se v 
obliki sintakse XPath navede pot do elementa, ki se bo vanj zapisoval. V primeru, da se 
ime stolpca in ime dokumenta ujemata, nastavitev »field_format« ni potrebna. 
Slika 25: MariaDB – CONNECT, primer kreacije XML-tabele 
 
Vir: lasten 
CONNECT omogoča tudi samodejno zaznavanje stolpcev. V primeru, da se stolpci pri 
kreaciji tabele ne definirajo, CONNECT v stolpce tabele pretvori atribute in neposredne 
podelemente glavnega elementa. Vsi samodejno zaznani stolpci so podatkovnega tipa 
CHAR z dolžino prebranega podatka. Element »<IME>Janez</ime>« bi se tako preslikal v 
stolpec »IME CHAR(5)«. Privzeto CONNECT samodejno pretvori le neposredne 
podelemente. V ta namen se lahko v »option_list« doda nastavitev »Level«, kjer se določi 
globino zaznavanja elementov. 
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Na spodnji sliki 26 je prikazan primer kreacije CONNECT XML-tabele s samodejnim 
zaznavanjem stolpcev. Da se podatki, kot sta ime in priimek avtorja, shranijo v svoje 
stolpce, se mora pogonu CONNECT povedati, naj zaznava stolpce eno stopnjo globlje kot 
neposredni potomci elementov KNJIGA. V »option_list« je dodana nastavitev »Level=1«, 
ki pomeni, naj CONNECT samodejno zaznava elemente 1 stopnjo globlje kot privzeto. 
Slika 26: MariaDB – CONNECT, primer samodejnega prepoznavanja stolpcev iz XML-datoteke 
 
Vir: lasten 
XML-struktura omogoča, da je prisotnih več enakih elementov (npr. knjiga ima lahko več 
avtorjev). Če je ponavljajočih elementov več, jih je treba ločiti v svoje tabele. Če pa se 
ponavlja le en element, se izjemoma lahko vse ponovitve prikaže v eni tabeli. CONNECT to 
doseže na dva načina. Vse ponovitve se lahko zapišejo v svoji vrstici ali pa se zapišejo v isti 
stolpec, ločeni z vejico. 
Na spodnji sliki 27 je prikazan primer zapisa ponavljajočih elementov v svojih vrsticah. 
Nastavitvam v »option_list« sta dodana »Expand« in »Mulnode«. »Expand« je nastavitev, 
ki pove, ali se bo ponavljajoči element prikazoval v svoji vrstici, in ima lahko vrednost 0 
(ne, ki je tudi privzeta vrednost) ali 1 (da). »Mulnode« prejme ime ponavljajočega 
elementa, v spodnjem primeru je to AVTOR. Kot je razvidno iz slike, ima ena izmed knjig 
dva avtorja. Za vsakega avtorja obstaja nova vrstica. 
Slika 27: MariaDB – CONNECT, prikaz ponavljajočega elementa v svoji vrstici 
 
Vir: lasten 
V primeru, da bi ponavljajoče elemente zapisali v isti stolpec, se nastavitev »Expand« 
nastavi na 0. Na spodnji sliki 28 je prikazan enak primer kot prej (slika 27), le da je tu z 
ukazom ALTER TABLE spremenjen »option_list«, da vsebuje le »rownode« in »Mulnode«. 
Kot rezultat so vsi avtorji navedeni v istem stolpcu, kot je prikazano v prvi vrstici. 
Ponavljajoče elemente je mogoče prikazati v istem stolpcu le, če se ponavljajoči element 
ne gnezdi na dodatne podelemente. 
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Slika 28: MariaDB – CONNECT, prikaz ponavljajočega elementa v istem stolpcu 
 
Vir: lasten 
3.2.3.3 Tabele tipa JSON 
Pogon CONNECT omogoča tudi dostopanje do podatkov, ki so shranjeni v JSON-
datotekah, in njihovo urejanje. Do njih se lahko dostopa z uporabo običajnih relacijskih 
tabel, nad katerimi se izvajajo običajni SQL-ukazi. 
Primer JSON-dokumenta, ki se bo uporabljal v nadaljevanju, je prikazan na spodnji sliki 29. 
Dokument vsebuje podatke o knjižnici, ki vsebuje seznam knjig. Vsaka knjiga nato vsebuje 
nadaljnje podatke, kot so ISBN, jezik, naslov, podatki o avtorju, izdajatelju itd. 
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Slika 29: Primer JSON-datoteke 
 
Vir: lasten 
Za kreacijo CONNECT JSON-tabele je treba običajni sintaksi CREATE TABLE dodati še nekaj 
dodatnih podatkov. Če pogon CONNECT ni globalno nastavljen, ga je treba navesti pri 
kreaciji tabele – »ENGINE=CONNECT«. Poleg tega se določi tip tabele – »table_type«, ki je 
v tem primeru JSON, pot do JSON-datoteke, ki se navede v »File_name«, in morebitne 
dodatne nastavitve, ki se dodajo v »option_list«. Stolpci v tabeli predstavljajo ključe JSON-
podatkov. Če se njihova poimenovanja razlikujejo, jim je treba v »field_format« navesti 
pot (v obliki JSONPath) do podatka v JSON-dokumentu, ki ga bodo predstavljali. Če 
stolpec v tabeli predstavlja seznam vrednosti iz JSON-dokumenta, se mu v oglatih 
oklepajih določi tudi, kako bodo posamezni podatki ločeni. 
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Spodaj (slika 30) je prikazan primer kreacije JSON-tabele. V nastavitvah je podan pogon 
CONNECT, tip tabele JSON in pot to datoteke, ki je »knjiznica.json«. V »option_list« je 
dodana še nastavitev »Object=KNJIZNICA«, ki predstavlja najvišji objekt. Če nastavitev 
»Object« ni nastavljena, se kot najvišji objekt šteje sam JSON-dokument. Vsak določen 
stolpec ima v »field_format« navedeno pot do želenega podatka v JSON-dokumentu. Ker 
je AVTOR predstavljen kot seznam vrednosti, je v oglatih oklepajih tudi določeno, da bodo 
posamezne vrednosti ločene z vejico in presledkom. 
Slika 30: MariaDB – CONNECT, primer kreacije JSON-tabele 
 
Vir: lasten 
CONNECT enako kot pri XML tudi pri kreaciji JSON-tabele omogoča samodejno 
prepoznavanje stolpcev. Če stolpci niso vnaprej definirani, jih CONNECT kreira samodejno 
glede na JSON-ključe. Privzeto se stolpci kreirajo le iz ključev najvišje ugnezdenih JSON-
objektov. Z določitvijo nastavitve »Level« je mogoče dostopati tudi do JSON-objektov, ki 
so globlje ugnezdeni. Primer kreacije tabele s samodejnim zaznavanjem stolpcev je 
prikazan na spodnji sliki 31. 
Slika 31: MariaDB – CONNECT, primer samodejnega prepoznavanja stolpcev iz JSON-datoteke 
 
Vir: lasten 
Za lažje delo s podatki, zapisanimi v JSON-dokumentih, CONNECT ponuja tudi JSON-
funkcije, navedene v spodnji tabeli 5. 
Skoraj vse JSON-funkcije imajo ekvivalentne JBIN-funkcije. Razlika med njimi je interno 
delovanje funkcije. Vsaka JSON-funkcija si iz prejetih JSON-argumentov kreira lastno 
interno strukturo z namenom, da kot rezultat vrne nov JSON in ne spreminja obstoječega. 
To je uporabno predvsem pri branju, kjer si želimo oblikovati želeni rezultat in ne 
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spreminjati obstoječih zapisov. V nasprotju s tem pa JBIN-funkcije delajo spremembe 
neposredno na podanem JSON-dokumentu, kar je v primerjavi z običajnimi JSON-
funkcijami hitrejše, a včasih nezaželeno. 
Tabela 5: CONNECT – JSON-funkcije 
Ime funkcije Opis 
JBIN_ARRAY Kreira JSON-seznam, ki vsebuje podane podatke. 
JBIN_ARRAY_ADD Podanemu JSON-seznamu doda podani podatek. 
JBIN_ARRAY_ADD_VALUES Podanemu JSON-seznamu doda vse navedene podatke. 
JBIN_ARRAY_DELETE Iz podanega JSON-seznama odstrani podatek na navedenem 
mestu. 
JBIN_FILE Vrne kopijo vsebine JSON-datoteke. 
JBIN_GET_ITEM Vrne vsebino JSON-dokumenta, določeno z JSONPath. 
JBIN_INSERT_ITEM Vnese podano vrednost v JSON-dokument. 
JBIN_ITEM_MERGE Združi dva navedena JSON-objekta ali seznama. 
JBIN_OBJECT Kreira JSON-objekt, ki vsebuje navedene vrednosti. 
JBIN_OBJECT_NONULL Kreira JSON-objekt, ki vsebuje njegove »not null« argumente. 
JBIN_OBJECT_ADD JSON-objektu doda navedeno vrednost. 
JBIN_OBJECT_DELETE Iz navedenega JSON-objekta izbriše vrednost na navedenem 
mestu. 
JBIN_OBJECT_KEY Kreira JSON-objekt iz podanega ključa in vrednosti. 
JBIN_OBJECT_LIST Vrne seznam ključev podanega JSON-dokumenta. 
JBIN_SET_ITEM V JSON-dokumentu nastavi vrednost. Lokacija je določena z 
JSONPath. 
JSON_ARRAY Kreira JSON-seznam, ki vsebuje navedene vrednosti. 
JSON_ARRAY_ADD Podanemu JSON-seznamu doda navedeno vrednost. 
JSON_ARRAY_ADD_VALUES Podanemu JSON-seznamu doda navedene vrednosti. 
JSON_ARRAY_DELETE Iz navedenega JSON-seznama izbriše vrednost na navedenem 
mestu. 
JSON_ARRAY_GRP Iz navedenega argumenta kreira JSON-sezname. 
JSON_FILE Vrne vsebino navedene JSON-datoteke. 
JSON_GET_ITEM Dostopi in vrne vsebino navedene JSON-datoteke. 
JSON_INSERT_ITEM Vnese navedeno vrednost v JSON-dokument. 
JSON_ITEM_MERGE Združi dva navedena JSON-seznama ali objekta. 
JSON_LOCATE_ALL Vrne število ponovitev navedene vrednosti v navedenem JSON-
elementu. 
JSON_MAKE_ARRAY Kreira JSON-seznam, ki vsebuje navedene vrednosti. 
JSON_MAKE_OBJECT Kreira JSON-objekt, ki vsebuje navedene vrednosti. 
JSON_OBJECT Kreira JSON-objekt, ki vsebuje navedene vrednosti. 
JSON_OBJECT_DELETE Iz navedenega JSON-objekta izbriše element na navedenem 
mestu. 
JSON_OBJECT_GRP Kreira JSON-objekte iz navedenih argumentov. 
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JSON_OBJECT_LIST Vrne seznam ključev navedenega JSON-objekta. 
JSON_OBJECT_NONULL Iz navedenih vrednosti ključ – vrednost kreira JSON-objekte. 
Ignorira vrednosti NULL. 
JSON_SERIALIZE Sterilizira rezultat JBIN-funkcije. 
JSON_SET_ITEM Navedenemu JSON-dokumentu nastavi vrednost. Lokacija je 
določena z JSONPath. 
JSON_UPDATE_ITEM Navedenemu JSON-dokumentu spremeni vrednost. Lokacija je 
določena z JSONPath. 
JSONVALUE Iz navedene vrednosti kreira JSON-vrednost. 
JSONCONTAINS V navedenem JSON-dokumentu preveri, če vsebuje navedeno 
vrednost. Če jo, vrne 1, in če ne, vrne 0. 
JSONCONTAINS_PATH V navedenem JSON-dokumentu preveri, če obstaja navedena 
JSONPath. Če obstaja, vrne 1, in če ne, vrne 0. 
JSONGET_STRING Vrne navedeno JSON-vrednost kot »String«. 
JSONGET_INT Vrne navedeno JSON-vrednost kot »Int«. 
JSONGET_REAL Vrne navedeno JSON-vrednost kot »Real«. 
JSONLOCATE Vrne JSONPath do navedene vrednosti v navedenem JSON-
dokumentu. 
Vir: MariaDB (b.d.) 
3.2.4 OQGRAPH 
MariaDB med drugim podpira tudi uporabo pogona OQGRAPH, ki je namenjen upravljanju 
podatkov, organiziranih v medsebojno povezane grafe. Deluje na principu dveh povezanih 
tabel, kjer se ena uporablja za vstavljanje povezav, druga pa za poizvedovanje po 
povezavah. 
Tabela, kamor se vstavljajo povezave, mora obvezno vsebovati stolpec, ki bo vseboval ID 
začetnega vozlišča in ID končnega vozlišča, opcijsko lahko vsebuje tudi podatek o teži 
povezave (če se ne določi, se teža prevzeto šteje kot 1). Druga tabela se mora kreirati z 
uporabo pogona OQGRAPH in ima natančno definirano strukturo. Vsebovati mora točno 
določene stolpce in ključe, ti so (MariaDB, b.d.): 
‒ latch VARCHAR(32) NULL, 
‒ origid BIGINT UNSIGNED NULL, 
‒ destid BIGINT UNSIGNED NULL, 
‒ weight DOUBLE NULL, 
‒ seq BIGINT UNSIGNED NULL, 
‒ linkid BIGINT UNSIGNED NULL, 
‒ KEY (latch, origid, destid) USING HASH, 
‒ KEY (latch, destid, origid) USING HASH. 
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Poleg tega mora biti, kot že omenjeno, obvezno kreirana s pogonom OQGRAPH 
(»ENGINE=OQGRAPH«) in imeti določena »data_table« – ime tabele, ki hrani povezave, 
»origid« – ime stolpca, kjer so zapisani ID začetnih vozlišč, ter »destid« – ime stolpca, kjer 
so zapisani ID končnih vozlišč. Če so določene tudi teže povezav, se ime stolpca, ki hrani ta 
podatek, navede v »weight« (MariaDB, b.d.). 
Pri poizvedbah se v polje »latch« določi algoritem, ki se bo uporabljal za iskanje 
rezultatov. Podprte vrednosti za določanje algoritma so: »dijkstras« (Dijkstrov algoritem), 
»breadth_first« (algoritem iskanja v širino) in »leaves« (algoritem iskanja končnih vozlišč – 
ang. leaf nodes) (MariaDB, b.d.). 
Slika 32: MariaDB – primer vozlišč in povezav 
 
Vir: lasten 
Za primer si lahko ogledamo zgornjo sliko 32, kjer je prikazanih šest med seboj povezanih 
vozlišč. Na podlagi tega modela je bila nato kreirana in napolnjena tabela (slika 33), kamor 
se bo vnašalo podatke o medsebojnih povezavah vozlišč. Ta vsebuje stolpec, ki hrani 
številko začetka povezave (»origid«) in konca povezave (»destid«). Ker teža povezav ni 
določena, je privzeto nastavljena na 1. 
Slika 33: MariaDB – primer kreacije tabele OQGRAPH, ki hrani povezave 
 
Vir: MariaDB (b.d.) 
Nato se kreira še tabela OQGRAPH, ki se bo uporabljala za poizvedovanje podatkov. Za 
njeno kreacijo so bili določeni vsi zgoraj navedeni zahtevani stolpci in dodatne nastavitve 
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(slika 34). Tabela sama poskrbi za vnašanje podatkov, dobi pa jih preko določenih 
»data_table«, »origid« in »destid«. 
Slika 34: MariaDB – primer kreacije bralne tabele OQGRAPH 
 
Vir: MariaDB (b.d.) 
Kreirano tabelo OQGRAPH lahko sedaj uporabljamo za poizvedovanje po povezavah 
vozlišč. Spodaj (slika 35) je prikazan primer, ki vrne najkrajšo pot med vozliščema 1 in 6. 
Za iskanje najkrajše poti se uporablja Dijkstrov algoritem. Za jasnejši prikaz so bili rezultati 
grupirani po polju »linkid«. Iz rezultata lahko razberemo, da je najkrajša pot 1 → 2 → 6. 
Slika 35: MariaDB – OQGRAPH, primer iskanja najkrajše poti 
 
Vir: MariaDB (b.d.) 
Iz poglavja lahko zaključimo, da se je pogon OQGRAPH izkazal za relativno enostavnega za 
razumevanje in uporabo. Njegova uporaba zahteva le vsebinsko poznavanje bralne 
tabele, za poizvedbe pa se uporablja običajna SQL-sintaksa. Kljub temu ima tudi nekaj 
slabosti. Pogon namreč podpira le enosmerne povezave, kar je sicer rešljivo z dodajanjem 
nove povezave v obratni smeri, a prostorsko neučinkovito (zahteva dvakrat več prostora 
za obojestranske povezave). Poleg tega je izbira iskalnih algoritmov precej omejena, saj so 
podprte le tri možnosti. 
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3.2.5 HandlerSocket 
HandlerSocket je vtičnik, ki ga MariaDB (in MySQL) lahko uporablja za neposredno 
dostopanje do podatkov v tabelah. Vtičnik deluje kot skriti proces (ang. daemon), ki 
sprejema TCP-povezave in izvaja zahteve strank. Do podatkov dostopa mimo plasti SQL, s 
čimer se izogne razčlenjevanju stavkov, zaklepanju tabel in transakcijam, kar močno 
pohitri izvajajoče operacije. Poleg tega ima v nekaterih primerih tudi manjši vpliv na 
procesorsko enoto in zmanjša uporabo diska in omrežja (MariaDB, b.d.). 
Vse to prinese s seboj tudi določene šibkosti. Ker do podatkov dostopa popolnoma mimo 
plasti SQL, podpira le osnovne CRUD-operacije (MariaDB, b.d.). Poleg tega je 
Bartholomew (2014, str. 189) v svoji knjigi poudaril tudi, da uporaba vtičnika zaobide 
varnostno plast MariaDB. Vtičnik sicer omogoča nastavitev lastnih gesel, ker pa so ta 
nešifrirana in zapisana v tekstovnih datotekah, je dodana vrednost za varnost minimalna. 
Za boljše razumevanje bomo vtičnik predstavili preko nekaterih primerov. Da postane 
dostopen za uporabo, ga je treba navesti v konfiguraciji, v sekciji [mysqld]. Tu se navede 
tudi vtičnikov IP-naslov (»handlersocket_address«), vrata, kjer vtičnik sprejema zahteve 
za branje (»handlersocket_port«), in vrata, kjer vtičnik sprejema zahteve za pisanje v 
bazo. Primer je prikazan na spodnji sliki 36. Prikazani primeri so bili izvedeni z ukaznim 
oknom Telnet. 
Slika 36: MariaDB – konfiguracija vtičnika HandlerSocket 
 
Vir: lasten 
Tabela, nad katero bomo prikazovali primere, se bo nahajala v podatkovni bazi »test«. 
Tabela se bo imenovala »hs_test« in imela tri stolpce: »id«, »givenname« in »surname«. 
Vsebovala bo šest vrstic. Vse to je prikazano na spodnji sliki 37. 
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Slika 37: MariaDB – HandlerSocket, primer testne tabele 
 
Vir: Bartholomew (2014, str. 192) 
Prvi primer bo prikazoval branje podatkov iz tabele. Ker se bo iz baze bralo, se je treba 
povezati na ustrezna vrata (port 9999) z ukazom »telnet localhost 9999«. Za kakršnokoli 
delo operacije se potrebuje tudi vzpostavljeni indeks povezave. Ta se kreira s sintakso  
P [indeks id] [ime baze] [ime tabele] [indeks tabele] [stolpci tabele]. 
Na spodnji sliki 38 je na začetku prikazan primer kreacije indeksa povezave. Sledijo tri 
operacije branja podatkov. Operacija branja zahteva: [št. indeksa] [operator primerjave] 
[število stolpcev s ključi] [vrednost, s katero primerjamo ključ] [omejitev rezultatov – 
opcijsko]. Spodnje operacije torej pomenijo: 
1. Izberi vse, ki imajo primerni ključ (id) = 1 
2. Izberi vse, ki imajo primerni ključ (id) > 2, omeji na 2 rezultata 
3. Izberi vse, ki imajo primerni ključ (id) >= 1, omeji na 20 rezultatov 
Slika 38: MariaDB – HandlerSocket, primer branja podatkov 
 
Vir: Bartholomew (2014, str. 220) 
Na naslednjem primeru (slika 39) je prikazano vstavljanje podatkov. Prvi ukaz kreira 
indeks povezave, tokrat s številko 1. Nato sledita dva ukaza za vnašanje podatkov s 
sintakso [št. indeksa] + [število stolpcev] [podatki]. Spodnja ukaza v tabelo torej vstavljata: 
1. 7 (id), Sylvester (givenname), McCoy (surname) 
2. 8 (id), Paul (givenname), McGann (surname) 
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Slika 39: MariaDB – HandlerSocket, primer vstavljanja podatkov 
 
Vir: Bartholomew (2014, str. 221) 
Tretji primer, ki je prikazan na spodnji sliki 40, zajema spreminjanje podatkov. Na začetku 
je kreiran nov indeks povezave. Ker bomo spreminjali le »givenname«, je bil indeksu 
podan le ta stolpec. Podatke se spreminja z naslednjo sintakso: [št. indeksa] [operator 
primerjave] [število spremenjenih stolpcev] [vrednost, s katero primerjamo ključ] 
[omejitev] [odmik od začetka tabele] U [nova vrednost]. Spodnji ukaz tako spremeni 
vrednost stolpca »surname« v »Jon«, kjer je id = 3. 
Slika 40: MariaDB – HandlerSocket, primer spreminjanja podatkov 
 
Vir: Bartholomew (2014, str. 220) 
Na koncu (slika 41) je prikazan še primer brisanja podatkov. Tudi tu prvi ukaz zopet kreira 
svoj indeks povezave. Sama sintaksa brisanja je enaka tisti, ki se uporablja za spreminjaje 
podatkov. Izjema sta zadnja dva podatka, kjer se zadnjega izpusti, namesto U (update) pa 
se poda D (delete). Iz spodnje slike lahko tako ugotovimo, da ukaz izbriše prvih 10 vrstic, 
kjer je ključ (id) > 100. 
Slika 41: MariaDB – HandlerSocket, primer brisanja podatkov 
 
Vir: Bartholomew (2014, str. 220) 
3.3 SQLITE 
Od obravnavanih SUPB ima SQLite najskromnejšo podporo za obdelavo nerelacijsko 
organiziranih podatkov. Z uporabo zunanje razširitve podpira upravljanje podatkov, ki so 
zapisani v JSON-dokumentih. Omenjena razširitev, ki se imenuje JSON1, bo podrobneje 
predstavljena v nadaljevanju poglavja, na koncu pa bo predstavljena tudi njena 
kompatibilnost z MySQL in MariaDB ter s standardom SQL/JSON. 
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3.3.1 JSON1 
SQLite ima nerelacijsko rešitev implementirano v obliki razširitve JSON1. To je enostavna 
razširitev, ki implementira funkcije (tabela 6), katerih namen je delo s podatki v JSON-
obliki. Funkcije je mogoče klicati z vsemi podatkovnimi tipi, ki jih podpira SQLite (NULL, 
integer, števila s plavajočo vejico in tekst). Dane JSON-podatke shrani v bazo kot navaden 
tekst. 
Izjema pri delu z JSON1 je podatkovni tip BLOB. Vse funkcije (iz spodnje tabele) vrnejo 
napako (ang. error), če jim je podan podatek, ki je tipa BLOB. Podatkovni tip BLOB je 
namreč rezerviran za prihodnjo implementacijo, ki bi JSON-dokumente namesto kot 
običajen tekst shranila v binarni obliki (SQLite, b.d.). 
Tabela 6: SQLite – JSON-funkcije 
Ime Opis 
JSON Preveri, če je dani argument zapisan v pravilni JSON-sintaksi; če ni 
pravilen, javi napako (error). 
JSON_ARRAY Vrne JSON-tabelo, sestavljeno iz danih argumentov. 
JSON_ARRAY_LENGTH Vrne število elementov v dani JSON-tabeli. 
JSON_EXTRACT Vrne eno ali več vrednosti iz podanega JSON-objekta. 
JSON_INSERT Doda vrednost JSON-objektu; če vrednost že obstaja, ne naredi nič. 
JSON_OBJECT Sprejme več argumentov v obliki vrednost: ključ in iz njih kreira JSON-
objekt. 
JSON_PATCH Združi dva JSON-objekta; če je prekrivanje, prvega prepiše z drugim. 
JSON_REMOVE Odstrani vrednost iz JSON-objekta. 
JSON_REPLACE Zamenja vrednost v JSON-objektu. 
JSON_SET Doda vrednost JSON-objektu. Če vrednost že obstaja, jo prepiše. 
JSON_TYPE Vrne tip danega argumenta. 
JSON_VALID Preveri, če je dani argument zapisan v pravilni JSON-sintaksi. Če je 
pravilna, vrne 1, če ni pravilna, vrne 0. 
JSON_QUOTE Spremeni tip danega argumenta v tip, ki je skladen z JSON-dokumentom. 
JSON_GROUP_ARRAY Vrne seznam, ki vsebuje JSON-dokumente. 
JSON_GROUP_OBJECT Vrne objekt, ki vsebuje JSON-dokumente. 
JSON_EACH Dobi seznam JSON-dokumentov in vrne tabelo podanih dokumentov. 
Vrne le prve tri ugnezdene dokumente. 
JSON_TREE Dobi seznam JSON-dokumentov in vrne tabelo podanih dokumentov. 
Vrne vse ugnezdene dokumente. 
Vir: SQLite (b.d.) 
Spodaj (slika 42) je prikazan enostaven primer nekaterih JSON1-funkcij. Kreira se 
enostavna tabela, ki ima le eno polje, v katerega bodo shranjene JSON-vrednosti. V tabelo 
so dodani trije različni JSON-dokumenti. Za njihovo kreacijo je bila uporabljena funkcija 
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JSON_OBJECT, ki kot argumente prejme pare vrednosti (ključ: vrednost). V prikazanem 
primeru je bilo kot ključ vneseno ime objekta (jopa, utež in računalnik). Kot vrednosti so 
bile vnesene lastnosti teh objektov (barva, velikost, teža itd.). Za branje vrednosti se 
uporabi navadno poizvedbo SELECT. Ker so JSON-dokumenti tipično zelo obsežni, je 
rezultate branja zaželeno omejiti glede na ključ ali vsebino dokumenta. V SQLite JSON1 je 
to doseženo s funkcijo JSON_EACH. 
Slika 42: SQLite – primer dela z JSON-dokumentom 
 
Vir: lasten 
SQLite ima implementirano tudi funkcijo, ki preveri, če je JSON-sintaksa pravilna. Če je 
pravilna, vrne 1, če pa ni pravilna, vrne 0. V drugem primeru, ki je nepravilen, manjka 
zaklepaj (slika 43). 
Slika 43: SQLite – primer validacije JSON-dokumenta 
 
Vir: lasten 
Sedaj ko so predstavljene JSON-funkcije vseh treh pogonov, lahko ugotovimo, da so JSON-
funkcije pri SQLite do neke mere kompatibilne tudi z JSON-funkcijami pri MySQL in 
MariaDB. Vsi trije SUPB imajo namreč deset enakih JSON-funkcij: JSON_ARRAY, 
JSON_INSERT, JSON_EXTRACT, JSON_OBJECT, JSON_REMOVE, JSON_REPLACE, JSON_SET, 
JSON_TYPE, JSON_VALID in JSON_QUOTE. 
Kar se tiče kompatibilnosti s standardom SQL/JSON, lahko SQLite označimo kot delno 
kompatibilnega. Podobno kot MariaDB tudi SQLite hrani JSON-podatke v tekstovnem 
podatkovnem tipu (TEXT). Enako kot MariaDB ne podpira validacije z uporabo omejitev. 
Kljub temu, da se funkcije vtičnika JSON1 popolnoma ne ujemajo s funkcijami, navedenimi 
v standardu, vseeno dobro pokrijejo želeno funkcionalnost za upravljanje JSON-podatkov. 
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3.4 UGOTOVITVE 
MySQL za delo z nerelacijskimi podatki ponuja tri različne rešitve. Prva je uporaba dveh 
funkcij, ki omogočata upravljanje podatkov, zapisanih v XML-formatu. Obe funkciji 
prejmeta XML v obliki običajnega teksta, kar pomeni počasnejše delovanje pri 
obdelovanju podatkov. Izkazalo se je tudi, da je delo z XML le delno skladno s specifikacijo 
SQL/XML. Uporaba XML-funkcij je tako relativno neučinkovita. Za delo z nerelacijskimi 
podatki je zato primernejša uporaba ostalih rešitev MySQL. 
Druga rešitev MySQL je podatkovni tip JSON. Ta shranjuje podatke v binarni obliki, ki je v 
primerjavi z običajnim tekstom učinkovitejša. Za delo z JSON-podatki MySQL 
implementira tudi pomožne funkcije, ki uporabniku odvzamejo skrb za ročno grajenje in 
upravljanje JSON-sintakse. Podatkovni tip in njegove pomožne funkcije so tudi v precejšnji 
meri skladne s standardom SQL/JSON. Shranjevanje podatkov v JSON-obliki je tako 
primarna rešitev sistema MySQL za delo z nerelacijskimi podatki. 
Najnovejša nerelacijska rešitev, ki jo ponuja MySQL, je dokumentna zbirka MySQL. Ta 
omogoči, da MySQL povsem prevzame karakteristike nerelacijske baze. Delo z 
dokumentno zbirko MySQL tako veliko bolj spominja na podatkovno bazo MongoDB kot 
na običajno, relacijsko bazo. Za upravljanje dokumentne zbirke so implementirane 
metode. Glede uporabe dokumentne zbirke MySQL se je treba vprašati, če je zares 
potrebna. Če uporabnik potrebuje popolnoma nerelacijsko podatkovno bazo, naj razmisli 
tudi o uporabi ostalih SUPB, ki so specializirani za obdelovanje nerelacijskih podatkov 
(npr. MongoDB). 
MariaDB za delo z JSON-dokumenti ponuja uporabo podatkovnega tipa JSON in pomožne 
JSON-funkcije. Za razliko od MySQL je MariaDB JSON v resnici le sinonim za podatkovni tip 
LONGTEXT (običajni tekst). Ker je zapisan v obliki običajnega teksta, je neučinkovit in ni 
priporočen način za delo z nerelacijskimi podatki. Njegov primarni namen je omogočanje 
lažje integracije s podatki, zapisanimi v podatkovni bazi MySQL. Kljub temu se je izkazalo, 
da so implementirane JSON-funkcije vsebinsko v precejšnji meri skladne s standardom 
SQL/JSON. 
Primarni način obdelovanja nerelacijskih podatkov so dinamični stolpci MariaDB. Z 
njihovo uporabo MariaDB prevzame karakteristike stolpčno usmerjenih zbirk. Za 
obdelovanje podatkov v dinamičnih stolpcih so implementirane funkcije. Te zapišejo 
podatke v binarnem podatkovnem tipu BLOB, ki je hitrejši od običajnega teksta in je 
najboljši način za delo s podatki nerelacijske narave. 
MariaDB poleg že omenjenega podpira tudi uporabo pogona CONNECT. Ta je namenjen 
delu s podatki, zapisanimi v zunanjih datotekah, med katere spadajo tudi tiste, ki so po 
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naravi nerelacijske (XML, JSON in INI). Glavna prednost pogona CONNECT je tako 
dostopanje do podatkov, ki so podatkovni bazi načeloma nedostopni. Njegova glavna 
pomanjkljivost je omejevanje uporabnikov, da nerelacijske podatke obdelujejo na 
relacijski način (kreacija tabele z določenimi stolpci). S tem v mislih je CONNECT najbolj 
uporaben, ko je treba dostopati do podatkov v zunanjih datotekah, ki se jih nato lahko 
shrani z uporabo boljših načinov (npr. z uporabo JSON-funkcij ali dinamičnih stolpcev). 
MariaDB lahko uporablja tudi pogon OQGRAPH za upravljanje zbirk grafov. Pogon se je 
izkazal za enostavnega za uporabo, za poizvedovanje pa uporablja običajne SQL-ukaze. 
Njegova slabost je, da ne podpira obojestranske povezave med vozlišči. Ta se mora 
prikazati z dvema nasprotnima povezavama, kar prostorsko ni učinkovito. Poleg tega ima 
omejeno podporo iskalnih algoritmov. 
Zadnja opisana nerelacijska razširitev MariaDB je vtičnik HandlerSocket. Njegov namen je 
omogočiti dostop do podatkov v tabeli mimo SQL. To pomeni, da so izvedeni ukazi veliko 
hitrejši. Ker vtičnik dostopa do dejanskih tabel, to pomeni tudi, da so vse spremembe v 
podatkovni bazi vidne, tudi če se do nje dostopa z običajnim SQL. Vtičnik je tako lahko 
odlična izbira za pohitritev določenih operacij nad podatkovno bazo. Paziti pa je treba na 
dejstvo, da HandlerSocket podpira le osnovne CRUD-operacije, poleg tega se primerjava 
vrstic lahko izvede le nad indeksi tabele (npr. primarnim ključem). Ker HandlerSocket 
deluje mimo SQL, zaobide tudi njegovo varnostno plast. 
SQLite je zadnji obdelani SUPB in ponuja le en način za delo z nerelacijskimi podatki. To je 
razširitev JSON1, ki uporabniku omogoča uporabo funkcij za obdelovanje JSON-podatkov. 
Funkcije delajo nad JSON-podatki, ki so zapisani v obliki običajnega teksta, kar pomeni 
počasnejše obdelovanje podatkov. JSON1 je tudi delno skladen s standardom SQL/JSON. 
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4 PRIMERJAVA POGONOV 
Delovanje in učinkovitost podatkovnega sistema sta v veliki meri odvisna tudi od 
pogonov, ki se uporabljajo v podatkovni bazi. Ti so osnovni gradniki podatkovne baze, ki 
upravljajo uporabnikovo interakcijo s podatki. Zadolženi so za shranjevanje, spreminjanje, 
brisanje in branje podatkov (CRUD-operacije). 
V tem poglavju bodo predstavljeni nekateri pogoni, ki jih podpirata podatkovna sistema 
MySQL in MariaDB, to so InnoDB, MyISAM in ARIA. Predstavljen bo tudi SQLite, ki ne 
podpira zunanjih pogonov, temveč za celotno delovanje podatkovne baze poskrbi sam. 
Vsi omenjeni pogoni bodo predstavljeni na podlagi vnaprej določenih lastnosti. 
4.1 PREDSTAVITEV LASTNOSTI 
Ker bodo pogoni predstavljeni na podlagi vnaprej določenih lastnosti, bodo te v 
nadaljevanju poglavja najprej opisane. Pogone bomo predstavili na podlagi naslednjih 
lastnosti: 
‒ podpora transakcij, 
‒ podpora zaklepanja podatkov, 
‒ podpora nezaklepajočega konsistentnega branja, 
‒ podpora omejitev, 
‒ podpora znakovnega nabora, 
‒ podpora podatkovnih tipov. 
4.1.1 Transakcija 
Transakcija je skupina operacij, ki se izvajajo nad podatkovno bazo. Njen namen je v čim 
večji meri zagotoviti konsistentnost podatkovne baze. Da je ta zagotovljena, so se razvila 
štiri načela (načela ACID), ki naj bi jim ustrezala vsaka transakcija. Ta so (Suehring, 2002, 
str. 106–107): 
‒ Atomarnost (ang. atomacity): Skupina izvajajočih operacij v transakciji se mora na 
podatkovni bazi izvesti v celoti. Če se kateri izmed ukazov ne more izvesti, se mora 
transakcija ustaviti in podatkovno bazo vrniti v stanje, preden se je transakcija 
začela. 
‒ Konsistentnost (ang. consistency): Načelo konsistentnosti se nanaša na veljavno 
stanje podatkovne baze. To je določeno z vnaprej definiranimi pravili. Med ta 
pravila spadajo pravice za dostop in spreminjanje baze, zaklepanje vrstice oz. 
tabele itd. Izvajanje ukazov nad podatkovno bazo je tako mogoče le, če je to 
skladno z vsemi določenimi pravili. 
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‒ Izolacija (ang. isolation): Kakršnekoli spremembe na podatkovni bazi, storjene v 
določeni transakciji, ne smejo biti vidne ostalim transakcijam, dokler se ukazi v 
transakciji ne izvedejo do konca in končajo transakcijo. 
‒ Trajnost (ang. durability): Ko se podatki ustrezno vnesejo v podatkovno bazo, 
ostanejo dostopni za uporabo. Če se sistem iz kakršnegakoli razloga poruši, morajo 
biti podatki ob njegovi ponovni vzpostaviti ponovno na voljo. 
Za delo s transakcijami se uporablja tri ukaze. Na začetku se naznani začetek transakcije, 
ki je večinoma ponazorjen z ukazom START/BEGIN TRANSACTION. Sledijo ukazi, ki se 
izvedejo v sklopu transakcije. Na koncu je možen eden od dveh rezultatov. Transakcija se 
lahko konča uspešno in se v tem primeru potrdi z ukazom COMMIT. V drugem primeru se 
transakcija konča neuspešno, kar pomeni, da se morajo izničiti vse storjene spremembe. 
Sodobni podatkovni sistemi to storijo samodejno, učinek neuspešne transakcije pa se 
lahko dobi tudi s klicanjem ukaza ROLLBACK (MariaDB, b.d.; MySQL, b.d.). 
Spodaj (sliki 44 in 45) sta prikazana oba primera. V prvem se transakcija zaključi z ukazom 
COMMIT in na koncu shrani spremembe. V drugem primeru se enaka transakcija konča z 
ROLLBACK, zato se spremembe ne shranijo v bazo. 




Slika 45: Transakcija, končana z ROLLBACK 
 
Vir: lasten 
Ukaze znotraj transakcije je mogoče razdeliti z vmesnimi točkami. To je izolirana skupina 
ukazov, ki se izvaja v sklopu obstoječe transakcije. Enako kot pri običajnih transakcijah se 
morajo uspešno izvesti vsi ukazi. Če je katerikoli ukaz neuspešen, se stanje podatkovne 
baze razveljavi na stanje pred vmesno točko. Njihova glavna lastnost je izoliranost od 
ostalih ukazov v transakciji. Če se vmesna točka ne izvede uspešno, se razveljavijo le 
spremembe v vmesni točki. Ostale spremembe transakcije izven vmesne točke se izvedejo 
normalno (MySQL, b.d.; SQLite, b.d.). 
Vmesna točka se začne z ukazom SAVEPOINT, kjer se nujno navede tudi njeno 
poimenovanje. Sledijo ukazi, ki se bodo izvedli v njenem sklopu. Podobno kot pri običajnih 
transakcijah se lahko konča na dva načina. Lahko se konča uspešno z ukazom RELEASE 
[ime vmesne točke] ali neuspešno z ukazom ROLLBACK TO [ime vmesne točke] (MySQL, 
b.d.; SQLite, b.d.). 
Na spodnjih slikah (sliki 46 in 47) sta prikazana primera uspeha in neuspeha. V obeh 
primerih transakcija v tabelo »osebe« vstavlja osebo »Mojca Novak« in preko vmesne 
točke osebo »Janez Novak«. V prvem primeru se celotna transakcija konča uspešno in 
zapiše v tabelo obe imeni. V drugem primeru je z ukazom ROLLBACK TO simuliran 
neuspešen vnos vmesne točke »vnesi_janeza«. Kot je razvidno iz slike (slika 47), se je vnos 
Janeza razveljavil, medtem ko se je vnos Mojce, ki ni del vmesne točke, izvedel uspešno. 
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Slika 46: SAVEPOINT – primer uspeha 
 
Vir: lasten 
Slika 47: SAVEPOINT – primer neuspeha 
 
Vir: lasten 
Transakciji je mogoče določiti tudi stopnjo izolacije. Ta določa, do kakšne mere je 
transakcija izolirana od ostalih transakcij in način, kako se podatki zaklepajo in sproščajo. 
Obstajajo štiri različne stopnje, ki se večinoma nanašajo na branje podatkov (MariaDB, 
b.d.; MySQL, b.d.): 
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‒ READ UNCOMMITTED, ki je najohlapnejša stopnja izolacije. Pri tej stopnji lahko 
transakcija prebere tudi podatke, ki jih je sočasno spreminjala druga transakcija, 
tudi če ti še niso potrjeni (niso bili potrjeni s COMMIT). 
‒ REPEATABLE READ, ki zagotavlja, da transakcija vedno prebere konsistentno stanje 
podatkovne baze. To pomeni, da ostalim transakcijam prepreči sočasno 
spreminjanje podatkov ali pa teh sprememb ne vidi. 
‒ READ COMMITTED deluje na podoben način kot READ UNCOMMITTED. Pri tej 
stopnji izolacije lahko transakcija prebere tudi podatke, ki jih je sočasno 
spreminjala druga transakcija, a le, če so bili ti potrjeni (z ukazom COMMIT). 
‒ SERIALIZABLE, ki je najstrožja stopnja izolacije. Onemogoča spreminjanje 
podatkov, dodajanje podatkov v tabelo ali brisanje podatkov iz tabele, če te 
trenutno bere neka druga transakcija. 
4.1.2 Zaklepanje podatkov 
Zaklepanje podatkov je ena izmed tehnik, ki se uporabljajo za zagotavljanje 
konsistentnosti podatkovne baze. Omogoča dostopanje do podatkov podatkovne baze 
brez strahu, da bi jih istočasno spreminjal drug uporabnik in s tem povzročil neveljavno 
stanje. 
Da je delo s podatkovno bazo učinkovitejše, se je razvilo več različnih vrst zaklepanja 
(MySQL, b.d.): 
‒ deljeno (ang. shared), 
‒ ekskluzivno (ang. exclusive), 
‒ namensko deljeno (ang. intention shared), 
‒ namensko ekskluzivno (ang. intention exclusive), 
‒ zaklepanje samodejnega povečanja (ang. auto-increment), 
‒ zaklepanje praznine (ang. gap lock). 
Deljeno zaklepanje se uporablja v primerih, ko se iz podatkovne baze bere. Ker branje ne 
povzroči neskladnega stanja, lahko več transakcij istočasno deljeno zaklene vrstico. Če 
transakcija želi spreminjati podatke, mora počakati, da se branje teh podatkov zaključi 
(MySQL, b.d.). 
Ekskluzivno zaklepanje se uporablja, ko se podatke v podatkovni bazi spreminja, dodaja ali 
briše. Nasprotno kot pri branju lahko takšne akcije povzročijo neskladno stanje. Podatki, 
ki so ekskluzivno zaklenjeni, so tako popolnoma nedostopni ostalim transakcijam (MySQL, 
b.d.). 
Namensko deljeno in namensko ekskluzivno zaklepanje se uporabljata v primerih, ko se za 
zagotavljanje konsistentnosti zaklepajo posamezne vrstice v tabeli. Preden lahko 
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transakcije zaklenejo posamezne vrstice, morajo najaviti svoj namen s tem, da namensko 
zaklenejo celotno tabelo. Če transakcija želi deljeno zakleniti vrstico, mora najprej 
namensko deljeno zakleniti tabelo, šele nato se ji lahko ugodi deljena zaklenitev vrstice. 
Enako velja tudi v drugem primeru. Vrstica se lahko ekskluzivno zaklene le, če je celotna 
tabela že ekskluzivno namerno zaklenjena (MySQL, b.d.). 
Da zaklepanja ustrezno zagotavljajo konsistentnost podatkovne baze, so vnaprej 
definirana pravila, kdaj se transakciji ugodi prošnjo za zaklenitev podatkov in kdaj mora ta 
počakati, da obstoječe transakcije sprostijo podatke. Ta pravila so (MySQL, b.d.): 
‒ deljeno zaklepanje se ugodi transakciji, ki je tabelo/vrstico deljeno ali namensko 
deljeno že zaklenila, 
‒ ekskluzivno zaklepanje se ugodi le, če tabela/vrstica ni zaklenjena, 
‒ deljeno namensko zaklepanje se ugodi vedno, razen če je vsaj ena vrstica v tabeli 
že ekskluzivno zaklenjena, 
‒ ekskluzivno namensko zaklepanje se ugodi, če je tabela/vrstica že deljeno ali 
namensko deljeno zaklenjena. 
Zaklepanje samodejnega povečanja je vrsta zaklepanja celotne tabele pri tabelah, ki 
vsebujejo stolpec, definiran kot auto-increment (vrednost stolpca je pri vsaki novo 
vneseni vrstici za 1 večja od prejšnjega). Tabela se s to vrsto zaklepanja zaklene takrat, ko 
se vanjo vnašajo nove vrstice. Ostalim transakcijam, ki tudi želijo vnašati vrstice v tabelo, 
se to prepreči, dokler se prva transakcija ne izteče in sprosti tabele (MySQL, b.d.). 
Zaklepanje praznine za razliko od ostalih vrst zaklepanja ne zaklepa posamezne vrstice ali 
tabele, temveč se zaklene prostor med izbrano vrstico in prejšnjo vrstico. Če je vrstic več, 
se zaklenejo vsi vmesni prostori med izbranimi vrsticami. Namen takšnega zaklepanja je 
preprečiti drugim transakcijam vnašanje novih vrstic natanko pred ali med izbranimi 
vrsticami, medtem ko jih bere trenutna transakcija (MySQL, b.d.). 
4.1.3 Konsistentno nezaklepajoče branje 
Konsistentno nezaklepajoče branje se uporablja pri branju podatkov. Namesto da se ti 
zaklenejo, se izolacijo transakcije omogoči s kreiranjem slike (ang. snapshot) zadnjega 
potrjenega stanja podatkovne baze. Podatke se nato bere iz kreirane slike (Oracle, b.d.). 
Takšen način branja ne poskrbi le za to, da so prebrani podatki vedno konsistentni z 
zadnjim veljavnim stanjem, ampak tudi skrajša čakalno dobo transakcij, ki želijo 
spreminjati podatke. Te namreč tako ne čakajo, da se branje podatkov konča, in lahko do 
podatkov dostopajo takoj. 
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4.1.4 Omejitve 
Omejitve so v podatkovnih bazah pravila, ki omejujejo določeno delo s podatki in na tak 
način pomagajo zagotavljati integriteto podatkovne baze. Nastavijo se na posameznih 
stolpcih v tabeli, ki diktirajo, kakšen tip podatkov je dovoljeno shranjevati tja. Obstaja več 
različnih vrst omejitev (MariaDB, b.d.): 
‒ NOT NULL, ki zagotovi, da podatek ni NULL, 
‒ UNIQUE, ki zagotovi, da je podatek vedno unikaten, 
‒ CHECK, ki zagotovi, da podatki zadovoljujejo vnaprej določeno pravilo, 
‒ DEFAULT, ki praznemu podatku doda vnaprej določeno vrednost in s tem zagotovi, 
da podatek ni prazen, 
‒ PRIMARY KEY, ki unikatno identificira tabelo (je kombinacija omejitev NULL in 
UNIQUE), 
‒ FOREIGN KEY, ki je namenjen povezovanju dveh tabel in drži enako vrednost kot 
PRIMARY KEY v tabeli, s katero se povezuje. 
4.1.5 Znakovni nabor 
Znakovni nabor v podatkovni bazi je seznam vseh modelov kodiranja znakov, ki ga 
določena podatkovna baza ali pogon podpira. Ker se v računalniškem svetu podatki v 
resnici shranjujejo v binarni obliki, so se razvili številni modeli kodiranja, ki znake (številke, 
črke itd.) ponazorijo v binarni obliki (ASCII, UTF-8, UTF-16 itd.). 
4.1.6 Podatkovni tipi 
Podatkovni tipi v podatkovnih bazah določijo, kakšne vrste podatkov se lahko shranijo v 
določene stolpce v tabeli. Ti so večinoma razdeljeni na podatkovne tipe, ki hranijo 
vrednosti števil, besedil, datumov idr. (MariaDB, b.d.; MySQL, b.d.). 
4.2 PREDSTAVITEV POGONOV 
V nadaljevanju poglavja bodo na podlagi zgoraj opisanih lastnosti predstavljeni posamezni 
pogoni, ki smo jih izbrali zaradi njihove trenutne in zgodovinske popularnosti. Na koncu 







InnoDB je eden najzmogljivejših podatkovnih pogonov in je trenutno privzeto nastavljen 
tako pri MySQL kot tudi pri MariaDB. Podpira uporabo transakcij, skladnih z načeli ACID, 
in zaklepanje na ravni posameznih vrstic v tabeli. Za branje podatkov uporablja 
konsistentno nezaklepajoče branje. Ponuja širok nabor omejitev, med katere spadajo tudi 
tuji ključi. Glede podpore znakovnega nabora nima nobene omejitve. Uporablja lahko vse 
tiste, ki jih ponuja SUPB. Enako velja tudi glede podpore za podatkovne tipe; uporablja 
lahko vse tiste, ki jih podpirata MySQL in MariaDB (MariaDB, b.d.; MySQL, b.d.). 
4.2.2 MyISAM 
MyISAM je eden starejših pogonov, ki je bil na neki točki privzet pogon tako pri MySQL 
kot tudi pri MariaDB. Kasneje sta ga zamenjala InnoDB pri MySQL in XtraDB pri MariaDB 
(ki ga je kasneje zamenjal InnoDB). Je relativno enostaven pogon, ki ne podpira transakcij 
ali tujih ključev. Kljub temu podpira zaklepanje na ravni tabel in omogoča uporabo 
številnih omejitev na tabelah. Ne podpira uporabe tujega ključa. Podpira vse nabore 
znakov, ki jih podpira MySQL (MariaDB, b.d.; MySQL, b.d.). 
4.2.3 ARIA 
ARIA je podatkovni pogon, ki ga podpira MariaDB. V razvoju je od leta 2007 z dolgoročnim 
namenom, da postane privzeti transakcijski pogon pri MariaDB in MySQL (MariaDB, b.d.). 
Njegova uporaba v trenutni verziji MySQL ni možna. 
Trenutna verzija pogona ARIA (verzija 1.5) ne podpira transakcij. Kljub temu podpira 
zaklepanje na ravni tabel. Omogoča tudi dodajanje različnih omejitev. Njegova glavna 
moč je učinkovit sistem za ponovno vzpostavitev podatkovne baze v primeru sesutja 
sistema. Podpira vse nabore znakov, ki jih ponuja MariaDB. 
ARIA implementira ponovno vzpostavitev podatkov z uporabo t. i. transakcijskega 
dnevnika (ang. transaction log). Tabele ARIA imajo nastavitev, ki se imenuje 
»TRANSACTIONAL« (privzeto je izklopljena). V primeru, da je ta vklopljena 
(»TRANSACTIONAL = 1«), se vse spremembe, ki so storjene nad tabelo, shranijo tudi v 
transakcijski dnevnik. V primeru sesutja je tako z njihovo uporabo mogoče rekreirati 
vsebino tabele. Cena uporabe transakcijskega dnevnika je počasnejše delovanje in večja 
prostorska zasedenost podatkovne baze (MariaDB, b.d.). 
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4.2.4 SQLite 
SQLite je programska oprema, namenjena grajenju in administraciji relacijskih 
podatkovnih baz. Za svoje delovanje ne uporablja nobenih zunanjih pogonov. Za 
delovanje podatkovne baze (pisanje in branje) poskrbi kar sam. 
Največja razlika med SQLite in ostalimi podatkovnimi bazami, kot sta MySQL in MariaDB, 
je, da SQLite za svoje delovanje ne uporablja ločene naprave za shranjevanje podatkov. 
Podatke shranjuje na isti napravi, kjer teče aplikacija, ki uporablja bazo. Zaradi tega SQLite 
ne potrebuje sistema, ki bi bil zadolžen za komunikacijo s strežnikom, kar zelo poenostavi 
njegovo delovanje. Posledično je primeren za uporabo na prenosljivih napravah (tablicah, 
pametnih telefonih itd.) in pri aplikacijah, ki ne potrebujejo obširne podatkovne baze 
(Kreibich, 2010, str. 1–2). 
Podatkovne baze SQLite so tudi zelo enostavno prenosljive med različnimi napravami. 
Podatkovna baza je implementirana tako, da se vsi podatki shranijo le v eno datoteko. Za 
prenos podatkovne baze je tako potrebno le enostavno kopiranje te datoteke (Kreibich, 
2010, str. 1–2). 
SQLite podpira transakcije, ki so skladne z načeli ACID, in omogoča uporabo številnih 
omejitev na svojih tabelah. Med te spada tudi uporaba tujega ključa. Podpira tudi 
zaklepanje podatkov. Ker se transakcije in zaklepanje podatkov v SQLite nekoliko 
razlikujejo od ostalih relacijskih baznih sistemov, bodo v nadaljevanju posebej 
predstavljeni. 
4.2.4.1 Transakcije 
Transakcije v SQLite se začnejo z ukazom BEGIN TRANSACTION. Končajo se z ukazom END 
ali COMMIT, ki potrdi transakcijo. Enako kot transakcije v InnoDB se lahko tudi te ročno 
zavrže z ukazom ROLLBACK (SQLite, b.d.). 
Večja sprememba transakcij SQLite se kaže v tem, da se jih lahko nastavi kot DEFERRED, 
IMMEDIATE ali EXCLUSIVE. Če se ne nastavi nobene izmed teh možnosti, se privzeto 
nastavi na DEFERRED. Te tri nastavitve je mogoče razumeti kot stopnjo izolacije in se 
uporabljajo v zvezi z zaklepanjem podatkov v primeru branja (SQLite, b.d.). 
Če je transakcija nastavljena na DEFERRED, podatke zaklene šele ukaz v transakciji, ki želi 
dostopati do podatkov (za branje ali pisanje), in ne ob njenem začetku. Če je nastavljena 
na IMMEDIATE, se podatki zaklenejo že takoj na začetku transakcije. V obeh primerih 
podatki ostanejo na razpolago transakcijam, ki jih imajo namen le brati (SQLite, b.d.). 
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Če je transakcija nastavljena na EXCLUSIVE, se podatki ekskluzivno zaklenejo že takoj na 
začetku transakcije. Pri ekskluzivnem zaklepanju so podatki do njihove sprostitve tudi 
popolnoma nedostopni ostalim transakcijam (SQLite, b.d.). 
Enako kot InnoDB tudi SQLite podpira gnezdenje transakcij z uporabo vmesne točke 
(SAVEPOINT). Uporaba vmesnih točk je v SQLite enaka kot v ostalih pogonih, zato tukaj ne 
bo še enkrat predstavljena (SQLite, b.d.). 
4.2.4.2 Zaklepanje 
Zaklepanje v SQLite se že v osnovi razlikuje od zaklepanja v ostalih podatkovnih bazah. 
SQLite hrani podatkovno bazo v eni sami datoteki. Namesto zaklepanja posameznih tabel 
ali posameznih vrstic v tabeli zaklepa datoteko, ki vsebuje podatkovno bazo. SQLite pozna 
štiri različne vrste zaklepanja datoteke (SQLite, b.d.): 
‒ deljeno (ang. shared), 
‒ rezervirano (ang. reserved), 
‒ čakajoče (ang. pending), 
‒ ekskluzivno (ang. exclusive). 
Podatkovna baza se deljeno zaklene takrat, ko transakcije do podatkov dostopajo z 
namenom branja. Deljeno zaklepanje se lahko ugodi več transakcijam hkrati. 
Podatkovno bazo rezervirano zaklenejo transakcije, ki želijo pisati vanjo. Rezervirano 
zaklepanje je sočasno dovoljeno le eni transakciji; ostale morajo počakati, da se ta zopet 
sprosti. Kljub temu je dovoljen sočasen obstoj deljenih zaklepanj. 
Čakajoče zaklepanje uporabi transakcija, ki želi pisati v podatkovno bazo, če je v danem 
trenutku deljeno zaklenjena. Čakajoče zaklepanje prepreči nadaljnja dodajanja deljenih 
zaklepanj in tako zmanjša čakalni čas transakcije, ki želi pisati v bazo. 
Najstrožje zaklepanje je ekskluzivno, uporabi pa ga transakcija, ki bo pisala v podatkovno 
bazo. Ekskluzivno zaklepanje se lahko poda na podatkovno bazo le, če ta ni zaklenjena z 
nobeno vrsto zaklepanja. Dokler je ekskluzivno zaklenjena, se prepreči vsa ostala 
zaklepanja. 
4.3 UGOTOVITVE 
V spodnji tabeli 7 je prikazana primerjava glavnih lastnosti obravnavanih pogonov. 
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Tabela 7: Primerjava lastnosti pogonov InnoDB, MyISAM, ARIA in SQLite 
 InnoDB MyISAM ARIA SQLite 
Transakcije da ne ne da 




da ne ne ne 




not null, unique, 
check, default, 
primary key 
not null, unique, 
check, default, 
primary key 




Znakovni nabor enak kot SUPB enak kot SUPB enak kot 
MariaDB 
UTF-8, UTF-16 


















Od vseh obravnavanih baznih pogonov se je InnoDB izkazal kot najboljši. 
Najpomembnejša lastnost, ki ga razlikuje od ostalih pogonov, je njegova podpora za 
transakcije, skladna z načeli ACID. Druga prednost pogona InnoDB je njegova podpora 
zaklepanja posameznih vrstic. Ta v kombinaciji s konsistentnim nezaklepajočim branjem 
pride do izraza pri velikih obremenitvah podatkovne baze. 
Pogona MyISAM in ARIA sta si, kar se tiče podprtih lastnosti, zelo podobna. Nobeden od 
njiju ne podpira uporabe transakcij, ki upoštevajo načela ACID. Oba pogona podpirata 
zaklepanje podatkov na ravni celotne tabele, nobeden od njiju pa ne podpira uporabe 
tujih ključev. Kljub temu med njima obstaja pomembna razlika. ARIA z uporabo 
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transakcijskega dnevnika omogoča rekonstrukcijo podatkov v primeru sesutja sistema, 
medtem ko MyISAM tega ne omogoča. Kljub temu imata oba, MyISAM in ARIA, manjšo 
prostorsko zasedenost kot InnoDB. Tabela, ki z uporabo pogona InnoDB zasede 3072 KB, 
je velika 1442 KB pri uporabi pogona MyISAM in 1616 KB pri uporabi pogona ARIA. 
MyISAM in ARIA v primerjavi z InnoDB podpirata precej manj funkcionalnosti. Kljub večji 
prostorski učinkovitosti imata preveč pomanjkljivosti. Njuna največja pomanjkljivost je 
odsotnost podpore za uporabo transakcij. To v kombinaciji s sistemom, ki ne podpira 
zaklepanja posameznih vrstic, pomeni, da sta oba neprimerna za uporabo v podatkovnih 
bazah, kjer se podatki pogosto spreminjajo. Še ena pomembna pomanjkljivost v 
primerjavi z InnoDB je odsotnost podpore za tuje ključe. 
SQLite se v tem primeru razlikuje od ostalih SUPB predvsem po tem, da ne podpira 
nobenih zunanjih pogonov, ampak za upravljanje podatkovne baze poskrbi sam. Za razliko 
od pogonov MyISAM in ARIA podpira uporabo transakcij in tujih ključev. Zaklepanje 
podatkov izvaja na ravni celotne datoteke, kar je od vseh naštetih najmanj učinkovit način 
zaklepanja. 
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5 VARNOST HRANJENJA PODATKOV 
Hranjenje velike količine podatkov, kot to omogočajo sodobni podatkovni sistemi, je 
nedvomno eden ključnih dejavnikov tehnološkega razvoja. A znano je, da le hranjenje 
podatkov ni dovolj. Da imamo od tega korist, je treba ustrezno obdelati podatke in 
prikazovati rezultate. Problem nastane, ko je obdelovanje določenih podatkov ali njihovo 
razkritje nezaželeno. 
To se kaže predvsem takrat, ko se govori o podatkih občutljive narave. V to kategorijo 
največkrat spadajo podatki o osebnih financah, zdravstvenem stanju, politični in religijski 
usmerjenosti itd. Govorimo torej o zasebnih podatkih, za katere si želimo, da ostanejo 
anonimni, in katerih neavtorizirano razkritje ali obdelava bi lahko povzročila takšno ali 
drugačno škodo za posameznika ali organizacijo. 
Za rešitev tega problema so bili sprejeti pravilniki in zakonodaja, ki poskušajo nadzorovati 
in zagotavljati varnost podatkov. V nadaljevanju tega poglavja bodo predstavljeni pravni 
akti, katerih namen je reguliranje in zagotavljanje varstva podatkov. Za pomoč pri 
razumevanju teh pravnih aktov bodo uporabljena besedila informacijskega pooblaščenca. 
Predstavljena bodo tudi orodja, ki jih ponujajo obravnavani SUPB (MySQL, MariaDB in 
SQLite), s katerimi se lahko zagotavlja varstvo podatkov že na nivoju teh baznih sistemov. 
5.1 ANALIZA PREDPISOV IN ZAKONODAJE 
Za regulacijo in zagotavljanje varnosti podatkov sta v Sloveniji aktivna dva pravna akta. 
Prvi je Zakon o varstvu osebnih podatkov (ZVOP-1, Uradni list RS, št. 67/07), ki je bil 
sprejet leta 2004. Drugi je Splošna uredba o varstvu podatkov (Uredba (EU) 2016/679 
Evropskega parlamenta in Sveta z dne 27. aprila 2016 o varstvu posameznikov pri 
obdelavi osebnih podatkov in o prostem pretoku takih podatkov ter o razveljavitvi 
Direktive 95/46/ES, GDPR, Uradni list EU, št. L 119/1), sprejeta v Evropskem parlamentu 
leta 2016, ki velja tudi v vseh ostalih članicah Evropske unije. 
Področje, ki ga obsega ZVOP-1, je definirano v prvem členu tega zakona: »S tem zakonom 
se določajo pravice, obveznosti, načela in ukrepi, s katerimi se preprečujejo neustavni, 
nezakoniti in neupravičeni posegi v zasebnost in dostojanstvo posameznika […] pri 
obdelavi osebnih podatkov« (1. člen ZVOP-1). Kot piše v navedenem členu, se zakon 
ukvarja predvsem s človeškim vidikom; kdo ima katere pravice in obveznosti, kako se bo 
te dejavnosti nadzorovalo itd. Za to diplomsko delo so zanimive predvsem zahteve za 
varno shranjevanje in hranjenje podatkov. To področje urejata dva člena ZVOP-1, in sicer 
14. in 24. člen. 
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14. člen navaja: »Občutljivi osebni podatki morajo biti pri obdelavi posebej označeni in 
zavarovani tako, da se nepooblaščenim osebam onemogoči dostop do njih […]« (prvi 
odstavek 14. člena ZVOP-1) in »Pri prenosu občutljivih osebnih podatkov […] se šteje, da 
so podatki ustrezno zavarovani, če se posredujejo z uporabo kriptografskih metod in 
elektronskega podpisa tako, da je zagotovljena njihova nečitljivost oziroma 
neprepoznavnost med prenosom« (drugi odstavek 14. člena ZVOP-1). Iz tega lahko 
razberemo, da morajo biti občutljivi osebni podatki na nek način šifrirani in nedostopni 
uporabnikom, ki niso pooblaščeni za njihovo uporabo. Podobno velja tudi za proces 
prenašanja podatkov od enega uporabnika do drugega. Tu morajo biti podatki tekom 
celotnega procesa zavarovani in vidni le osebi, ki jih pošilja, ter osebi, ki jih prejema. 
24. člen ZVOP-1 podrobneje opredeli zavarovanje podatkov, in sicer: »Zavarovanje 
osebnih podatkov obsega organizacijske, tehnične in logično-tehnične postopke in 
ukrepe, s katerimi se varujejo osebni podatki, preprečuje slučajno ali namerno 
nepooblaščeno uničevanje podatkov, njihova sprememba ali izguba ter nepooblaščena 
obdelava teh podatkov […]« (prvi odstavek 24. člena ZVOP-1). Navedeni so tudi potrebni 
ukrepi, ki navajajo, da se mora ustrezno zavarovati programska oprema, preprečiti 
nepooblaščene dostope do podatkov pri njihovem prenosu, omogočiti blokiranje, 
uničenje ali izbris podatkov in hraniti evidenco o njihovih spremembah in osebah, ki so 
izvajale spremembe (prvi odstavek, druga do peta alineja 24. člena ZVOP-1). V tem členu 
je tudi navedeno, da morajo biti varnostni ukrepi ustrezni glede na raven tveganja in 
občutljivost podatkov (tretji odstavek 24. člena ZVOP-1). Podatki, ki so občutljivejši in 
obstaja večje tveganje za njihovo razkritje ali nepooblaščeno obdelavo, morajo torej biti 
bolj zavarovani. 
Drugi pravni akt, ki ga je treba upoštevati, je GDPR. Podobno kot ZVOP-1 tudi GDPR zelo 
široko ureja varovanje podatkov, od dolžnosti in obveznosti obdelovalcev podatkov do 
pravic udeležencev, katerih podatki se obdelujejo: »Ta uredba se uporablja za obdelavo 
osebnih podatkov v celoti ali delno z avtomatiziranimi sredstvi in za drugačno obdelavo 
kakor z avtomatiziranimi sredstvi za osebne podatke, ki so del zbirke ali so namenjeni 
oblikovanju dela zbirke.« (drugi odstavek 2. člena GDPR). Pravni akt kot celota zajema 
celotno področje obdelave podatkov na območju Evropske unije, kot je definirano v 3. 
členu GDPR. Del vsebine je namenjen tudi specifikaciji varovanja podatkov. 
Varnost podatkov je specificirana v 32. členu, ki navaja: »[…] upravljavec in obdelovalec z 
izvajanjem ustreznih tehničnih in organizacijskih ukrepov zagotovita ustrezno raven 
varnosti […]« (prvi odstavek 32. člena GDPR). Poda tudi nekatere možne ukrepe, kot so 
psevdonimizacija, šifriranje, možnost zagotovitve stalne celovitosti in dostopnosti 
podatkov, možnost povrnitve dostopa do podatkov v primeru incidenta in zagotovitev 
postopkov testiranja (32. člen GDPR). Poleg tega zahteva onemogočenje dostopa do 
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podatkov za osebe, ki za to niso pooblaščene (četrti odstavek 32. člena GDPR). Podobno 
kot ZVOP-1 tudi GDPR ne zahteva uporabe vseh možnih ukrepov v vseh primerih. Navaja 
namreč, naj bo uporaba varnostnih ukrepov sorazmerna s stopnjo tveganja (drugi 
odstavek 32. člena GDPR). 
V obdobju pisanja diplomskega dela je v postopku sprejemanja še en pravni akt, katerega 
namen je regulacija varovanja podatkov. To je novi Zakon o varstvu podatkov (v 
nadaljevanju ZVOP-2) (E-uprava, 2019). Glavni namen tega zakona je posodobiti in 
podrobneje obravnavati varovanje podatkov. Z njegovim sprejetjem bi se popolnoma 
zamenjal in ukinil ZVOP-1. V primeru, da se ga ne sprejme, se bo normalno upošteval 
ZVOP-1 skupaj z GDPR (Informacijski pooblaščenec, 2018, str. 22). 
V primeru, da se ZVOP-2 sprejme, bo varnost hranjenja podatkov obravnaval 26. člen. Ta 
navaja: »Upravljalec in obdelovalec […] z ustreznimi tehničnimi in organizacijskimi ukrepi, 
s katerimi se varujejo osebni podatki ter preprečuje njihovo naključno, namerno ali 
drugače nezakonito uničenje, spremembo, izgubo, nepooblaščeno razkritje, dostop ali 
drugo nepooblaščeno obdelavo, zagotavljata ustrezno raven varnosti osebnih podatkov 
ob upoštevanju vseh tveganj pri obdelavi osebnih podatkov.« (prvi odstavek 26. člena 
ZVOP-2). Pri tem zahteva, da morajo biti tehnični ukrepi primerni sodobni tehnologiji in 
ustrezni glede na stopnjo tveganja in stroške. Navaja tudi morebitne ukrepe, s katerimi 
naj se izvaja varovanje podatkov: psevdonimizacija, šifriranje, možnost povrnitve dostopa 
do podatkov v primeru incidenta, preprečitev dostopa neavtoriziranim osebam, določitev 
obveznosti in omejitev zaposlenih pri obdelovalcu podatkov, možnost poznejšega 
ugotavljanja sprememb podatkov in možnost rednega testiranja in ocenjevanja ukrepov 
(drugi odstavek 26. člena ZVOP-2). 
5.2 IZSLEDKI ZAKONODAJE 
S poznavanjem zahtev in specifikacij pravnih aktov ZVOP-1, ZVOP-2 in GDPR je mogoče 
sestaviti celotno sliko pravnih zahtev glede varnega hranjenja podatkov na ravni 
podatkovnih sistemov. V primeru, da se ZVOP-2 sprejme, bo to primarna pravna podlaga 
za urejanje varnosti podatkov. V primeru, da se ne sprejme, se bosta za reševanje teh 
primerov uporabljala GDPR in ZVOP-1 (Informacijski pooblaščenec, 2018, str. 22). 
V smernicah informacijskega pooblaščenca je navedeno, da je varnost podatkov večinoma 
prevzel GDPR, ki to ureja predvsem v svojem 32. členu (Informacijski pooblaščenec, 2018, 
str. 21). Kot omenjeno že zgoraj, pa za varovanje podatkov veljajo tudi nekateri členi 
ZVOP-1. Med členi, ki ostanejo veljavni, sta tudi člena, ki sta zanimiva za podatkovne 
sisteme, 24. in 25. člen (Informacijski pooblaščenec, 2018, str. 22). 
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Informacijski pooblaščenec v svojih smernicah glede ZVOP-1 in GDPR tudi poudarja, da 
morajo biti vsi varnostni ukrepi ustrezni tveganju. Pri tem daje poudarek človeškemu in ne 
tehničnemu faktorju. Veliko pozornosti je treba nameniti temu, da so prostori in sistemi, 
kjer se dostopa do podatkov in se jih obdeluje, nedostopni nepooblaščenim osebam ter 
da so vzpostavljeni sistemi testiranja in ocenjevanja obstoječe varnosti. Glede tehničnih 
specifikacij informacijski pooblaščenec navaja, da se oba akta, tako GDPR kot ZVOP-1, 
izogibata specifičnih postopkov in navodil. Kot razlog za to podaja nenehen tehnološki 
razvoj in napredek, ki vedno prinaša nove in boljše rešitve. Izbira specifičnih rešitev za 
varovanje podatkov tako pade na upravljalca ali obdelovalca podatkov (Informacijski 
pooblaščenec, 2015, 2018). 
5.3 IMPLEMENTACIJE VARNOSTNIH SISTEMOV V PODATKOVNIH SISTEMIH 
Obstoječa zakonodaja se večinoma osredotoča na človeški faktor varovanja podatkov. 
Kljub temu omenja tudi nekatere varnostne tehnike, ki bi jih podatkovne baze morale 
zagotavljati. Te varnostne ukrepe lahko v grobem razdelimo v tri skupine: 
‒ omejevanje dostopa do podatkov, 
‒ šifriranje podatkov, 
‒ uporaba varnih povezav za deljenje podatkov. 
V nadaljevanju tega poglavja bo predstavljeno, katere izmed naštetih varnostnih ukrepov 
podpirajo obravnavani SUPB. Pri tem se bodo upoštevali le tisti varnostni ukrepi, ki ne 
zahtevajo nobenih plačil ali zakupov licenc. 
5.3.1 Omejevanje dostopa 
Omejevanje dostopa se v MySQL in MariaDB upravlja z uporabo uporabniških računov. 
Vsak uporabnik, ki želi dostopati do podatkov v podatkovni bazi, mora to storiti preko 
svojega uporabniškega računa. Ta je sestavljen iz imena in naslova naprave, ločenima z 
»@«. Ime je sestavljeno iz poljubne kombinacije črk in številk. Naslov naprave je v 
primeru lokalne naprave zapisan z imenom »localhost« ali z IP-naslovom (MariaDB, b.d.; 
MySQL, b.d.). 
Poleg uporabniških računov je uporabnike mogoče omejiti tudi s pravilno administracijo 
privilegijev. Preden lahko uporabnik nad podatkovno bazo izvede kakršnekoli ukaze ali 
poizvedbe, mora imeti za to dodane potrebne pravice (MariaDB, b.d.; MySQL, b.d.). 
Pravice se lahko dodelujejo uporabnikom neposredno ali posredno, z uporabo vlog. Ker so 
te poimenovane, se lahko preko njih definirajo jasne skupine različnih uporabnikov (npr. 
»bralec«, ki lahko iz podatkovne baze le bere, itd.). Njihova uporaba olajša administracijo 
uporabnikov, saj tako ni treba skrbeti, katere pravice so bile dodeljene posameznemu 
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uporabniku, ker je to jasno definirano z vlogami. Vloge lahko torej razumemo kot neko 
poimenovano skupino uporabnikov, ki imajo dodeljene določene pravice. Kreiranim 
uporabnikom lahko tako dodelimo določeno vlogo, s katero bo dobil potrebne pravice 
(MariaDB, b.d.; MySQL, b.d.). 
Uporabniške račune se kreira z ukazom CREATE USER [uporabnik]. Ukazu se lahko 
opcijsko doda tudi geslo, z ukazom IDENTIFIED BY [geslo]. Čeprav sintaksa za kreacijo 
uporabnika ne zahteva gesla, je njegova dodelitev iz varnostnih razlogov priporočljiva. 
Sintaksa za kreacijo vlog je podobna kreaciji uporabnikov – CREATE ROLE [ime vloge]. Te 
vloge se uporabnikom dodajajo z ukazom GRANT [vloga] TO [uporabnik]. Končno 
dodajanje pravic ali vlog uporabnikom se doseže z ukazom GRANT [pravica] ON 
[podatkovna baza] TO [uporabnik ali vloga]. 
Na spodnji sliki 48 je prikazan enostaven primer, kjer se kreiranemu uporabniku dodeli 
vlogo bralca, ki lahko na podatkovni bazi izvaja le bralne operacije (SELECT). Prvi ukaz 
kreira uporabnika z imenom »uporabnik«, ki je registriran na lokalni napravi (»localhost«). 
Uporabnik ima dodeljeno geslo »geslo123«. Drugi ukaz kreira vlogo z imenom »bralec«, ki 
mu je v tretjem ukazu dodeljena pravica za izvajanje ukaza SELECT. Zadnji ukaz 
uporabniku dodeli vlogo bralca (znak »*.*« pomeni, da se bodo vloge dodelile globalno, 
pri vseh podatkovnih bazah na strežniku). 




Z ukazom SHOW GRANTS si je mogoče ogledati obstoječe uporabnike in katere vloge so 
jim dodeljene. Ogledati si je mogoče tudi trenutno stanje vlog in katere pravice vsebujejo. 
Na spodnji sliki 49 je v prvem primeru prikazan seznam vseh uporabnikov in njihovih vlog, 
v drugem primeru pa so prikazane vse vloge z njihovimi pravicami. 
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Slika 49: MySQL – pregled uporabnikov in vlog 
 
Vir: lasten 
5.3.2 Šifriranje podatkov 
MySQL in MariaDB omogočata šifriranje podatkov na dva načina. Oba SUPB imata 
implementirane številne funkcije šifriranja, s katerimi je mogoče šifrirati podatke, preden 
se ti shranijo, in jih dešifrirati, ko se po njih poizveduje (MariaDB, b.d.; MySQL, b.d.). 
Poleg teh funkcij imata oba SUPB tudi implementirano podporo za uporabo različnih 
vtičnikov, ki omogočajo samodejno šifriranje shranjenih podatkov. Ti vtičniki so večinoma 
plačljivi, a imata oba SUPB vnaprej nameščena tudi brezplačna vtičnika, ki bosta 
predstavljena v nadaljevanju poglavja (MariaDB, b.d.; MySQL, b.d.). 
5.3.2.1 Funkcije šifriranja 
V spodnji tabeli 8 so navedene vse implementirane funkcije, ki jih MySQL in MariaDB 
ponujata za šifriranje podatkov. 
Tabela 8: Funkcije šifriranja podatkov MySQL in MariaDB 
Funkcija Opis 
AES_DECRYPT  Dešifrira podane podatke, šifrirane z AES. [MYSQL in 
MariaDB] 
AES_ENCRIPT Šifrira podane podatke z uporabno AES. [MYSQL in MariaDB] 
ASYMMETRIC_DECRYPT Dešifrira podane podatke z uporabo privatnega ali javnega 
ključa. [le MySQL] 
ASYMMETRIC_DERIVE Iz podanega asimetričnega ključa vrne simetrični ključ. [le 
MySQL] 
ASYMMETRIC_ENCRYPT Šifrira podane podatke z uporabo privatnega ali javnega 
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ključa. [le MySQL] 
ASYMMETRIC_SIGN Podano sporočilo podpiše z uporabo podanega privatnega 
ključa. Vrne podpisani tekst v binarni obliki. [le MySQL] 
ASYMMETRIC_VERIFY Preveri, ali se podpis ujema z zgoščenim sporočilom. [le 
MySQL] 
COMPRESS Vrne podano sporočilo v binarni obliki. [le MySQL] 
CREATE_ASYMMETRIC_PRIV_KEY Ustvari asimetrični privatni ključ. [le MySQL] 
CREATE_ASYMMETRIC_PUB_KEY Ustvari asimetrični javni ključ. [le MySQL] 
CREATE_DH_PARAMETERS Kreira skupno skrivnost, ki se uporablja za kreacijo DH 
privatnega in tujega ključa. [le MySQL] 
CREATE_DIGEST Vrne zgoščeno sporočilo. Za zgoščevanje lahko uporabi 
SHA224, SHA256, SHA384 in SHA512. [le MySQL] 
DES_DECRYPT Dešifrira podane podatke, šifrirane z DES. [MySQL in 
MariaDB] 
DES_ENCRYPT Šifrira podane podatke, šifrirane z DES. [MySQL in MariaDB] 
MD5 Izračuna MD5 kontrolno vsoto. [MySQL in MariaDB] 
RANDOM_BYTES Vrne sporočilo, sestavljeno iz naključnih bajtov. Dolžina 
sporočila je podana. [le MySQL] 
SHA1, SHA Izračuna SHA-1 160-bitno kontrolno vsoto. [SHA le MySQL, 
SHA1 MySQL in MariaDB] 
SHA2 Izračuna SHA-2 kontrolno vsoto. [MySQL in MariaDB] 
STATEMENT_DIGEST Dobi tekst SQL-poizvedbe in vrne njegovo zgoščeno 
vrednost. [le MySQL] 
STATEMENT_DIGEST_TEXT Dobi tekst SQL-poizvedbe in vrne njegovo normalizirano 
vrednost. [le MySQL] 
UNCOMPRESS Dobi sporočilo, zgoščeno v binarno obliko, in vrne originalno 
sporočilo. [MySQL in MariaDB] 
UNCOMPRESSED_LENGTH Dobi sporočilo, zgoščeno v binarno obliko, in vrne dolžino 
originalnega sporočila. [MySQL in MariaDB] 
VALIDATE_PASSWORD_STRENGTH Sporoči moč podanega gesla. Oceni ga med 0 in 100. [le 
MySQL] 
DECODE Dešifrira podano šifrirano sporočilom z geslom, ki je bilo 
uporabljeno za šifriranje. [le MariaDB] 
ENCODE Šifrira podano sporočilo glede na podano geslo. [le 
MariaDB] 
ENCRYPT Šifrira podano sporočilo. [le MariaDB] 
OLD_PASSWORD Dobi geslo v tekstovni obliki in vrne njegovo zgoščeno 
vrednost v binarni obliki. Od verzije MariaDB 4.1. naprej se 
uporablja učinkovitejša funkcija PASSWORD. [le MariaDB] 
PASSWORD Dobi geslo v tekstovni obliki in vrne njegovo zgoščeno 
vrednost v binarni obliki. [le MariaDB] 
Vir: MariaDB (b.d.); MySQL (b.d.) 
62 
Za boljše razumevanje je na spodnji sliki 50 prikazan enostaven primer uporabe funkcij, ki 
za šifriranje in dešifriranje uporabljata AES (ang. Advanced Encryption Standard). Funkcija 
prejme dva argumenta: sporočilo, ki se bo šifriralo, in ključ, ki se bo uporabljal za 
šifriranje. V spodnjem primeru se šifrira sporočilo »To je skrivnost!« s ključem »kljuc«. 
Funkcija spremeni sporočilo v neberljivo kombinacijo znakov, kar se tudi shrani v tabeli. 
Za dostopanje do šifriranega podatka se uporabi funkcijo za dešifriranje, ki dobi šifrirano 
sporočilo in ključ, ki se je uporabljal za šifriranje. 
Slika 50: Primer šifriranja in dešifriranja podatkov z uporabo AES-funkcij 
 
Vir: lasten 
5.3.2.2 Šifriranje tabel 
MySQL in MariaDB preko pogona InnoDB omogočata tudi šifriranje celotnih tabel (ang. 
data-at-rest encryption). Vsi podatki, ki jih uporabnik želi shraniti, se z uporabo AES 
šifrirajo in v šifrirani obliki shranijo v tabelo. Uporabniku se tako ni treba neposredno 
ukvarjati s šifriranjem in dešifriranjem podatkov, mora pa skrbeti za ključ, ki se bo 
uporabljal za šifriranje in dešifriranje (MySQL, b.d.). 
Za šifriranje tabel InnoDB se uporabljata dva ključa: tabelarni/privatni in glavni ključ. 
Vsaka tabela ima svoj tabelarni ključ, ki ga uporabi za šifriranje (in dešifriranje) dejanskih 
podatkov. Ti tabelarni ključi se nato šifrirajo (in dešifrirajo) z uporabo glavnega ključa, ki 
ga priskrbi uporabnik (MySQL, b.d.). 
Razlog za uporabo dveh ključev namesto enega je hitrejša menjava glavnega ključa. 
Pomemben del zagotavljanja varnosti je namreč redno menjavanje glavnega ključa. Če bi 
bili podatki šifrirani neposredno z glavnim ključem, bi se ob njegovi zamenjavi morali 
dešifrirati in nato z novim ključem šifrirati vsi shranjeni podatki. Taka operacija bi bila 
časovno zelo potratna tudi pri manj obsežnih podatkovnih bazah. Z menjavo glavnega 
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ključa se tako namesto vseh podatkov šifrirajo in dešifrirajo le tabelarni ključi (MySQL, 
b.d.). 
Za upravljanje uporabnikovega glavnega ključa se uporablja številne zunanje vtičnike, ki 
jih podpira InnoDB. V nadaljevanju poglavja bosta predstavljena brezplačna vtičnika, ki sta 
pri MySQL in MariaDB inicialno že naložena. MySQL inicialno ponuja vtičnik 
»keyring_file«, MariaDB pa vtičnik »file_key_management« (MariaDB, b.d.; MySQL, b.d.). 
»Keyring_file« je enostaven vtičnik, ki hrani glavni ključ v običajni tekstovni datoteki. Če 
datoteke ne poda uporabnik, jo vtičnik generira sam. Pomembna lastnost vtičnika 
»keyring_file« je tudi podpora enostavne menjave glavnega ključa (MySQL, b.d.). 
Da vtičnik postane na voljo za uporabo, je treba navesti potrebno konfiguracijo. To se 
lahko stori v datoteki »my.ini«, kamor se v sekcijo »[mysqld]« v »early-plugin-load« 
navede pot do datoteke vtičnika, ki ga bo MySQL uporabljal. S tem se omogoči uporabo 
vtičnika, sam »keyring_file« vtičnik pa potrebuje še pot do »keyring« datoteke, kamor se 
bo shranil glavni ključ. Primer konfiguracije je prikazan na spodnji sliki 51. 
Slika 51: MySQL – konfiguracija vtičnika »keyring_file« 
 
Vir: lasten 
Ko je vtičnik omogočen, je mogoče kreirati tabele, ki ga bodo uporabljale za šifriranje. 
Tabeli se enostavno doda nastavitev »ENCRYPTION='Y'« (primer na spodnji sliki 52). V 
primeru, da bi hoteli šifriranje izklopiti, se nastavitev z ukazom ALTER TABLE enostavno 
nastavi na »ENCRYPTION='N'«. Kot že rečeno, vtičnik »keyring_file« omogoča tudi 
enostavno menjavo glavnega ključa, ki se doseže z ukazom »ALTER INSTANCE ROTATE 
INNODB MASTER KEY« (slika 53). 
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Slika 52: MySQL – primer kreacije tabele s šifriranjem podatkov 
 
Vir: lasten 
Vtičnik omogoča tudi rotacijo glavnega ključa oz. zamenjavo glavnega ključa z novim. 
Izvede se z ukazom »ALTER INSTANCE ROTATE INNODB MASTER KEY« (slika 53) (MySQL, 
b.d.). 
Slika 53: MySQL – sintaksa za menjanje glavnega ključa 
 
Vir: lasten 
Drugi predstavljeni vtičnik je »file_key_management«. Ta za razliko od vtičnika 
»keyring_file« omogoča uporabo več različnih glavnih ključev, ki se hranijo v tekstovni 
datoteki. To omogoča, da različne tabele za šifriranje uporabljajo različne ključe (MariaDB, 
b.d.). 
Vtičnik se naloži na enak način kot pri MySQL. V konfiguracijski datoteki se v sekciji 
»[mariadb]« navede ime vtičnika, ki ga bo MariaDB uporabljal (»file_key_management«). 
Podati je treba tudi podatke poti do datoteke, ki bo hranila glavne ključe 
(»encryption_keys.txt« – nahaja se v istem direktoriju). Na spodnji sliki 54 je prikazan 
primer nastavitve. 




Glavni ključi se zapišejo v datoteko v obliki »[id];[ključ]«, kot je prikazano na spodnji sliki 
55. Število ključev ni omejeno, zahtevano pa je, da je podan vsaj en ključ, ki mora biti 
označen s številko 1. Glavni ključi se ne generirajo samodejno in morajo biti ročno 
navedeni v datoteko. Poleg tega se kakršnekoli spremembe nad ključi zaznajo šele po 
ponovnem zagonu podatkovne baze (MariaDB, b.d.). Vse to ima minimalen vpliv na 
varnost podatkov. Če je glavni ključ v datoteki enostavno dostopen, ga lahko kdorkoli 
uporabi za dostopanje do podatkov. 
Slika 55: »File_key_management« – glavni ključi 
 
Vir: lasten 
Šifriranje tabele se določi z ukazom ENCRYPTED=YES, ki se lahko določi že pri njeni kreaciji 
(slika 56) ali pa se doda kasneje z ukazom ALTER TABLE. Ker vtičnik 
»file_key_management« omogoča tudi uporabo različnih glavnih ključev, se ga lahko 
določi z nastavitvijo ENCRYPTION_KEY_ID, kjer se navede njegovo ID-številko. 
Slika 56: MariaDB – primer kreacije tabele s šifriranjem podatkov 
 
Vir: lasten 
Za spremembo glavnega ključa se uporablja običajni ukaz ALTER TABLE (ALTER TABLE 
skrivnostni_podatki ENCRYPTION_KEY_ID=n). Pri tem je treba biti previden, da ključ z 
navedeno ID-številko obstaja. 
Poleg InnoDB lahko MariaDB uporabi vtičnik »file_key_management« tudi za šifriranje 
binarnih dnevnikov in tabel, ki so kreirane s pogonom ARIA. Ta ne podpira uporabe 
enostavne nastavitve ENCRYPTED=YES nad posameznimi tabelami. Nastavitvi za šifriranje 
tabel in binarnih dnevnikov v pogonu ARIA je treba globalno podati v konfiguraciji 
strežnika. Za šifriranje tabel ARIA se nastavi globalno nastavitev 
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»aria_ecrypt_tables=ON«, za šifriranje binarnih dnevnikov pa »encrypt_binlog=ON« 
(prikazano na spodnji sliki 57) (MariaDB, b.d.). 
Slika 57: MariaDB – konfiguracija šifriranja tabel in binarnih dnevnikov ARIA 
 
Vir: lasten 
5.3.3 Varne povezave 
Za omogočanje varnih povezav MySQL in MariaDB podpirata uporabo protokola TLS 
(naslednik protokola SSL). Za vzpostavitev varne povezave so podprte vse tri verzije TLS 
(TLSv1, TLSv1.1 in TLSv1.2). Če verzija ni podana, se uporabi najvišja možna, ki jo 
podpirajo vsi udeleženci v komunikaciji (strežnik in odjemalec) (MariaDB, b.d.; MySQL, 
b.d.). 
MySQL omogoča konfiguracijo in nastavitev protokola TLS z uporabo nastavitev, 
navedenih v spodnji tabeli 9. Čeprav je večina nastavitev imenovanih s predpono »ssl«, 
MySQL podpira le verzije protokola TLS. Poimenovanja se niso posodobila predvsem 
zaradi ohranjanja kompatibilnosti s prejšnjimi verzijami MySQL, ki so podpirale SSL. 
Tabela 9: MySQL – nastavitve protokola TLS 
Ime Opis 
skip-ssl Izpusti šifriranje povezave. [le na strežniku] 
ssl Vzpostavi varno povezavo. [le na strežniku] 
ssl-ca Pot do datoteke, ki vsebuje podatke zaupljive CA. 
ssl-capath Direktorij, ki vsebuje zaupljive CA. 
ssl-cert Pot do datoteke, ki vsebuje certifikat X.509. 
ssl-cipher Seznam dovoljenih šifer (ang. ciphers). 
ssl-crl Pot do datoteke, ki vsebuje seznam preklicanih certifikatov. 
ssl-crlpath Direktorij, ki vsebuje seznam preklicanih certifikatov. 
ssl-fips-mode Nastavitev, ki omogoči način FIPS. 
ssl-key Pot do datoteke, ki vsebuje ključ X.509. 
ssl-mode Nastavitev varnosti povezave. [le na odjemalcu] 
tls-version Dovoljene verzije TLS. [le na odjemalcu] 
Vir: MariaDB (b.d.); MySQL (b.d.) 
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Konfiguracija TLS se izvede na strežniku in po potrebi tudi na odjemalcu. Konfiguracija na 
strežniku se lahko navede v datoteko »my.ini«, pod sekcijo »[mysqld]«. Tu se navede 
predvsem pot do strežnikovega certifikata (»ssl-cert«) in pot do strežnikovega privatnega 
ključa (»ssl-key«). V primeru, da strežnik izvaja tudi verifikacijo odjemalcev, se mora 
podati še pot do datoteke certifikatne avtoritete (v nadaljevanju CA) (»ssl-ca«). Primer 
konfiguracije je prikazan na spodnji sliki 58. 
Slika 58: MySQL – konfiguracija za šifriranje povezav 
 
Vir: lasten 
Podobno konfiguracijo se lahko nastavi tudi pri odjemalcu. Ta običajno potrebuje le pot 
do datoteke CA (»ssl-ca«), ki jo uporablja za verificiranje strežnika. V primeru, da se 
zahteva tudi verifikacija odjemalca, mora imeti odjemalec podane še poti do certifikata in 
privatnega ključa (»ssl-cert«, »ssl-key«). Odjemalčeve nastavitve se lahko doda v 
konfiguracijsko datoteko ali pa se jih navede ob vzpostavitvi povezave, kot je prikazano na 
spodnji sliki 59. 
Slika 59: MySQL – vzpostavitev varne povezave s strežnikom 
 
Vir: lasten 
Da je trenutna povezava res zavarovana, se lahko preveri s spremenljivko »ssl_cipher«, ki 
hrani trenutno uporabljeno šifro (ang. cipher). V primeru, da povezava ni zavarovana, je 
spremenljivka prazna. Preveri se jo z ukazom SHOW SESSION STATUS LIKE 'Ssl_cipher', ki 
je prikazan na spodnji sliki 60. 
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Slika 60: MySQL – preverjanje varnosti povezave med strežnikom in odjemalcem 
 
Vir: lasten 
Tako kot MySQL tudi MariaDB za konfiguracijo protokola TLS ponuja uporabo nastavitev, 
navedenih v spodnji tabeli 10. 
Tabela 10: MariaDB – nastavitve protokola TLS 
Ime Opis 
ssl Zahteva varno povezavo do strežnika. [le na odjemalcu] 
ssl-ca Pot do datoteke, ki vsebuje zaupljive CA. 
ssl-capath Direktorij, ki vsebuje zaupljive CA. 
ssl-cert Pot do datoteke, ki vsebuje certifikat X.509. 
ssl-cipher Seznam dovoljenih šifer (ang. ciphers). 
ssl-crl Pot do datoteke, ki vsebuje seznam preklicanih certifikatov. 
ssl-crlpath Direktorij, ki vsebuje seznam preklicanih certifikatov. 
ssl-key Pot do datoteke, ki vsebuje privatni ključ. 
ssl-verify-server-cert Poleg varne povezave zahteva tudi verifikacijo strežnika. [le na 
odjemalcu] 
Vir: MariaDB (b.d.) 
Kljub temu, da ima MariaDB manjšo izbiro nastavitev, je konfiguracija strežnika in 
odjemalca enaka kot pri MySQL. Za določitev poti do potrebnih datotek se uporabljajo 
enake nastavitve: pot do datoteke certifikata (»ssl-ca«), pot do datoteke privatnega ključa 
(»ssl-key«) in pot do datoteke CA (»ssl-ca«). Konfiguracija strežnika se lahko navede v 
datoteko »my.ini«, pod sekcijo »[mariadb]« (primer na spodnji sliki 61). 




Podobno kot pri strežniku se lahko tudi odjemalcu nastavi podobne nastavitve. Podajo se 
mu lahko poti do certifikata (»ssl-cert«), privatnega ključa (»ssl-key«) in datoteke CA 
(»ssl-ca«). V primeru, da strežnik privzeto ne vzpostavi varne povezave, jo odjemalec 
lahko zahteva s podano nastavitvijo »ssl«. Če odjemalec zahteva tudi verifikacijo 
strežnika, se namesto »ssl« v nastavitve poda »ssl-verify-server-cert«. Enako kot pri 
MySQL se lahko tudi pri MariaDB poda odjemalčeve nastavitve pri vzpostavitvi povezave s 
strežnikom, kot je prikazano na spodnji sliki 62. 
Slika 62: MariaDB – vzpostavitev varne povezave s strežnikom 
 
Vir: lasten 
Da je vzpostavljena povezava res zavarovana s protokolom TLS, se lahko preveri s 
spremenljivko »ssl_cipher«. V primeru, da je povezava zavarovana spremenljivka, hrani 
šifro (ang. cipher), ki jo TLS trenutno uporablja. V nasprotnem primeru je spremenljivka 
prazna. Primer tega prikazuje spodnja slika 63. 




Kot že omenjeno na začetku poglavja, predpisi in zakonodaja v Sloveniji ne zahtevajo 
nobenega specifičnega ukrepa od podatkovnih baz, temveč od upravljalcev in 
obdelovalcev podatkovnih baz zahtevajo, naj sami presodijo, kakšni ukrepi bodo 
najprimernejši glede na stopnjo tveganja in občutljivost podatkov. Ukrepe, ki naj bi se 
izvajali za zagotavljanje varnosti, v grobem kategorizirajo v tri skupine: ukrepi, ki 
onemogočajo neavtoriziran dostop do podatkov; ukrepi, ki onemogočajo neposredno 
branje podatkov; ukrepi, ki omogočijo varno komunikacijo med strežnikom in 
odjemalcem. 
MySQL in MariaDB do neke mere ustrezata vsem naštetim ukrepom. Oba lahko dosežeta 
onemogočanje neavtoriziranega dostopa s kreacijo uporabnikov in pametno razdelitvijo 
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vlog in pravic. To potrjuje tudi Suehring (2002, str. 305), ki je v svoji knjigi podal mnenje, 
da je dodeljevanje vlog in pravic uporabnikom učinkovit način omejevanja dostopa. Meni 
tudi, da bi se v tem primeru moral uporabljati t. i. »least privilege system« oz. sistem 
najožjih pravic. S tem je mišljeno, da se uporabnike grupira v različne vloge, ki so jim 
dodeljene le tiste pravice, ki jih uporabniki potrebujejo. 
Onemogočanje neposrednega branja iz podatkovne baze lahko MySQL in MariaDB 
dosežeta na dva načina. Oba za to ponujata uporabo številnih funkcij, ki se uporabljajo za 
šifriranje in dešifriranje podatkov. Alternativno lahko šifriranje tabel omogočita z 
zunanjimi vtičniki. Glavna pomanjkljivost tega je ravno zanašanje na zunanje vtičnike. Oba 
brezplačna vtičnika, ki ju priskrbita MySQL in MariaDB, ne zagotavljata ustrezne varnosti. 
Za šifriranje uporabljata tuji ključ, ne da bi zagotavljala tudi nedostopnost ključev 
neavtoriziranim osebam. Zagotavljanje nedostopnosti tujih ključev tako pade na 
upravljalca podatkovne baze ali na naprednejše in plačljive vtičnike. 
Za omogočanje varne povezave MySQL in MariaDB omogočata uporabo protokola TLS. 
Oba SUPB lahko tako z uporabo ustreznih certifikatov in ključev zagotovita varno 
povezavo, zavarovano s trenutno najučinkovitejšim protokolom (TLSv1.3). 
MySQL in MariaDB preko svojih varnostnih implementacij samostojno dobro zavarujeta 
dostop, povezavo in tudi same podatke v podatkovni bazi. Zaradi tega sta primerna 
kandidata za shranjevanje in obdelovanje tudi občutljivih podatkov. V nasprotju z njima 
SQLite samostojno in brezplačno ne nudi nobenega načina za zavarovanje podatkov. Brez 
uporabe zunanjih sistemov, ki bi zagotavljali varnost podatkov, je tako neprimeren za 
shranjevanje občutljivih podatkov. 
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6 PRIMERJAVA HITROSTI POIZVEDB 
Eden glavnih kriterijev vsakega SUPB je hitrost izvajanja poizvedb, zato se bodo v tem 
poglavju izvedli testi hitrosti obravnavanih SUPB. Ti bodo zajemali poizvedbe, ki berejo, 
vstavljajo, spreminjajo in brišejo podatke iz podatkovne baze. Poleg običajnih relacijskih 
poizvedb se bodo testirale tudi podprte nerelacijske razširitve. 
6.1 TESTIRANJE 
Vsi testi bodo izvedeni na prenosnem računalniku s 64-bitnim operacijskim sistemom 
Windows 10. Računalnik ima vgrajen procesor Intel Core i7-4720HQ 2,60 GHz s 16 GB 
notranjega pomnilnika. Zunanji pomnilnik je HDD modela HGST HTS721010A9E630 z 1 TB 
prostora. 
Za testiranje se bo uporabljalo vse obravnavane SUPB. V trenutku testiranja so to MySQL 
verzije 8.0.17, MariaDB verzije 10.4.7 in SQLite verzije 3.28.0. Vsi testi bodo izvedeni z 
uporabo programa PyCharm verzije 2019.2 s programskim jezikom Python. Za dostopanje 
do podatkovne baze se bodo uporabljale naslednje knjižnice: mysql connector za dostop 
do baz MySQL in MariaDB, sqlite3 za dostop do baze SQLite in mysqlx za dostop do 
dokumentne zbirke MySQL. 
6.1.1 Testna podatkovna baza 
Testiranje bo potekalo na obstoječi podatkovni bazi, imenovani Sakila (shema prikazana 
na spodnji sliki 64. Ta je sestavljena iz šestnajstih tabel, sedmih pogledov, treh procedur, 
treh funkcij in šestih prožilcev. V testnih scenarijih se bodo uporabljale štiri tabele: 
»rental«, »customer«, »inventory« in »film«. 







































Slika 64: Shema testne podatkovne baze Sakila 
 
Vir: MySQL (b.d.) 
Ker je Sakila relacijska podatkovna baza, jo je bilo treba prilagoditi v ustrezno obliko za 
testiranje nerelacijskih razširitev. Rešitev, ki temu še najbolje ustreza, je gnezdenje tabel 
glede na njihove obstoječe povezave. Tabela »customer« je bila glede na stolpec 
»rental_id« ugnezdena v tabelo »rental«. Tabela »inventory« je v tem primeru le vmesna 
tabela med »rental« in »film« in je bila izpuščena, uporabila pa se je za ugnezdenje tabele 
»film« v »rental« glede na skupni stolpec »inventory_id«. Tabela »rental« ima tako poleg 
svojih podatkov ugnezdene še podatke iz tabel »film« in »customer«. 
6.1.2 Testni scenariji 
Kot že omenjeno, bodo testni scenariji zajemali poizvedbe branja, vnosa, brisanja in 
spreminjanja podatkov iz podatkovne baze. Test za vsako poizvedbo bo opravljen nad 
podatkovno bazo različne velikosti: 10, 100, 1000, 10000 in 16044 vnosov. Da bodo 
rezultati bolj konsistentni, se bo vsaka meritev opravila petkrat. Iz teh petih meritev se 
bosta nato izločili najhitrejša in najpočasnejša opravljena meritev, rezultat pa se bo 
izračunal iz povprečja ostalih treh. Vsi rezultati bodo prikazani s črtnimi grafi. Da bodo 
rezultati jasnejši, se bodo prikazali v ločenih grafih za običajne SQL-relacije in za 
nerelacijske razširitve. V primeru pogona CONNECT se bo izpustilo testiranje datotek INI. 
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Te so namreč mišljene le za hranjenje potrebnih podatkov za inicializacijo programov in 
niso primerne za hranjenje večjega števila podatkov. 
6.1.2.1 Scenarij branja 
Pri poizvedbi branja se bo podatke iskalo iz več tabel in omejilo z enostavnim pogojem. 
Iskali se bodo naslednji podatki: »rental_date« iz tabele »rental«, »title« iz tabele »film« 
in »first_name« in »last_name« iz tabele »customer«. Rezultati bodo omejeni na tiste, ki 
imajo polje »active« iz tabele »customer« enak »true«. Branje se bo osredotočilo na 
tabelo »rental«, ki ima največje število vnosov. 
Primer običajne SQL-poizvedbe: 
SELECT r.rental_date, f.title, c.first_name, c.last_name 
FROM rental r 
LEFT JOIN customer c ON c.customer_id = r.customer_id 
LEFT JOIN inventory i ON i.inventory_id = r.inventory_id 
LEFT JOIN film f ON f.film_id = i.film_id 
WHERE c.active = true 
Pri branju podatkov z uporabo pogona se je izkazalo, da bralne operacije pri večji količini 
(10000 in več) podatkov trajajo zelo dolgo, kar je verjetno problem premajhnega 
medpomnilnika. Rezultati branja se tako pri uporabi pogona omejijo z dodatnim »LIMIT 
16044« (16044 je število vrstic polne baze, tako da na število rezultatov nima vpliva). 
Primer poizvedbe za dostopanje do podatkov, zapisanih v JSON-dokumentu: 
SELECT  
 JSON_EXTRACT(jdoc, '$.rental_date'), 
 JSON_EXTRACT(jdoc, '$.film.title'), 
 JSON_EXTRACT(jdoc, '$.customer.first_name'), 
 JSON_EXTRACT(jdoc, '$.customer.last_name') 
FROM rentals 
WHERE JSON_EXTRACT(jdoc, '$.customer.active') = true 
Primer poizvedbe za dostopanje do podatkov, zapisanih v XML-dokumentu: 
SELECT  
 ExtractValue(xml, 'rental/rental-date'), 
 ExtractValue(xml, 'rental/film/title'), 
 ExtractValue(xml, 'rental/customer/first-name'), 
 ExtractValue(xml, 'rental/customer/last-name') 
FROM rentals 
WHERE ExtractValue(xml, 'rental/customer/active') = 1 
Primer poizvedbe za branje podatkov dinamičnih stolpcev MariaDB: 
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SELECT  
 COLUMN_GET(dynamic_col, 'rental_date' AS DATE), 
 COLUMN_GET(COLUMN_GET(dynamic_col, 'film' AS BINARY), 'title' AS CHAR), 
 COLUMN_GET(COLUMN_GET(dynamic_col, 'customer' AS BINARY), 'first_name' AS CHAR), 
 COLUMN_GET(COLUMN_GET(dynamic_col, 'customer' AS BINARY), 'last_name' AS CHAR) 
FROM rentals 
WHERE COLUMN_GET(COLUMN_GET(dynamic_col, 'customer' AS BINARY), 'active' AS CHAR) = true 
Primer poizvedbe za branje podatkov v dokumentni zbirki MySQL: 
schema.get_collection('rentals') 
.find('customer.active = 1') 
.fields(['rental_date', 'film.title', 'customer.first_name', 'customer.last_name']) 
.execute() 
.fetch_all() 
6.1.2.2 Scenarij vnašanja 
Pri merjenju hitrosti vnašanja podatkov so se v tabelo »rental« vnašale vrstice, ki so 
vsebovale stolpce »inventory_id«, »rental_date«, »customer_id« in »staff_id«. Vsi testi so 
se ponovili za različno število vnesenih vrstic: 10, 100, 1000, 10000 in 16044 novih vnosov. 
Primer običajnega SQL-vnosa: 
INSERT INTO rental (inventory_id, rental_date, customer_id, staff_id) 
VALUES (1, '2000-04-20', 1, 1) 
Primer SQL-vnosa JSON-dokumenta: 
INSERT INTO rentals (jdoc)  
VALUES ('{"inventory_id": 1, "rental_date": "2000-04-20", "customer_id": 1, "staff_id": 1}') 
Primer SQL-vnosa XML-dokumenta: 







Primer SQL-vnosa vrstice v dinamični stolpec MariaDB: 
INSERT INTO rentals (dynamic_col) VALUES (  
 COLUMN_CREATE( 
 'inventory_id', '1', 
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 'rental_date', '2000-04-20', 
 'customer_id', '1', 
 'staff_id', '1') 
 ) 
Primer SQL-vnosa dokumenta v dokumentno zbirko MySQL: 
schema.get_collection('rentals') 
 .add({"inventory_id": 1, "rental_date": "2000-04-20", "customer_id": 1, "staff_id": 1}) 
 .execute() 
6.1.2.3 Scenarij brisanja 
Pri testiranju hitrosti brisanja podatkov iz podatkovne baze se bodo iz tabele »rental« 
izbrisale vse vrstice, ki imajo datum, zapisan v »rental_date«, manjši od »2006-01-01« 
(torej datum pred 1. januarjem 2006). 
Primer običajnega SQL-ukaza za brisanje: 
DELETE 
FROM rental 
WHERE rental_date < '2006-01-010' 
Primer SQL-ukaza za brisanje JSON-dokumentov: 
DELETE  
FROM rentals 
WHERE JSON_EXTRACT(jdoc, '$.rental_date') < '2006-01-01' 
Primer SQL-ukaza za brisanje XML-dokumentov: 
DELETE  
FROM rentals 
WHERE ExtractValue(xml, 'rental/rental-date') < '2006-01-01' 
Primer SQL-ukaza za brisanje vrstic iz dinamičnih stolpcev MariaDB: 
DELETE  
FROM rentals 
WHERE COLUMN_GET(dynamic_col, 'rental_date' AS DATE) < '2006-01-01' 
Primer SQL-ukaza za brisanje dokumentov iz dokumentne zbirke MySQL: 
schema.get_collection('rentals') 
  .remove('rental_date < "2006-01-01"') 
  .execute() 
77 
6.1.2.4 Scenarij spreminjanja 
Scenarij spreminjanja bo podoben scenariju brisanja. V tem primeru se bo vsem vrsticam 
iz tabele »rental«, ki imajo datum, zapisan v »rental_date«, manjši od »2006-01-01«, 
nastavil datum »return_date« na vrednost »2000-04-20«. 
Primer običajnega SQL-ukaza za spreminjanje podatkov: 
UPDATE rental 
SET return_date = '2000-04-20' 
WHERE rental_date < '2006-01-01' 
Primer SQL-ukaza za spreminjanje JSON-dokumentov: 
UPDATE rentals  
SET jdoc = JSON_SET(jdoc, '$.return_date','2000-04-20') 
WHERE JSON_EXTRACT(jdoc, '$.rental_date') < '2006-01-01' 
Primer SQL-ukaza za spreminjanje XML-dokumentov: 
UPDATE rentals  
SET xml = UpdateXml(xml, 'rental/return-date', '<return-date>2000-04-20</return-date>') 
WHERE ExtractValue(xml, 'rental/rental-date') < '2006-01-01' 
Primer SQL-ukaza za spreminjanje podatkov v dinamičnih stolpcih MariaDB: 
UPDATE rentals 
SET dynamic_col = COLUMN_ADD(dynamic_col, 'return_date', '2000-04-20') 
WHERE COLUMN_GET(dynamic_col, 'rental_date' AS DATE) < '2006-01-01' 
Primer SQL-ukaza za spreminjanje dokumentov v dokumentni zbirki MySQL: 
schema.get_collection('rentals')  
  .modify('rental_date < "2006-01-01"')  
  .set('return_date', '2000-04-20')  
  .execute() 
6.2 REZULTATI 
V nadaljevanju poglavja bodo predstavljeni rezultati opravljenih meritev. Kot je že 
omenjeno zgoraj, so se vse meritve opravile petkrat. Iz teh smo izločili najpočasnejšo in 
najhitrejšo meritev, rezultat pa smo nato izračunali iz povprečja ostalih treh meritev. 
Dobljeni rezultati bodo prikazani v tabelah in grafih. 
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6.2.1 Rezultati hitrosti branja 
Tabela 11: Rezultati branja pri običajnih relacijskih poizvedbah [s] 
Št. vnosov MySQL MySQL [šifrirano] MariaDB MariaDB [šifrirano] SQLite 
10 0,0010 0,0010 0,0004 0,0005 0,0014 
100 0,0017 0,0017 0,0010 0,0010 0,0027 
1000 0,0090 0,0089 0,0045 0,0044 0,0071 
10000 0,0349 0,0351 0,0311 0,0319 0,0393 
16044 0,0537 0,0540 0,0495 0,0494 0,0618 
Vir: lasten 
Grafikon 1: Rezultati branja pri običajnih relacijskih poizvedbah 
 
Vir: lasten 
Hitrosti branja pri običajnih relacijskih ukazih so se pri vseh velikostih podatkovne baze 
izkazale za zelo podobne. Iz tabele 12 lahko razberemo, da so razlike postale opazne šele 
pri večjih velikostih podatkovne baze. Kot najhitrejši se je izkazal MariaDB, nato MySQL, 
najpočasnejši je bil SQLite. Vsi trije so za branje večje podatkovne baze potrebovali 0,05–
0,07 sekunde. Iz tabele lahko razberemo tudi, da šifriranje tabel ni vplivalo na hitrost 
branja. 




















10 0,00077 0,00092 0,00171 0,00144 0,00131 0,00509 0,00185 0,00030 
100 0,00168 0,00312 0,00411 0,00304 0,00180 0,01087 0,00562 0,00077 
1000 0,01080 0,02345 0,02520 0,01858 0,00498 0,48769 0,37077 0,00516 
10000 0,10480 0,25136 0,23804 0,17413 0,03317 6,33479 1,79928 0,05151 



























Grafikon 2: Rezultati branja z uporabo nerelacijskih razširitev 
 
Vir: lasten 
Iz rezultatov branja podatkov z uporabo nerelacijskih razširitev (tabela 12) lahko opazimo, 
da pogon CONNECT izstopa zaradi svoje počasnosti. Njegovo branje JSON-podatkov se je 
izkazalo za 5-krat počasnejše od naslednje najpočasnejše razširitve. Še počasnejše je bilo 
branje XML, ki je bilo kar 30-krat počasnejše od naslednje najpočasnejše razširitve. 
Pogonu CONNECT sledi branje podatkov z uporabo MySQL XML-funkcij in dokumentno 
zbirko MySQL. Sledijo MariaDB JSON-funkcije in nato še MySQL JSON-funkcije. Hitrejše so 
bile SQLite JSON-funkcije, najhitreje pa so se podatki brali iz dinamičnih stolpcev MariaDB. 
MySQL najhitreje bere nerelacijske podatke, ki so zapisani z uporabo JSON-funkcij. Te 
podatke bere 2-krat hitreje kot XML-funkcije in dokumentna zbirka. Kljub temu so se 
JSON-funkcije izkazale za približno 3-krat počasnejše od običajnih SQL-ukazov. Pri 
MariaDB so podatke najhitreje brali dinamični stolpci. Ti so bili približno 5,5-krat hitrejši 
od MariaDB JSON-funkcij. Kljub temu so se izkazali za približno 20 % počasnejše od 
običajnih SQL-ukazov. SQLite JSON-funkcije so se izkazale za približno 25 % počasnejše od 
običajnega relacijskega branja. 
6.2.2 Rezultati hitrosti vnašanja 
Tabela 13: Rezultati vnašanja podatkov pri običajnih relacijskih poizvedbah [s] 




10 0,0488 0,0615 0,0783 0,1018 0,0957 
100 0,1090 0,0559 0,0860 0,0928 0,0971 
1000 0,1869 0,2327 0,2103 0,1795 0,1069 
10000 1,0553 1,2047 0,9178 1,0088 0,1464 





























Grafikon 3: Rezultati vnašanja podatkov pri običajnih relacijskih poizvedbah 
 
Vir: lasten 
Pri vnašanju podatkov z uporabo običajnih SQL-ukazov se je za izrazito najhitrejšega 
izkazal SQLite. Sledi mu MariaDB, najpočasnejši je MySQL. Drugače kot pri branju 
podatkov je tu šifriranje tabel nekoliko upočasnilo hitrost vnašanja podatkov. V obeh 
primerih so se podatki vnašali približno 10 % počasneje. 




















10 0,06398 0,10627 0,08179 0,04715 0,06522 0,03026 0,00189 0,08493 
100 0,08619 0,21892 0,10644 0,11321 0,05631 0,05420 0,00657 0,10250 
1000 0,71103 1,20384 1,07211 0,39929 0,08958 0,07732 0,01828 0,09108 
10000 2,78274 3,15787 4,67499 0,81803 0,35853 0,42977 0,12406 0,10044 
16044 2,81615 3,73056 5,95213 1,35530 0,48137 0,75245 0,20176 0,12708 
Vir: lasten 




















































Rezultati vnašanja rezultatov z uporabo nerelacijskih razširitev so razvidni iz zgornje 
tabele 14. Ta prikazuje podobno splošno sliko kot pri vnašanju podatkov z običajnimi SQL-
ukazi. Tudi tu se je MySQL izkazal za najpočasnejšega. Sledijo razširitve MariaDB, 
najhitrejše so bile SQLite JSON-funkcije. 
Pri nerelacijskih razširitvah MySQL se je za najpočasnejšo izkazala dokumentna zbirka. 
Sledijo ji XML-funkcije, najhitreje pa so se podatki vnašali z uporabo JSON-funkcij. Vse tri 
razširitve so počasnejše od običajnih SQL-ukazov. Uporaba JSON-funkcij je hitrost 
vnašanja podatkov upočasnila za približno 15 %. Pri MariaDB se je kot najhitrejši izkazal 
pogon CONNECT z JSON-podatki. Ta je približno 2,5-krat hitrejši od naslednje najhitrejše 
razširitve, to so dinamični stolpci. Sledi vnašanje XML-podatkov s pogonom CONNECT, 
najpočasneje so se podatki vnašali z uporabo JSON-funkcij. Nerelacijske razširitve 
MariaDB so v vseh primerih (razen pri JSON-funkcijah) podatke vnašale hitreje kot 
običajni SQL-ukazi. Vnašanje podatkov z uporabo pogona CONNECT z JSON je bilo 6-krat 
hitrejše kot pri običajnem SQL-vnašanju. Nerelacijski podatki so se hitreje vnašali tudi pri 
SQLite JSON-funkcijah. Te so podatke vnašale približno 40 % hitreje kot običajni SQL-ukazi. 
6.2.3 Rezultati hitrosti brisanja 
Tabela 15: Rezultati brisanja podatkov pri običajnih relacijskih poizvedbah [s] 







10 0,0593 0,0647 0,0405 0,0315 0,0893 
100 0,0709 0,0836 0,0375 0,0343 0,0944 
1000 0,1071 0,1180 0,1088 0,1812 0,1115 
10000 0,4694 0,5091 0,5110 0,5755 0,2248 
16044 0,6504 0,9047 0,8440 0,8215 0,3034 
Vir: lasten 
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Grafikon 5: Rezultati brisanja podatkov pri običajnih relacijskih poizvedbah 
 
Vir: lasten 
Iz zgornje tabele 15 lahko razberemo, da se je pri brisanju podatkov kot najhitrejši izkazal 
SQLite. Sledi mu MySQL, najpočasnejši je bil MariaDB. Pri brisanju podatkov je opazen 
tudi učinek uporabe šifriranih tabel na hitrost. Pri MySQL so se na končni meritvi podatki 
iz šifriranih tabel brisali približno 40 % počasneje. V primeru MariaDB je bil učinek 
šifriranja manj jasen. V nekaterih primerih se učinek ni zaznal, medtem ko je v drugih 
primerih (pri 1000 vnosih) šifriranje tabel upočasnilo hitrost brisanja za 40 %. 





















10 0,07635 0,08184 0,03932 0,04781 0,05319 0,03060 0,00181 0,11009 
100 0,05156 0,12133 0,05064 0,06224 0,05353 0,03439 0,00243 0,09991 
1000 0,08321 0,10248 0,13054 0,04476 0,05184 0,06329 0,00894 0,09392 
10000 0,51411 1,28747 0,75696 0,35256 0,31405 1,08644 0,07478 0,29008 






























Grafikon 6: Rezultati brisanja podatkov z uporabo nerelacijskih razširitev 
 
Vir: lasten 
Pri uporabi nerelacijskih razširitev lahko iz rezultatov (tabvela 16) razberemo, da izstopa 
pogon CONNECT. Ta se je v primeru JSON-podatkov izkazal kot najhitrejši. Nasprotno se je 
izkazal v primeru brisanja XML-podatkov, ki so se brisali najpočasneje. Ostale nerelacijske 
razširitve so se, kot je razbrati iz rezultatov, zopet razvrstile glede na SUPB. Najpočasnejše 
so bile nerelacijske razširitve MySQL, sledijo nerelacijske razširitve MariaDB. Hitrejše od 
teh so bile SQLite JSON-funkcije. 
V primeru MySQL so se XML-funkcije zopet izkazale za najpočasnejše. Najhitrejše so bile 
JSON-funkcije, ki so bile od dokumentne zbirke konsistentno 10 % hitrejše. Tudi v tem 
primeru so bile nerelacijske razširitve počasnejše od običajnih SQL-ukazov. JSON-funkcije 
so bile v tem primeru približno 2,5-krat počasnejše. Pri MariaDB so imeli dinamični stolpci 
in JSON-funkcije precej podobne hitrosti. Razlika v hitrosti je variirala glede na velikost 
podatkovne baze. Obe razširitvi (dinamični stolpci in JSON-funkcije) sta se izkazali za 
približno 30–40 % hitrejši od običajnih SQL-ukazov. Kot že omenjeno, je pri MariaDB 
podatke najhitreje brisal pogon CONNECT z JSON-podatki. Ta je bil približno 6-krat hitrejši 
od običajnih SQL-ukazov. Nasprotno od tega so se JSON-funkcije pri SQLite izkazale za 
približno 25 % počasnejše od običajnih SQL-ukazov. 
6.2.4 Rezultati hitrosti spreminjanja 
Tabela 17: Rezultati spreminjanja podatkov pri običajnih relacijskih poizvedbah [s] 




10 0,0428 0,0784 0,0421 0,0342 0,0839 




























1000 0,0755 0,0982 0,0489 0,0753 0,1091 
10000 0,1925 0,2219 0,0860 0,1525 0,1836 
16044 0,2965 0,3047 0,1352 0,2866 0,1986 
Vir: lasten 
Grafikon 7: Rezultati spreminjanja podatkov pri običajnih relacijskih poizvedbah 
 
Vir: lasten 
Iz rezultatov hitrosti spreminjanja podatkov (tabela 17) se lahko razbere, da je 
najpočasnejši MySQL. Sledi mu SQLite, najhitrejši je bil MariaDB. Tudi tu je šifriranje tabel 
opazno vplivalo na hitrost ukazov. Pri manjši velikosti podatkovne baze je upočasnilo 
hitrost MySQL tudi do 50 %. Opazen vpliv šifriranja je tudi pri MariaDB. Tu se vpliv veča z 
večanjem podatkovne baze. 




















10 0,12633 0,04651 0,06942 0,03480 0,07111 0,02862 0,00202 0,08960 
100 0,12631 0,06648 0,10478 0,08669 0,06479 0,05285 0,00762 0,10988 
1000 0,20317 0,16745 0,10667 0,10696 0,08726 0,11833 0,02897 0,13010 
10000 1,26471 2,49342 1,13347 0,61412 0,48443 3,18297 0,34768 0,46045 



























Grafikon 8: Rezultati spreminjanja podatkov z uporabo nerelacijskih razširitev 
 
Vir: lasten 
V rezultatih spreminjanja podatkov z uporabo nerelacijskih razširitev (tabela 18) lahko 
opazimo izrazito izstopanje pogona CONNECT z XML-podatki. Ta tudi v tem primeru 
močno izstopa kot najpočasnejši. Podobno kot v prejšnjih primerih sledijo nerelacijske 
razširitve MySQL. Od teh so hitrejše ostale nerelacijske razširitve MariaDB. V tem primeru 
SQLite JSON-funkcije niso najhitrejše, hitreje od njih podatke spreminja pogon CONNECT z 
JSON-podatki. 
Pri MySQL se je zopet izkazalo, da so XML-funkcije najpočasnejše. Za razliko od ostalih 
primerov pa je bila tu dokumentna zbirka za približno 10 % hitrejša od JSON-funkcij. Vse 
nerelacijske razširitve so se izkazale za precej počasnejše od običajnih SQL-ukazov. 
Dokumentna zbirka je od teh približno 8-krat počasnejša. 
Dinamični stolpci in JSON-funkcije pri MariaDB imajo podobno kot pri brisanju podatkov 
precej podobno hitrost. Iz tabele je razvidno, da se njuni hitrosti tudi precej prepletata. 
Najhitrejša nerelacijska razširitev za MariaDB je pogon CONNECT z JSON-podatki. Ta je 
podatke spreminjal približno 5-krat počasneje od običajnih SQL-ukazov. Podobno so se 
izkazale tudi SQLite JSON-funkcije. Te so bile približno 3-krat počasnejše od običajnih SQL-
ukazov. 
6.3 UGOTOVITVE 
Iz dobljenih rezultatov lahko zaključimo, da nobeden izmed obravnavanih SUPB ni v vseh 
































najhitrejšega izkazal MariaDB, pri vnašanju in brisanju pa SQLite. Kljub temu, da MySQL ni 
bil v nobenem primeru najhitrejši, tudi v nobenem primeru ni močno negativno izstopal. 
Razen branja podatkov izstopa tudi šifriranje tabel. Operacije nad šifriranimi tabelami so 
se izkazale za nekoliko počasnejše. 
Rezultate nerelacijskih razširitev lahko v grobem razdelimo po naslednjem vrstnem redu: 
nerelacijske razširitve MySQL so bile večinoma najpočasnejše, sledile so nerelacijske 
razširitve MariaDB, najhitrejše so bile običajno SQLite JSON-funkcije. Izjema je pogon 
CONNECT, ki se je v primeru JSON-podatkov velikokrat izkazal za najhitrejšega, v primeru 
XML-podatkov pa za najpočasnejšega. 
Pri MySQL so se XML-funkcije skoraj vedno izkazale za najpočasnejše (razen pri vnašanju, 
kjer je bila najpočasnejša dokumentna zbirka). Najboljše rezultate so vrnile JSON-funkcije. 
Te so bile v večini primerov ali najhitrejše ali podobno hitre kot dokumentna zbirka. 
Pri MariaDB se je pogon CONNECT z JSON-podatki v večinoma izkazal kot najhitrejši. 
Izjema je branje podatkov, kjer se je CONNECT v obeh primerih (XML in JSON) izkazal zelo 
slabo. Od ostalih dveh nerelacijskih razširitev so se dinamični stolpci izkazali za večinoma 
hitrejše ali relativno enake JSON-funkcijam. 
JSON-funkcije so se pri SQLite v vseh primerih dobro izkazale in bile vedno zelo hitre v 
primerjavi z ostalimi nerelacijskimi razširitvami. 
Opozoriti pa je treba na dejstvo, da testna podatkovna baza Sakila v resnici ni zelo velika. 
V testnih scenarijih smo izvajali ukaze nad tabelami, ki so imele največ 16044 vnosov. Test 
bi se lahko izboljšal tako, da bi za testiranje uporabili večjo podatkovno bazo, kar bi se 




Cilj diplomskega dela je bil raziskati izbrane SUPB – MySQL, MariaDB in SQLite, ter za 
vsakega preveriti, ali ima na voljo obilico razširitev in varnostnih mehanizmov za hrambo, 
predstavitev in zaščito podatkov tako v relacijski kot v nerelacijski obliki. V diplomskem 
delu so bili tako obravnavani SUPB raziskani v skladu z določeno hipotezo. 
Prvo poglavje je bilo namenjeno seznanitvi uporabnika z osnovnimi koncepti relacijskih in 
nerelacijskih podatkovnih baz. Tu so bili predstavljeni tudi nekateri najpopularnejši 
nerelacijski modeli. 
V drugem poglavju so bile predstavljene nerelacijske razširitve, ki jih podpirajo 
obravnavani SUPB. Te večinoma zajemajo shranjevanje podatkov v obliki dokumentov 
formata JSON ali XML. 
Tretje poglavje se je osredotočilo na podprte bazne pogone in njihove lastnosti. 
Ugotovljeno je bilo, da InnoDB podpira največ funkcionalnosti in je tudi najprimernejši za 
hranjenje obsežne baze z veliko prometa. Ugotovljeno je bilo tudi, da SQLite ne podpira 
nobenih zunanjih pogonov. Kljub temu, da nekatere lastnosti podpira sam, se je v 
nasprotju z InnoDB izkazal kot neprimeren za hranjenje večje podatkovne baze z veliko 
prometa. 
Četrto poglavje je bilo namenjeno raziskavi podpore za varnost podatkov. Tu je bila 
raziskana aktualna zakonodaja na temo varnosti podatkov. Na podlagi ugotovljenih 
zakonskih zahtev se je nato raziskalo še obravnavane SUPB. Ugotovljeno je bilo, da 
MariaDB in MySQL zadostujeta pravnim zahtevam za ustrezno zavarovanje podatkov. 
Nasprotno pa je bilo ugotovljeno za SQLite, ki samostojno tega ne more zagotoviti. 
V petem poglavju je bil opravljen test hitrosti. Tu je bilo ugotovljeno, da je izmed 
obravnavanih SUPB večinoma najhitrejši SQLite, sledi mu MariaDB, najpočasnejše 
rezultate je večinoma vrnil MySQL. SQLite se je v veliko primerih izkazal za najhitrejšega, a 
to je verjetno posledica premajhne testne baze (Sakile). Ugotovljeno je bilo tudi, da 
hitrosti obravnavanih SUPB precej variirajo glede na tip operacije. Poskusi so bili 
ponovljeni na šifriranih tabelah, kjer smo odkrili, da jih operacije nad njimi nekoliko 
upočasnijo. V poglavju so bile testirane in ovrednotene tudi nerelacijske razširitve izbranih 
SUPB. Izkazalo se je, da so nekatere zelo počasne in neprimerne za opravljanje določenih 
operacij, kot sta branje ali pisanje v bazo. 
Iz dobljenih rezultatov lahko povzamemo, da tako MySQL kot MariaDB omogočata 
obdelovanje več tipov nerelacijskih podatkov. Poleg tega oba sistema ustrezata pravnim 
zahtevam za varovanje podatkov in sta z uporabo pogona InnoDB dobro opremljena za 
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obdelovanje večje in bolj obremenjene podatkovne baze. SQLite omogoča obdelovanje le 
nerelacijskih podatkov, ki so zapisani v obliki JSON-dokumenta. Poleg tega ne podpira 
nobenih varnostnih mehanizmov in zaradi svojega sistema zaklepanja podatkov in 
odsotnosti podpore za transakcije, skladne z načeli ACID, ni primeren za hranjenje 
obširnejših in bolj obremenjenih podatkovnih baz. Glede na te ugotovitve menimo, da 
MySQL in MariaDB ustrezata postavljeni hipotezi, medtem ko ji SQLite ne ustreza. 
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