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Startup-yrityksessä Pint Please Global Oy kehitellään ohjelmistoa, jolla käyttäjä voi selata tietoa 
oluista erilaisilla mobiililaitteilla. Työn tarkoituksena oli kehittää menetelmät, joiden puitteissa Pint 
Please –mobiilisovellusta tullaan jatkossa testaamaan. Sovellettuna tietoperustana tälle työlle ovat 
olleet pääasiassa internetissä sijaitsevat ohjelmiston testaukseen keskittyneet tietolähteet.  
 
Tämän opinnäytetyön päätuloksina voidaan pitää yritykselle luotua testausprosessia sekä testauk-
sesta ja testaustyökaluista hankittua tietoa. Tämän opinnäytetyön seurauksena luotuja testaukseen 
liittyviä dokumentteja tullaan päivittämään jatkossa sovelluksen kehittämisen ohessa.  
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Pint Please Global develops software which allows users to browse information about beers on a 
variety of mobile devices. The purpose of this thesis was to create proper testing methods in which 
the Pint Please mobile application will be tested in the future. Applied knowledge basis for this work 
were mainly websites which are focused on software testing.  
 
Main results of this thesis were the test process created for the company as well as the information 
acquired about the theory of testing and various testing tools. As a result of this thesis, created 
testing documents will be updated in the future alongside the application development.  
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JOHDANTO 
Pint Please Oy on helmikuussa 2014 perustettu oululainen startup-yritys, joka kehittelee olutsovel-
lusta Android sekä iOS–pohjaisille mobiililaitteille. Yritys työllistää tällä hetkellä vakituisesti neljä 
henkilöä sekä satunnaisia harjoittelijoita. Suoritin tässä kyseisessä yrityksessä molemmat ammat-
tiharjoitteluni, joiden seurauksena sain myös tämän opinnäytetyön aiheen yritykseltä. Yritys oli 
vailla ajanmukaista testaussuunnitelmaa, joka annettiin minun toteutettavakseni. 
 
Tämän opinnäytetyön tavoitteena ja tutkimusongelmana oli laatia hyvä ja käytännöllinen testaus-
suunnitelma Pint Please mobiilisovellukselle. Tässä opinnäytetyössä tullaan kuvaamaan menetel-
mät, joita yrityksessä kehitettävän ohjelmiston testauksessa tullaan hyödyntämään. Ohjelmiston 
testauksen osalta itselleni jäi mustalaatikkotestaus, sillä valkolaatikkotestaus oli jo tehty yrityksen 
ohjelmoijien toimesta. Työn alussa kokeiltiin maksullisia testaustyökaluja ja myöhemmässä vai-
heessa testitapaukset ja niiden kuvaukset lisättiin Google Docsiin. 
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1 OHJELMISTOTESTAUKSEN TEORIAA 
1.1 Ohjelmistotestaus 
Ohjelmistotestaus on prosessi, jossa ohjelmasta tai järjestelmästä haetaan tarkoituksella virheitä. 
Siihen liittyy myös mikä tahansa toiminta, jonka tavoitteena on arvioida ohjelman tai järjestelmän 
ominaisuuksia tai kyvykkyyttä ja määrittää, että ohjelma täyttää sille asetetut vaatimukset. Ohjel-
misto ei ole niin kuin muut fyysiset prosessit, jossa syötteet vastaanotetaan ja tulosteet tuotetaan. 
Ohjelmistot poikkeavat tästä siten, miten ne kaatuvat. Useimmat fyysiset järjestelmät kaatuvat kor-
jattuina ja kohtalaisen pienillä tavoilla. Vastoin edellä mainittua, ohjelmisto voi kaatua monilla ou-
doilla tavoilla. Ohjelmiston kaatumisen kaikkien ilmenemismuotojen havaitseminen on yleensä 
mahdotonta. (Jiantao 1999, viitattu 29.4.2015.) 
 
Ohjelmistotestauksella tarkoitetaan prosesseja, joiden tarkoituksena on selvittää, arvioida ja var-
mistaa tietokoneohjelmien täydellisyys sekä niiden laatu. Ohjelmiston testauksella varmistetaan, 
täyttääkö ohjelmoitu tuote säädellyt, liike-elämän, tekniset, toiminnalliset sekä käyttäjien sille aset-
tamat vaatimukset. Ohjelmistotestaus tunnetaan myös sovellustestauksen nimellä. (Techopedia, 
2015, viitattu 31.3.2015.) 
 
Testausprosessi ei ole uusi käsite. Oxford English Dictionaryn mukaan termi ”testi” tulee latinan-
kielisestä ilmauksesta ”testum”, jolla tarkoitetaan roomalaisten sekä heidän kilpailijoidensa aikoi-
naan käyttämää keraamista astiaa, jossa arvioitiin erilaisten materiaalien, kuten metallimalmien 
laatua. Tietokoneohjelmia on testattu lähes yhtä kauan kuin ohjelmistoja on kehitelty. Ohjelmisto-
kehityksen alkuaikoina muodollista testausta oli hyvin vähän, ja virheenkorjaus nähtiin tärkeänä 
askeleena ohjelmistokehityksen prosessissa. (Watkins, J. 2001, 9.) 
1.2 Testausmetodit 
On olemassa useita eri menetelmiä, joita voidaan käyttää ohjelmiston testaamiseen. Näitä mene-
telmiä ovat muun muassa musta-, harmaa- sekä lasilaatikkotestaus. (Tutorialspoint 2015 viitattu 
31.3.2015.) 
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1.2.1 Mustalaatikkotestaus 
Testauksen tapaa, jossa ei tiedetä mitään ohjelman sisäisestä toiminnasta, kutsutaan mustalaatik-
kotestaukseksi (kuvio 1). Testaaja on tietämätön järjestelmän arkkitehtuurista eikä hänellä ole pää-
syä lähdekoodiin. Tyypillisesti mustalaatikkotestausta suoritettaessa testaaja on vuorovaikutuk-
sessa järjestelmän käyttöliittymään toimittamalla sinne syötearvoja sekä tutkimalla tulosteita ilman 
tietoa siitä, missä ja kuinka annetut syötteet ovat toimineet. (Tutorialspoint 2015, viitattu 31.3.2015.) 
 
 
KUVIO 1. Mustalaatikkotestaus. Mustalaatikkotestauksessa testaaja keskittyy vain siihen mitä oh-
jelman pitäisi tehdä eikä itse ohjelman sisäiseen toimintaan. Mustalaatikkotestauksessa testaaja 
pistää kelvot ja epäkelvot syötteet ohjelmaan ja tarkistaa näistä saadut tulokset. (International Soft-
ware Test Institute 2015, viitattu 16.4.2015.) 
 
1.2.2 Valkolaatikkotestaus 
Valkolaatikkotestauksella (kuvio 2) tarkoitetaan yksityiskohtaista tutkimusta koodin sisäisestä logii-
kasta sekä rakenteesta. Valkolaatikkotestausta kutsutaan myös lasi- sekä avoinlaatikkotes-
taukseksi. Testaajalla tulee olla tietoa ohjelmiston sisäisestä koodista, jotta valkolaatikkotestaus 
voidaan suorittaa. Testaajan tulee katsoa lähdekoodia ja tarkistaa sieltä, mikä koodin osa käyttäy-
tyy epätoivotulla tavalla. (Tutorialspoint 2015, viitattu 31.3.2015.) 
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KUVIO 2. Valkolaatikkotestaus. Toisin kuin mustalaatikkotestauksessa, valkolaatikkotestauksessa 
testaajalla tulee olla tietoa ohjelman sisäisestä logiikasta. Valkolaatikkotestauksessa testitapauk-
sissa tutkitaan ohjelmiston sisäistä toimintaa. (International Software Test Institute 2015, viitattu 
16.4.2015.) 
1.2.3 Harmaalaatikkotestaus  
Harmaalaatikkotestaus on testauksen tapa, jossa tiedetään hyvin vähän testattavan järjestelmän 
sisäisestä toiminnasta. Fraasilla ”mitä enemmän tiedät, sitä parempi” on paljon painoarvoa ohjel-
miston testauksessa. Hallitsemalla järjestelmän domainin (toimialueen) testaajalla on aina etulyön-
tiasema verrattuna sellaiseen, jolla on hyvin vähän domain-tietoa. Toisin kuin mustalaatikkotes-
tauksessa, jossa testaaja testaa pelkästään ohjelman käyttöliittymää, harmaalaatikkotestauksessa 
testaajalla on pääsy suunnitteludokumentteihin sekä tietokantaan. Tällä tiedolla testaaja voi val-
mistella parempaa testidataa sekä testata erilaisia skenaarioita testaussuunnitelmaa tehdessään. 
(Tutorialspoint 2015, viitattu 31.3.2015.) 
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1.3 Testauksen tasot 
Yksikkötestaus 
  
Yksikkötestauksessa testataan yksittäistä ohjelman osa-aluetta tai siihen liittyviä yksiköitä. Testaus 
tapahtuu yleensä testaajan toimesta, joka varmistaa, että yksikkö, jota hän on testannut tuottaa 
toivotun lopputuloksen, joka on vastoin ohjelmalle annettua syötettä. Yksikkötestaus kuuluu lasi-
laatikkotestauksen kategoriaan. (Rehman 2012, viitattu 17.3.2015.) 
 
Integrointiotestaus  
 
Integrointitestaus on testausta, jossa komponenttien joukko yhdistetään tulosteen aikaansaa-
miseksi.   Myös ohjelmiston ja laitteiston välinen vuorovaikutus testataan, mikäli ohjelmistolla ja 
laitteistolla on minkäänlaista vuorovaikutusta keskenään. Kuuluu sekä mustalaatikko- että lasilaa-
tikkotestauksen kategoriaan. (Rehman 2012, viitattu 17.3.2015.) 
 
Toiminnallisuuksien testaus  
 
Toiminnallisuuksien testauksessa testataan, että jokin spesifioitu toiminnallisuus, joka on määritelty 
järjestelmävaatimuksissa, toimii. Kuuluu mustalaatikkotestauksen kategoriaan. (Rehman 2012, vii-
tattu 17.3.2015.) 
 
Järjestelmätestaus 
 
Järjestelmätestauksessa varmistetaan, että ohjelmisto toimii erilaisissa ympäristöissä (kuten käyt-
töjärjestelmissä). Järjestelmätestaus toteutetaan täydellä järjestelmän toimeenpanolla sekä ympä-
ristöllä. Kuuluu mustalaatikkotestauksen kategoriaan. (Rehman 2012, viitattu 17.3.2015.) 
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Stressitestaus  
 
Stressitestauksessa arvioidaan järjestelmän käyttäytymistä epäsuotuisissa olosuhteissa. Testaus 
suoritetaan tiettyjen spesifikaatioiden rajoissa. Kuuluu mustalaatikkotestauksen kategoriaan. (Reh-
man 2012, viitattu 17.3.2015.) 
 
Suorituskyvyn testaus 
 
Suorituskyvyn testauksessa arvioidaan järjestelmän nopeutta ja tehokkuutta sekä varmistetaan, 
että ohjelma tuottaa tuloksia tietyn ajan kuluessa niin kuin suorituskyvyn vaatimuksissa on määri-
telty. Kuuluu mustalaatikkotestauksen kategoriaan. (Rehman 2012, viitattu 17.3.2015.) 
 
Käytettävyystestaus 
 
Käytettävyystestaus suoritetaan asiakkaan näkökulmasta ja siinä arvioidaan, kuinka käyttäjäystä-
vällinen graafinen käyttöliittymä (Graphic User Interface) on. Kuinka helposti asiakas oppii ohjel-
man käytön? Kuinka hyvin käyttäjä suoriutuu ohjelman käytöstä opittuaan käyttämään sitä? Kuinka 
miellyttävää ohjelman käyttö on? Kuuluu mustalaatikkotestauksen kategoriaan. (Rehman 2012, vii-
tattu 17.3.2015.) 
 
Hyväksymistestaus 
 
Hyväksymistestaus tehdään yleensä asiakkaan toimesta ja siinä varmistetaan, että toimitettu tuote 
täyttää sille asetetut vaatimukset ja toimii asiakkaan toiveiden mukaisesti. Kuuluu mustalaatikko-
testauksen kategoriaan. (Rehman 2012, viitattu 17.3.2015.) 
 
Regressiotestaus 
 
Regressiotestaus on testausta, jossa suoritetaan järjestelmän, komponentin tai siihen liittyvien yk-
siköiden ryhmän testausta ja siinä varmistetaan, että muunneltu ohjelma toimii oikein eikä vahin-
goita tai rasita muita moduuleja aiheuttaen epäedullisia tuloksia. Kuuluu mustalaatikkotestauksen 
kategoriaan. (Rehman 2012, viitattu 17.3.2015.) 
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Beeta testaus 
 
Beeta testauksen suorittavat loppukäyttäjät, kehittäjien ulkopuolinen tiimi tai sitten julkistetaan tuot-
teen esiversio, joka tunnetaan myös beetaversion nimellä. Beetatestauksen tavoitteena on paljas-
taa odottamattomat virheet ohjelmistossa. Kuuluu mustalaatikkotestauksen kategoriaan. (Rehman 
2012, viitattu 17.3.2015.) 
 
Tutkiva testaus 
 
Nimensä mukaisesti tutkivassa testauksessa tutkitaan ohjelmistoa sekä sitä, mitä ohjelma tekee, 
mitä se ei tee sekä siitä, mikä toimii ja mikä ei toimi. Testaaja tekee jatkuvasti päätöksiä siitä, mitä 
testata seuraavaksi sekä mihin käyttää käytettävissä oleva rajoitettu aika. Tämä lähestymistapa on 
hyödyllisin silloin, kun käytettävissä olevat spesifikaatiot ovat rajalliset sekä silloin, kun aikaa tes-
taukseen on hyvin rajallisesti. Tutkiva testaus on käytännön testausta, jossa painoarvo on testauk-
sen suunnittelun sijaan testauksen suorittamisessa. (ISTQB Exam Certification 2015, viitattu 
7.4.2015.) 
 
A/B-testaus 
 
A/B-testauksella tarkoitetaan testausta, jossa käyttäjät jaetaan kahteen eri ryhmään (A/B) satun-
naisessa kokeessa. Tästä testauksen alalajista käytetään myös nimeä A/B-testaus. Kuten nimikin 
kertoo, testataan kahta eri versiota A ja B, jotka ovat identtisiä yhtä muunnelmaa lukuun ottamatta, 
joka saattaa vaikuttaa ohjelman käyttäjään. Versio A voi olla nykyisin käytetty versio, kun taas B-
versiota on muunneltu joiltakin osin. (Purhonen 2012, viitattu 2.12.2014.) 
 
 
Turvallisuustestaus  
 
Turvallisuustestaus on ohjelmistotestauksen tapa, jossa pyritään paljastamaan haavoittuvuuksia 
järjestelmässä sekä määrittelemään, että järjestelmän tiedot ja resurssit on suojattu mahdollisilta 
ulkopuolisilta tunkeutujilta.  Turvallisuustestauksessa on neljä painopistealuetta, joita ovat: 1. inter-
net turvallisuus: etsitään haavoittuvuuksia verkon infrastruktuurista (resurssit ja politiikat), 2. Jär-
jestelmän ohjelmiston turvallisuus: tähän kuuluu ohjelmiston aikaisempien versioiden heikkouksien 
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arviointi (käyttöjärjestelmä, tietokantajärjestelmä ja muut ohjelmistot) joista sovellus on riippuvai-
nen, 3. Asiakasohjelmapuolen ohjelmiston turvallisuus: tässä varmistetaan, että asiakasohjelma 
(selain tai mikä tahansa muu työkalu) ei ole manipuloitavissa, 4. Serveripuolen ohjelmiston turval-
lisuus: tässä varmistetaan, että palvelimen koodi ja sen teknologiat ovat riittävän vahvoja torjuak-
seen mitä tahansa ulkoisia uhkia. (Software Testing Fundamentals 2013, viitattu 15.4.2015.) 
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2 OHJELMISTOKEHITYS 
Ohjelmistokehityksellä tarkoitetaan tietokoneohjelmointia, dokumentointia, testausta ja bugien kor-
jailua liittyen sovellusten luontiin ja ylläpitoon ohjelmiston julkaisun elinkaaressa, jossa työn tulok-
sena on ohjelmisto. Termi viittaa prosessiin, jossa kirjoitetaan ja ylläpidetään lähdekoodia, mutta 
laajemmassa merkityksessä termillä tarkoitetaan kaikkea, mikä mielletään toivottuun ohjelmistoon 
lopullisen ohjelman ilmentymän kautta. Täten ohjelmistokehitykseen voi kuulua tutkimusta, uuden 
kehittämistä, prototyyppien luontia, modifiointia, uudelleenkäyttöä, insinöörityötä, ylläpitoa tai mitä 
tahansa muuta aktiviteettia, jossa tuloksena ovat ohjelmistotuotteet. (BPC, Articles and Glossary 
2015, viitattu 24.4.2015.) 
 
Ohjelmistoprojektien hallintaan on olemassa lukuisia lähestymistapoja, jotka tunnetaan myös oh-
jelmiston elinkaarimalleina, metodologioina, prosesseina tai muina ohjelmistokehityksen malleina. 
Vesiputousmalli on näistä perinteisin verrattuna uusimpiin innovaatioihin, kuten ketteriin ohjelmis-
tokehityksen menetelmiin. (Yankee Bush Software LLC 2015, viitattu 24.4.2015.) 
Ketterällä ohjelmistokehityksellä tarkoitetaan ohjelmistokehityksen metodeja, joissa vaatimukset ja 
ratkaisut kehittyvät yhteistyössä itseorganisoituvien ja monitaitoisten tiimien kautta. Ne edistävät 
mukavaa suunnittelua, evolutiivista kehitystä, aikaista toimitusta, jatkuvaa kehitystä sekä rohkaise-
vat nopeisiin ja joustaviin muutoksiin. (Agile Alliance 2015, viitattu 24.4.2015.) 
Agile Manifesto julistettiin vuonna 2011, jolloin joukko ohjelmoijia kokoontui keskustelemaan mo-
dernin ohjelmistokehityksen ongelmista. Se on ollut perustana lukuisille ohjelmistokehityksen mal-
leille, joita ovat muun muassa Scrum, DSDM sekä XP (Extreme Programming). (Kelly 2007, viitattu 
24.4.2015.) 
Scrum on eräs yleisimmistä ohjelmistokehityksessä käytettävistä ketteristä menetelmistä (kuvio 
3). Scrum soveltuu erityisesti projekteihin, joissa vaatimukset ovat edistyviä tai mikäli ne muuttu-
vat nopeasti. Scrumin ohjelmistokehitys etenee sprintiksi niin kutsuttujen iteraatioiden kautta, 
jotka kestävät yhdestä neljään viikkoa. Scrum-mallin mukaan jokainen sprintti alkaa lyhyellä 
suunnittelukokouksella ja jokainen sprintti päätetään katselmukseen/tilannekatsaukseen. (Moun-
tain Goat Software 2015, viitattu 28.4.2015.) 
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KUVIO 3. Scrum-prosessi. (Murphy 2015, viitattu 28.4.2015). 
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3 PINT PLEASE OY:N TESTAUSPROSESSI JA TESTAUSTYÖKALUT 
Tarkoituksenamme oli löytää mahdollisimman hyvä testaustyökalu, joka sopisi parhaiten yrityksen 
tarpeisiin. Kävikin ilmi, että markkinoilla oli useita mobiilisovellusten testaukseen tarkoitettuja tes-
taustyökaluja. Useimmille näistä oli saatavilla myös ilmaisia kokeiluversioita, joista teimme muuta-
maan edellä mainittuun tunnukset tarkoituksena löytää sopivin testaustyökalu yrityksen tarpeisiin.  
 
3.1 Testlodge 
Testlodge on testien hallintatyökalu webissä. Tämän ohjelman avulla voidaan siis hallita testaus-
suunnitelmia, testitapauksia ja koeajaa testejä tehtyjen suunnitelmien pohjalta. Hallintatyökalussa 
Testlodge luodaan aluksi projekti, jolle voidaan luoda testaussuunnitelmat (Test Plans), vaatimuk-
set (Requirements) sekä testipaketit (Test Suites), joiden pohjalta testitapaukset ajetaan. Ohjelma 
tarjoaa myös tietoa tehdyistä testeistä (Test Runs), joissa on muun muassa diagnostiikkaa teh-
dyistä testeistä, kuten hyväksytyistä ja hylätyistä testitapauksista. Testien diagnostiikka on osiossa 
Overview (kuvio 4). (Testlodge 2014, viitattu 2.12.2014.) 
 
 
 
KUVIO 4. Kuvakaappaus hallintatyökalun Testlodge osiosta Overview. Tämä näkymä tarjoaa mo-
nenlaista statistiikkaa meneillään olevasta projektista. 
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Test Lodgessa hyvää oli testauksen eri osa-alueiden selkeä jaottelu omiin osioihinsa: testaussuun-
nitelmat, vaatimukset sekä testipaketit ja testiajot olivat näyttävästi esillä ohjelman etusivulla sekä 
yläpalkissa. Muun muassa meneillään olevista projekteista sekä testiajoista näytetty diagnostiikka 
oli selkeää ja näyttävää. Huonoa ohjelmassa oli hieman epäselkeä ja monimutkainen käyttöliittymä, 
joka ainakin aluksi vaati ohjelman käyttäjältä pientä opettelua. Myös käyttöliittymän tylsähkö ja ko-
ruton yleisilme keräsi tiimiltämme miinuspisteitä. 
3.2 Testrail 
Testrail (kuvio 5) on testien hallintatyökalu webissä, jolla voidaan jaotella sekä testitapaukset, suun-
nitelmat sekä testiajot tehokkaasti. Testlodgen tavoin myös hallintatyökalussa Testrail luodaan pro-
jekti, jonka pohjalle luodaan vaatimukset testien suhteen. Testrail koostuu siis useista eri kohdista, 
joita ovat tehtävät (Todo), virstanpylväät (Milestones), testiajot sekä tulokset (Milestones & Re-
sults), testitapaukset (Test Cases, kuvio 2) sekä raportit (Raports). Kuten Testlodgessakin, niin 
samoin tässäkin ohjelmassa on osio Overview, joka tarjoaa statistiikkaa jo tehdyistä testiajoista. 
(Gurock 2014, viitattu 2.12.2014.) 
 
 
 
KUVIO 5. Hallintatyökalun Testrail testitapaukset-näkymä, jossa testitapaukset on kategorisoitu 
kuvan mukaisesti. 
 
Test Lodgeen verrattuna Testrailin käyttöliittymä oli huomattavasti selkeämpi: testaamisen eri osa-
alueet oli selkeästi eriteltynä ohjelman yläpalkissa, ja testauksesta tarjottu diagnostiikka oli selkeää 
ja näyttävää. Myös graafinen yleisilme oli huomattavasti pirteämpi verrattuna Test Lodgeen.  
  
18 
3.3 Bugzilla 
Bugzilla on ohjelma, jota käytetään virheiden seurantaan sekä bugien jäljittämiseen. Virheiden jäl-
jittämisohjelmat mahdollistavat yksilöiden tai kehittäjien pitää kirjaa kehittämänsä ohjelmiston 
bugeista tehokkaasti. (Bugzilla 2015, viitattu 24.3.2015.) 
 
Muihin läpikäytyihin työkaluihin verrattuna Bugzillassa positiivista oli ohjelman avoimeen lähdekoo-
diin perustuva maksuttomuus. Myös ohjelman käyttöliittymä oli yleisilmeeltään selkeä ja näyttävä. 
Toisaalta Bugzillan ominaisuudet ovat vähäisemmät verrattuna muihin maksullisiin työkaluihin: esi-
merkiksi graafisesti esitettyä diagnostiikkaa projekteista ja testiajoista ei Bugzillassa ollut saatavilla. 
3.4 Taplytics 
Mobiilisovellusten toiminnallisuuksien testaukseen on myös saatavilla testaustyökaluja. Tällä tes-
taustyökalulla voidaan tehdä erilaisia variantteja ohjelmasta: esimerkiksi voidaan muuttaa sovel-
luksen fontteja tai taustojen värejä. (Taplytics 2015, viitattu 2.12.2014.) 
 
 
KUVIO 6. Taplytics-testaustyökalun esittely. Taplyticsilla voidaan suorittaa pääasiassa A/B tes-
tausta: A/B –testaus on selvitetty testauksen tasot –luvussa.  (Tmcnet 2014, viitattu 5.5.2015.)  
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4 TESTITAPAUKSET 
4.1 Testitapausten kuvaukset korkealla tasolla 
Testitapausten nimet ja niiden ID-numerot tultiin listaamaan erilliselle Google Sheets –taulukolle 
nimellä Test Case List MASTER eli korkean tason testitapaukset. Dokumentin ylimpiin sarakkeisiin 
tultiin lisäämään seuraavat osiot testausta varten: testaaja, testattavan ohjelmiston versio sekä tes-
tauksen päivämäärä. Alimmille sarakkeille tultiin lisäämään ID (testin tunniste), Name (testin nimi) 
sekä Notes for testing (muistutuksia testausta varten). 
 
 
KUVIO 7. Testitapausten kuvaukset korkealla tasolla.  
 
Viereisille sarakkeille tultiin vielä lisäämään testauksen eri tyypit, joista punaisella merkitty Expec-
ted result when logged IN and GPS is ON (odotettu tulos silloin kun käyttäjä on kirjautunut sisään 
ja laitteen GPS on päällä), keltainen Expected result when logged OUT and GPS is ON (odotettu 
tulos silloin kun käyttäjä on kirjautunut ulos ja laitteen GPS on päällä), sinivihreä Expected result 
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when logged IN and gps is off (odotettu tulos silloin kun käyttäjä on kirjautunut sisään ja laitteen 
gps on pois päältä) sekä violetti Expected result when logged OUT and gps is OFF (odotettu tulos 
silloin kun käyttäjä on kirjautunut ulos ja laitteen gps on kytketty pois päältä).  
 
 
KUVIO 8. Testitapausten kuvaukset korkealla tasolla. Taulukon viimeiset sarakkeet.  
 
Jokaiseen yllä mainituista kohdista tultiin kirjoittamaan testin odotettu lopputulos, joka merkittiin 
joko onnistuneeksi (Passed), epäonnistuneeksi (Failed) tai ajamattomaksi testitapaukseksi (Not 
Run). Näistä tultiin koostamaan prosenttiosuudet taulukon ylimpiin sarakkeisiin (kuvio 7). Taulukon 
oikeanpuolimmaisiin kohtiin lisättiin vielä kentät Info if failed (tietoa testin epäonnistumisesta), Bug 
created in Asana (onko bugi kirjattu Asana-ohjelmaan), Link to bug report (Linkki bugista kerättyyn 
dataan) sekä Comments (kommentit). 
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4.2 Testitapausten yksityiskohtainen kuvailu 
Edellä mainitut testitapaukset tullaan kuvailemaan yksityiskohtaisesti tässä dokumentissa. Ne 
määriteltiin erilliseen Google Docs –tekstiasiakirjaan nimellä “test case descriptions”. Tämä doku-
mentti on tarkoitettu lähinnä tiimin ulkopuolisille testaajille, jotka eivät tunne yksityiskohtaisesti so-
vellusta. Tästä syystä jokaisen testin vaiheet on kerrottu hyvin yksityiskohtaisesti ja tarkasti.  
 
Jokainen testitapaus tuli koostumaan seuraavista osista, joita ovat Test case name (testitapauksen 
nimi), Test case ID (testitapauksen ID), Platform (alusta), 1. Purpose (testin tarkoitus), 2. Method 
(testimetodi), 3. Pre/Post Conditions (testin esi/ennakkotiedot), 4. Pass/Fail Criteria (testin onnis-
tumis/epäonnistumiskriteerit), 5. Abbreviations (testin lyhenteet), 6. References (testin viittaukset), 
7. Required Data (testiin tarvittava tieto), 8. Accessories (testin lisätarvikkeet), 9. Test Steps (testin 
vaiheet), Preconditions (testin edellytykset), Steps (testin vaiheet) sekä Change History (testin 
muutoshistoria). Alla esimerkki yksittäisestä testitapauksesta, jossa käyttäjän profiilikuva vaihde-
taan (kuvio 9). 
 
 
Test case name: Change profile picture on My stuff 
 
Test case ID: 0041 
Platform: Android 
 
1. Purpose:  
Verify that a user is able to change profile picture on My stuff view. 
 
2. Method 
1. Open Pint Please application. 
2. Tap My stuff if not preset. 
3. Tap profile picture. 
4. Tap Take a picture button. 
5. Take a picture by tapping the trigger. 
6. Tap Save. 
7. Adjust the picture and tap Save. 
 
3. Pre/Post Conditions  
1. User is logged in with valid email and password. 
2. Email account available. 
3. DUT has a SIM card inside or WLAN connection is activated.  
 
4. Pass/Fail Criteria 
Case is passed if: 
 Changing profile picture is successful.   
Otherwise case will fail 
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5. Abbreviations 
DUT - Device Under Test. 
WLAN - Wireless Local Area Network 
 
6. References 
UI specification version v1.3. 
 
7. Required Data 
 
8. Accessories 
 
9. Test steps 
 
Preconditions 
DUT has a SIM card inside or WLAN connection is activated. 
User has succesfully logged in to the Pint Please app. 
 
Steps 
 
1.  Open PintPlease application. 
a. Application starts and welcome view can be seen. 
 Tap My stuff if not preset. 
 . My stuff view opens. 
 Tap user profile picture. 
 . User profile picture opens. 
 Tap Take a picture. 
 . Camera view opens. 
 Take a picture by tapping the trigger. 
 . Picture is taken. 
 Tap Save. 
 . Picture adjust view opens. 
 Adjust the picture and tap Save.  
 . User profile picture is uploaded successfully and no errors are detected. 
 
Change History:  
16.12.2014: Joni Mäntykorpi, Test cases created 
18.12.2014: Joni Mäntykorpi, minor updates 
 
KUVIO 9. Yksittäisen testitapauksen kuvailu Google Docsissa.   
4.3 Testiajot 
Sovelluksen testiajot tultiin tekemään Google Sheets –taulukkoon, johon käytännössä kopioitiin 
korkean tason testitapaukset joka kerta, kun uusinta ohjelmistoversiota testattiin. Täten master-
listaa voidaan päivittää joka kerta, kun uusin testiajo tullaan tekemään.  
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5 JOHTOPÄÄTÖKSET 
Ohjelmiston säännöllinen testaaminen on ohjelmiston laadun kannalta yhtä tärkeää kuin ohjelmis-
ton kehittäminenkin: hyvä ja toimiva testaussuunnitelma on siten tärkeä osa yrityksen laadunval-
vontaa. Ohjelmistotestaukseen liittyy hyvin paljon teoriaa aina testausmetodeista testauksen eri 
tasoihin. Nämä testauksen teoriat antavat hyvin paljon erilaisia näkökulmia ohjelmistotestaukseen 
ja vastaavat muun muassa sellaisiin kysymyksiin, mitä ja miten testataan. On kuitenkin eräs piirre, 
joka näihin kaikkiin testaamisen teorioihin liittyy: päällimmäisenä tarkoituksena on löytää ohjel-
masta bugeja eli virheitä.  
 
Aloitimme testaussuunnitelman teon etsimällä internetistä yleisimpiä mobiilisovellusten testauk-
seen tarkoitettuja testaustyökaluja, jotka kohtaisivat yrityksen tarpeet. Sopivan testaustyökalun löy-
tämiseen tulivat vaikuttamaan muun muassa yrityksen pienuus ja tästä johtuvat rajalliset resurssit. 
Kävikin ilmi, että useimmat markkinoilla olevat työkalut perustuivat kuukausipohjaiseen maksuun 
riippuen esimerkiksi siitä, kuinka monta testaussuunnitelmaa, testitapausta tai testiajoa omaan 
käyttäjätiliin halusi sisällyttää. Haasteena oli siis resurssien minimointi, joka oli päällimmäisin läh-
tökohta testaussuunnitelman toteutuksessa. 
 
Pint Please –mobiilisovelluksen testaamisessa tulimme lopulta siihen johtopäätökseen, että kaik-
kein parhaimmat työkalut mobiilisovelluksen testaamiseen tulisivat olemaan Googlen ilmaisohjel-
mat verkossa. Testitapausten kirjaaminen Google Sheets –taulukoihin ja testitapausten yksityis-
kohtainen kuvailu Google Docsissa olivat parhaat testiprosessin tukena käytetyt työkalut, sillä ne 
ovat ilmaisia ja kaikkien käytettävissä.  
 
Sovelluksen säännöllinen testaus on kuitenkin yleensä yrityksen omistajien tai siellä työskentele-
vien harjoittelijoiden käsissä, jotka tuntevat sovelluksen varsin hyvin, joten testitapausten yksityis-
kohtainen kuvailu ei ole tarpeen toistaiseksi. Täten yritys tulee toistaiseksi kirjaamaan mahdolliset 
testitapaukset Google Sheets-taulukoihin, ja olemassa olevia testitapauksia tullaan lisäämään ja 
täydentämään jatkossakin, kun sovellukseen tulee uusia ominaisuuksia. Myös resurssien minimoi-
misen sekä testitapausten jatkuvan päivittämisen kannalta Google Docs oli järkevin ratkaisu: sinne 
luodut dokumentit oli helppo jakaa ohjelmistoa testaaville, ja testitapausten lisäys tai päivittäminen 
Master-listaan jokaisen testiajon jälkeen oli helppoa ja vaivatonta.  
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6 POHDINTA 
Aloitin tämän opinnäytetyön työstämisen lokakuun 2014 lopussa opintoihini liittyneen toisen am-
mattiharjoittelun päätteeksi. Toimeksiantaja tälle työlle löytyi luonnollisesti siitä samasta yrityk-
sestä, jossa olin suorittanut molemmat tietojenkäsittelyn koulutusohjelmaan liittyvät harjoittelut. 
Idea tälle työlle syntyi itseni ja toimeksiantajani välisistä keskusteluista. Kävikin ilmi, että yritys oli 
testaussuunnitelmaa ja testaukseen liittyviä työkaluja vailla. Lähestyin tutkimusongelmaa aloittaen 
teorian lukemisella, ja testaukseen paneutumisen myötä sain opetella sen, mitä kaikkea ohjelmis-
totestaus kokonaisuudessaan pitää sisällään.    
 
Myös teoriaa lukiessani kävi selväksi, että myös sillä on suurta merkitystä, kenelle ohjelmiston an-
taa testattavaksi: esimerkiksi ohjelmoija näkee tekemänsä sovelluksen usein hyvin erilaisessa va-
lossa, kuin ulkopuolinen testaaja. Ohjelmoija ei ehkä aina huomaa tekemiään virheitä niin helposti 
toisin kuin ulkopuolinen testaaja, jolla ei ole ollut osaa ohjelmiston kehittämisprosessiin. Täten oh-
jelmisto tulisi aina antaa jollekin yrityksen ulkopuoliselle taholle testattavaksi, mikäli mahdollista.  
 
Opimme myös hyvin pian, ettei maksullisista testaustyökaluista ole kovin paljoa hyötyä pienelle 
ohjelmistoalan yritykselle. Itse ohjelmistoa testattaessa itselleni kävi selväksi, että kaikkein helpoin 
tapa oli luoda testitapaukset Google Docsin testiajot –listaan ja sieltä kopioida uusimmat testiajot 
Master-listaan. Emme siis nähneet toistaiseksi tarvetta ottaa mitään markkinoilla olevaa testaus-
työkalua yrityksen testiprosessin tueksi, sen sijaan maksutonta Google Docsia tullaan käyttämään 
jatkossakin hyväksi testitapausten kirjaamisen ja testiajojen suorittamisen osalta.  
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