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Abstract
An efficient texture compression method is proposed based on a block matching process between the current block and
the previously encoded blocks. Texture mapping is widely used to improve the quality of rendering results in real-time
applications. For fast texture mapping, it is important to find an optimal trade-off between compression efficiency and
computational complexity. Low-complexity methods (e.g., ETC1 and DXT1) have often been adopted in real-time ren-
dering applications because conventional compression methods (e.g., JPEG) achieve a high compression ratio at the cost
of high complexity. We propose a block matching-based compression method that can achieve a higher compression
ratio than ETC1 and DXT1 while maintaining computational complexity lower than that of JPEG. Through a comparison
between the proposed method and existing compression methods, we confirm our expectations on the performance of the
proposed method.
Category: Human computing
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I. INTRODUCTION
Texture compression has been widely used for 3D
graphics applications in order to reduce the size of sur-
face texture images at the cost of rendering efficiency [1].
Several compression methods are currently used for tex-
ture compression. Among them, JPEG is widely used for
compression of still images, including textural images.
However, the lack of support for random access on the
compressed image during texture mapping [2] is a well-
known drawback of JPEG. To support random-access
rendering, several methods have been proposed that split
an initial image into uniform-size blocks and perform
compression for each block separately. In PACKMAN
texture compression (i.e., Ericsson Texture Compression
[ETC]), a texture image is split into a number of 2×4 pixel
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blocks and compressed into 32 bits per block, which sim-
plifies hardware implementation [3]. Strom and Akenine-
Moller [4] proposed an extension of ETC called ETC1,
which splits a texture image into 4×4 pixel blocks. A new
compression method, called ETC2, adds three modes to
ETC that handle chrominance edges better than ETC1
[5]. ETC1 and ETC2 provide better image quality than
the conventional methods used in DirectX, OpenGL, and
iOS-based systems with relatively low complexity such
as S3TC/DXT1 [6], PVRTC [7] and BPTC [8], in
exchange for worse compression efficiency. Using ETC1
as the demonstration codec, Strom and Wennersten [9]
decreased transmission time over the network through
further packing of compressed textures. Two limitations
of this method still remain: high computational complex-
ity, and the lack of ability to trade quality for bit rate. In
summary, it remains a challenging task to find an optimal
trade-off between compression efficiency and computa-
tional complexity for fast rendering of texture images. 
The block matching algorithm (BMA) is the basis of a
template matching scheme that has long been used in sev-
eral fields involving image and video processing. The
BMA compares each of a number of macroblocks with a
corresponding block within a given search range to assess
temporal redundancy. Several BMAs have been proposed,
which are based on different search ranges. Full-search
BMA can obtain high compression efficiency at the cost
of computational complexity [10]. The three-step and dia-
mond BMAs reduce the processing time for the encoding
process through effectively reducing the search range
compared with the full search algorithm [11, 12]. A large
search range can achieve a higher compression ratio, but
it also results in an increase in encoding complexity. Deter-
mining the search range of BMA is a critical problem in
video coding. Although BMA is often used to improve the
inter-frame coding performance in video compression, it
can also be applied for intra-frame coding. Intra-BMA,
called intra-block copy (IntraBC), has recently been
adopted into an extension of High Efficiency Video Cod-
ing (HEVC) for screen content coding [13-15]. The search
range of IntraBC is limited to the left coding tree unit
(CTU) and the reconstructed region of the current CTU.
In this paper, we present an efficient texture compres-
sion method based on the intra-picture block matching
method to improve compression efficiency while pre-
serving low complexity. High decoding speed for texture
compression is the most significant requirement, while
encoding speed is not essential, which is different from
the case with video coding. Therefore, the proposed
method selects all of the previously encoded blocks as the
search objectives of BMA to achieve an optimal solution.
The similarity of each block is measured through the
block matching process. According to the extent of simi-
larity, a block is encoded using a coordinate of the corre-
sponding reference block; otherwise, it is encoded by the
conventional compression method. Moreover, an accept-
able threshold is used to restrict the distortion of each
matched block in the texture image in order to adjust the
compression ratio. This is a fundamental difference of the
proposed method compared with BMA as used in video
coding. By exploiting spatial redundancy, the proposed
method obtains high compression efficiency for texture
images with high degrees of similarity between blocks.
Even in the worst-case scenario, where all blocks are
encoded using the conventional compression method, only
a small overhead (i.e., one-bit flag per block) is added to
the conventional method. The computational complexity
of the proposed method is slightly higher than those of
the fast compression methods (e.g., ETC1), but still suffi-
ciently lower than that of JPEG. 
The rest of this paper is organized as follows: in Sec-
tion II, we introduce the proposed method in detail,
including the block matching process along with the
decoding process. In Section III, the experimental condi-
tions are described and the experimental results are ana-
lyzed through comparison with the results of other
methods. Finally, we provide concluding remarks and
suggest future research directions in Section IV.
II. HYBRID TEXTURE CODING METHOD
To achieve a reasonable trade-off between compression
efficiency and computational complexity, we propose a
compression method to reuse previously encoded blocks
through a block matching process.
A. Encoding Process
In the proposed method, the type of each block is
determined through the block matching process based on
an acceptable threshold (th). There are two possible block
types: 1) an independent block (IB), which is encoded
using the conventional compression method, and 2) a
repetition block (RB), which is replaced by one of the
IBs. Fig. 1 shows the flow chart of the block matching
process for each block. The smallest distortion between
the current block and each of the previously encoded
blocks is computed. Then, the smallest distortion is com-
pared with the specified threshold. If the smallest distor-
tion owned by the block (bj) is not larger than the
threshold, bj is defined as the IB and the current block
(bc) is determined to be an RB. This process is performed
block by block until the types of all blocks are deter-
mined. Finally, the type of each block, the data of IBs,
and the coordinates of RBs are encoded.
Compression efficiency can be improved by replacing
an RB with a coordinate related to another IB. The com-
pression ratio (R) of the proposed method is correlated
with the proportion of the blocks encoded by the conven-
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tional method (pcon), as follows:
(1)
where bcon is the number of bits per block according to the
conventional method and the resolution of the image is
M×N. The range of the bit length that represents the coor-
dinate of the IB can be computed by M and N. For exam-
ple, log2 512 + log2 512 = 18 bits for the 512×512 24-bit
RGB image. Also, bcon is 64 bits when ETC1 is used as
the conventional compression method. In this situation, R
converges to 64/19 as more blocks are encoded using the
proposed method (i.e., as pcon approaches zero). In sum-
mary, as more blocks are encoded by the proposed
method, a higher compression ratio can be achieved.
B. Decoding Process
In exchange for improved compression efficiency,
computational complexity may be increased for the fol-
lowing reason. The decoding time is increased because
all of the reference blocks of an RB should be decoded.
Because the coordinate is given on the pixel level, the
reference block may overlap with more than one conven-
tionally-coded blocks during the decoding process, as
shown in Fig. 2. The probability of the three cases
depicted in Fig. 2 can affect the decoding efficiency. A
linear relationship exists between the decoding time of
the proposed method (Tp) and the decoding time of the
conventional compression method (Tc), as follows.
Tc = Mt + Bt
k = p1×1+p2×2+p3×4
Tp = Mf + ( pc + k – pc× k) × Tc (2)
where Mt represents the time of memory access for
blocks, Bt is the time consumed in decoding blocks, p1,
p2, and p3 are the probabilities of three cases of memory
access, pc is the probability of the blocks encoded by the
conventional compression method, and Mf represents the
time needed for memory access given the type value of
the blocks. Tp is slightly greater than Tc according to the
proportions of the three cases, which in the worst-case
scenario is close to four times more than Tc.
C. Bitstream Structure
We implement a fast parsing process for the proposed
method to restore random access capability. Fig. 3 shows
the structure of the compressed bitstream in the proposed
method. One bit is required to indicate the block type
information for each block. During the decoding process,
the block type is read first. If the type of the current block
is IB, the data of the IB at the corresponding position is
read directly. If the type of the current block is RB, the
R
b
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con
b
con
1 p
con
–( ) log2 M log2 N+( )+ +
-----------------------------------------------------------------------------------------=
Fig. 1. Flow chart of the block-matching process. IB: independent
block, RB: repetition block.
Fig. 2. Three possible cases based on the position of the
matched block.
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coordinate value of RB at the corresponding position is
read. The corresponding block(s) are read from the con-
ventional block data according to the coordinate value.
The number of blocks (N) in a texture image equals the
sum of the number of IBs (i) and the number of RBs (j),
as shown in Fig. 3.
III. EXPERIMENTAL RESULTS
A. Test Condition
To investigate the performance of the proposed method,
we used ETC1 and DXT1 as the conventional compres-
sion methods. Ten 512×512 24-bit RGB color images
were used in our experiments, which include conven-
tional images (e.g., Lena, Airplane, and Pepper) as well
as texture images (e.g., Obese, RedWood, and WoodTile),
as shown in Fig. 4. We specified six constants as thresh-
olds for the block matching process in order to observe
performance change based on different mean squared
error (MSE) value.
B. Results
Our first experiment compared the RD performance of
the proposed method with that of the conventional meth-
ods (i.e., DXT1 and ETC1) for the evaluation of com-
pression efficiency. Fig. 5 shows the comparison results
for the six test images. The proposed method achieves a
better compression ratio than the conventional methods
while preserving comparable image quality. The quality
of the images that contain a greater number of similar
texture areas (e.g., Airplane, RedWood and WoodTile), is
significantly worse than that of other images near the
smaller threshold values. This finding indicates that the
quality of a simple image is more sensitive than that of a
complex image using the proposed method and a small
threshold.
The second experiment was done to evaluate the decod-
ing performance; the results shown in Table 1 are based
on the test images being decoded 300 times by the corre-
sponding methods. The decoding performance of JPEG
was measured based on a quality factor (QF), and the
threshold (th) is the measuring basis for the proposed
method. The decoding time of JPEG is much longer than
that of both the conventional methods and the proposed
method, because JPEG has to decode an entire image in
order to decode one region of that image in order to
address the random access of texture data. Moreover, the
results in Table 1 show that the decoding time of the pro-
posed method is slightly greater than that of the conven-
Fig. 5. Repetition block performance comparison between the
proposed method and other conventional methods. (a) Lena, (b)
Airplane, (c) Pepper, (d) Obese, (e) RedWood, and (f ) WoodTile.
Fig. 4. Test images.
Fig. 3. Bitstream structure of hybrid texture coding.
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tional methods, as described in Eq. (2). In addition to
comparing the results of the proposed method, we found
that the decoding time is increased in high-threshold cases.
This demonstrates that when the proposed method is per-
formed with a larger threshold, more blocks are coded as
RBs, resulting in more reference blocks to be decoded.
The next experiment was done to evaluate the quality
of the rendered model using a texture image. Convention-
ally, image quality evaluation has been conducted by
comparing the PSNR performance between the reference
and distorted images. Performance evaluation using final
rendered images matches how humans perceive image
distortions and has been reported as a texture compres-
sion method [15]. Thus, we rendered a 3D Model (Obese-
Male) using the Obese texture image compressed by
using ETC1, DXT1, and the proposed method. The view-
point space for the single-object models in [15] was sam-
pled using the quasi-random Sobol sequence generator,
but identifying the expected viewer locations is left for
future work. In our experiment, we fixed the Y-coordi-
nate of the viewpoints as an acceptable value. In the XZ-
plane, the viewpoint space was uniformly sampled into
ten viewpoints to form a set of evaluation viewpoints.
The rendered results using the compressed Obese test
image were captured at each viewpoint, and they are
compared each to a ground truth using the uncompressed
Obese test image from the same viewpoint. The average
PSNR, CIE94, and RMS performance based on ten view-
points were measured, as shown in Table 2. The results
show that the texture images in the rendering stage can
achieve better quality than that of the texture images.
This implies that the bitrate of the compression methods
can be reduced while still maintaining rendered quality. 
IV. CONCLUSION
This paper presents a hybrid texture coding method that
utilizes the spatial similarity between previously encoded
blocks and the current block based on a block matching
process. The experimental results show that the proposed
method can achieve a flexible bitrate based on a specified
threshold and obtain a good trade-off between compres-
sion efficiency and computational complexity compared
to conventional methods. We expect that the proposed
method can be further improved by more efficient repre-
sentation of the coordinates of the reused blocks within
the bitstream structure.
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