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Povzetek
Naslov: Porazdeljeno generiranje 3D modelov objektov iz naborov slik
Avtor: Blazˇ Rojc
Rekonstrukcija 3D modela objekta iz nabora slik je zahteven vendar do-
bro raziskan problem. Potreba po namenski opremi, kot so graficˇni po-
spesˇevalniki, in racˇunska zahtevnost vodita k uporabi superracˇunalniˇske in-
frastrukture. Zˇeleli smo pripraviti postopek, ki bi predstavljal jedro spletne
storitve za 3D rekonstrukcijo slikanih predmetov. V sodelovanju s podje-
tjem Arctur d. o. o. smo preucˇili postopek rekonstrukcije, izbrali primerno
programsko opremo in jo pripravili za izvajanje na superracˇunalniku Arc-
tur-2. Na razlicˇnih naborih slik smo testirali razlicˇne vrednosti parametrov
v postopku rekonstrukcije, ocenili rezultate in dolocˇili optimalne vrednosti
posameznih parametrov. Testirali smo na raznovrstnem naboru testnih na-
borov slik, pridobljenih iz razlicˇnih virov, s slikami razlicˇnih velikosti in for-
matov. Tako dolocˇen postopek rekonstrukcije proizvede dobre rezultate v
vecˇini primerov in je dobra osnova za racˇunsko jedro spletne storitve.
Kljucˇne besede: racˇunalniˇski vid, fotogrametrija, digitalna rekonstrukcija,
porazdeljeno racˇunanje.

Abstract
Title: Distributed generation of 3D models of objects from image sets
Author: Blazˇ Rojc
Reconstruction of a 3D model from a set of images is a complex but well
researched problem. The need for dedicated equipment, such as graphics
accelerators, and the computational complexity leads us to the use of su-
percomputer infrastructure. We wanted to prepare a procedure that would
represent a core of a web service for online 3D reconstruction of photographed
objects. In cooperation with Arctur d. o. o. we examined the reconstruction
process, chose appropriate software, and prepared the selected software for
execution on the Arctur-2 supercomputer. We tested different reconstruction
parameter values on various image sets, evaluated the results, and determined
optimal values for individual parameters. Testing was done on a diverse set of
image sets containing images of varied sizes and formats that were acquired
from different sources. The established reconstruction procedure gives good
results in most cases and serves well as a core of a web service for object
reconstruction.
Keywords: computer vision, photogrammetry, digital reconstruction, dis-
tributed computing.

Poglavje 1
Uvod
Tvorba 3D modelov objektov iz naborov slik je racˇunsko zahteven posto-
pek. Za zadovoljivo kakovost modela so potrebne slike z visoko resolucijo za
izlocˇanje dovoljˇsnje kolicˇine detajlov, poleg tega pa kompleksna geometrija
objekta zahteva veliko slik, posnetih pod razlicˇnimi koti, ki zajemajo vso
povrsˇino objekta. Vse te slike mora izbrana programska oprema obdelati
tako, da ugotovi, katere slike predstavljajo iste dele objekta in kje v prostoru
se je nahajal fotoaparat, ko je bila posamezna slika zajeta. Iz teh podatkov
lahko nato zgradi najprej oblak tocˇk v prostoru, nato pa sˇe mrezˇo trikotnikov
z barvno teksturo.
Racˇunska zahtevnost in potreba po namenski opremi (npr. graficˇne proce-
sne enote) vodita k uporabi superracˇunalniˇske infrastrukture. V preteklosti
se je izkazalo, da je to veljaven pristop [21, 10], vendar so bili vecˇinoma te-
stirani le posamezni deli postopka rekonstrukcije, klicani s strani odjemalca
storitve, ki je postopek vodil.
V sodelovanju s podjetjem Arctur d. o. o. (v nadaljevanju: podjetje Arc-
tur) zˇelimo tvoriti osnovo za racˇunski del spletne storitve, ki uporabnikom
omogocˇa tvorbo modela objekta iz slik, zajetih z navadnim fotoaparatom
ali pametnim telefonom. Uporabnik za uporabo storitve ne potrebuje spe-
cificˇnih racˇunalniˇskih vesˇcˇin ali znanja o rekonstrukciji, storitvi posreduje le
nabor slik in prejme koncˇni rezultat. Racˇunski del storitve naj bo zasno-
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van tako, da izbere optimalne parametre za rekonstrukcijo in jo zazˇene na
superracˇunalniku Arctur-2.
Odlocˇili smo se, da rekonstrucijskega postopka ne bomo sami imple-
mentirali, temvecˇ smo raje identificirali primerno prosto dostopno program-
sko opremo in jo priredili za izvajanje na superracˇunalniˇski infrastrukturi.
Podrocˇje rekonstrukcije 3D modela iz nabora slik je sˇiroko in dobro razi-
skano. Na voljo je velika izbira obstojecˇe programske opreme, ponujene pod
razlicˇnimi pogoji in za razlicˇne namene. Postopek rekonstrukcije je prevecˇ
kompleksen za implementacijo v okviru diplomske naloge, sˇe toliko bolj ker
potrebujemo dolocˇeno mero stabilnosti za uporabo v spletni storitvi.
Izbrali smo odprtokodno programsko opremo AliceVision1, ki uporab-
niku omogocˇa granularen nadzor nad izvajanjem in separacijo posameznih
faz postopka. Posamezne faze programske opreme AliceVision smo testrali na
razlicˇnih racˇunskih vozliˇscˇih infrastrukture Arctur-2. Pri vsaki smo dolocˇili
optimalne parametre na podlagi podatkov, kot so kvaliteta rezultatov, cˇas
izvajanja in potrebni racˇunski resursi.
Delo je sestavljeno iz 5 poglavij. V 2. poglavju utemeljimo izbiro pro-
gramske opreme za rekonstrukcijo. V 3. poglavju predstavimo cevovod re-
konstrukcije. V 4. poglavju opiˇsemo superracˇunalniˇsko infrastrukturo, testne
nabore slik in postopek testiranja ter predstavimo rezultate rekonstrukcije.
V 5. poglavju povzamemo ugotovitve po testiranju in predstavimo ideje za
nadaljnje izboljˇsave postopka.
1https://alicevision.org/
Poglavje 2
Izbira programske opreme
Trenutno je uporabniku na voljo velika izbira programske opreme za fotogra-
metrijo in rekonstrukcijo predmetov iz nabora slik. Vecˇina take programske
opreme je komercialnega namena, zaradi cˇesar je potreben nakup licence123
ali pa je brezplacˇna funkcionalnost omejena4. Poleg tega izvorna koda teh
programov ni na voljo, kar otezˇuje natancˇno dolocˇitev postopkov in delovanja
rekonstrukcije.
Ravno nasprotno je programska oprema AliceVision5 popolnoma brez-
placˇna za uporabo in vsa izvorna koda je prosto dostopna6. AliceVision pred-
stavlja zdruzˇitev vecˇjega sˇtevila neodvisnih raziskovalnih projektov. Odpr-
tost omogocˇa uporabo programske opreme tako v komercialne in industrijske
kot tudi akademske namene. Dostop do izvorne kode in dobra dokumentacija
omogocˇata prost vpogled v delovanje in lazˇje odpravljanje morebitnih napak.
Na podlagi tega smo se odlocˇili, da jo bomo uporabili kot temelj storitve.
Priporocˇeni nacˇin uporabe programske opreme AliceVision je preko gra-
ficˇnega uporabniˇskega vmesnika, ki ga ponuja program Meshroom, prikaza-
nega na Sliki 2.1.
1https://www.photomodeler.com/store/
2https://www.capturingreality.com/Product/
3https://www.agisoft.com/buy/online-store/
4https://www.3dflow.net/3df-zephyr-pro-3d-models-from-photos/
5https://alicevision.org/
6https://github.com/alicevision/
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Slika 2.1: Graficˇni vmesnik Meshroom v postopku rekonstrukcije objekta.
Ta omogocˇa nastavljanje parametrov, predogled rezultatov vmesnih faz
rekonstrukcije in vizualizacijo napredka. Za rekonstrukcijo na superracˇunalniˇski
infrastrukturi program Meshroom ni primeren, saj zaganja rekonstrukcijske
programe na lokalni strojni opremi. Uporablja programsko opremo AliceVi-
sion, ki jo zaganja z navadnimi sistemskimi klici. Ker Meshroom izpostavi
ukazno vrstico, prikazano na Sliki 2.2, na kateri se izvajajo faze programske
opreme AliceVision, smo lahko izlocˇili celoten postopek rekonstrukcije in ga
priredili za izvajanje na superracˇunalniˇski infrastrukturi.
Slika 2.2: Ukazna vrstica programske opreme Meshroom. Med izvajanjem
izpisuje ukaze programske opreme in sporocˇila klicanih programov.
Poglavje 3
Cevovod rekonstrukcije
Postopek rekonstrukcije je zasnovan kot cevovod, sestavljen iz neodvisnih
faz. V programski opremi AliceVision (v nadaljevanju: programska oprema)
je vsaka faza implementirana kot locˇen program. To omogocˇa granularno
prilagajanje parametrov vsake faze, brez potrebe po ponavljanju celotnega
postopka rekonstrukcije.
3.1 Inicializacija kamer
V tej fazi programska oprema zbere metapodatke slik. Sem sodijo podatki,
kot so npr. sˇtevilo slikovnih pik, lokacija na disku, goriˇscˇna razdalja lecˇe in
barvni prostor. Programska oprema podatke celotnega nabora shrani v teks-
tovno JSON1 datoteko, na katero se sklicuje kasneje v cevovodu. S tem omeji
racˇunski cˇas, potreben za iskanje teh podatkov v kasnejˇsih fazah cevovoda.
3.2 Izlusˇcˇanje znacˇilnic
Znacˇilnice so izrazite tocˇke na sliki z razpoznavno okolico, ki omogocˇa nji-
hovo ponovljivo iskanje [4]. Primer slike z izlusˇcˇenimi znacˇilnicami je pri-
kazan na Sliki 3.1. Zahtevnost iskanja ujemanj med slikami se z uporabo
1https://www.json.org/
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znacˇilnic ocˇitno poenostavi, sˇe posebno, cˇe postavitev slik v prostoru ni vna-
prej znana. Programska oprema v naslednjih sˇtirih fazah rekonstrukcije dela
z znacˇilnicami, dokler ne dolocˇi lokacij kamer v prostoru in redkega oblaka
tocˇk. Omogocˇa uporabo dveh tipov znacˇilnic, SIFT in A-KAZE.
Slika 3.1: Primer slike z izlusˇcˇenimi znacˇilnicami. Prikazanih je le 1500
najvecˇjih znacˇilnic. Vsak indikator prikazuje lokacijo, velikost in orientacijo
znacˇilnice.
3.2.1 SIFT
SIFT je najpogosteje uporabljan algoritem za zaznavo in opis znacˇilnic. Tvori
opisnike, ki so odporni na premike, rotacije in spremembe velikosti znacˇilnic
[17]. Opisniki so tudi delno odporni na spremembe osvetlitve in projekcije v
prostoru.
Algoritem SIFT za iskanje znacˇilnic najprej zgradi piramido cˇedalje bolj
zglajenih in skrcˇenih slik. Za glajenje se uporablja Gaussovo jedro, prikazano
na Enacˇbi 3.1. Viˇsje v piramidi se nahajajo cˇedalje bolj skrcˇene in zglajene
slike.
G(x, y) = ae
−( (x−xo)2
2σ2
X
+
(y−yo)2
2σ2
Y
)
(3.1)
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Algoritem nato v piramidi nato iˇscˇe lokalne ekstreme. Za lokalni ekstrem
se sˇteje slikovna pika, ki zavzema vrednost, ali vecˇjo od vrednosti vseh 8
sosedov, ali pa vrednost, manjˇso od vrednosti vseh 8 sosedov. Zacˇne na
dnu; cˇe najde lokalen ekstrem, ga iˇscˇe na viˇsjem nivoju. Velikost znacˇilnice
je ocenjena na podlagi najviˇsjega nivoja, na katerem se lokalni ekstrem sˇe
nahaja.
Opisniki SIFT temeljijo na lokalnih gradientih v sliki. Algoritem v okolici
16 × 16 vsaki slikovni piki dodeli gradient intenzivnosti, ki je dvodimenzi-
onalen vektor. Izmed teh vektorjev za dominantnega izbere tistega, ki ima
najvecˇjo magnitudo. Orientacija znacˇilnice je dolocˇena s smerjo dominan-
tnega vektorja.
Opisnik je dolocˇen s 128 vrednostmi. Okolica ekstrema velikosti 16 × 16
slikovnih pik se razdeli na 16 obmocˇij velikosti 4 × 4 slikovne pike. Algori-
tem vsakemu obmocˇju izracˇuna histogram smeri gradientov intenzivnosti z 8
razdelki. Vektor pridobljenih 128 vrednosti je sˇe normaliziran.
3.2.2 Izvedbe opisnikov SIFT
Programska oprema ponuja tri razlicˇice opisnikov SIFT.
Opcija sift predstavlja celosˇtevilske opisnike SIFT, kot so opisani v [17].
Vsak element vektorja je nepredznacˇeno celo sˇtevilo med 0 in 255. Opisnik
tako zavzame 128 B prostora na disku.
Z opcijo sift float programska oprema racˇuna s sˇtevili s plavajocˇo ve-
jico. Vsak element vektorja je predstavljen s sˇtevilom s plavajocˇo vejico v
enojni preciznosti, definirani po standardu IEEE 754. Posledicˇno opisnik
zavzame 512 B prostora na disku, saj vsaka vrednost zavzame 4 B prostora.
Z opcijo sift upright programska oprema ne uposˇteva dominantne sme-
ri znacˇilnice. V nekaterih naborih slik se rotacija kamere ne spreminja signifi-
kantno, torej racˇunski napor dolocˇanja dominantne smeri ni potreben. Ostale
lastnosti opisnikov so iste kot pri opciji sift, torej vsak opisnik zavzame
128 B prostora na disku.
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3.2.3 KAZE
Algoritem KAZE2 [3] resˇuje dve pomanjkljivosti algoritma SIFT: Gaussovo
jedro poleg sˇuma odstrani tudi nekatere visokofrekvencˇne podatke, kot je
npr. tekstura materiala. Obenem ne locˇuje med pravimi lastnostmi in robovi
objektov, potreben je dodaten korak filtriranja.
Namesto konvolucije Gaussovega jedra s sliko algoritem KAZE resˇuje
sistem nelinearnih enacˇb, ki gladijo sliko tako, da robovi objektov ostanejo
nezglajeni. Poleg tega viˇsji nivoji piramide slik niso skrcˇeni, razlikujejo se le
v magnitudi glajenja. Za hitro numericˇno resˇevanje sistema algoritem KAZE
uporablja shemo AOS.
Opisniki so dolocˇeni s 64 vrednostmi. Podobno kot pri algoritmu SIFT
je okolica znacˇilnice razdeljena v 4 × 4 obmocˇja. Na vsakem obmocˇju so
izracˇunani gradienti na mrezˇi tocˇk velikosti 9 × 9. Vsako obmocˇje je opisano
s 4 vrednostmi: vsoto gradientov v smeri x, vsoto gradientov v smeri y,
vsoto absolutnih vrednosti gradientov v smeri x in vsoto absolutnih vrednosti
gradientov v smeri y. Vsaka vrednost je predstavljena s sˇtevilom s plavajocˇo
vejico v enojni preciznosti, torej zavzame 4 B prostora na disku. Vrednosti
vseh obmocˇij so zdruzˇene v en vektor, ki je normaliziran. Opisnik tako
zavzame 256 B prostora na disku.
Pospesˇeni KAZE algoritem
Pospesˇeni KAZE algoritem (tudi A-KAZE) namesto sheme AOS uporablja
shemo FED [8], zaradi cˇesar je grajenje piramide slik za magnitudo hitrejˇse.
Ostali del postopka je enak kot pri navadnem KAZE postopku.
M-LDB opisniki
Opisniki M-LDB so modificirana izvedba opisnikov LDB [23]. Cilj opisni-
kov M-LDB je prihranek prostora na disku s cˇim manjˇso izgubo pravilnih
ujemanj. To dosezˇejo z drugacˇnim pristopom k shranjevanju podatkov o
2KAZE ni kratica, izvira iz japonske besede za veter.
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znacˇilnici. Opisnik M-LDB je dolg 8 B oz. 64 bitov. Vsak izmed njih ustreza
primerjavi med dvema vnaprej dolocˇenima vrednostma. Cˇe so pari vredno-
sti izbrani dovolj raznoliko, je tocˇnost ujemanj primerljiva tocˇnosti ujemanj
navadnih opisnikov KAZE.
LIOP opisniki
Algoritem LIOP resˇuje problem ohranjanja neodvisnosti znacˇilnic glede na
rotacijo [22]. Slikovne pike v okolici znacˇilnice najprej razvrsti po svetlosti in
jih razdeli v n enako velikih skupin. Za vsako piko primerja N od izbrane pike
enako oddaljenih pik. Primerjanim pikam pripada permutacija, ki jih uredi
po svetlosti, tej permutaciji pa tocˇno dolocˇen indeks. Algoritem vsaki izmed
n skupin priredi vektor, ki je vsota indeksov permutacij pik v tej skupini.
Koncˇen opisnik je konkatenacija teh vektorjev, vektor z n ∗ N ! elementi.
Potek izgradnje opisnika LIOP je ilustriran na Sliki 3.2.
Slika 3.2: Ilustracija poteka izgradnje opisnika LIOP. Prikazana je delitev
pik v skupine in prirejanje vektorjev. Povzeto iz [22].
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3.2.4 Izvedbe opisnikov KAZE
Opcija akaze predstavlja standardne KAZE opisnike, izracˇunane s pospesˇe-
nim KAZE algoritmom.
Opcija akaze-liop predstavlja LIOP opisnike, pri cˇemer je piramida slik
zgrajena s pomocˇje pospesˇenega KAZE algoritma.
Pri opciji akaze-mldb tvori programska oprema navaden KAZE opisnik
za vsako znacˇilnico, nato pa izvede 64 primerjav nad njim. Rezultat je M-
LDB opisnik.
3.3 Prileganje slik
Prileganje slik je neobvezna faza v cevovodu, ki obcˇutno pospesˇi naslednjo
fazo, prileganje znacˇilnic. Naiven nacˇin prileganja znacˇilnic zahteva obrav-
navo vsakega para slik posebej. Ta postopek ima cˇasovno zahtevnost reda
O(n2). V velikih naborih (npr. 1000 in vecˇ slik) postane cˇasovna zahtevnost
neobvladljiva. Da bi zahtevnost omilila, ponuja programska oprema fazo
prileganja slik, ki oceni, kateri pari slik vsebujejo najvecˇje sˇtevilo ujemanj.
Pred prileganjem slik je potrebno zgraditi besediˇscˇno drevo. Za gradnjo
ucˇinkovitega drevesa je potreben velik nabor raznolikih slik, zato programska
oprema nudi vnaprej zgrajeno genericˇno drevo za opisnike tipa SIFT. Kljub
temu lahko uporabnik zgradi tudi svoje drevo, za kar je potrebno v cevovod
vkljucˇiti dodatno fazo, ki je v diplomski nalogi ne bomo obravnavali.
Drevo vsako lastnost uvrsti v enega izmed listov, na podlagi cˇesar je
lastnosti dodeljen indeks. Namesto primerjanja slik je dovolj primerjati le
sezname indeksov lastnosti. Cˇe imata dve sliki podoben seznam, programska
oprema sklepa, da imata podobno vsebino, in ju predlaga kot par za primer-
janje. Pri tem je pomembno to, da je sˇtevilo predlaganih parov veliko manjˇse
kot sˇtevilo naivnih primerjav in se ne spreminja med slikami. Tako se red
zahtevnosti primerjanja priblizˇa O(n).
Ta postopek za majhne nabore slik ni smiseln, programska oprema ga
preskocˇi, cˇe nabor vsebuje manj kot 200 slik.
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3.4 Prileganje znacˇilnic
Pred izgradnjo redkega oblaka tocˇk mora programska oprema dolocˇiti, ka-
teri opisniki na razlicˇnih slikah ustrezajo isti znacˇilnici. Vsakemu opisniku
vsake slike skusˇa poiskati ustrezen opisnik na vsaki drugi sliki. Ker je sˇtevilo
znacˇilnic na sliki v splosˇnem veliko manjˇse kot sˇtevilo slikovnih pik, po-
spesˇimo postopek rekonstrukcije s prileganjem znacˇilnic namesto posameznih
slikovnih pik.
V osnovi za n slik in k lastnosti na sliko potrebuje programska oprema
O(k2n2) racˇunskega cˇasa. Prva optimizacija je prejˇsnja faza, prileganje slik.
Cˇe programski opremi uspe tvoriti seznam smiselnih parov, pade racˇunska
zahtevnost na red O(k2n). Druga optimizacija je posledica ugotovitve, da cˇe
programska oprema najde ujemanje opisnika slike A in opisnika slike B, lahko
to ujemanje pripiˇse obema slikama, A in B. Tako se racˇunski cˇas razpolovi.
Tretja optimizacija je posledica eksperimentalne analize. Programska o-
prema najprej predpostavi, da za dani par slik A in B, za vsak opisnik na
sliki A obstaja kvecˇjemu eno veljavno ujemanje na sliki B. Cˇe se razda-
lja od izvornega opisnika do najboljˇsega ujemanja razlikuje od razdalje od
izvornega opisnika do drugega najboljˇsega ujemanja za faktor ≥ 0.8, pro-
gramska oprema predpostavi, da gre za napacˇno ujemanje, in opisnik zavrzˇe.
Ta optimizacija se je izkazala za zelo robustno [18].
Cˇetrta optimizacija je izbira optimiziranega algoritma za iskanje ujemanj.
3.4.1 Algoritmi za iskanje ujemanj
V vecˇini primerov lahko predpostavimo, da obstaja dovolj mozˇnih pravilnih
ujemanj, da ni potrebno, da programska oprema najde vse. Zaradi tega
programska oprema ponuja uporabniku izbiro treh algoritmov, ki zˇrtvujejo
razlicˇno sˇtevilo ujemanj za pospesˇitev postopka.
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Naivno iskanje ujemanj
Naj bosta A in B sliki, med katerima programska oprema iˇscˇe ujemanja. Pri
naivnem iskanju pregleda vsa mozˇna ujemanja na sliki B za vsak opisnik
slike A. Cˇe je k zgornja meja sˇtevila opisnikov, ki jih programska oprema
dodeli sliki, je naivno iskanje cˇasovnega reda O(k2). Ta algoritem je edini,
ki je na voljo za binarne opisnike (M-LDB).
Priblizˇno najblizˇji sosed opisnika
Pri iskanju priblizˇno najblizˇjega soseda programska oprema najprej vsaki
sliki zgradi iskalno drevo [20]. Za iskanje ujemanja tako programski opremi
ni potrebno pregledati vseh slik, temvecˇ le tiste, ki se nahajajo v ustreznem
listu iskalnega drevesa. Red cˇasovne zahtevnosti takega iskanja se priblizˇa
O(k log k).
Kaskadno zgosˇcˇanje opisnikov
Kaskadno zgosˇcˇanje je sestavljeno iz treh korakov [6], ilustriranih na Sliki
3.3. V prvem koraku programska oprema vsakemu opisniku dodeli L m-
bitnih vektorjev na podlagi L ∗ m binarnih zgosˇcˇevalnih funkcij. Opisnike
tako razdeli v L ∗ 2m seznamov. Pri iskanju ujemanja izracˇuna L m-bitnih
vektorjev sˇe iskanemu opisniku in ohrani tistih L seznamov, v katere iskan
opisnik sodi. Sezname zdruzˇi v eno mnozˇico. L in m sta majhni naravni
sˇtevili, L,m ≤ 10.
V drugem koraku programska oprema vsakemu elementu mnozˇice priredi
nov povzetek. V tretjem opisnike razvrsti po Hammingovi razdalji od iska-
nega in izbere k najblizˇjih, kjer je k veliko manj kot sˇtevilo vseh opisnikov.
Med temi k opisniki naivno izbere tistega, ki je najblizˇji iskanemu. Cˇeprav
je red zahtevnosti takega iskanja sˇe vedno O(k2), se zaradi prvega koraka
konstanten faktor zahtevnosti obcˇutno zmanjˇsa in posledicˇno je iskanje zelo
hitro.
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Slika 3.3: Shema postopka kaskadnega zgosˇcˇanja opisnikov. Simboli 1©, 2©
in 3© oznacˇujejo ustrezne korake zgosˇcˇanja. Povzeto iz [6].
3.4.2 Filtriranje ujemanj
Nepravilna ujemanja predstavljajo nezanemarljiv delezˇ pridobljenih ujemanj.
Da se znebi cˇim vecˇjega sˇtevila takih ujemanj, programska oprema uporabi
metodo RANSAC [9]. V vsaki iteraciji nakljucˇno izbere dve sliki in iz uje-
manj med njunimi opisniki po metodi najmanjˇsih kvadratov zgradi funda-
mentalno matriko med njima. Vsako ujemanje odstopa od modela, ki ga
dolocˇa fundamentalna matrika, za dolocˇeno vrednost. Programska oprema
zavrzˇe ujemanja, katerih odstopanje presega najvecˇje dovoljeno odstopanje.
Filtriranje z metodo RANSAC je stohasticˇen postopek. Vecˇ iteracij, kot
programska oprema izvede, manjˇsa bo verjetnost, da bo med preostalimi
ujemanji ostalo kaksˇno nepravilno. Vendar z narasˇcˇajocˇim sˇtevilom iteracij
sˇtevilo dodatnih zavrzˇenih ujemanj pada. Uporabniku je prepusˇcˇeno, da
dolocˇi smiselno sˇtevilo iteracij.
3.5 Postopna struktura iz gibanja
Ujemanja predstavljajo povezave med znacˇilnicami razlicˇnih slik. Vsaka
znacˇilnica je lahko del vecˇ ujemanj, kar programski opremi omogocˇa ustvar-
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janje posrednih povezav med slikami, ki imajo premalo skupne vsebine za
neposredna ujemanja. Programska oprema najprej zdruzˇi vsa ujemanja, ki
predstavljajo isto tocˇko v prostoru, v sled. Na podlagi sledi programska
oprema slike umesti v tridimenzionalen model prostora. Ker lahko med uje-
manji obstajajo napacˇna, lahko programska oprema tvori nekonsistentno sled
- sled, ki vsebuje dve razlicˇni znacˇilnici z iste slike. Take sledi programska
oprema zavrzˇe.
Postopek postopne izdelave strukture iz gibanja3 temelji na postopni gra-
dnji modela objekta iz zacˇetnega para slik [19]. Par mora biti izbran tako,
da sliki povezuje cˇim vecˇje sˇtevilo ujemanj in da sta sliki posneti pod dovolj
velikim kotom, da je mozˇno zanesljivo razbrati globino tocˇke v prostoru, ki
jo neka sled predstavlja. Programska oprema eno izmed slik dolocˇi za koor-
dinatno izhodiˇscˇe prostora, nato pa zgradi fundamentalno matriko med njo
in drugo sliko po metodi najmanjˇsih kvadratov. S tem lahko programska
oprema vsaki sledi dodeli ustrezno tocˇko v tridimenzionalnem koordinatnem
sistemu.
Ko je pozicija zacˇetnega para dolocˇena, zacˇne programska oprema vklju-
cˇevati ostale slike v prostor. V vsaki iteraciji vkljucˇi sliko, ki vsebuje najvecˇ
sledi, ki zˇe imajo dolocˇeno tocˇko v prostoru. Na podlagi teh sledi sliki dolocˇi
lokacijo in orientacijo v prostoru. Slika lahko vsebuje tudi sledi, ki jim tocˇka v
prostoru sˇe ni bila dolocˇena. Take sledi programska oprema postavi v cˇakalno
vrsto in jim dodeli tocˇko sˇele, ko uspesˇno umesti v prostor dve sliki, ki to
sled vsebujeta. Po vsaki novo umesˇcˇeni sliki programska oprema s pomocˇjo
metode RANSAC odstrani sledi, ki prevecˇ odstopajo od modela prostora, ki
ga dolocˇajo fundamentalne matrike med slikami.
Rezultat tvorbe strukture iz gibanja so intrinzicˇni podatki kamer, ki pri-
padajo slikam, in redek oblak tocˇk, prikazan na Sliki 3.4. Med intrinzicˇne
podatke kamere med drugim spada tudi popacˇenje lecˇe, ki ga je potrebno
pred tvorbo gostega oblaka tocˇk odstraniti.
3“Gibanje” v izrazu “struktura iz gibanja” se nanasˇa na razlike med lokacijami in
orientacijami slik v prostoru, ne pa na premike opazovanega objekta ali gibanja v cˇasu.
Diplomska naloga 15
Slika 3.4: Vizualizacija redkega oblaka tocˇk. Vsaka tocˇka ustreza eni sledi.
3.6 Priprava za tvorbo goste scene
Slike, s pomocˇjo katerih zˇeli uporabnik tvoriti model objekta, vsebujejo
dolocˇeno mero popacˇenja lecˇe. Za natancˇno konstrukcijo gostega oblaka tocˇk
mora programska oprema odstraniti vpliv tega popacˇenja. Avtorji program-
ske opreme so se odlocˇili odstranjevanje implementirati v locˇeni fazi cevo-
voda. To zmanjˇsa kompleksnost nadaljnih faz in prihrani racˇunsko mocˇ, ko
je potrebno nepopacˇene slike uporabiti vecˇkrat.
3.7 Ocena globine slik
Redek oblak tocˇk vsebuje le tocˇke, ki ustrezajo ujemanjem med znacˇilnicami
slik. Iz nabora slik lahko programska oprema izlusˇcˇi veliko vecˇ tocˇk, cˇe obrav-
nava posamezne slikovne pike in njihove lokacije v prostoru. Oblak tocˇk, ki
nastane v tem postopku, imenujemo gost oblak. Ta sluzˇi kot osnova za tvorbo
16 Blazˇ Rojc
mrezˇe v kasnejˇsi fazi cevovoda. Programska oprema ne tvori eksplicitnega
gostega oblaka tocˇk, temvecˇ vsaki sliki priredi podatke o globini slikovnih pik
v obliki locˇene sivinske slike, imenovane globinska slika.
Za dolocˇanje globinske slike uporablja programska oprema postopek SGM
[11, 12]. Ta pri dolocˇanju globine uporablja N najblizˇjih sosedov slike, kar
omogocˇa dolocˇanje globine z vecˇjo natancˇnostjo kot le na osnovi enega uje-
manja dveh slikovnih pik.
3.8 Filtriranje globinskih slik
Vsaka globinska slika se tvori locˇeno. Pri tem lahko nastanejo nekonsistente
globinske vrednosti ali podrocˇja, ki so prekrita z drugimi globinskimi slikami.
Fitriranje globinskih slik najde in odpravi ta nekonsistentna podrocˇja. Na
Sliki 3.5 je primerjava slike, njene globinske slike in iste globinske slike po
filtriranju.
Slika 3.5: Primer slike (levo), ustrezne globinske slike (sredina) in filtrirane
globinske slike (desno). Svetlost in kontrast globinskih slik sta bila spreme-
njena, da je struktura globinske slike cˇim bolj ocˇitna. Na filtrirani globinski
sliki so obmocˇja, ki so bila odstranjena iz izvorne globinske slike, cˇrne barve.
3.9 Tvorba mrezˇe
Koncˇni izdelek, ki ga uporabnik pricˇakuje od programske opreme, je tridi-
menzionalen model slikanega objekta. Modeli objektov so v digitalni obliki
navadno predstavljeni kot mrezˇa tocˇk, povezanih v trikotnike. Gost oblak
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ne vsebuje podatkov o povezanosti tocˇk. Programska oprema poskusˇa med
tvorjenjem mrezˇe oceniti, katere tocˇke predstavljajo povezane dele povrsˇine
objekta, in tvoriti primerne trikotnike.
Najprej tvori mrezˇo tetraedrov s pomocˇjo Delaunajeve tetraedralizacije
[13, 14]. V oblak tocˇk vkljucˇi tudi lokacije kamer. Tako lahko vse tetraedre,
ki vsebujejo kamero kot ogliˇscˇe, oznacˇi kot del zunanjosti objekta. Ostale
tetraedre uvrsti v notranjost ali zunanjost objekta s pomocˇjo algoritma za
najvecˇji pretok v grafu [5]. S tem pridobi particijo mnozˇice tetraedrov v
dve disjunktni podmnozˇici. Trikotniki, ki predstavljajo ploskev, ki locˇuje en
tetraeder v notranjosti in en tetraeder v zunanjosti objekta, predstavljajo
povrsˇino slikanega objekta.
3.10 Filtriranje mrezˇe
Cˇe slike objekta vsebujejo visokofrekvencˇni sˇum, potem lahko tudi prido-
bljena mrezˇa vsebuje del tega sˇuma v obliki nakljucˇnih odstopanj vozliˇscˇ.
Filtriranje mrezˇe jo zgladi in s tem omili vpliv visokofrekvencˇnega sˇuma.
Poleg tega odstrani morebitne dele mrezˇe, ki niso povezani z glavnino, in
trikotnike, ki so zaradi pomanjkanja detajlov veliko vecˇji od ostalih. Vsi trije
koraki filtriranja so neobvezni. Uporabnik lahko za vsakega dolocˇi, ali ga je
smiselno uporabiti in v koliksˇni meri. Na Sliki 3.6 je primerjava filtrirane in
nefiltrirane mrezˇe.
Slika 3.6: Primerjava nefiltrirane (levo) in filtrirane (desno) mrezˇe.
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3.11 Tvorba teksture
V zadnji fazi cevovoda programska oprema mrezˇi dodeli barvno teksturo.
Za prenos teksture na mrezˇo programska oprema uporablja UV preslikave.
Vsakemu vozliˇscˇu trikotnika dolocˇi par koordinat (ui, vi), ki predstavlja tocˇko
na sliki teksture. Primer slike teksture je prikazan na Sliki 3.7.
Programska oprema ponuja tri nacˇine dolocˇitve preslikave. Prvi je nai-
ven, ne optimizira porabljenega prostora na sliki teksture. Drugi je LSCM.
Teksturo tvori tako, da je uporabljen cˇim vecˇji del slike teksture [16]. Tretji
je ABF. Poleg uporabljenosti teksture optimizira sˇe kolicˇino slikovnih pik za
vsak trikotnik glede na njegovo velikost [24].
Tekstura vsakega trikotnika je dolocˇena s podatki z vecˇ slik. Izbrane so
slike, ki so cˇim bolj vzporedne z iskanim trikotnikom. Koncˇne vrednosti so
povprecˇja podatkov z vseh ustreznih slik.
Slika 3.7: Primer slike teksture. Ker je bila tvorjena z naivnim algoritmom,
velik del slike ni izrabljen.
Poglavje 4
Evalvacija
Ker je bila programska oprema zasnovana za izvajanje na osebnih racˇunalni-
kih in delovnih postajah, smo pricˇakovali, da bodo nekateri parametri imeli
neoptimalne privzete vrednosti. Odlocˇili smo se, da zacˇnemo s hipotezo, da so
privzete vrednosti vseh parametrov optimalne. S testiranjem smo poskusˇali
najti vrednosti parametrov, ki dajo boljˇsi rezultat kot privzeta vrednost ali
so signifikantno hitrejˇsi. V razdelku 4.1 opiˇsemo superracˇunalniˇsko infra-
strukturo, na kateri smo testirali posamezne faze rekonstrukcije. V razdelku
4.2 opiˇsemo uporabljene nabore slik. V razdelku 4.3 opiˇsemo testiranje po-
sameznih faz, rezultate testiranja in vmesne sklepe ter odlocˇitve, ki smo jih
sprejeli.
4.1 Superracˇunalnik Arctur-2
Rekonstrukcijo smo izvajali na superracˇunalniˇski infrastrukturi Arctur-2 (v
nadaljevanju: infrastruktura) podjetja Arctur, prikazani na Sliki 4.1. In-
frastruktura, prvicˇ predstavljena javnosti 6. oktobra 2016, je prvi slovenski
hiperkonvergiran superracˇunalnik [7]. Vsa infrastruktura je uporabnikom
predstavljena v virtualizirani obliki in se lahko prilagaja potrebam posame-
znega uporabnika.
Za izvajane programov infrastruktura nudi tri tipe racˇunskih vozliˇscˇ:
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Slika 4.1: Superracˇunalnik Arctur-2. Vir: Arctur d. o. o.
CPU vozliˇscˇa, GPU vozliˇscˇa in pomnilniˇska vozliˇscˇa1. CPU vozliˇscˇa ponu-
jajo 2 14-jedrna procesorja Intel Xeon E5-2690 v4 z urinim taktom 2,6 GHz
in 128 GB delovnega pomnilnika. GPU vozliˇscˇa, poleg enakega procesorja in
enake kolicˇine delovnega pomnilnika, ponujajo sˇe sˇtiri graficˇne pospesˇevalnike
NVIDIA Tesla M60. Pomnilniˇska vozliˇscˇa ponujajo 2 14-jedrna procesorja
Intel Xeon E5-2650L v4 z urinim taktom 1,7 GHz, 1024 GB delovnega po-
mnilnika in dva lokalna diska tipa SSD z velikostjo 480 GB.
V cˇasu pisanja diplomske naloge je infrastruktura nudila 13 CPU vozliˇscˇ,
7 GPU vozliˇscˇ in 6 pomnilniˇskih vozliˇscˇ. Vsa vozliˇscˇa so z ostalo infrastruk-
turo povezana z 50-gigabitno povezavo. Vsi podatki se hranijo na virtualni
particiji omrezˇnega polja diskov.
Programi se na infrastrukturi zaganjajo prek programske opreme za upra-
vljanje in delo s porazdeljenimi racˇunalniˇskimi sistemi Slurm2. Vsak zagon
programa se obravnava kot locˇena naloga. Naloge so postavljene v cˇakalno
vrsto in izvedene ena za drugo, takoj ko so zahtevana vozliˇscˇa na voljo.
Uporabniki dostopajo do infrastrukture s pomocˇjo protokola SSH, ki vzpo-
1https://support.arctur.si/kb/faq.php?id=1
2https://slurm.schedmd.com/quickstart.html
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stavi kriptirano povezavo med uporabnikom in infrastrukturo za medsebojno
posˇiljanje tekstovnih ukazov. Primer programa za delo s protokolom SSH,
povezanega na infrastrukturo, je prikazan na Sliki 4.2.
Slika 4.2: SSH odjemalec, povezan z superracˇunalnikom Arctur-2. Izveden
je bil ukaz squeue, ki izpiˇse naloge v cˇakalni vrsti.
Operacijski sistem, na katerem se izvaja programska oprema Slurm, je
Linux distribucija CentOS3. Interakcija med uporabnikom in sistemom po-
teka prek ukazne lupine Bash4. Ukazna lupina se izvaja na vozliˇscˇu, ki ni del
jedra infrastrukture, ampak deluje kot posrednik med uporabnikom in su-
perracˇunalniˇsko infrastrukturo. Posredno vozliˇscˇe sicer omogocˇa tudi samo-
stojno izvajanje programov, kar pa, razen za manjˇsa opravila, ni priporocˇeno,
saj je racˇunska mocˇ tega vozliˇscˇa manjˇsa kot mocˇ racˇunskih vozliˇscˇ.
Za zagon programov na racˇunskih vozliˇscˇih smo uporabljali izkljucˇno ukaz
sbatch. Ta programski opremi Slurm predlozˇi izvedljivo datoteko ali skripto,
ki jo uporabnik zˇeli izvesti na racˇunskem vozliˇscˇu. Ukaze in programe, ki
smo jih hoteli izvesti, smo zbrali v zacˇasni skripti in to skripto predlozˇili
3https://www.centos.org/about/
4https://www.gnu.org/software/bash/
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programski opremi Slurm. Programska oprema je skripto postavila v cˇakalno
vrsto in, ko je bilo primerno vozliˇscˇe prosto, jo poslala v izvajanje. Primer
vsebine zacˇasne skripte se nahaja v izpisu na Sliki 4.3.
#!/ bin/bash
#
#SBATCH --job -name= dme_lu3_truck
#SBATCH --output =/ home/users/brojc/logs/ dme_lu3_truck_out .txt
#
#SBATCH --partition =gpu
#SBATCH --contiguous
#SBATCH --mincpus =28
#SBATCH --time =02:00:00
/home/users/brojc/skripte/DepthMap/depthMapEstimation_default_generic.sh \
tanks_temples Truck lu3 251
Slika 4.3: Primer vsebine zacˇasne skripte za predlozˇitev programski opremi
Slurm. Vrstice, ki se zacˇnejo z “#SBATCH”, vsebujejo razne parametre, na-
menjene programski opremi. Klicˇe se genericˇna skripta za zaganjanje faze
ocenjevanja globinskih slik. Za poenostavitev postopkov testiranja smo po-
gosto uporabljali vecˇ nivojev skript.
4.2 Testni nabori slik
Testno mnozˇico sestavlja 17 naborov slik, zdruzˇenih v 4 skupine.
4.2.1 Cerkvica
“Cerkvica” je skupina 8 naborov slik cerkve svetega Andreja na Vrhovlju pri
Kozˇbani [1]. Zajema dva preleta z brezpilotnim letalnikom5, ki obsegata 170
in 201 sliko, ter 6 naborov posameznih delov cerkve, ki obsegajo med 8 in 56
slik. Slike so bile zajete v nedeljo, 13. septembra, in nedeljo, 20. septembra
2015, v sklopu projekta Tourism 4.0. Nekaj primerov slik je prikazanih na
Sliki 4.4. Slike so v zasebni lasti podjetja Arctur.
5angl. “drone”
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Slika 4.4: Primeri slik iz skupine naborov “Cerkvica”.
4.2.2 Hrastovo deblo
“Hrastovo deblo” (v nadaljevanju tudi “hrast”) je nabor 207 slik hrasta, ki
jih je posnel Zˇiga Strmsˇek s svojim mobilnim telefonom v cˇetrtek, 29. marca
2018. Pri slikanju se je osredotocˇil na deblo hrasta, ker je zˇelel kasneje iz
slik tvoriti model nizˇjega dela drevesa. Drevo se nahaja blizu Kozariˇscˇ v
obcˇini Losˇka dolina. Nekaj primerov slik je prikazanih na Sliki 4.5. Slike so
v zasebni lasti, od avtorja smo pridobili dovoljenje za uporabo v diplomski
nalogi.
Slika 4.5: Primeri slik iz nabora “Hrastovo deblo”.
24 Blazˇ Rojc
4.2.3 Hallersteinova sfera
“Hallersteinova sfera” je nabor 213 slik umetniˇske replike astronomskega pri-
pomocˇka, ki ga je v 18. stoletju ustvaril astronom slovenskega rodu Ferdinand
Avgusˇtin Hallerstein, ko je delal na kitajskem dvoru [2]. Posnete so bile v
sredo, 9. januarja 2019, z namenom digitalizacije in rekonstrukcije6 objekta.
Nekaj primerov slik je prikazanih na Sliki 4.6. Slike so v zasebni lasti podjetja
Arctur.
Slika 4.6: Primeri slik iz nabora “Hallersteinova sfera”.
4.2.4 Tanki in templji
“Tanki in templji” je skupina 7 naborov slik, ustvarjenih z namenom testi-
ranja obstojecˇih algoritmov za rekonstrukcijo objektov [15]. Slike niso bile
posnete locˇeno, temvecˇ so avtorji najprej naredili videoposnetek objekta,
nato pa posamezne okvirje shranili kot slike. Posledicˇno so ti nabori naj-
obsezˇnejˇsi, obsegajo med 263 in 1106 slik. Nekaj primerov slik je prikazanih
na Sliki 4.7. Slike so prosto dostopne na spletni strani projekta7, pod licenco
Creative Commons Priznanje avtorstva-Nekomercialno-Deljenje pod enakimi
pogoji 3.0.
6https://sketchfab.com/3d-models/artistic-replica-of-hallerstein-
sphere-fdc09362ec5744b7a7298e65a04c0157
7https://www.tanksandtemples.org/download/
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Slika 4.7: Primeri slik iz skupine naborov “Tanki in templji”.
4.2.5 Podatki o slikah
nabor resolucija [slikovnih pik] format sˇtevilo slik
Cerkvica 501
fasada 4912 × 3264 (16 M) TIFF 10
okolica 4912 × 3264 (16 M) JPEG 56
preddverje 4912 × 3264 (16 M) JPEG 9
prelet 1 4912 × 3264 (16 M) JPEG 170
prelet 2 4912 × 3264 (16 M) JPEG 201
vhod 2 4912 × 3264 (16 M) TIFF 11
vhod notranji 4912 × 3264 (16 M) TIFF 8
zvonik 4912 × 3264 (16 M) JPEG 36
Hrastovo deblo 2048 × 1536 (3.1 M) JPEG 207
Hallersteinova sfera 6000 × 3376 (20 M) JPEG 213
Tanki in templji 3291
Barn 1920 × 1080 (2.1 M) JPEG 410
Caterpillar 1920 × 1080 (2.1 M) JPEG 383
Church 1920 × 1080 (2.1 M) JPEG 507
Courthouse 1920 × 1080 (2.1 M) JPEG 1106
Ignatius 1920 × 1080 (2.1 M) JPEG 263
Meetingroom 1920 × 1080 (2.1 M) JPEG 371
Truck 1920 × 1080 (2.1 M) JPEG 251
Tabela 4.1: Podatki o resoluciji, sˇtevilu in formatu slik v posameznih naborih.
V Tabeli 4.1 se nahajajo podatki o slikah v skupinah naborov. Nabori,
ki spadajo v isto skupino, imajo enako resolucijo, nimajo pa nujno enakega
formata. Slike so shranjene ali v formatu JPEG8 ali v formatu TIFF9.
8https://jpeg.org/
9https://www.adobe.io/open/standards/TIFF.html
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4.3 Testiranje
To, da je cevovod jasno razdeljen na posamezne faze, nam omogocˇa, da
testiramo vsako posebej, rezultate takoj evalviramo in dolocˇimo ustrezne
parametre za nadaljnje testiranje. V idealnem primeru bi vnaprej dolocˇili
vse mozˇne kombinacije parametrov in dolocˇili najboljˇso kombinacijo, am-
pak sˇtevilo taksˇnih kombinacij eksponentno narasˇcˇa s sˇtevilom testiranih faz.
Kljub velikemu sˇtevilu racˇunskih vozliˇscˇ, bi bil cˇas testiranja neobvladljiv,
zato smo se odlocˇili, da bomo med testiranjem obcˇasno evalvirali rezultate
in za nadaljnje testiranje izbrali le najboljˇse kombinacije parametrov do tega
trenutka.
Pri evalvaciji smo uposˇtevali naslednje metrike: cˇas izvajanja faze, po-
treba po GPU ali visokopomnilniˇskem vozliˇscˇu, sˇtevilo vrnjenih tocˇk ali tri-
kotnikov in vizualna koherenca rezultatov. Vpliv vsake metrike je bil odvisen
od konteksta in ni strogo dolocˇen. Vsako odlocˇitev smo skusˇali cˇim bolj teh-
tno utemeljiti.
Pri nekaterih fazah poglobljeno testiranje ni bilo potrebno. Inicializacija
kamer je hiter postopek, ki traja le nekaj sekund in nima parametrov, ki bi
jih lahko testirali. Prileganje slik s programski opremi prilozˇenim drevesom
deluje le z navadnimi opisniki SIFT in je za testirane nabore skupaj trajalo
samo 120 sekund, kar predstavlja manj kot 0,3 odstotka racˇunskega cˇasa
celotnega postopka rekonstrukcije. Priprava za tvorbo goste scene, ocenjeva-
nje globine slik, filtriranje globisnkih slik, tvorba in filtriranje mrezˇe nimajo
parametrov, primernih za optimizacijo.
Vsi parametri in nastavitve, ki niso posebej definirani, so bili postavljeni
na privzete vrednosti, ki jih predlaga programska oprema. Vecˇina sˇtevilskih
parametrov ni bila testirana, saj ni ocˇitno, do kaksˇne mere bi lahko vrednosti
prilagajali, preden bi zasˇli v lokalni minimum, ki ne bi bil reprezentativen za
splosˇen nabor slik.
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4.3.1 Izlusˇcˇanje znacˇilnic
Testiranje smo zacˇeli z algoritmi za izlusˇcˇanje znacˇilnic. Primerjali smo cˇas
izvajanja in prostor na disku, ki ga opisniki posameznega tipa zasedajo.
Cˇasi izvajanja posameznih algoritmov so prikazani na diagramu na Sliki
4.8. Programska oprema porabi najvecˇ cˇasa za izlusˇcˇitev opisnikov A-KAZE,
najmanj pa za izlusˇcˇitev opisnikov SIFT brez dolocˇanja dominantne smeri.
Uporaba GPU vozliˇscˇ je smiselna le za navadne SIFT opisnike in opisnike
SIFT brez dolocˇanja dominantne smeri, ostali algoritmi GPU ne uporabljajo.
Najvecˇja razlika med CPU in GPU je pri velikih naborih, kjer so GPU vo-
zliˇscˇa do 34 % hitrejˇsa od CPU vozliˇscˇ. Algoritem za izlusˇcˇanje opisnikov
LIOP s pospesˇenim A-KAZE algoritmom vsebuje napako in vrne opisnike le
za najmanjˇsi nabor, zato smo ga izlocˇili iz testiranja.
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Slika 4.8: Cˇasi izvajanja posameznih algoritmov za izlusˇcˇanje opisnikov. Po-
samezna prikazana vrednost ustreza cˇasu, potrebnemu za obdelavo slik v
vseh testiranih naborih.
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Prostor na disku, ki ga zasedajo opisniki posameznega tipa, je prikazan na
diagramu na Sliki 4.9. Najvecˇ prostora zasedejo opisniki SIFT z vrednostmi
s plavajocˇo vejico, najmanj pa opisniki M-LDB.
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Slika 4.9: Kolicˇina prostora na disku, ki ga zasedajo vsi opisniki posameznega
tipa.
Za nadaljnje testiranje smo izbrali vseh 7 uspesˇnih tipov opisnikov (CPU
in GPU verzijo obravnavamo locˇeno).
4.3.2 Prileganje znacˇilnic
Pri prileganju znacˇilnic smo testirali hitrost in uspesˇnost razlicˇnih algorit-
mov za iskanje ujemanj. Zacˇeli smo s 4 nabori na CPU vozliˇscˇih in primer-
jali naivno iskanje ujemanj, iskanje priblizˇno najblizˇjega soseda in kaskadno
zgosˇcˇanje. Programska oprema nudi sˇe mozˇnost kaskadnega zgosˇcˇanja z me-
moizacijo, ki pa v vecˇini primerov ni bilo uspesˇno, zato smo ga izlocˇili iz
testiranja.
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Cˇasi delnih izvajanj algoritmov in sˇtevila najdenih ujemanj so prikazani
na diagramu na Sliki 4.10. Razlika v sˇtevilu ujemanj med naivnim iskanjem in
iskanjem priblizˇno najblizˇjega soseda je zanemarljiva, a naivno iskanje porabi
do dvajsetkrat vecˇ racˇunskega cˇasa. Na podlagi tega smo se odlocˇili, da
izlocˇimo naivno iskanje iz nadaljnjega testiranja, posledicˇno pa tudi opisnike
M-LDB. Nadaljevali smo s testiranjem ostalih naborov slik in testiranjem na
GPU vozliˇscˇih.
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Slika 4.10: Cˇasi delnih izvajanj posameznih algoritmov za iskanje ujemanj
opisnikov in sˇtevila najdenih ujemanj.
Cˇasi izvajanja posameznih algoritmov na CPU in GPU vozliˇscˇih so prika-
zani na diagramu na Sliki 4.11. Ugotovili smo, da je razlika med izvajanjem
na CPU vozliˇscˇih in izvajanjem na GPU vozliˇscˇih zanemarljiva. Cˇasi izvaja-
nja posameznih algoritmov na vseh naborih slik in sˇtevila najdenih ujemanj
so prikazana na diagramu na Sliki 4.12. Algoritem za iskanje priblizˇno naj-
blizˇjega soseda pripelje v povprecˇju do vecˇjega sˇtevila ujemanj. Potrebuje pa
vecˇ racˇunskega cˇasa kot kaskadno zgosˇcˇanje. Odlocˇili smo se, da nadaljujemo
testiranje z obema in kasneje dolocˇimo, kateri prinese boljˇse rezultate.
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Slika 4.11: Cˇasi izvajanja posameznih algoritmov na CPU in GPU vozliˇscˇih.
Prikazane so vsote cˇasov tistih algoritmov, ki so primerni za izvajanje tako
na CPU kot tudi na GPU vozliˇscˇih.
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Slika 4.12: Cˇasi izvajanja posameznih algoritmov za iskanje ujemanj opisni-
kov na vseh naborih slik in sˇtevila najdenih ujemanj.
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4.3.3 Postopna struktura iz gibanja
Ker je na tej tocˇki sˇtevilo testnih naborov zacˇelo postajati neobvladljivo,
smo se odlocˇili, da najprej izvedemo fazo postopne strukture iz gibanja z
vsemi parametri na privzetih vrednostih, na podlagi rezultatov tega koraka
pa dolocˇimo, kateri nabor parametrov izberemo za nadaljnje testiranje. Poleg
tega smo testirali sˇe, ali je smiselno za postopno strukturo iz gibanja uporabiti
GPU vozliˇscˇa.
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Slika 4.13: Cˇasi izvajanja algoritma za postopno strukturo iz gibanja na
posameznih naborih.
Cˇasi izvajanja so prikazani na diagramu na Sliki 4.13, sˇtevila najdenih
tocˇk pa na diagramu na Sliki 4.14. Najprej smo ugotovili, da je uporaba GPU
vozliˇscˇ nesmiselna, saj se cˇasi izvajanja in sˇtevila izlusˇcˇenih tocˇk razlikujejo
v povprecˇju le za nekaj odstotkov.
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Slika 4.14: Sˇtevila tocˇk, ki jih je izlusˇcˇil algoritem za postopno strukturo iz
gibanja iz posameznih naborov.
Nato smo zavrgli vse nabore parametrov, ki so do te tocˇke porabili vecˇ kot
sˇtirikrat vecˇ racˇunskega cˇasa v primerjavi z najhitrejˇsim naborom. Tako smo
zavrgli 6 izmed 16 naborov. Zavrgli smo sˇe dva nabora z najmanj izlusˇcˇenimi
tocˇkami. Za zadnji korak izbire smo se odlocˇili, da ostalih 8 skupin oblakov
tocˇk ocenimo tako, da vizualno ocenimo koherentnost posameznega oblaka.
Vsak oblak smo ocenili kot dober, nepopoln ali slab.
Primeri dobrega, nepopolnega in slabega oblaka tocˇk so prikazani na Sliki
4.15. Dober oblak je v celoti koherenten, nepopoln oblak ima lahko manjˇsa
odstopanja, ki morda lahko pokvarila rezultate kasnejˇsih faz, slab oblak pa
ima ocˇitno, nesprejemljivo odstopanje, ki bi skoraj gotovo vodilo do neu-
speha.
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Slika 4.15: Primeri dobrega (levo), nepopolnega (sredina) in slabega (desno)
oblaka tocˇk.
nabor dobrih nepopolnih slabih
navadni SIFT s prileganjem slik in priblizˇno najblizˇjimi sosedi 14 2 1
navadni SIFT na GPU vozliˇscˇu s prileganjem slik in priblizˇno
najblizˇjimi sosedi
14 2 1
navadni SIFT s kaskadnim zgosˇcˇanjem 16 1 0
navadni SIFT s prileganjem slik in kaskadnim zgosˇcˇanjem 17 0 0
navadni SIFT na GPU vozliˇscˇu s kaskadnim zgosˇcˇanjem 15 1 1
navadni SIFT na GPU vozliˇscˇu s prileganjem slik in kaska-
dnim zgosˇcˇanjem
16 0 1
SIFT z vrednostmi s plavajocˇo vejico s kaskadnim zgosˇcˇanjem 17 0 0
navadni SIFT brez dolocˇanja dominantne smeri na GPU vo-
zliˇscˇu s kaskadnim zgosˇcˇanjem
14 2 1
Tabela 4.2: Sˇtevilo dobrih, nepopolnih in slabih redkih oblakov tocˇk za vsak
ocenjevan nabor parametrov
Sˇtevila dobrih, nepopolnih in slabih oblakov so prikazana v Tabeli 4.2. V
vseh primerih sta dala dobre rezultate dva nabora, navadni opisniki SIFT s
prileganjem slik in kaskadnim zgosˇcˇanjem ter opisniki SIFT z vrednostmi s
plavajocˇo vejico, brez prileganja slik in s kaskadnim zgosˇcˇanjem.
Opisnike SIFT z vrednostmi s plavajocˇo vejico smo zavrgli, ker zasedejo
veliko vecˇ prostora na disku kot navadni SIFT opisniki brez ocˇitne prednosti.
Tako smo za optimalno izbiro proglasili navadne opisnike SIFT s prileganjem
slik in kaskadnim zgosˇcˇanjem, pridobljene na CPU vozliˇscˇih.
Za optimizacijo postopne strukture iz gibanja smo izbrali tri parametre.
Prvi je nacˇin popravljanja lokacije kamer. Programska oprema nudi dva
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algoritma za popravljanje lokacij, lokalnega in globalnega. Cˇasi izvajanja
z lokalnim in globalnim popravljanjem lokacij in sˇtevila izlusˇcˇenih tocˇk so
predstavljeni na diagramu na Sliki 4.16.
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Slika 4.16: Cˇasi izvajanja in sˇtevilo izlusˇcˇenih tocˇk algoritma za postopno
strukturo iz gibanja glede na algoritem za popravljanje lokacij.
Oba prineseta primerljive rezultate, ampak lokalen se izvaja vecˇ kot osem-
krat hitreje kot globalen v najboljˇsem primeru in priblizˇno dvakrat hitreje v
povprecˇju. Odlocˇili smo se, da bomo uporabili le lokalen algoritem.
Drugi parameter je sˇtevilo potrebnih neodvisnih opazˇanj znacˇilnice za
tvorbo tocˇke. Ta parameter je sicer celosˇtevilski, uporabnik lahko postavi
poljubno vrednost, enako 2 ali vecˇjo, a odlocˇili smo se testirati le dve, 2 in 3.
Pri dveh neodvisnih opazˇanjih tvori programska oprema tocˇko za vsako uje-
manje. To vkljucˇuje tudi morebitna napacˇna ujemanja, ki vodijo do sˇumnih
tocˇk v prostoru. Pri treh neodvisnih opazˇanjih programska oprema zahteva
za tvorbo, poleg ujemanja, sˇe neodvisno “potrditev”. Ker napacˇno ujemanje
skoraj gotovo ne bo potrjeno s strani tretje slike, programska oprema vecˇino
sˇumnih tocˇk takoj zavrzˇe. A ker so nekatere znacˇilnice vidne le na dveh sli-
kah, programska oprema pri treh neodvisnih opazˇanjih zavrzˇe tudi nekatera
pravilna ujemanja. Na Sliki 4.17 je primerjava oblaka tocˇk s sˇumom in oblaka
tocˇk z manjkajocˇimi ujemanji.
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Slika 4.17: Primer redkega oblaka tocˇk s sˇumom (levo) in Primer redkega
oblaka tocˇk z manjkajocˇimi podrocˇji (desno).
Odlocˇili smo se, da bomo nadaljevali s testiranjem obeh mozˇnosti v na-
daljnjih fazah in kasneje dolocˇili, katera je primernejˇsa.
Tretji parameter je zaklepanje polozˇaja zˇe rekonstruiranih tocˇk. Ta para-
meter je slabo dokumentiran in s testiranjem smo ugotovili, da bistveno ne
spremeni rezultata.
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Slika 4.18: Cˇasi izvajanja in sˇtevilo izlusˇcˇenih tocˇk algoritma za postopno
strukturo z zaklepanjem in brez zaklepanja.
Cˇas izvajanja in sˇtevilo izlusˇcˇenih tocˇk z zaklepanjem in brez zaklepa-
nja so prikazani na diagramu na Sliki 4.18. Odlocˇili smo se, da uporabimo
privzeto vrednost, brez zaklepanja.
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4.3.4 Tvorba mrezˇe
Ker naslednje sˇtiri faze cevovoda nimajo primernih parametrov za optimiza-
cijo, smo se odlocˇili, da bomo rezultate naslednjicˇ ocenili po tvorbi mrezˇe.
Tvorili smo dve mrezˇi, razlikovali sta se le v sˇtevilu neodvisnih opazˇanj
znacˇilnice za tvorbo tocˇke pri postopni strukturi iz gibanja. Pri 16 izmed
17 naborov slik je bila tvorba mrezˇe uspesˇna, pri enem naboru pa program-
ska oprema v obeh primerih ni uspela tvoriti vseh globinskih slik. Neuspesˇen
nabor smo izlocˇili iz nadaljnjega testiranja.
Cˇasovna zahtevnost tvorbe mrezˇe je bila v obeh primerih enaka (manj
kot odstotek razlike med cˇasoma), opazili pa smo, da so rezultati v primeru
treh neodvisnih opazˇanj vsake znacˇilnice boljˇsi kot v primeru dveh. Razlika
je prikazana na Sliki 4.19.
Slika 4.19: Primer razlike v kvaliteti rezultata pri dveh (levo) oziroma treh
neodvisnih opazˇanjih (desno).
Odlocˇili smo se, da uporabimo parametre s tremi neodvisnimi opazˇanji
znacˇilnice.
4.3.5 Tvorba teksture
Pri tvorbi teksture smo se odlocˇili, da testiramo nacˇin tvorbe teksture. Iz-
kazalo se je, da konsistentno deluje samo naiven postopek tvorbe, postopka
ABF in LSCM sta bila v vecˇini primerov neuspesˇna. Postopek ABS se je
uspesˇno zakljucˇil na enem naboru, vendar je pri tem porabil priblizˇno 140-
krat vecˇ cˇasa kot naiven postopek, zato rezultat obravnavamo kot neuspeh.
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Postopek LSCM se je uspesˇno zakljucˇil na dveh naborih, a je pri tem porabil
priblizˇno 15-krat oz. 21-krat vecˇ cˇasa kot naiven postopek, zato rezultat tudi
obravnavamo kot neuspeh.
4.3.6 Koncˇni rezultati
3D model smo uspesˇno tvorili sˇestnajstim izmed sedemnajstih naborov. Mo-
deli so dobre kvalitete in vsebujejo sprejemljivo kolicˇino detajlov, kot je pri-
kazano na Sliki 4.20. Pri nekaterih modelih programska oprema ni mogla
rekonstruirati vseh detajlov zaradi prevecˇ kompleksne geometrije, kot je pri-
kazano na Sliki 4.21.
Slika 4.20: Primer dobre rekonstrukcije (levo) in ustrezna slika, ki prikazuje
objekt (desno).
Pogosta nezˇelena lastnost, prisotna v modelih, so podrocˇja, kjer je pro-
gramska oprema skusˇala rekonstruirati okolico objekta, a je zaradi pomanj-
kanja podatkov uspela tvoriti le sˇumnata podrocˇja, ki ne pripomorejo k in-
formativnosti modela. Primer modela, ki vsebuje veliko takih podrocˇij, je
prikazan na Sliki 4.22. Menimo, da je taka podrocˇja potrebno pred uporabo
modela odstraniti.
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Slika 4.21: Primer modela z manjkajocˇimi detajli zaradi kompleksne geome-
trije (levo) in ustrezna slika, ki prikazuje objekt (desno).
Slika 4.22: Primer rekonstrukcije z vecˇjimi podrocˇji okolice objekta, ki niso
dovolj detajlno rekonstruirana in jih je potrebno odstraniti. Objekt, ki smo
ga zˇeleli rekonstruirati, je bilo delovno vozilo.
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Racˇunski cˇas rekonstrukcije ni razdeljen enakomerno med fazami cevo-
voda. Delezˇi trajanja posameznih faz so prikazani na diagramu na Sliki 4.23.
Najvecˇ racˇunskega cˇasa porabi ocenjevanje globine slik, ki je tudi edina faza,
ki se izvaja na GPU vozliˇscˇih. Ker se globina tocˇk ocenjuje vsaki sliki pose-
bej, so avtorji programske opreme omogocˇili, da je to fazo mogocˇe porazdeliti.
Vsako vozliˇscˇe lahko globino oceni podmnozˇici slik, neodvisno od ostalih vo-
zliˇscˇ. Superracˇunalniˇska infrastruktura ponuja 7 GPU vozliˇscˇ, torej lahko cˇas
faze do sedemkrat pohitrimo. Po cˇasovni zahtevnosti druga in tretja najbolj
zahtevna faza, tvorba mrezˇe in tvorba teksture, nista enostavno paraleliza-
bilni, zato sklepamo, da so dodatne pohitritve tezˇje dosegljive.
40.3%
20.9%
19.6% 5.7%
5.3%
8.2%
ocena globine slik
tvorba mrezˇe
tvorba teksture
filtriranje globinskih slik
prileganje znacˇilnic
ostale faze
Slika 4.23: Delezˇi racˇunskega cˇasa rekonstrukcije, ki ga zavzemajo posamezne
faze.
Pred testiranjem smo pricˇakovali, da bomo lahko celoten postopek re-
konstrukcije enostavno paralelizirali, izkazalo se je, da nas je pri tem najbolj
omejila cevovodna oblika rekonstrukcijskega postopka. Ker morajo biti faze
izvajane ena za drugo, je edina mozˇnost paralelizacije na nivoju posameznih
faz. Programska oprema je bila nacˇrtovana z namenom izvajanja na delovnih
postajah, kjer lahko vsaka faza optimalno izkoristi celoten sistem. Pri izva-
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janju na superracˇunalniˇski infrastrukturi taka zasnova predstavlja ozko grlo.
Predlagamo, da se raje paralelizira izvajanje vecˇjega sˇtevila rekonstrukcij.
Tako se lahko izkoristi vecˇje sˇtevilo vozliˇscˇ.
Poglavje 5
Zakljucˇek
V tem delu smo izbrali primerno programsko opremo za rekonstrukcijo 3D
modela iz nabora slik in jo pripravili za izvajanje na superracˇunalniˇski infra-
strukturi. Proucˇili smo cevovod rekonstrukcije in dolocˇili vrednosti parame-
trov posameznih faz, ki so na testnih naborih slik prinesle najboljˇse rezultate.
Ugotovili smo, da so graficˇni pospesˇevalniki potrebni le za izvajanje ene faze
cevovoda, ostale faze se lahko izvajajo na vozliˇscˇih brez pospesˇevalnikov.
Pricˇakovali smo, da bo mozˇno celoten postopek paralelizirati, a smo ugoto-
vili, da je vecˇina faz implementirana sekvencˇno in se lahko izvaja le na enem
racˇunskem vozliˇscˇu. Izjema je tvorba globinskih slik, ki se lahko izvaja para-
lelno na vecˇ racˇunskih vozliˇscˇih. Ker tvorba globinskih slik zavzame vecˇ kot
40 % racˇunskega cˇasa postopka rekonstrukcije, predstavlja uporaba vecˇjega
sˇtevila racˇunskih vozliˇscˇ za izvajanje znaten pospesˇek.
Dolocˇili smo le optimalne vrednosti parametrov, ki imajo najvecˇji vpliv
na potek in rezultate rekonstrukcije, sˇtevilskih parametrov smo se izogibali.
V celoti smo za testiranje porabili 141 ur racˇunskega cˇasa na CPU vozliˇscˇih in
308 ur racˇunskega cˇasa na GPU vozliˇscˇih. Kljub velikemu sˇtevilu vozliˇscˇ, ki
smo jih imeli za razpolago za testiranje, je sˇtevilo mozˇnih vrednosti preveliko,
da bi lahko testirali vse. Postopek bi lahko izboljˇsali tako, da bi testirali vecˇ
naborov parametrov. V testiranje bi vkljucˇili vecˇ naborov slik, posnetih z
razlicˇnimi napravami in z razlicˇno osvetlitvijo. S tem bi lahko bolje ocenili
41
42 Blazˇ Rojc
pomen posameznih parametrov in morda ustvarili odlocˇitveni postopek na
podlagi vnaprej znanih parametrov.
Med testiranjem nismo uposˇtevali morebitnega vpliva, ki ga ima polje
diskov, na katerem smo hranili vmesne rezultate posameznih faz. Cˇe pred-
postavimo, da ima polje najvecˇji vpliv pri izvajanju faz, ki tvorijo ali potre-
bujejo najvecˇ podatkov s polja diskov, lahko sklepamo, da je najvecˇji vpliv
polja pri fazi priprave goste scene. V tej fazi se je med testiranjem tvorijo
57 GB nestisnjenih slik brez popacˇenja lecˇe. Racˇunska vozliˇscˇa so s poljem
diskov povezana prek 50-gigabitne povezave, torej podatki potrebujejo vsaj
9 sekund, da se prenesejo iz polja diskov v delovni pomnilnik racˇunskega
vozliˇscˇa ali obratno, kar predstavlja priblizˇno en odstotek racˇunskega cˇasa.
Testirali bi lahko polje samo; izmerili bi lahko natancˇne hitrosti pisanja in
branja podatkov iz polja, s cˇimer bi pridobili boljˇso oceno cˇasa, ki ga posto-
pek rekonstrukcije porabi za delo s poljem diskov.
V celoti smo dolocˇili rekonstrukcijski postopek, s katerim pridobimo dobre
rezultate na velikem sˇtevilu razlicˇnih naborov slik. Postopek zadosˇcˇa kot
temelj spletne storitve za tvorbo 3D modelov objektov. Uspesˇnost postopka
temelji tudi na naborih slik, ki jih bodo posredovali uporabniki storitve, s
katerimi se lahko postopek nadalje izboljˇsuje.
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