Public reporting burden for this collection of information is estimated to average 1 hour per response, including the time for reviewing instructions, search existing data sources, gathering and maintaining the data needed, and completing and reviewing the collection of information. Send comments regarding this burden or any other aspect of this collection of information, including suggestions for reducing this burden, to Washington Headquarters Services. Directorate for information Operations and Reports, 1215 Jefferson Davis Highway, Suite 1204, Arlington, VA 22202-4302, and to the Office of Management and Budget, Paperwork Reduction Project (0704-0188), Washington, DC 20503.
The need for the analysis presented in this report is perhaps best described by Bill Ormsby (W11) and Jack Carr (ORCA Computer Inc.) : "An acoustic, passive multistatic network (A-PMSN) for situation awareness in support of military and homeland security operations, such as harbor defense, is needed. The A-PMSN is a prototype sound source location system initially focused on the detection of small boats and the integration of those detections into existing track management procedures and operational picture displays. A-PMSN is designed to operate within a service-oriented architecture for early recognition of significant acoustic detections obtained from sensors located at known endpoints of a baseline using time differences of arrivals (TDOAs) of signals. A TDOA is defined to be the difference of times of arrival of a signal at two separated receivers (sensors).
Using sensors on more than one independent baseline or on one baseline with a track constraint allows the estimation of the positions of the sources of sounds being detected. These positions may include those for targets of interest and those for sources of sound not of interest. The TDOAs will be produced at regular time intervals and converted to estimated positions. These positions will be used as detections and processed by an associated cross correlation algorithm to produce tracks. The tracks are the result of the targets moving from fixed point to fixed point over the span of the data collection. In particular, targets whose positions fall close to a line and/or close to the arc of a circle are of particular interest and form the basis for the associated algorithm using the Hough Transform for preliminary estimates of target positions."
With a passive multistatic sensor network consisting of a set of commercial FM or acoustic transmitters, receivers (sensors), and a data processing center with their coordinate locations, one is interested in locating targets moving in straight lines and/or in circular or possibly elliptical arcs within a given surveillance area. An appropriate tool to aid in detecting preliminary estimates of such movements is the Hough Transform. In order to apply the Hough Transform (HT), N input points (x, y) are needed that are generated by transmitter responses from a target to receivers (sensors) using TDOAs [3] .
Also, two methods are described to determine the (x, y) input points. First, a straightforward approach dealing directly with the nonlinearity of the problem is given, followed by a particular application of Ho-Chan's method [4] .
In Section II, the HT is defined and discussed. In Section III the HT is used to identify targets made up of straight lines in the plane. Sections IV and V describe how extensions of the HT can be used to identify targets made up of circular and elliptical arcs, respectively. As noted above, the required input is a set of possible target Cartesian coordinates. Numerical examples are given. Section VI addresses two procedures for finding the possible target coordinates, required by the HT and its extensions, using TDOAs. Three numerical examples are discussed.
Fortran 95 software has been developed to utilize the procedures noted above. 
II. HOUGH TRANSFORM
where (x o , y o ) refers to a point on L. Let N denote the straight line that passes through the origin and is perpendicular to L at a unique (x o , y o ) as shown in Figure 1 . Equation (1), can be written in terms of the parameters that describe N, namely θ and ρ. The result is y sin θ + x cos θ = ρ, −π ≤ θ ≤ π, (2) where θ denotes the angle N makes with the positive x-axis, and ρ specifies the distance along N from (0, 0) to (x o , y o ) . If in (1), (x o , y o ) = (0, 0), then ρ = 0. 
It may happen in evaluating ρ from (2) that ρ < 0, in which case π is added to θ if θ < 0, or π is subtracted from θ if θ > 0, thus reversing the sign of ρ. If ρ = 0 then π is added to θ if θ < 0. Hence, it is assumed that ρ is always nonnegative. Note, (2) has the advantage over (1) since no problems are encountered at φ in the vicinity of ±π/2.
Consider an input set of N numerically different points in xyp : M = {Mn} = {(x n , y n ); n = 1, . . . , N}. Hereafter, elements of M will be designated as Mn points. Let an L−line denote a straight line in xyp containing at least three Mn points. The HT transforms L to a point (θ, ρ) in the θρ-plane ( θρp), where the point is taken from the normal form of the equation for L as described above. At each Mn, a spectrum of straight lines can be drawn by varying θ in (2) . So, each such Mn generates a curve in θρp. If this is done for each of the N points, the intersection points of the resulting curves in θρp designate which Mns belong to which L−lines, thus isolating the straight lines that can be generated from the N given points. Of course, one would look for three or more intersecting curves at a point in θρp. Figure 2 to θρp Thus, the HT can be used to isolate sequences of points that lie on straight lines embedded in a set M of discrete points (x n , y n ), n = 1, . . . , N.
The graphical approach, of using the curve intersections in θρp to find the L−lines, i.e., lines in the xyp containing more than two Mns, has the problem, if N is large, that the curve intersections in θρp are obscure; hence, difficult to read. In such cases, if one wanted the L−lines containing a large number of Mns, it could be difficult to separate them graphically. In addition, keep in mind that every three Mns generate an intersection of two curves in the θρp.
Our approach, which uses no graphing, is to begin by finding and itemizing the Mns belonging to each L−line, starting with the line(s) with the largest number of Mns and listing the remaining lines in decreasing order of their number of Mns. More precisely, let Lk denote the kth L−line obtained from the HT with k = 1, 2, . . . , K, and let Nk denote the total number of Mns contained in Lk. Moreover, the K Lks are ordered in decreasing order of Nk, such that N1 ≥ N2 ≥,... , NK ≥ 3.
In Figure 2 , the Mns are indicated by small numbered circles. [1, 5, 6, 3, 0, 7 ] [ y 1 , y 2 , y 3 , y 4 , y 5 , y 6 ] = [1, 7, 1, 4, 7, 10 ] Thus, the third Mn would be M3 = (x 3 , y 3 ) = (6, 1) .
Using Figures 2 and 3 as an example, there will clearly be two Lk lines, K = 2. So, the output would be as shown in Table 2 . The actual mechanics for generating software to determine the L−lines, Lk, with their Mns, is explained below using the example. Every two Mns determine a straight line with an associated unique θ and ρ that satisfy (2); then a θ and ρ are determined systematically for all possible pairs of Mns. Those pairs (at least two) that have the same θ and ρ determine an L − line passing through those Mns (as discussed with the intersections of curves in θρp where a θ and ρ are associated with each intersection). Beginning the process, Mns one and two would generate θ 1,2 and ρ 1,2 , and Mns i and j would generate θ i, j and ρ i, j with i < j. In matrix notation, let ( θ i, j ) and (ρ i, j ) denote upper triangular matrices. We use a four-quadrant inverse tangent routine, atan2(y, x), such that −π < atan2(y, x) ≤ π.
Throughout, the subscripts i, j are constrained to i < j, i = 1, 2, . . . , (N − 1), j = 2, 3, . . . , N. (7) With discussed at the end of this section, the matrix elements are generated accordingly: The reasoning behind the software is explained using (8 − 16). Starting with θ 1, 2 , one looks along the first row for θ 1, j = θ 1, 2 and equality in the corresponding ρ 1, j = ρ 1, 2 .
If such are found for j ≥ 3, then one need look no further; an Lk has been found. From (12 − 13), we have θ 1, 2 = θ 1, 4 = θ 1, 6 = −.5880 and ρ 1, 2 = ρ 1, 4 = ρ 1, 6 = .2774. All the subscripts indicate the Mns as shown in Table 2 . There is no need to examine subsequent rows, for if another row element occurs with the above equalities, its Mn will already have appeared in the subscripts obtained from the original row, in this case row one. For example θ 2, 4 = θ 2, 6 = −.5880 and ρ 2, 4 = ρ 2, 6 = .2774. We continue with searches in the first row of (15), but no more matches are found. In the third row we find two matches: θ 3, 4 = θ 3, 5 = .7854 and ρ 3, 4 = ρ 3, 5 = 4.9497 that yield the Mns given in second row of Table 2 . The two Lks are ordered as noted above and listed in Table 2 as L1, L2. 2 In HSORT1, numerical equalities for the elements θ i, j and ρ i, k are defined in terms of an input epsilon, > 0 (as also used in (8-11)), as
(17) similarly for the elements ρ i, j and ρ i, k , numerical equality occurs if
Two references with an extensive discussion of HT are [6] , [7] .
III. TARGET ID USING THE HOUGH TRANSFORM
Two more complicated applications of HT are discussed here. In the first case, we consider 16 Mn points, as shown in Figure 4 , and obtain L-lines using HSORT1. The input points, Mns, are also given in Table 3 . Table 3 . Listing of Mns of Figure Figure 4 to θρp The Lk lines determined from the Mns given in Table 3 , using HSORT1, are given in Table 4 . In order to simplify the notation, we have dropped the M prefix on the Mn points, so that, for example, M1, M9, M11, M12, M13 for L1 appear as noted in Table 4 .
The second application of this section involves extracting the outline of a house, composed of straight lines, emersed in a maze of NR = 350 random points. The house outline is made up of thirty Mns that determine five L-lines. The points are given by: (20) Figure 6 shows a plot of the 30 Mns and those random points in the interval 0.5 < x ≤ 3.5.
It is certainly difficult to identify the house outline (30 Mns) in Figure 6 . Figure 7 shows the same points with the Mn points darkened. Figure 6 with the 30 Mns Darkened The input array (x i , y i ), i = 1, . . . , 380 was arranged with the 30 Mns making up the first 30 points of the array, followed by the NR random points, but the results, of course, are independent of the order in which the input points are given. This is so because every possible pair of points in the input array is treated.
Calling on the Fortran subroutine HSORT1 to find all L-lines containing four or more Mns, using as input the (x, y) of (19) and (20), the output is given in Table 5 . 
IV. EXTENSION OF THE HOUGH TRANSFORM TO CIRCULAR ARCS
In the previous section, using HT, it was shown that Mns to determine L-lines could be extracted from a set M of points in xyp. The principle involved is simply that any straight line in xyp can be defined by two parameters (θ, ρ in the HT case), so that examining every pair of points in M and finding those pairs with the same θ, ρ establishes Mns that determine an L-line.
In the case of circular arcs, we use the fact that a circle in the plane is uniquely defined by three parameters. Therefore, to determine an L−arc , i.e., an arc of a circle (corresponding to a straight line in HT case), one would look at all possible combinations of three points from M and search for those particular three-point combinations that have the same values for each of the three parameters. The Fortran software that accomplishes this is contained in file DH.FOR. Subprogram DGXY generates M-sets for testing.
We use for the three parameters defining a circle, the center of the circle, (a, b) , and its radius r. Thus, the equation for a circle in xyp is (x − a) 2 + (y − b) 2 = r 2 .
(21) The objective is to evaluate a, b, and r using three distinct points from M. The fact that a and b occur nonlinearly presents no problem. Denote the three points by (x1, y1), (x2, y2), (x3, y3). Substitute these quantities into (21) The remaining unknown r is obtained from any one of (22)- (24), using a and b obtained from (27) and (28).
The software that reflects this analysis is the subroutine CIR1(x1, y1, x2, y2, x3, y3, a, b, r, D). Hence, to extract the circular arcs from M, the subroutine CIRSOR generates three arrays U(i, j, k), V(i, j, k), and R (i, j, k) 
where CIRSOR calls CIR1 to find the elements a, b, r 2 of U, V, R, respectively, corresponding to each triplet of input. If D = 0, r is set to zero.
The similarity to (10) and (11) should be clear. As a special case, file PTCIR.FOR contains Fortran software that finds L−lines each with an attached L−arc at an endpoint. As an example, we consider M made up of a set of NR=400 random points from normal distributions, a horizontal line L with NL=19 points, and a circular arc, L−arc , with NC=10 points, that begins at the right end-point of L, (y = 3, 1 ≤ x ≤ 3) and forms an arc of the circle: (x − 1) 2 + (y − 4) 2 = 5. Hence M contains a total of N=429 points in xyp, where the Fortran 95 code that follows indicates the generation of the NR=400 random points, followed by the NL=19 straight line points, and ends by generating the ten L−arc points. The code that generates these points is carried out by the subroutine GXYC, which follows. Figure 8 shows some of the random points and the points belonging to the straight line, but the points belonging to the arc, although included, are not evident. Figure 9 has the same points as Figure 8 with the straight line and circular arc points enhanced. The object of this simulation is now to extract the Mn points belonging to the L-line using subroutine HSORT1 and the attached L−arc using subroutine HSORT2. The results are given in Table 6 . Note, if (xe,ye) denotes the last point of L, that all triplets of M chosen include (xe,ye). Hence, only every pair of points of M, without repetition, make up the input together with (xe,ye), rather than an independent triplet of (x,y) points. The software returns results more quickly under these conditions.
In the final example of this section, it is required to find points belonging to three circular arcs, three L−arcs , embedded in a set M also containing random points. This differs from the previous example where the L−arc was attached to the L-line. Thus, here the three points required to establish an L−arc are independent so that the size of the problem increases significantly from an N-squared problem, as in the previous example, to an N-cubed problem. We need to consider all possible combinations of the points of M taking three points at a time without repetitions. The total number of such combinations is NT=N(N-1)(N-2)/6 rather than N(N-1)/2 as in the previous example where all possible pairs were considered. The extraction of the plotted points of the three L−arcs is carried out by the subroutine CIRSOR in file DH.FOR. In more detail, the generation of the simulated data using DOXY was done in the following order: First N (=160) random (x,y) points were generated and stored in array AB; then alternating starting with location AB(5), a point from each of the L−arcs specified in (31)- (33) was inserted into the AB overwriting those locations; so that L − a1 is stored in AB (5), AB (8), . . . , AB(35); L − a2 is stored in AB (6), AB (9), . . . , AB(66); La − 3 is stored in AB (7), AB(10), . . . , AB(52).
The output form CIRSOR is shown in Table 7 . Table 7 . Listing Output Using CIRSOR NR = 112, NC = 48, N = 160. See (31)- (33) for L−arc points. ****************************************** TIME 29, L − a1-> ICN (1) (34) is not satisfied, then other geometrical objects will be determined such as a hyperbola, parabola, or straight line. However, our emphasis will be with ellipses.
Let the five points be denoted by (x k , y k ), k = 1, ..., 5. Then four linear equations can be generated for a, b, A, B after a 2 (38) The objective is to get good numerical approximations to these quantities by assigning five points on E. Hence, using the five points on E, (0, 0), (2, 8.85078940) , (4, 7.54511220) , (6, 6.03229152), (8, 4 .17848880), we obtain from (35) The solution of (39) A plot of E is shown in Figure 12 with its center and with the five specified points. 
VI. FINDING COORDINATES OF A TARGET FROM TDOAs
The TDOAs are used to determine the coordinates (Tx,Ty) of a target point T, by using a pulse emitted by a transmitter.
Given a transmitter T1, located at (T1x, T1y) and three sensors, S1k, k=1,2,3 with locations (S1kx, S1ky). See Figure 13. x y S11 S12 S13 T T1 Figure 13 . Multistatic Network with One Transmitter and Three Sensors A pulse P1 is sent from T1 to T and received from T at S11, S12, S13. Let the time taken for each of these paths be denoted by T1T, TS11, TS12, and TS13, respectively. Then we can define times of arrival TOA11 and TOA12 by TOA11 ≡ T1T + TS11, (44) We are now in position to achieve the objective of determining the target point coordinates (Tx,Ty). Let c denote the speed of sound in meters/second, 3 and note that c * TS1k = (Tx − S1kx) 2 + (Ty − S1ky) 2 ,
Then from (42) and (44) we have two nonlinear equations to solve for (Tx,Ty), namely c * TDOA1 = (Tx − S12x) 2 + (Ty − S12y) 2 − (Tx − S11x) 2 + (Ty − S11y) 2 , (46) c * TDOA2 = (Tx − S13x) 2 + (Ty − S13y) 2 − (Tx − S11x) 2 + (Ty − S11y) 2 . (47) Note that these equations are independent of the location of T1. In Fortran file EXLAST2.FOR, the subroutine HBRD [5] is used to solve (46) and (47) for Tx and Ty. A numerical example, assuming acoustical instruments, with distances in meters and velocity in meters/seconds, follows. Input is: TEMP = 70 o F, c = 343.8644, S11x = 3D3, S11y = 0, S12x = 5.71D3, S12y = 3.525D3, S13x = 1D3, S13y = 4D3, 4 TDOA1 = 1D − 1, TDOA2 = 1.52D − 1.
With an initial guess of Tx = Ty = 1D3, one obtains, as output, the final target coordinates: Tx = 3.2466935D3, Ty = 2.5890217D3.
A second numerical example is based on Jack Carr's experimental setup, where a constraint is imposed, i.e., Ty = a * Tx + b, (a, b given) . (48) In this case only two sensors are required resulting in one TDOA. TEMP = 70 o F, c = 343.8644, a = b = 1, S11x = 3D3, S11y = 0, S12x = 5.71D3, S12y = 3.525D3,
Using Fortran subroutine HBRD in EXCONST.FOR, with an initial guess of Tx = 1D3, one obtains the final target coordinates: Tx = 2.87598D3, Ty = 2.876.98D3.
In the third and final example, RF signals are transmitted that travel at the speed of light, namely c = 2.9979248D5 km/sec; the analysis would hold for acoustic signals as well. Three sensors and one transmitter make up the network to locate a target in 3-space with a constraint. The Earth is assumed to be spherical with radius R E = 6378.137 km.
The method of solution to determine the target coordinates (x, y, z) 5 is different than the one used in the previous examples. It is described in the Ho-Chan paper [4] .
Specifically, our objective is to develop Fortran 95 software that is based on one of the results of the Ho-Chan paper, [4] . The software will output the coordinates of a target from the use of three sensors, whose three-dimensional position coordinates are known, with the constraint that the normal distance from the center of the Earth to the target, r, is also known. As noted in [4] , such a constraint has practical application as, for example, a target sitting on the Earth's surface. The constraint allows the location of the target with only two measurements of TDOAs.
The location of the target is denoted by u = [x, y, z] T and the locations of the three sensors are specified by s k = [x k , y k , z k ] T , k = 1, 2, 3. Thus, the distance between target and sensor k is: 2, 3. (49) To clarify the meaning of TDOA here, consider an Earth station from which a signal, at arbitrary time=0, moving at the speed of light, c, travels to the target and the reflected signal then travels to each of the three sensors (It is assumed that not any three of {0, s 1 , s 2 , s 3 } lie on a straight line; the Earth's center is at 0.). Let TOA k denote the time of arrival of the signal at sensor k. Then let
Note that the constraint can also be written as
where R E ≡ spherical Earth s radius, D ≡ distance above the Earth along u.
From this point, we proceed mathematically, following [4] , toward the objective of finding u, given: s k , TDOA 2,1 , TDOA 3,1 , and r. Rewriting ( 
Replacing r 2 1 on the left side of (52) by (53) gives
Equations (53) and (54) represent a set of linear equations for u in terms of the variable r 1 .
In matrix notation we have (57)
As noted in [4] , the existence of G −1 requires that any three of (0, s 1 , s 2 , s 3 ) cannot lie on a straight line. In addition, the three sensors should have sufficient spatial separation to avoid ill-conditioning of G. Hence, from (55) , 4 1 = 0 (62) We are interested in the positive roots of F. Using one such root in (58) gives a set of possible target coordinates. In case there is more than one positive root, as pointed out in [4] , extraneous roots will not satisfy (50). However, it still can happen that more than one positive root satisfies (50), in which case the user must decide by other means which is the meaningful one for his application. The numerical example that follows reflects such a case.
The file CHAN.FOR uses four subroutines from the NSWC Library of Mathematical Subroutines, [5] : 
Thus, neither positive root of (65) is extraneous and, therefore, both solutions hold. 
