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第１章 序論 
 
 
１.１ 研究の背景 
 人間の聴覚は優れたセンサと分析器からなっている。聴覚は音響信号の時間周波数分
析および特徴抽出をおこない，必要な情報を捉えている。たとえば多数の声の中から特
定の人物の声を聞き分ける能力や，雑音と必要な情報を聞き分ける能力など優れた分析
能力を持っている。また，たった２つの耳を用いて音の到来方向および距離を把握する
能力も有している。人間は両耳間への音の到来時間差，レベル差さらには頭部伝達関数
を用いて音源位置を特定している。特に左右方向の判断には両耳間時間差を，上下方向
の判断には頭部および耳介によって得られる伝達特性によって判断していると考えら
れている。いずれにしてもこのような複雑な処理を人間は実時間で実現している。 
 このような人間の優れた聴覚機能を機械によって実現しようという試みが行われて
いる。山崎らは 1970年代に提案し，現在広く使われている近接４点法[1]はその代表例
であり，人間が２つの耳を用いて空間情報を把握している機能を同一平面上にない４つ
のマイクロホンを用いて実現するものである。空間内にある 1点の座標特定を行うには
同一平面上にない４つの受音点が必要である。インパルス応答から仮想音源分布を算出
し，ホール等の特徴を捉える手法として近接４点法は利用されている[1, 2, 3, 4]。また，
２つさらには１つのマイクロホンを用いて音の到来方向を推定する手法も報告されて
おり，この手法では到来方向による伝達特性の違いを積極的に利用し音源位置推定を実
現している[5]。 
 信号処理においては，調和解析手法としてフーリエ変換が広く用いられている。フー
リエ変換を用い信号を解析する場合，一般的なフーリエ変換の特徴として，局在してい
る信号に対して解析を行うには無限区間において積分しなくてはならない。また，不確
定性原理と呼ばれるフーリエ変換の性質が上げられる。不確定性原理は量子力学におけ
る不確定性，すなわち，粒子の位置と運動量の測定を同時に精密化することができない
と説明した Heisenbergの定理と同様に，時間，周波数解析においても時間と周波数の
両方の情報を同時に詳しく知ることはできないことを示すものである[6, 7, 8, 9, 10, 11, 
12, 13]。この難点を克服する研究は 1930年頃から始められ，窓を用いたフーリエ変換
や短時間フーリエ変換といった方法によって解決が図られた。一方 1933年にN.Wiener
は観測信号を概ね周期的な関数をもって解析する手法について示した。この概念に基づ
 -2-
いた手法として正弦波を信号から逐次減算するアルゴリズムとして一般化調和解析を
示し，東山，平田らは楽器音の分析[14]，大内，及川らは雑音と信号の分離[15]を行っ
た。また 1982年にフランスの石油探査技師によって考えられたウェーブレット変換は
前述の問題を解決することが知られており，近年盛んに研究されている。ウェーブレッ
ト変換はマザーウェーブレットをスケール変換および移動変換することによって信号
を分析する。この解析法はさらに関数近似の概念から，観測信号から母関数を逐次減算
し解析するMatching Pursuit手法へと発展している。 
 一般化調和解析は，観測信号に対し残差を最小とする正弦波を減算し，残差信号に対
して同様の減算処理を繰り返す解析手法である。概念としては前述の Matching 
Pursuitのアルゴリズムにおいて母関数を正弦波に限定した手法であるといえる。 
 信号処理に広く用いられているFFT，DCTといった分析手法が観測信号の長さによ
って周波数分解能が決定するのに対し，一般化調和解析は周波数分解能を任意に選択す
ることが可能であり，窓関数という概念を必要とすることなく周波数分析を行うことが
可能である。単純明快な処理によって信号を周期関数により近似する一般化調和解析は
その分析過程において信号の持つ周期成分のうちエネルギーの大きいものから順に処
理される。この点から，人間の聴覚での周波数分析過程と類似した解析が可能であると
いう特徴を持つ。 
 
１.２ 研究の目的 
 一般化調和解析は，処理過程に人間の聴覚における音の分析過程と共通した部分があ
る。それは信号の大きな成分から分析を行っているという部分であるが，この分析過程
には膨大な演算量を必要とする。音響信号に対し残差エネルギーを最小にする正弦波を
減算し，その残差信号に対して同様に残差エネルギーを最小にする正弦波を減算する過
程を繰り返し行うことによって信号を分析する手法であり，単純明快な処理過程を踏む
が，一方でこの繰り返しの過程と分析する帯域の広さが演算量を膨大にしている。例え
ば標本化周波数 48kHzの音響信号を周波数分解能 1Hzで 1成分を抽出する場合に必要
な残差エネルギーの計算回数は 24,000 回に上る。近年の情報処理技術の進展は目を見
はるものがあり，計算機の演算性能の向上は即ち分析速度の向上を意味するが，現実に
は人間のように実時間での分析を行うことが可能とは言い難い。本論文の目的は，一般
化調和解析の分析過程に，信号の特徴を利用した処理を導入し，効率的な分析を目指す
ことである。音響信号を巨視的にみた場合，非定常的な信号や雑音のような全周波数帯
域に渡って存在する信号でない限り，周波数成分の分布にはかたよりがある。予め信号
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の特徴を巨視的に掴むことにより信号の特徴を把握し，その特徴にあわせ特定の周波数
を集中して分析することにより信号の分析効率の向上を図る手法について論じる。 
 
１.３ 論文の構成と概要 
 第１章では，本論文の背景と位置付けについて述べる。 
 第２章では，本論文で用いた時間周波数分析手法である一般化調和解析の理論と概念
について述べる。 
 1933 年に N.Wiener により提案された周波数解析手法である一般化調和解析は，観
測信号に対し残差を最小とする正弦波を減算し，残差信号に対して同様の減算処理を繰
り返す解析手法である。信号処理に広く用いられている FFT，DCTといった分析手法
は観測信号の長さによって周波数分解能が決定するのに対し，一般化調和解析は周波数
分解能を任意に選択することが可能であり，さらには窓関数という概念を必要とするこ
となく周波数分析を行うことが可能である。単純明快な処理によって信号を周期関数で
近似する一般化調和解析はその分析過程において信号の持つ周期成分のうちエネルギ
ーの大きいものから順に処理されるという点で，人間の聴覚での周波数分析過程と共通
の特徴を有しているといえる。 
 本論文は，人間が聴覚で行っている処理を計算機によって実現する解析手法の効率化
を行った。さらに聴覚特性を考慮するという意味で時間周波数分析の手法として一般化
調和解析を導入した。一般化調和解析は特徴として①観測区間の長さに関係なく正確な
周波数成分を得ることが可能，②任意の周波数について残差を最小とする正弦波を求め
ることが可能，といった特徴を有している。つまり，周波数分解能を自在に操ることが
できる。解析した周波数成分の微細な変動を把握するには十分な精度である。 
 また，一般化調和解析のように，観測信号から逐次成分を減算する処理によって分析
を行う手法は他にも存在しており，その手法のうちMatching Pursuits，逐次ベクトル
射影法について一般化調和解析と対比し解説する。 
 第３章では本論文で論じている効率化に関して，適用する音響信号の特徴に関して論
じる。一般化調和解析は，解析過程が単純な繰り返しによって実現されているが，この
過程は全周波数帯域で処理を行う際，非効率的である。我々が普段接している音には，
それぞれ発生に起因する特徴があり，雑音のように全帯域に成分が分布するような音で
ない限りはそれぞれ特徴を有している。その特徴を何らかの手法によって取得し，特定
の帯域を集中して分析することで，分析の効率化が実現可能である。本章では，第４章，
第５章，第６章によって論じている楽音の特徴に着目した分析，基音に基づく音声等の
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分析，音場の特徴を利用した分析，それぞれに対応した音響信号の特徴について論じる。 
 第４章では楽音の特徴に合わせ分析する周波数を限定する手法について，楽音が調律
周波数によって進行しているという特徴を利用し，分析周波数を音階と各音階の倍音成
分の周波数を一般化調和解析の分析周波数として用いる手法について論じる。音階には
ピタゴラス音律，純正律，12 平均律があげられる。現在楽音に用いられている音階は
12平均律が大多数であり，この12音階を基準に分析することは有効である。本章では，
具体的な分析周波数に 12平均律に対応した周波数とその倍音成分の周波数を導入し，
分析過程と分析される成分に関して論じる。 
 第５章では基音に基づく音声等の分析について論じる。音声は，声帯振動が声道，口
腔の共振とそこからの放射によって生成される。その特徴として，基音とその整数倍の
倍音の周波数成分，それらによって形成されるホルマントなどの特徴がある。この倍音
成分を直接分析できれば，効率よく分析できるはずである。基音とその整数倍音によっ
て信号を分析する場合，複数の話者によって生成される音響信号を基音に基づく分析法
によって処理するアルゴリズムが必要である。また音声だけではなく，環境音などの音
響信号に適用する場合には更に処理を加える必要がある。ここではその解決法について
論じる。 
 第６章では一般化調和解析を用いた，音場の把握手法について論じる。人間は，普段
たった 2 つの耳で音の位置や方向を正確に把握し何気なく音空間を認識している。同様の
機能を機械で実現する場合，空間の 1点を求める際に必要な受音点は 4つ必要になる。1976
年来山﨑らにより近接 4 点法と称され室内音場の仮想音源の導出によって音響空間を表し
評価する手法が導入されている。全帯域に対しては短時間相関関数を用いることにより求
められ，各周波数帯域では帯域通過フィルタを通したインパルス応答を用いてインテンシ
ティ法により求めている。本章ではこの近接 4 点法による測定を用いた音響空間の把握手
法に一般化調和解析を導入する。室内音場にはその部屋には部屋の形状や大きさによって
生じる固有振動モードが存在する。特に，矩形の部屋は理論的に計算によってその固有振
動モードが生じる周波数，固有振動モードの形を求めることが可能である。この固有振動
モードを含め，解析周波数を帯域毎限定して周波数分析を効率的に行う手法について論じ
る。 
 第７章では本論文を総括し，今後の課題と展望について述べる。 
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 本論文の各章の構成を図－１－１に示す 
第６章　音場の特徴を利用した分析
信号の特徴を利用した一般化調和解析
の提案と実用
第２章　人間の聴覚と一般化調和解析
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図－１－１ 本論文の各章の構成 
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第２章 人間の聴覚と一般化調和解析 
 
 
 信号処理には調和解析の一つであるフーリエ解析が広く用いられている。信号を三角
関数の和に展開するこの理論は，ディジタル信号処理技術の発展とともに，DFT，FFT，
DCT 等，信号処理の基本的な手法として定着している。また，局在する信号の特徴を
捉える有効な調和解析手法としてWavelet変換が近年は盛んに研究されている。 
 それに対し, 一般に調和的な有限個の周期関数の和で表すことのできる概周期関数
のスペクトルについて Generalized Harmonic Analysis として 1933 年に著書“The 
Fourier Integral and Certain of Its Applications”において論じたのが N.Wienerであ
る[16]。この理論をもとに，観測区間内において原波形から残差が最小となる正弦波を
逐次減算処理するアルゴリズムが考案され，一般調和解析として東山，平田ら[14]によ
ってピアノの音や人の歌声など，非定常信号の解析に導入されている。また大内，及川
ら[15]は一般化調和解析と題し雑音と信号の分離に導入し，アルゴリズムの有用性を示
してきた。一般化調和解析はいわば信号処理の原点に立ち戻った解析手法であり，窓の
影響を受けることなく任意の周波数成分について分析することが可能である。また，大
きな成分から順に処理されるという点で人間の聴覚における周波数解析と類似してい
るなどの特徴を持つ。この一般化調和解析を用いた信号処理は他にも幾つか報告されて
おり,一般化調和解析のもつ特徴は信号処理に有効なことを示している[17, 18, 19, 20, 
21, 22, 23, 24, 25, 26]。  
 一方，信号から大きな成分を減算するアルゴリズムとして，1993 年 S.G.Mallat と
Z.ZhangによってMatching Pursuitsアルゴリズムが報告された[27]。これは辞書に登
録された基底ベクトルを用いて信号を解析する手法である。その解析過程は大きな成分
から逐次減算処理するというアルゴリズムであり，近年，画像処理や音響信号処理に応
用されている[28,29]。また，先に述べた一般化調和解析が正弦波モデルを用いて信号を
分析する過程を一般化し，ベクトル成分によって分析を行う手法が 2000年 4月に中島，
田中，東山らによって報告されている[30]。 
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２.１ 人間の聴覚の特徴 
 信号の特徴を捉えるうえで，人間の聴覚の特性を考慮することは重要である。例えば，
我々が普段接している音楽に用いられている音階，特に平均律は，音の高さに対して定
比で表されている。これは人間の聴覚が音の高さに対する感度が低域では高く，高域に
なるにしたがい低くなる特徴から起因するものとも考えられる[31,32]。 
 近年盛んに研究されている高能率符号化の分野では，MDや MPEG Audio，インタ
ーネットを介した音声通話方式の VoIPに見られるように盛んに聴覚の特徴を利用した
信号処理を導入している。このように，聴覚特性を利用した信号処理は既に我々の生活
に浸透してきている分野である。 
 人間の聴覚特性は非常に複雑であり線形の特徴を持たない部分が多く，この特徴を詳
しく知る事が重要である[33,34]。以下本章では人間の聴覚器官の構造，また聴覚の特性
について触れる。 
 
２.１.１ 聴覚器官の構造 
 人間の聴覚器官は図－２－１に示した耳の構造模式図にあらわされる構造をしてい
る。外耳道から入った空気振動である音が中耳の入り口の鼓膜を振動させ，その振動が
耳小骨を構成する「つち骨，きぬた骨，あぶみ骨」を介して前庭窓に達し蝸牛内のリン
パ液に伝えられる。 
 
図－２－１ 聴覚器官の構造（前川純一，森本政之，阪上公博：建築・環境音響学） 
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 蝸牛は図－２－１の蝸牛の横断面に見られるように３つの管から構成される。それを
長さ方向に伸ばすと約 3.5cm の長さとなり，蝸牛伸展縦断面に示すように前庭管と鼓
室管は蝸牛孔で連結している。蝸牛管は独立してリンパ液に満たされ，聴覚受容器のコ
ルチ器が基底膜の上にのっており，三角柱状の細胞の両側にある有毛細胞の毛は蓋膜と
接触している。前庭膜に鼓膜の振動が伝播するとリンパ液が基底膜を振動させ，有毛細
胞と蓋膜の相対運動により毛が折り曲げられる。この刺激によって電気生理学的に電気
パルスが発生し，聴神経によって大脳に伝達される。基底膜の振動は周波数によって振
動位置が変化し，周波数が高いほど前庭窓に近くなる特徴があり，周波数分析を行って
いると考えられる。以上の結果として蝸牛全体がマイクロホンの役割を果たしている。 
 以上が聴覚構造の大まかな説明であるが，聴神経を通って大脳に伝えられる情報は音
波と媒質を異とする電気パルスであり，その発生機構や伝送系および大脳皮質の知覚判
断機能が電気生理学的に研究されている。 
 
２.１.２ 聴覚特性 
可聴範囲 
 人間の耳は全ての空気の振動を音として聞くことはできない。年齢によって異なるが， 
 
図－２－２ 最小可聴値 
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一般に人間の可聴範囲は 15～20kHzとされている。また，耳の感度は周波数に対して
一様ではなく，周波数が増加するにつれ感度も増加し，2～5kHz の周波数範囲が最も
感度が高く，それよりも高域になると感度が悪くなる。この特性について，ある純音の
知覚しうる最小の音圧レベルにより表したものを最小可聴値といい図－２－２に見ら
れるように周波数によりそのレベルが異なる。また年齢や，騒音等の環境によってその
レベルは次第に変化する。 
聴覚フィルタ 
 人間の聴神経は少しずつ異なった周波数を通過させるフィルタの集合で構成されている。
それらを聴覚フィルタと呼ぶ。聴覚フィルタによる現象としてはマスキング効果などが挙
げられる。同時に近い周波数の信号が発生している場合，それぞれの信号は 1 つの聴覚フ
ィルタに入りマスキングが起こりやすくなるが，離れた周波数ではそれぞれの信号が別々
の聴覚フィルタに入るのでマスキングは起こりにくくなる。 
マスキング効果 
 マスキング効果とは，ある音の存在により最小可聴値のレベルが上昇することにより，
他の音が聞こえにくくなる現象である。図－２－３はある音の存在によって最小可聴値 
 
図－２－３ マスキング効果 
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が上昇し，他の音が聞こえにくくなるマスキング効果の影響を図示したものであり，二
つの周波数の異なる純音によるマスキングではその周波数が近いほど顕著である。また，
低音が高音に及ぼすマスキング効果は，高音が低音に及ぼすマスキング効果よりも大き
いという特徴がある。 
臨界帯域 
 広帯域スペクトルを持つ妨害雑音と純音信号を同じ耳に加えた場合，妨害雑音のすべ
ての周波数成分が信号音のマスキングに関係するのではなく，信号音を含むある周波数
帯域内の成分だけが関係する。雑音の帯域を狭いところから徐々に広げていくとマスキ
ング量が増加していくが，ある帯域をこえるとその増加がなくなる。この帯域幅を臨界
帯域という。 
周波数弁 
 音の周波数の違いを弁別する能力は，耳の能力を表す指標のひとつとして見ることが
できる。通常耳が良いという表現では音の違い，特に音程の違いを見分ける能力が高い
ことを指す場合が多い。 
 人間の聴覚の周波数分解能は指数関数的であり，100Hzと 110Hzの音の高さの違い
は認知できるがもっと高い周波数である 10,000Hzと 10,010Hzの音の高さの違いを認
知できる人は少ない。このように，音の高さの違いの認知には限界が存在し，これを周
波数の弁別閾として表す。弁別閾は音が高くなるに従い広くなり，10kHz 付近では
100Hz程度の弁別閾になる。 
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２.２ 一般化調和解析と逐次成分減算手法 
２.２.１ 一般化調和解析 
 一般化調和解析の分析過程について解説する。 
観測区間長 L(t)で観測された連続信号 x0( t )があるとする。 
（１）連続信号 x0( t )に対し任意の周波数 f[Hz]のフーリエ係数を計算する。ここで周期
T=1/fである。 
 ftdttx
L
fS
L π2sin)(2)(
0 0∫=      （２．１） 
 ftdttx
L
fC
L π2cos)(2)(
0 0∫=     （２．２） 
（２） （１）で導き出されたフーリエ係数（２．１） （２．２）をもとに予測波形
W( t,f )を求める。 
 ftfCftfSftW ππ 2cos)(2sin)(),( +=    （２．３） 
連続信号 x0(t)から（２．３）の予測波形を抽出した後の残差波形を求める。 
 ),()(),( 0 ftWtxft −=ε      （２．４） 
（２．４）の残差エネルギーを求める。 
 ∫= L dtftfE 0 2),()( ε      （２．５） 
以上の残差エネルギーを各々の周波数毎に計算し，これを最小とする周波数 f1とその係
数 S1( f1 )，C1( f1 )を求める。 
（３）原信号から求められた周波数成分を抽出する。 
 ),()( 101 ftWxtx −=      （２．６） 
得られた残差である連続信号 x1( t )を原信号とみなし，（１）～（３）までの処理を任意
の N回繰り返す。以上が一般化調和解析で行われている過程である。 
この結果，原信号 x0( t )は求められた周波数成分により区間[０,L ]において  
 ∑
=
=≈
n
k
kk ftWtxtx
1
0 ),()()(     （２．７） 
と表すことができる。 
さらにパワースペクトルは 
 )()()( 22 kkk fCfSfP +=     （２．８） 
と与えることができる。 
 ところが，上記の（１）～（３）の手順によって周波数成分の抽出を行うと，標本化
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周波数／観測点数 より小さい周波数に対しては，正確に振幅値が求められず，誤差が
生じる。この問題を解決するには，以下のような手法を用いて係数を求める。 
（２．４）式から残差減少量 eは 
 dtWxWdte
LL ∫∫ −= 0 202      （２．９） 
と表すことができる。 
ここで，第１項は（２．１０）式のように展開される。 
 { }∫∫ += LL dtftfCtxftfStxdtxW 00 2cos)()(2sin)()( ππ  
     ∫∫ += LL ftdttxfCftdttxfS 00 2cos)()(2sin)()( ππ   （２．１０） 
ここで 
 ∫= l ftdttxs 0 2sin)( π  , ∫= l ftdttxc 0 2cos)( π  
とすると（２．１０）式は 
 ∫ +=L fcCfsSxWdt0 )()(      （２．１１） 
と表せる。また（２．９）式の第２項は（２．１２）式のように展開される。 
{ }∫∫ ++= LL dtftfCftftfCfSftfSdtW 0 22220 2 2cos)(2cos2sin)()(22sin)( ππππ
 ∫∫∫ ++= LLL ftdtfCdtftftfCfSftdtfS 0 2200 22 2cos)(2cos2sin)()(22sin)( ππππ  
        （２．１２） 
ここで 
 ∫= L ftdtP 0 2 2sin π , ∫= L ftdtQ 0 2 2cos π , ∫= L ftdtftR 0 2cos2sin ππ  
とすると（２．１２）式は 
 ∫ ++=L QfCRfCfSPfSdtW0 222 )()()(2)(   （２．１３） 
と表される。 
従って，残差減少量 eは（２．１１）, （２．１３）式より 
 { } { }RfCQfCfSPfSfcCfsSe 22 )()()(2)()()(2 ++−+=  （２．１４） 
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となり S(f),C(f)の 2次関数として表すことができる。 
残差減少量 eは S( f )，C( f )の 2次関数なので極値を一つだけ持つ。また P,Qは正の数
なので（２．１５）式から，eの極値は極大値であることがわかる。従って，eを S( f )， 
C( f )それぞれの偏微分方程式として求める。 
0)(2)(22
0)(2)(22
=−−=∂
∂
=−−=∂
∂
fRCfQCc
C
e
fRCfPSs
S
e
    （２．１５） 
（２．１５）式を S( f )，C( f )の連立方程式として解くと（２．１６）式を導き出すこ
とができる。 
2
2
)(
)(
RPQ
RsPcfC
RPQ
RcQsfS
−
−=
−
−=
     （２．１６） 
またこのとき P,Q,Rは（２．１７）式で表される。 
∫
∫
∫
−==
+==
−==
L
L
L
f
zftdtftR
f
zzftdtQ
f
zzftdtP
0
0
2
0
2
8
cos12cos2sin
8
sin2cos
8
sin2sin
πππ
ππ
ππ
   （２．１７） 
但し， fLz π4=  
（２．１７）式により（２．１６）式は，sinの振幅値 S( f )，cosの振幅値 C( f )として
次式のように求めることができる。 
 
)cos1(2
)cos1()sin(2)( 2 zz
zczzs
L
zfS −−
−−+=    （２．１８） 
 
)cos1(2
)cos1()sin(2)( 2 zz
zszzc
L
zfC −−
−−−=    （２．１９） 
 但し， fLz π4= , ∫= L ftdtxs 0 2sin π , ∫= L ftdtxc 0 2cos π  
以上の抽出過程によって分析が行われる。 
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２.２.２ 一般化調和解析と高速フーリエ変換 
 従来の周波数解析手法である高速フーリエ変換と聴覚の分析過程と共通点のある一
般化調和解析との解析結果の比較について述べる。 
 高速フーリエ変換では周波数分解能が解析区間長に反比例するという特徴があり，さ
らに解析区間長により解析できる周波数は決定されてしまう。図－２－４では 1kHzの
純音の時間波形を示し，図－２－５では高速フーリエ変換による周波数成分そして図－
２－６では一般化調和解析による周波数成分を示す。いずれも標本化周波数 44.1kHz，
解析区間長は 1,024点（23.2ms）である。1kHzの１波長は約 44点（1ms）であり，
１波長の整数倍は解析区間長に一致することはない。ゆえに図－２－５から分かるよう
に高速フーリエ変換では 1kHz という周波数を抽出することは出来ず 990.5Hz がピー
クとなって出現し，前後の周波数にエネルギーの分散が起こる結果となる。また，一般
化調和解析では周波数分解能が解析区間長に依存しないという特徴から抽出周波数成
分に 1kHzに周波数成分が出現する。 
 図－２－７ではトランペット単音の時間波形，図－２－８ではハミング窓を用いた高
速フーリエ変換による周波数成分そして図－２－９では一般化調和解析による周波数
成分を示す。トランペットの例でも分かるように図－２－８でのハミング窓を使用した
高速フーリエ変換よりも図－２－９での一般化調和解析による周波数成分ではそれぞ
れの倍音成分が一つの成分となって抽出されていることが分かる。 
 また，一般化調和解析が単純な処理過程に基づく手法の結果として，一つの周期成分
は一組の sin成分と cos成分によって表現される。再合成する場合は（２．７）式によ
って単純に合成可能である 
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図－２－４ 1kHzの時間波形（21.3ms） 
 
図－２－５ 1kHz純音の 1,024点 FFT結果（標本化周波数 48kHz） 
 
図－２－６ 一般化調和解析の1kHz純音の処理結果 
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図－２－７ トランペットの時間波形（21.3ms） 
 
図－２－８ トランペットの1,024点 FFT結果（ハミング窓使用，標本化周波数 48kHz） 
 
図－２－９ トランペットの処理結果 
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２.２.３ 一般化調和解析の抽出過程 
 一般化調和解析の分析過程は，観測信号から残差エネルギーを最小にする正弦波を抽
出し，さらに正弦波が減算された残差成分に対して残差エネルギーを最小にする正弦波
を減算する過程を踏む。ここでは一般化調和解析を用いて観測信号が減算され分析され
る様子を図示する。 
 実際に，一般化調和解析によって観測信号から周波数成分が減算，抽出されていく過
程を図－２－１０から図－２－１９に分析対象の観測信号として（ａ）原信号，残差エ
ネルギーを最小にする周波数成分である（ｂ）抽出成分，さらに周波数成分を減算した
後の（ｃ）残差成分，以上の過程で抽出された成分の再合成を行った結果として（ｄ）
抽出成分の再合成信号を示す。 
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（ａ）原信号 
 
（ｂ）第１成分の抽出 
 
（ｃ）第１成分抽出後の残差 
 
（ｄ）抽出成分の合成信号 
図－２－１０ 第１成分の抽出過程 
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（ａ）第１成分抽出後の残差 
 
（ｂ）第２成分の抽出 
 
（ｃ）第２成分抽出後の残差 
 
（ｄ）抽出成分の合成信号 
図－２－１１ 第２成分の抽出過程 
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（ａ）第２成分抽出後の残差 
 
（ｂ）第３成分の抽出 
 
（ｃ）第３成分抽出後の残差 
 
（ｄ）抽出細分の合成信号 
図－２－１２ 第３成分の抽出過程 
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（ａ）第３成分抽出後の残差 
 
（ｂ）第４成分の抽出 
 
（ｃ）第４成分抽出後の残差 
 
（ｄ）抽出成分の合成信号 
図－２－１３ 第４成分の抽出過程 
 -22-
 
 
 
（ａ）第４成分抽出後の残差 
 
（ｂ）第５成分の抽出 
 
（ｃ）第５成分抽出後の残差 
 
（ｄ）抽出成分の合成信号 
図－２－１４ 第５成分の抽出過程 
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（ａ）第５成分抽出後の残差 
 
（ｂ）第６成分の抽出 
 
（ｃ）第６成分抽出後の残差 
 
（ｄ）抽出成分の合成信号 
図－２－１５ 第６成分の抽出過程 
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（ａ）第６成分抽出後の残差 
 
（ｂ）第７成分の抽出 
 
（ｃ）第７成分抽出後の残差 
 
（ｄ）抽出成分の合成信号 
図－２－１６ 第７成分の抽出過程 
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（ａ）第７成分抽出後の残差 
 
（ｂ）第８成分の抽出 
 
（ｃ）第８成分抽出後の残差 
 
（ｄ）抽出成分の合成信号 
図－２－１７ 第８成分の抽出過程 
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（ａ）第８成分抽出後の残差 
 
（ｂ）第９成分の抽出 
 
（ｃ）第９成分抽出後の残差 
 
（ｄ）抽出成分の合成信号 
図－２－１８ 第９成分の抽出過程 
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（ａ）第９成分抽出後の残差 
 
（ｂ）第１０成分の抽出 
 
（ｃ）第１０成分抽出後の残差 
 
（ｄ）抽出成分の合成信号 
図－２－１９ 第１０成分の抽出過程 
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２.２.４ 音響信号の解析結果 
 音声，楽器音等の音響信号に対して一般化調和解析を行い，分析区間のスペクトルを
濃淡で表し，時間経過とともにスペクトルが変動する様子を表す図を図－２－２０から
図－２－２６に示す。 
 図－２－２０は男声図－２－２１は女声の時間波形と周波数解析結果を示したもの
である。次に楽器音について図－２－２２にハーモニカの周波数解析結果を示し，さら
に図－２－２３にピアノの演奏の分析結果を示す。 
 調律による周波数成分の変化を調律前のピアノの周波数解析結果図－２－２５と，調
律後のピアノの周波数分析結果図－２－２６に示す。 
 音声や楽器音が示す基音とその倍音構造を精細に見ることができる。特に，調律前の
ピアノと調律後のピアノの分析結果では，調律前のピアノの分析結果では基音と倍音成
分以外にも周波数成分が分散している様子が見ることができるのに対し調律後のピア
ノでは基音と倍音成分に集中して成分が存在することを分析することが可能である。一
般に音響信号は一度現れた強い周波数成分は時間経過とともに急激に消滅することは
なくある程度の時間継続して存在している。それは，楽器音や音声の信号の大きな特徴
の 1つと言える。 
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図－２－２０ 女声の一般化調和解析の結果と信号波形 
(解析区間 33ms，抽出本数 100本/区間) 
(b)周波数解析結果(100～20kHz) 
(c)周波数解析結果(100～1kHz) 
/ju/    /kyu/ /se/ /ki/   /ni/ /na/ /ru/    /to/ 
(a)信号波形 
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図－２－２１ 男声の一般化調和解析の結果と信号波形 
(解析区間 33ms，抽出本数 100本/区間) 
(c)周波数解析結果(100～1kHz)
(b)周波数解析結果(100～20kHz) 
/PCM/ /ha/     /parusufugouhenchonoryakushode/    /ana/ 
(a)信号波形 
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図－２－２２ ハーモニカ音の一般化調和解析の結果と信号波形 
(解析区間 33ms，抽出本数 100本/区間) 
 
 
(a) 信号波形 
(b) 周波数解析結果(100～20kHz) 
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図－２－２３ ピアノ音の一般化調和解析の結果と信号波形 
(解析区間 33ms，抽出本数 100本/区間) 
 
 
(a) 信号波形 
(b) 周波数解析結果(100～20kHz) 
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図－２－２４ バイオリン音の一般化調和解析の結果と信号波形 
(解析区間 33ms，抽出本数 100本/区間) 
 
 
 
(b) 周波数解析結果(100～20kHz) 
(a) 信号波形 
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(b)周波数解析結果 
 
図－２－２５ 調律前ピアノ（Steinway，A4）の分析結果 
 
 
 
 
 
(a)信号波形 
 -35-
 
 
 
 
 
 
(b)周波数解析結果 
 
図－２－２６ 調律後ピアノ（Steinway，A4）の分析結果 
 
 
 
 
 
(a)信号波形 
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２.２.５ 逐次ベクトル射影法 
 逐次ベクトル射影法は，主要ベクトルを再帰的に選択するアルゴリズムであり，この
再帰的に選択する過程は高精度な周波数分析の手法である一般化調和解析にも用いら
れている。この方法を一般化したアルゴリズムである。逐次ベクトル射影法（Recursive 
Vector Projection）は 2000年 4月に中島，田中，東山らによって報告された。 
 分析過程は次の様に定義される。 
uは反復回数，(a,b)は aと bの内積，‖a‖は aの 2乗ノルム，Max[・]は[ ]内の最大
の要素を意味する。 
初期値を次のように設定する。 
yueuxu === )(,0)(,0      （２．２０） 
次に以下の（２．２１）式から（２．２５）式までを終了条件に従い反復計算する。 
( )
( ) kkk
k
k aaa
aue
p
,
),(= nk ,,2,1 ････=    （２．２１） 
 [ ]nkpMaxp km ,,2,1 ････　　==     （２．２２） 
 ( ) ( ) ( )( )mm
m
mm aa
aue
uxux
,
),(
1 +=+     （２．２３） 
 ( ) ( ) ( )mkuxux kk ≠=+ 　　1  
 ( ) ( ) mpueue −=+1      （２．２４） 
 1+= uu       （２．２５） 
S<Lならば（２．２１）式へ戻る。 
S=Lならば終了する。 
 この手法によって選択されるベクトルは，候補ベクトルの全組み合わせの中で最適で
あるとは限らないが，単純な繰り返し計算によって誤差の少ない組み合わせを選択する
ことができる。（２．２１）式は誤差ベクトル eを Aの列ベクトル ak方向へ射影したベ
クトル pk を求めることを表している。また（２．２２）式は誤差ベクトルの方向に最
も近い方向を持つ Aの列ベクトルを選択することに対応する。（２．２３）式と（２．
２４）式は，解と誤差ベクトルの更新を表している。解の更新によって eから pmの成
分が減算される。 
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２.２.６ Matching Pursuits 
 Matching Pursuitsは辞書に登録された基底ベクトル gγ(t)をシフトした波形の線形結合
によって観測信号を分析する手法である。 
 Matching Pursuitsはパラメータとして τk，γk，pkを基底の位置，種類，係数を用い，
観測信号 fM(t)を近似する形によって再構成する。 
∑
=
−⋅≈ M
k
kkM tgptf
1
)()( τγ      （２．２６） 
 これらの組み合わせによって構成される符号化単位(τk，γk，pk)を atomと呼ぶ。 
解析は次の様に行われる。 
（１） 残差信号の初期値をe0(t)として符号化対象信号 f(t)を代入し k=1とおく。 
（２） τ，γのすべての組み合わせについて以下の内積演算を実行し，pの絶対値を最
大とするパラメータτk，γkおよびそのときの内積値 pkを求める。 
 )(),(1 τγ −= − tgtep k      （２．２７） 
（３） 上で求めたatomに基づき残差信号 ek(t)を更新する。 
 )()()( 1 kkkk tgptete k τγ −⋅−= −     （２．２８） 
（４） k=k+1とし，（２）～（４）の手順を繰り返す。 
 ここで基底ベクトル｛gγ(t)｝のノルムが 1に正規化されているものとすると，
処理過程（３）において ek(t)と )(g
k k
t τγ − は互いに直交していることから以下の
関係式が成立する。 
 
22
1
2 )()( tetep kkk −= −      （２．２９） 
即ち，上記手順（２）において pの絶対値を最大とするパラメータを求めることは，繰
り返しの各段階において波形成分 )(
kk k
tgp τγ −⋅ による残差信号のエネルギー減少量
22
1 )()( teteSSE kk −=∆ − が最大になるように atomを逐次決定していることを意味する。 
以上の過程によって信号は分析され，様々な基底ベクトルを使うことによって信号を
高い自由度で分析することが可能である。 
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２.３ むすび 
 本章では，この論文の基本となる信号処理である一般化調和解析の理論と分析過程に
ついて述べた。 
 一般化調和解析は非常に明快な処理手法であり，観測区間に制約されない分析が可能
である。標本化周波数 44.1kHz における 1,024 点(23.2ms)の 1kHz の正弦波とトラン
ペット単音を用い一般化調和解析と高速フーリエ変換との比較を行った結果，高速フー
リエ変換では 1kHz 正弦波の波長の整数倍が高速フーリエ変換の解析区間長と一致せ
ず，990.5Hzをピークにエネルギーの分散が生じた。一方，一般化調和解析では周波数
を任意に指定でき，さらに周波数分解能も任意に設定できることから 1kHzに一つの周
波数成分を抽出可能であることが確認できた。同様に一般化調和解析の周波数分析過程
と近い分析過程を踏む 2 つの手法について述べた。一方は逐次ベクトル射影法である。
逐次ベクトル射影法は一般化調和解析が正弦波を用い信号を正弦波の重ね合わせとし
て分析していたのに対し，正弦波によらないベクトルによっての展開を導き出したもの
であり，信号の分析性能は候補ベクトルによって決定する特徴がある。またMatching 
Pursuits も同様に基底ベクトルを基準に成分を逐次減算することで信号を分析する。
様々な基底ベクトルを用いることによって高精度な信号の分析が実現される。これら後
述の 2つの分析手法は結果として，成分を逐次減算処理過程によって任意のベクトルに
展開する，よく似た手順を踏む解析手法になっている興味深い例といえる。 
 一般化調和解析はその解析過程において解析周波数を限定しておらず，周波数解析を
行う場合の自由度が高い。FFTや DCTは解析区間の長さによって一意に周波数分解能
が決定するのに対して，分析周波数を指定する一般化調和解析は，信号の正確な分析に
有効である。しかしながら膨大な計算時間をし，現実的な方法とは言い難い。 
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第３章 音響信号音の特徴 
 
 
 本論文では，何らかの方法で分析周波数を限定する手法を検討する。ここで重要とな
るのが音響信号の特徴をいかに把握するかである。特に周波数分解能を低く設定するこ
とは直接解析速度の向上に繋がるが，信号の特徴を正確に捉えることができるかという
面において疑問が残る。重要なのは音響信号がある帯域に偏りを持ちやすい点であり，
この偏りを利用し一般化調和解析を効率的に行うことができる。 
 信号を巨視的に分析し信号の特徴を見いだし，特徴に基づき微視的に分析周波数を決
定する方法を提示し，その根拠と音響信号の特徴について論ずる。 
 音響信号は何らかの特徴がある。人の声，動物の鳴き声，虫の音，楽器の音，自動車
の走行音さらには雑踏の音にすら何らかの特徴が有る場合が多い。これら音響信号の特
徴を用いた研究が様々行われてきた[35, 36]。特に人の声に関しては，その特徴を見出
す試みとして幅広く音声の研究が行われている。また話者認識に関して包絡線相関が東
山らにより話者を判別できる分析法として提案されている[37]。また，この手法による
楽器の音の特定への応用研究が行われている。たとえばバイオリンのように製作者が違
うだけで音質の違いが現れる楽器がある。名器と呼ばれるバイオリンが幾つかあるが同
じ楽器間での差は微細なものであるがその違いを聴き当てる人すら存在する[38]。 
 自動車の走行音の特徴を成すものとして，エンジンの回転およびその振動によるもの，
タイヤと接地路面との間に生じるものなどが挙げられるが，特にエンジンの回転による
騒音を低減する試みとして閉ループ制御と開ループ制御を併用した能動騒音制御等が
研究されている。分析によって得られる特徴だけでなく，エンジンの回転数という予め
判断できる音響信号の特徴を基に信号処理を行っている。 
 本論文の基本となる分析手法は一般化調和解析である。一般化調和解析はその解析過
程において解析周波数を限定しておらず，周波数解析を行う場合の自由度が高い。FFT
や DCTは解析区間の長さによって一意に周波数分解能が決定するのに対して，分析周
波数を指定する一般化調和解析は，信号の正確な分析に有効である。しかしながら膨大
な計算時間をし，現実的な方法とは言い難い。 
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３.１ 音楽信号の特徴 
 楽音に見られる特徴としては，調律周波数と音階を基準として演奏が進行されるとい
う特徴と，ある一定のリズムを基準に進行するという特徴がある。前者は周波数解析時
の分析周波数の限定に利用することが可能であり，後者は分析区間の決定に利用するこ
とが可能である。 
 
３.１.１ 平均律 
 楽器を用いて演奏を行う場合，広く平均律音階が用いられている。楽器はその12音
階に合わせ調律が施され，楽音は 12音階に沿って演奏される。 
 音階には平均律以外にもピタゴラス音律，純正律等がある。以下にそれら平均律，ピ
タゴラス音律，純正律の音律について述べる。音律の特徴は音階の周波数によって分析
する上で有効である。 
 
ピタゴラス音律 
 ピタゴラス（Pythagoras）が考案したといわれている音律であり，音程は数の比に
より表されるという発見を基に確立された。周波数を 1:2，2:3 の比率を用いて作成し
た全音階であり，音階の各隣接音との周波数比は，9:8，9:8，256:243，9:8，9:8，9:8，
256:243となる。 
 
純正律 
 主要3和音の構成音の基本周波数を単純整数比として唸りを最小化するため，ピタゴ
ラス音律の第 3，6，7 音をそれぞれシントニックコンマ分だけ低くした音階である。
隣接音との周波数比が 9:8，10:9，16:15，9:8，10:9，9:8，16:15となる。この結果，
主和音，属和音，下属和音の各構成音の基本周波数比は 4:5:6の関係になる。 
 
12平均律 
 ピタゴラス音律や純正律の改良として生まれた（Bach によって考案）音階が平均律
音階である。平均律音律においてはオクターブの周波数比が 1:2になるようにすべての
周波数比を統一し，全ての半音，全音に対しても同じ周波数比にする。結果，音階を表
す周波数は指数関数を用いて定めることができる。（３．１）式はその具体的な計算式
を表したものである。ここでm=1の場合音階に対応した周波数を求めることができる。
さらに x は調律周波数を表す。実際のオーケストラの演奏等ではこの調律周波数を
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441Hzや 442Hzと高めに設定する傾向もみられる。 
Hz 044
,1,2,3,mn-
212
=
∞=∞<<∞
×= ×
x
xf m
n
）・・・　（
　
   （３．１） 
 調律周波数を得る方法としては，予め周波数を決定するか，信号から推測する手法が
考えられる。実際に演奏された際の調律周波数を以下の手法により求める。 
 解析区間長L[s]の信号 x0(t)から（３．２）式により求められる各音階の周波数 fn(x)に
対する成分を sin振幅値S(fn(x))，cos振幅値C(fn(x))を一般化調和解析により抽出し，（３．
３）式によって残差エネルギーE1(f0(x))が求められる。 
 ここでは427<x<453の範囲において xの値を 1Hz 刻みで変化させ，残差エネルギー
E1(f0(x))を最小とする f0(x)，すなわち x[Hz]を真の調律周波数として採用する。ここで x
の範囲を上記の様に定めるのは，（３．４）に示すように調律周波数が 440Hzと仮定し
た場合それぞれ低域側，高域側の音階との指数軸上での中点，即ち 1/24 オクターブに
対応した周波数を超えて分析することは繰り返し調律周波数を計算する結果となる。 
））（調律周波数（
　
4
12
A  :,-
2)(
xn
xxf
n
n
∞<<∞
×=    （３．２） 
∫ ∑ 


 +−= L
m
mmmm dttxfxfCtxfxfStxxfE 0
2
001 ))(2cos))(()(2sin))((()())(( ππ  
       （３．３） 
452.8932440
427.4742440
440,2)(
24
1
24
1-
24
=×
=×
=×= としたとき　xxxf
n
n
   （３．４） 
 
３.１.２ リズム 
 楽音を分析する際，その楽音のリズムを掴むことは有効である。一般に，人間が楽音
を聞いて手拍子を打つことができるように計算機に同様の拍を自動的に識別させよう
という試みがビートトラッキングと称され研究されている。これらの基準として識別対
象に用いられる時間の単位となるものは 4分音符である。楽譜において，この 4分音符
は演奏の速度を示すものとして基準が示されており，この 4分音符の長さは，実際の演
奏の特徴をあらわす特徴の一つであるといえる。一般に，楽音の演奏は，この 4分音符
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にあわせて楽器音の立ち上がりが重なることが多く，この立ち上がりを基点として観測
区間を決定することは，信号処理に用いられている固定された観測区間による周波数分
析に比べ，信号の特徴に合わせた分析手法である。また，この観測区間の長さは常に一
定である必要もなく，定常的な振動が続くのであれば長時間の観測区間，微細に変動し
ているのであれば短めの観測区間で処理するなど，観測区間に対しても自由度を上げる
ことは有効である。こういった観測区間長に対応できるのは，一般化調和解析の特徴の
一つであり，観測区間の長さによって周波数分解能が決定されないので，分析結果とし
て得られる周波数は，観測区間の影響を受けることなく得ることを可能とする。 
 一例として，楽器音の波形の立ち上がりに着目し，楽音に対し各楽器音の開始部分を
検出する処理を行った。見つかった部分に対し縦線で表示した。人間は楽音信号に対し，
簡単に手拍子を打つなどしてその拍を的確に捉えることができるが，計算機においてそ
の処理過程を実現するには，各楽器音の開始部分に着目するだけでは完全とはいえない。
ピアノの打鍵音や打楽器の音のように音の立ち上がりが明確な音響信号に対しては有
効であるが，一概にそのような楽器音ばかりではなくその拍を捉えることは単純ではな
いが，特に拍は音程の変わり目や継続する音程の開始点にあたることが多く，たとえば
図－３－２に示した縦線で囲まれた区間を一般化調和解析の分析区間として導入する
ことにより楽音信号の分析の効率化が期待できる。 
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図－３－１ 原信号（楽音信号） 
 
 
 
 
図－３－２ 検出された楽器音の立ち上がり部分 
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３.２ 音声の特徴 
 音声分析においては，情報圧縮，音声合成，音声認識，話者認識など，必要なパラメー
タや特徴量を音声信号から抽出する処理がある。音声は声帯や口腔内の狭めなどによる
音源生成，声道からなる調音フィルタおよび空間への放射によってモデル化される。こ
れらの声帯音源や声道特性のモデルパラメータの抽出，音源のスペクトル概形や声道伝
達特性および放射特性を含んだスペクトル包絡の抽出，音源のピッチ抽出，有声・無声
音の判定などが行われる。 
 音声の持つ特徴を利用した信号処理である音声認識は，音声に含まれる情報を抽出す
るものであるが，音声には，音韻性，個人性，情緒性などの情報が含まれている。狭義
における音声認識は，音韻情報などの言語情報の機械による自動認識に対して用いられ
るが，広義では，話者の識別も含められる。また，音声合成の分野では，音声を人工的
に生成する手段として一般には人間の音声生成の工学的モデルや，録音編集などの音声
出力を広義な技術として用いられている。人間の音声器官によって生成される音声は，
声帯振動などの音源と声道の特性によって模擬される。声道の特性パラメータの表現法
によって種々の手法があり，チャンネルボコーダ形，ホルマント形，線形予測形，ケプ
ストラム形などがある。 
 
３.２.１ 基本周期 
 音響信号の持つ基本周期を調べる方法は，センシングの問題であり，計算機の得意と
するところである。位相差計測法や複素スペクトル内挿法といった手法によって正確に
導き出すことが可能である。特に複素スペクトル内挿法は短い信号から正確な基本周期
を抽出することができるという特徴がある[39]。 
 複素スペクトル内挿法は，フーリエ変換したときピーク周波数の前後で位相がπrad
反転することを利用したもので複素空間におけるゼロクロス検出に基づいた手法であ
る。 
 図－３－３（ａ）はスペクトルピーク付近の複素スペクトルZの向きを表したもので
ある。|Z|が最大になる，つまりピークがある Zmと Zm+1の間で位相がπrad 反転して
いる。このとき Zの逆数は図－３－３（ｂ）のようにピーク周波数前後で直線状に表す
ことができ，頂点を結んだ直線が零点を通る点によって観測区間の基本周期を求める手
法である。 
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図－３－３ 複素スペクトル内挿法 
 
３.２.２ ホルマント 
 音声を特徴付けるものとしてホルマント(formant)があげられる。音声のスペクトル
包絡上で，特定の周波数領域にエネルギーが集中して生じる山や山の中央値，あるいは
振幅最大の周波数をホルマント周波数と呼び，その帯域幅をホルマント帯域幅という。
定常的な母音に顕著にあらわれ，低い周波数から順に第一ホルマント，第二ホルマント，
第三ホルマントと呼ばれる。ホルマントの周波数帯域幅や時間変化パターンは重要であ
り，特に音韻に関しては，第一ホルマント，第二ホルマント，第三ホルマント周波数に
よって決定されると言われる。 
 ホルマントは，音声の生成において，声道の共振によって生じる。しかしながら，実
際の音声生成では，音源としての声帯振動の基本周波数の高調波成分が共振周波数と一
致することは少なく，スペクトル包絡上でエネルギー集中領域の振幅最大点の周波数と
して観測されるホルマント周波数と声道の共振周波数とは一致しないことが多い。 
 単母音の第一，第二ホルマント周波数を平面上に分布させると図－３－４のように分
布を見ることができる。 
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図－３－４ ホルマント周波数の平面上での分布 
 
 ホルマントの抽出法としては次のような手法が提案されている。 
 
ピークピッキング法 
 フィルタ分析，LPC 分析などによってスペクトルの包絡を求め，局所的な極大値よ
り導出する手法である。 
 
モーメント法 
 各ホルマントが残帯域に分散するように帯域分割したバンドパスフィルタ郡を構成
し，各フィルタの１次モーメントとしてホルマント周波数を定義する手法である。 
 
A-b-S法(Analysis by Synthesis) 
 音声の生成モデル（ターミナルアナログモデル）を構成し，パラメータ（この場合ホ
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ルマントに対応）を設定することでモデルの出力を計算する。 
 パラメータの値を変化させ，このモデルの出力を被分析入力に近づけることによって，
両者の差が予め設定した評価基準を満たした際のパラメータ値をホルマントとする手
法であり，複雑なモデルに対して適用できる一般性を持ち合わせた分析法である。 
 
ARモデル 
 音声をARモデル（３．５）式で分析し，  
 p
b zaaz
G
zA
GzH −− +++== L11)()(    （３．５） 
 A(z)を決定した後，A(z)=0を解いて極 kjk rZ
θ= を導出する手法である。 
 求められたZk よりホルマント周波数とホルマント帯域幅を（３．６）式として求め
る。 
 
T
r
B
T
F kkk ππ
θ log
2
== ，　     （３．６） 
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３.３ 空間の特徴 
 コンサートホールのような音場の評価パラメータとして残響時間が広く用いられて
いる。しかしながら，残響時間のほぼ等しい空間において，音の違いを感じることがし
ばしばある。この違いは，反射音の時間構造や到来方向、強さの違いなど，空間情報の
違いに起因するものである。1976年来，山崎らにより近接 4点法による測定法が提案
され，空間情報を把握する測定が行われている。 
 人間は，たった二つの耳によって音の到来方向を把握している。たとえば，2つの観
測点による測定では目的の座標は平面によって示される。また観測点が 3つであれば直
線として示すことができる。つまり，物理的に空間のある 1点を特定するには同一平面
状にない４つの空間座標を必要とする。近接４点法は地震の震源探査が複数の観測点で
捉えた同一の振動によって決定するように，同一平面上にない 4つのマイクロホンによ
って観測したインパルス応答を用い，その周波数構造のわずかな違いに着目して同一反
射音の到来時間を相関処理等で導出し，反射音の仮想音源分布を求める手法である。 
 以上のように近接4 点法を用いることによって音響空間の特徴を捉えることが可能
であるが，室内音場の特徴としては，測定によって導かれるだけでなく，計算によって
も導き出すことが可能な特徴が存在する。 
 
３.３.１ 空間の固有振動数 
 室内空間の特徴に，部屋の固有振動モードが上げられる。固有振動モードは，低周波
数帯域では固有振動の周波数間隔は広いが，高周波数帯域では各固有振動周波数の周波
数間の間隔は狭くなるという特徴がある。特に室形状が単純な形状であれば，計算によ
って室内の固有振動モードの周波数を導き出すことができる。 
 一般の室内では音波は3次元方向に伝播する。そのとき，壁面，天上，床などの周囲
からの反射音が重畳し，複雑な音場を生成する。特徴としては，音源からある距離にあ
る受音点における音の強さは，自由音場と比べて大きく，距離が遠くなってもそれほど
減衰しない。また，音波の発生が停止した後でも遅れて到達する反射音によって残響を
生じる。更には，部屋の形状によって，その部屋固有の固有振動が発生する。 
 直方体の室形状の部屋は，固有振動モードを計算式によって簡単に導き出すことが可
能である。固有周波数は無限に存在するが，（３．７）式によって表すことができる。 
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 この室内の固有振動周波数を基準に分析を行うことができれば，音響空間の特徴を把
握しやすい。 
 図－３－５は大きさの異なる部屋に発生する固有振動モードの例をそれぞれ（３．７）
式を用い列挙したものである。 
 （a）は早稲田大学本庄キャンパス環境情報実験棟にある大残響室に発生する固有振
動モードを列挙したものであり（ｂ）早稲田大学本庄キャンパス環境情報実験棟にある
小残響室に現れる固有振動モードを列挙したものである。また（c）は通常の部屋で発
生する固有振動モードを低域から列挙したものである。 
 さらに，図－３－６から図－３－８にそれぞれの大きさの部屋に発生する固有振動モ
ードを線スペクトルとして示す。低域に存在する固有振動モードは少ないが高域の固有
振動モードが豊富に存在することがわかる。また，部屋の容積が大きい場合固有振動モ
ードが豊富に存在する，また各辺の長さが整数倍で構成される部屋は，縮退が発生し部
屋の固有振動モードが少ないことがわかる。 
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図－３－５ 室内の固有振動モード 
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（１）1~10kHz  
 
（２）50~150Hzを拡大 
 
（３）950~1050Hzを拡大 
 
（４）9,950~10,050Hzを拡大 
図－３－６ （ａ）大残響室の固有振動モードの線スペクトル（容積：1596.48m3） 
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（１）1~10kHz 
 
（２）50~150Hzを拡大 
 
（３）950~1,050Hzを拡大 
 
（４）9,950~10,050Hzを拡大 
図－３－７ （ｂ）小残響室の固有振動モードの線スペクトル（容積：179.32.48m3） 
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（１）1~10kHz 
 
（２）50~150Hzを拡大 
 
（３）950~1,050Hzを拡大 
 
（４）9,950~10,050Hzを拡大 
図－３－８ （ｃ）通常の部屋における固有振動モードの線スペクトル （容積：125.00m3） 
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３.３.２ 音源の持つ周波数成分 
 前述の手法では，部屋の形状が矩形だと解ったうえで，分析周波数を計算によって導
き出す方法について論じた。音響空間は，むしろ複雑な形状をしており，その特徴は掴
みずらい。また，ホールなどの音響空間は，できるだけ部屋の固有振動モード等が出な
いよう，複雑な室内形状，複雑な残響を持つ例が少なくない。そのような音場について
特徴を掴むには，インパルス応答によるところが多い。 
 一般に，室内音場は駆動信号の影響を多大に受ける。測定に使用されるパルス信号，
TSP 信号，白色雑音等は全帯域にわたって均一な周波数特性を持つ信号である。これ
らを用い得られる観測信号を基にインパルス応答を求めることができるが，このインパ
ルス応答は，観測した室内音場の特徴を保持している。インパルス応答を分析すること
によって室内音場の特徴を掴むことが可能となる。 
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３.４ むすび 
 本章では，音響信号の特徴について論じた。 
 音響信号には音を発生するものによって特徴があり，その特徴を捉えることは音響信
号を巨視的に把握することが必要である。巨視的に音響信号を把握し，その信号にあわ
せた分析法の導入は有効である。特に，音響信号の対象によってその特徴は異なり，音
楽信号や音声，室内の音響特性等，それぞれに特有の情報がある。これらの特徴を利用
し，信号の特徴にあわせた分析法の導入について検討する必要がある。 
 本論文では人間の聴覚における周波数分析の過程と共通点が多いといわれる一般化
調和解析を基本的な周波数分析手法として導入した。分析対象の音響信号が，雑音のよ
うに全周波数帯域にまんべんなく成分が分布するような音響信号でない限り，必ず音響
信号はある特定の帯域に成分が集中する傾向がある。それは，音響信号の発生の状況に
よって決定する特徴であり，我々が普段接する音には必ず何かしらの発生原因がある。 
 以上のことから，従来全帯域を対象に分析を行っていた一般化調和解析の分析周波数
を限定し分析を行ったとしても音響信号を正確に分析することが可能であり，抽出過程
の短縮につながり，一般化調和解析に比べ効率が良い解析が可能となる。本章では音響
信号の特徴について，後の章それぞれで用いる音響信号の特徴について論じた。 
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第４章 楽音の特徴に着目した分析 
 
 
 人間の聴覚特性について考えたとき，聴覚の音の高さに対する感度は定比である。こ
の特徴が反映されたものとして，音楽で広く用いられている音階が挙げられる。音階に
はピタゴラス音律，純正律，12 平均律等それぞれ異なる周波数比によって定義された
音律が存在する。特に近年の演奏形態では 12平均律によって進行されている例が多い。
12平均律によって進行される楽音は，各々の楽器自体の基音は 12音階に相当する周波
数の影響が大きいとも考えられる。そこで 12 平均律を用いて演奏されている楽音に対
し，1/12オクターブ分析を導入する。 
 本章で注目する点は，楽器音等は基音とその整数倍の成分によって音響信号を形作り，
また楽音信号では平均率を基準に進行しているという点である。特に会話などの音声と
異なり基音は調律に合わせられている。そのことから，まず基音の探索には全周波数帯
域を対象とするのではなく提案手法である 1/12オクターブ分析による 12平均律に合わ
せた解析手法が音階を持つ楽音信号に有効と考えられる。また倍音成分は基音の整数倍
周辺の周波数のみを解析することで得られる。分析の基準として重要な調律周波数は，
楽音が音階によって演奏されている特徴があるので毎回計算する必要はない。ただし，
計算上可能であることが現実で必ず実現するとは限らない。そこで定期的に調律周波数
に変動がないか検証する処理を調律周波数の更新として加えた。以上の処理を加えるこ
とによって極端な変化がないかぎり分析周波数がずれてしまうことはない。 
 本章では楽音信号の分析の処理手法について，現在広く使用されている12 平均律の
周波数を分析周波数として利用する音階を利用した 1/12 オクターブの周波数と，その
整数倍の周波数成分を利用して分析する手法と従来の手法である一般化調和解析を用
いて解析の効率について論じる。 
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４.１ 楽音の分析 
 人間の聴覚特性について考えたとき，聴覚の音の高さに対する感度は定比である。こ
の特徴が反映されたものとして，音楽で広く用いられている音階が挙げられる。 
 本章では，まず，定比の周波数による音響信号の分析法について考えた。特に，定比
の構造を示す音階の構造について着目した。特に，楽音が音階に沿って進行される点に
ついて注目し，調律周波数と音階，さらに基音の倍音成分を用いた分析手法について検
討した。 
 音階を考慮に入れていない1/N オクターブ分析は人間の耳の感覚にあった定比分析
が可能な分析手法であり，リアルタイム分析法として小白井，小野田らによって応用に
ついて示され，音響信号の特徴を解析する手法のひとつとして導入と検討を行っている
[40]。 
 本手法では，音響信号を周波数分析するとき，雑音といった成分が全帯域に渡って分
布するような音響信号でない限りは，必ず周波数成分はある成分に集中して出現するこ
と，また楽器音を特徴付ける基音の整数倍の周波数があることを利用し分析を行う。そ
の基準として一般的な楽音が 12 平均律に沿って演奏されているという特徴を利用した
分析方法について検討をおこなうものであり，さらに楽器音を特徴付けている基音の整
数倍の周波数成分についても同時に減算し分析する。 
 本手法を用いることによって分析対象が楽器を用いた演奏であれば楽器の調律周波
数を見つけ出し，利用し分析を行うことで音響信号を効率良く分析できる。 
 分析の過程を図－４－１に示す 
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図－４－１ 基音および倍音成分を抽出する本手法の流れ図 
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４.２ 調律周波数の決定 
 一般の楽音の演奏においては，12 平均律によって演奏が行われる例が多い。12 平均
律に対応する周波数を求めるには，1/12オクターブが利用できる。条件として必要とな
る周波数は楽器の調律周波数である。調律周波数は，予め決められているということは
多くなく，実際に何 Hzを基準に調律が施されたかを知ることが本手法では重要である。
調律周波数を得る方法としては，信号から推測する手法が考えられる。実際に調律周波
数が何 Hzで演奏されたかを知るには以下の処理過程を用いる。 
 解析区間長L[s]の信号 x0(t)から（４．１）式により求められる各音階の周波数 fn(x)に
相当する成分を sin 振幅値 S(fn(x))，cos 振幅値 C(fn(x))を一般化調和解析により抽出し，
（４．２）式によって残差エネルギーE1(f0(x))が求められる。 
 ここでは427<x<453 の範囲において x の値を 1Hz 刻みで変化させ，残差エネルギー
E1(f0(x))を最小とする f0(x)，すなわち x[Hz]を真の調律周波数として採用する。ここで x
の範囲を上記の様に定めるのは，（４．３）式に示すように調律周波数が 440Hzと仮定
した場合それぞれ低域側，高域側の音階との指数軸上での中点，即ち 1/24 オクターブ
に対応した周波数を超えて分析することは繰り返し調律周波数を計算する結果となっ
てしまい，同じ処理を繰り返しているに過ぎない。 
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４.３ 分析周波数の決定 
 音階を基準とした分析周波数は次の（４．４）式によって求めることができる。ここ
では調律周波数が 440Hzであることを前提に計算しているが，実際の演奏では，440Hz
ではなく，演奏の効果をねらって 441Hz や 442Hz とった少し高い周波数によって調律
が施される場合がある。よって，本解析手法を用いて楽音を分析する場合，調律時の周
波数を知ることが重要である。 
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 以上の過程によって得られた調律周波数，音階に対応する周波数は図－４－２に示す
周波数分布となる。また，音階の成分に倍音の周波数を考慮すると図－４－３に示すよ
うに高域の周波数になるに従い，分析対象の周波数が増えていくことがわかる。 
 
図－４－２ 音階に対応する周波数（50～20kHz） 
 
 
図－４－３ 音階とその倍音によって分析可能な周波数（50～20kHz） 
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４.４ 一般化調和解析との比較 
 1/12オクターブと倍音成分を用いた分析法では，一般化調和解析の分析周波数に関し
て，音階を基準とする周波数値，もしくはその整数倍の周波数値を用いて分析をする。
その分析過程は，一般化調和解析の解析過程とおおよそ同じであるが，抽出される成分
は異なる。よって，その違いを示す。 
 一般化調和解析と1/12 オクターブと倍音成分を用いた分析法の分析過程を図－４－
４から図－４－８に（ａ）原信号，残差エネルギーを最小にする周波数成分である（ｂ）
抽出成分，さらに抽出された成分の再合成を行った結果として（ｃ）抽出成分の再合成
信号を図示し，周波数成分を減算した後の（ｄ）残差成分を，左側一般化調和解析，右
側 1/12オクターブと倍音成分を用いた分析法とし分析過程に沿って示す。 
 以上の繰り返し過程によって得られる成分によって導き出される再合成信号を図－
４－９に，残差信号を図－４－１０に示す。 
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（ａ）原信号 
 
2970Hz    2959.96Hz 
  
（ｂ）第 1成分の抽出 
 
  
（ｃ）抽出成分の合成信号 
 
  
（ｄ）第 1成分抽出後の残差 
 
図－４－４ 第1成分の抽出過程 
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（ａ）第 1成分抽出後の残差 
 
2308Hz    2304.52Hz 
  
（ｂ）第２成分の抽出 
 
  
（ｃ）抽出成分の合成信号 
 
  
（ｄ）第２成分抽出後の残差 
 
図－４－５ 第２成分の抽出過程 
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（ａ）第２成分抽出後の残差 
 
3300Hz    659.26Hz 
  
（ｂ）第３成分の抽出 
 
  
（ｃ）抽出成分の合成信号 
 
  
（ｄ）第３成分抽出後の残差 
 
図－４－６ 第３成分の抽出過程 
 -65-
 
  
（ａ）第３成分抽出後の残差 
 
654Hz     3323.44Hz 
  
（ｂ）第４成分の抽出成分 
 
  
（ｃ）抽出成分の合成信号 
 
  
（ｄ）第４成分抽出後の残差 
 
図－４－７ 第４成分の抽出過程 
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（ａ）第４成分抽出後の残差 
 
330Hz     329.63Hz 
  
（ｂ）第５成分の抽出 
 
  
（ｃ）抽出成分の合成信号 
 
  
（ｄ）第５成分抽出後の残差 
 
図－４－８ 第５成分の抽出過程 
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 以上の過程により，信号は分析合成できる。 
 
 
 
  
図－４－９ 再合成信号 
 
  
図－４－１０ 残差信号 
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４.５ 本手法導入の効果 
 本章で用いた分析法の効果について示す。 
 
図－４－１１ 実際の抽出成分と残差エネルギーの減少 
 分析周波数が，低域側の周波数間隔が狭く，高域側に行くに従い周波数間隔が広くな
る指数関数的な周波数分解能をもつ分析では，精細な分解能で分析をおこなうことで信
号を分析可能なのは明らかである。本手法における信号の特徴を利用する鍵となるもの
は 12 平均律を含む音階の概念である。この音階を利用することで，分析の効率が上が
る。 
 実際の抽出成分数と，残差エネルギーの減少速度は図－４－１１に示すような関係に
ある。残差エネルギーは一般化調和解析による分析方法が最も残差エネルギーを小さく
している。しかしながら，この抽出を経る際に，実際には，残差を最小にする周波数を
全周波数帯域から総検索する過程が存在する。つまり，1つの成分を抽出するにあたっ
て，標本化周波数が 48kHzであれば 24,000回，全周波数の分析をおこなう必要があり，
その分析した中からたった１つの抽出成分を見つけている。たとえば，1/12Nオクター
ブ分析の分析周波数の数は全帯域で 1/12 オクターブでは 174 回の検索過程によって１
成分を分析できる。また，1/24 オクターブでは分析対象は 347 成分 1/36 オクターブで
は分析対象は 521，1/48オクターブでは分析対象は 694，1/60オクターブでは分析対象
は 866，1/72オクターブでは分析対象は 1,040と，分析対象の周波数が圧倒的に少ない。
このとき，調律周波数を調律周波数として導入することは重要である。図－４－１２は
調律周波数と一致した時の残差減少量を比較した図であるが，一致した時の減算効率が
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最も良い性能が出ることがわかる。さらに，図－４－１３に示すように前後の周波数と
比較したときに調律周波数では残差エネルギーが最小になっていることがわかる。 
 
 
図－４－１２ 調律周波数と一致したときの残差エネルギー量（調律周波数441Hz） 
 
図－４－１３ 抽出基本周波数と信号の残差エネルギーの関係 
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 次に音響信号に対し，条件を与えた1/12 オクターブと倍音成分を用いた分析法によ
って信号の分析性能と，信号のスペクトルの構造について検討した。 
 図－４－１４に対象の音として用いたバイオリンの音波形を示す。 
 
図－４－１４ バイオリン音波形 
 バイオリン音に対して，一般化調和解析と1/12 オクターブと倍音成分を用いた分析
法によって，抽出エネルギー量が 30dB，最大抽出成分数 1,000の条件で分析を行った。 
 オクターブの分解能を上げる方法と分析性能の差が分かるよう調律周波数を基準に
導入した 1/12Nオクターブ分析を以下に示す。 
表－４－１ バイオリン音分析結果 
分析法 演算回数（回） 
1/48オクターブ分析 53,976 
1/60オクターブ分析 71,012 
1/72オクターブ分析 68,574 
1/84オクターブ分析 90,900 
提案手法 28,976 
一般化調和解析 59,952,000 
 
 単純に1/12N オクターブによって分析しただけでは演算回数は少なくて済むが分析
性能に影響がある。表－４－１は 1/12Nに対応した周波数によって分析した場合の分析
演算回数と 1/12 オクターブと倍音成分を用いた分析法による演算回数を示したもので
ある。分母の値が大きいほど周波数分解能は高い。また演算回数は，抽出成分の数では
なく，実際に残差を最小とるす成分を抽出に至る際に必要とする予測波形の演算回数を
示す。また到達エネルギーは，実際の信号から，抽出成分の上限を 1,000成分と与えた
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場合に，抽出後と抽出前の信号のエネルギー差を示すものである。 
 表から読み取ると，オクターブの分解能が高ければ分析性能が向上することが分かる
が，1/12オクターブと倍音成分を用いた分析法ではその演算回数が大幅に少ないことが
わかる。 
 以上の結果抽出された成分を図－４－１５から図－４－１９に示す。図－４－１５の
1/48 オクターブによる分析と図－４－１９の一般化調和解析の結果を比べて見て取れ
るように抽出されるスペクトルのエンベロープはほぼ等しくなる。さらに提案手法を用
いて分析を行うと，抽出される周波数成分は図－４－２０のようになり，基音が 1/12
オクターブの分解能であっても，楽器音の特徴である倍音成分が抽出可能なことから，
少ない演算回数で楽音信号を分析できた。 
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図－４－１５ 1/48オクターブで分析 
 
図－４－１６ 1/60オクターブで分析 
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図－４－１７ 1/72オクターブで分析 
 
図－４－１８ 1/84オクターブで分析 
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図－４－１９ 一般化調和解析による分析 
 
図－４－２０ 提案手法による分析 
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４.６ むすび 
 本章では，楽音信号の分析について，一般化調和解析の分析周波数を何らかの基準に
よって限定する手法として，分析対象が楽音の場合の分析方法として音階を分析周波数
に導入し，さらにその整数倍の周波数を同時に減算する手法について論じた。 
 特に近年の楽音の演奏は12 平均律によって進行されている例が多いことから，調律
周波数を考慮した 1/12 オクターブと倍音成分を用いた分析法について，音階に対応し
た周波数である 1/12Nオクターブ分析による周波数分解能のとの比較を示した。 
 たとえ分析の周波数を限定したとしても，その限定した部分に目的の成分が一致して
いれば問題なく音響信号を分析できる。利用した音階は，楽器音が音階によって進行さ
れるという特徴を利用したものであり，重要な基音や倍音成分を問題なく分析できる。
また楽器には固有の倍音成分がある 
 本手法を用いた楽音信号の分析は，一般化調和解析を用いた音響信号の分析過程を短
縮でき，音響信号を生成する成分を問題なく分析できることを示した。本手法における
副次的な特徴としては，音階に沿った周波数を直接取り出すことができるという点が挙
げられる。また 1/12Nオクターブ分析の周波数分解能による分析性能の違いについても
検討した。図－４－１５から図－４－１９に示すように周波数分解能上げれば演算回数
が減るというわけではないことが分かる。本手法では楽器音を特徴づける倍音成分に関
しては基音の整数倍の周波数成分を同時に減算する過程を導入しているので問題なく
分析可能である。1/12オクターブに対応した周波数とその倍音成分によって図－４－２
０に示す成分を得ることができ，演算回数の面からは本手法が有効であることを示した。
しかし，一般化調和解析と比較した場合，大きな成分の脇に別の成分が見つかるなど，
多少の周波数構造の違いが見られた。これは，本手法が一般化調和解析より少ない演算
回数で多くの成分を分析できる結果得られるものである。例えば楽音以外の大きな成分
が混在していた場合，一般化調和解析は大きな成分から分析が行われるので楽音以外の
成分についても分析されてしまうが，本手法では音階に沿った楽器音の成分が先に分析
されるので一般化調和解析のように楽音ではない大きな成分から分析が行われること
はなかった。 
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第５章 基音に基づく音声等の分析 
 
 
 音声分析においては，情報圧縮，音声合成，音声認識，話者認識など，必要なパラメ
ータや特徴量を音声信号から抽出する処理がある。 
 音声は声帯や口腔内の狭めなどによる音源生成，声道からなる調音フィルタおよび空
間への放射によってモデル化される。これらの声帯音源や声道特性のモデルパラメータ
の抽出，音源のスペクトル概形や声道伝達特性および放射特性を含んだスペクトル包絡
の抽出，音源のピッチ抽出，有声・無声音の判定などが行われている。 
 本章の基音に基づく分析では，主に音声を構成する成分の基音とその整数倍の周波数
について，その分析方法を論じるものである。第 4章では楽器に調律周波数があること
を利用し，分析周波数を決定していた。しかし同様の手法では本章で用いる変動する基
音を含む音響信号には対応できない。そこで本章では毎回基音を計算する処理過程を導
入し，基音に基づく分析法を提案する。観測区間の信号に対し，1回の基音推定だけで
分析が適用できるのは話者一人の場合に限定されてしまう。そこで，基音と倍音の抽出
過程を観測区間内で繰り返すことにより，複数の人の会話に対応する手法について論じ
る。 
 また，我々を取り巻く環境に耳を向けると，先に述べた基音を持つものが多い。例え
ば空調の音や，車の走行音でさえ何かしらの周期的な駆動信号が存在し，重畳されたも
のであるといっても過言ではない。空気を切るファンの回転数や，エンジンの回転数が
その駆動信号に対応するのであろうが，こういった音を含む我々を取り巻く環境の音に
関しても分析を行った。 
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５.１ 複数話者の基音推定 
 音声は，声帯振動が口腔での共振と口腔の放射によって生成される。その特徴として，
基音とその整数倍の倍音の周波数成分がある。また，それらによって形成されるホルマ
ントなどの特徴がある。 
 つまり，基音とその整数倍の周波数を直接分析できれば，効率よく信号の周波数成分
を求めることが可能である。 
 図－５－１は本手法による分析過程を図示したものである。基音を推定し，その基音
から音声の特徴を構成する倍音成分の周波数を決定し，一括して周波数を分析する。 
 この処理過程で重要な処理の一つが，音響信号の基音を導き出す手法である。基音を
見つけ出す手法としては，第３章で述べた複素スペクトル内挿法が利用できる。 
 図－５－２は，基音とその整数倍音による分析例である。図－５－３は一般化調和解
析を用い周波数を 40成分分析した結果，図－５－４は一般化調和解析を用い周波数を
100 成分分析した結果図－５－５は一般化調和解析を用い周波数を 200 成分分析した
結果であるが，一般化調和解析では，高域側の倍音成分の分析には多くの抽出成分数を
必要としていることがわかる。 
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基音の推定 
基音および倍音成分抽出 
分析周波数の決定 
 
図－５－１ 基音に基づく分析法における処理過程 
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図－５－２ 基音に基づく分析法（解析区間長30ms，抽出成分数 20） 
 
 
図－５－３ 一般化調和解析による周波数成分（解析区間長30ms，抽出成分数 40） 
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図－５－４ 一般化調和解析による周波数成分（解析区間長30ms，抽出成分数 100） 
 
 
図－５－５ 一般化調和解析による周波数成分（解析区間長30ms，抽出成分数 200） 
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 前述までの過程では，話者一人の場合における分析における処理過程を示した。ニュ
ースキャスターがニュースを伝えるような場面等を想定した場合はこの処理過程によ
って分析することが可能であるが，実際の音響信号で話者が一人と限られた場は必ずし
も多いとはいえない。常に複数の話者の音声が混在した状態で音響信号が生成されるの
が一般的である。そのような信号を上記の過程によって分析するとその音声の中でもっ
とも大きな出力を占める音声以外の分析ができない。そこで，図－５－６に示すように
分析後の残差成分に対し再び基音を推定し，倍音成分を分析抽出する処理に変更する。 
 
 
 
 
 
基音の推定 
基音および倍音成分抽出 
分析周波数の決定 
 
図－５－６ 基音に基づく分析法を複数話者に対応した処理 
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５.２ 環境音，騒音の分析 
 環境，騒音についての本手法を用いた分析法について論じる。本手法は基音を基にそ
の倍音成分を推定し，分析対象を限定する手法である。よって，環境音，騒音音といっ
た，信号の周波数の特徴が，全帯域に渡る音響信号に対しては効果がないと捉えそうで
あるが，実際はそうとは限らない。何かしらの基音を保持している場合が多い。様々な
音が混在した信号を分析する場合には，音声のように完全整数倍音による分析では対応
できない場合が起こりうる。 
 たとえば，ピアノを代表とする弦楽器のスペクトルの特徴として倍音の非整数倍性が
ある。弦の振動数とこれによって出る音を初等力学で扱う場合は弦の太さあるいは剛性
を無視しているので倍音は基音の整数倍として解析される。しかし，実際にはこのよう
な弦は存在せず正確には整数倍にはならないという現象が起こる。H.Fletcher による
と第 n倍音の周波数 fnは（５．１）式のように表される 
2
1
2
0 )1( Bnnffn +=      （５．１） 
 ここでf0は剛性のない理想弦としたときの基本周波数，Bは各弦に固有の定数であり
低音純銅線を巻いた巻銅線では裸線に比べて大きいという特徴がある。 
 環境音などを分析しようとする場合，その音が何によって発生しているか特定するこ
とは困難であり，こういった弦を用いた楽器の倍音構造のように非整数倍性が現れるこ
とも考えられる。そこで，本手法において倍音成分を抽出する際に基本周波数の整数倍
のみではなく，整数倍音およびその周辺の複数の周波数に対しても一般化調和解析によ
る抽出を行い，残差エネルギーが最小になる周波数を真の倍音成分として抽出する。以
上の過程を新たに加えると，分析の流れは図－５－７と表すことができる。各倍音成分
の周波数について，整数倍の周波数とその周辺の周波数に対して残差を最小にする成分
を分析し減算する。その作業を全ての倍音周波数成分について行った後，同様の過程を
繰り返し分析する。 
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基音の推定 
分析周波数帯域の決定 
それぞれの倍音成分の帯域で
残差最小にする周波数を推定 
基音抽出 
倍音成分抽出 
 
図－５－７ 環境，騒音に対応させた基音に基づく分析手法 
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５.３ 本手法導入の効果 
 音声の分析においては，話者が複数になると分析性能が落ちる。それは，話者それぞ
れの声に基本周期が存在し，一回の抽出過程では，一人の成分しか抽出できないからで
あるが，もし，この過程を繰り返すなら，話者それぞれの音声を分析できる。この繰り
返し過程が多ければ数人であれば問題なく分析できる。また，特に女声や男声といった，
基本周波数が大きく異なる場合には特に問題なく周波数分析を行うことが可能である。 
 本手法を用いて，環境音の周波数分析を行った。図－５－８に環境音として，大隈講
堂前で測定した音響信号を示し，含まれる音について示す。 
 さらに原信号と分析後の成分，残差信号を比較するために， 図－５－９に原信号の
時間波形を示し，さらに図－５－１０に図－５－７の処理過程を 10回繰り返して分析
した再合成信号を示し，図－５－１１に原信号との残差を示す。 
 またさらに，分析した結果のスペクトルについて，代表的な部分についてそれぞれ図
－５－１２から図－５－１７に一般化調和解析によって抽出された成分とともに示す。 
 
 
図－５－８ 環境音の詳細な構成（大隈講堂前測定） 
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図－５－９ 原信号（環境音：大隈講堂前） 
 
 
図－５－１０ 基音と倍音によって分析(解析区間長 10ms，処理数 10回) 
 
 
図－５－１１ 原信号との差 
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音響信号のスペクトル（大隈講堂の鐘の音） 
 
図－５－１２ 基音に基づく分析によって得られたスペクトル(解析区間長 10ms，処理数 10回) 
 
図－５－１３ 一般化調和解析によって得られたスペクトル(解析区間長 10ms，抽出成分 200) 
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音響信号のスペクトル（自動車走行音） 
 
図－５－１４ 基音に基づく分析によって得られたスペクトル(解析区間長 10ms，処理数 10回) 
 
図－５－１５ 一般化調和解析によって得られたスペクトル(解析区間長 10ms，抽出成分 200) 
 -88-
音響信号のスペクトル（歩行者の会話） 
 
図－５－１６ 基音に基づく分析によって得られたスペクトル(解析区間長 10ms，処理数 10回) 
 
図－５－１７ 一般化調和解析によって得られたスペクトル(解析区間長 10ms，抽出成分 200) 
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 従来手法と，本章での手法の比較の結果を表－５－１に示す。従来手法では１成分の
抽出に際して予測残差を全帯域に渡って導出する。よって，1成分の抽出に対して分析
周波数の精度が１Hz 刻みであれば“標本化周波数/(周波数精度×２)”回の残差エネル
ギーの予測演算が必要である。本手法では，各倍音成分を分析するので，残差エネルギ
ーの予測演算そのものが減る。残差エネルギーの予測回数が減るということは即ち，計
算時間の短縮に繋がる。 
 分析に用いた音響信号には，図－５－８の大隈講堂前で測定した音響信号から，大隈
講堂の鐘の音と歩行者の会話部分を用いた。分析の条件は，解析区間長 30ms，抽出成
分数 500，演算打ち切りの基準として，原信号のエネルギーと残差エネルギーの差が
30dB になったところで抽出処理を終了する条件を加えた。1 解析区間の演算量を比較
した場合，従来手法と比較し提案手法ではおよそ 20倍の効率が得られた。 
 
表－５－１ 従来手法と提案手法の抽出時の演算量比較（残差エネルギーの予測試行回数） 
 従来手法 提案手法 
大隈講堂の鐘の音 12,000,000回 514,850回 
歩行者の会話 12,000,000回 554,520回 
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５.４ むすび 
 本章では，音声などの分析法として，基音に基づく分析法について論じた。この手法
は，音声の基音を基にその倍音成分の周波数を推定し，繰り返し処理を行う過程を省き，
直接倍音成分を抽出する手法である。楽音の特徴に着目した分析手法において，定期的
に分析の基準となる調律周波数の計算をっていたが，音声等の細かな変動する基音に対
応する本手法を提案した。基音を推定し，倍音成分を一括して抽出するので演算回数が
少なくとも音声信号を形成する周波数成分を抽出することが可能であることを示し，更
には，基音の推定と抽出の過程を繰り返すことによって，複数話者によって構成される
音響信号や，環境，騒音といった様々な音響信号が混在する信号に対して適用する手法
について示した。倍音成分を一括して抽出抽出する過程を含んでいるので，何倍音まで
を考慮するかによって，抽出可能な成分には多少の増減はあるが，20 倍音までを考慮
すると，10回の分析過程の繰り返しによっておよそ 200成分を抽出することが可能で
ある。 
 一般化調和解析が残差を最小とする成分を逐次減算する過程から，必ずしも少ない成
分によって高域の倍音成分まで抽出できない場合がある。一般化調和解析と倍音成分の
分析性能のみで比較した場合，基音を基に 20倍音までの成分を分析する本手法では，
一般化調和解析において倍音成分を分析する際に必要とする分析成分がおよそ 200 成
分必要であった場合と比較すると，演算回数ではおよそ 1/10 で分析できる。特に高域
の成分に関しては一般化調和解析がある程度の成分を抽出しなければ倍音にあたる成
分を分析できなかった点と比較し，本手法は高域の特徴成分を少ない成分で表すことが
可能である。以上の結果，本手法では少ない演算回数で高域の成分を効率よく分析可能
なことを示した。  
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第６章 音場の特徴を利用した分析 
 
 
 人間は２つの耳を巧みに使い音源の方向や位置を非常に正確に判断している。また，
音源が移動している場合であっても移動する音源の様子を正確に捉えることが可能で
ある。このような機能をマイクロホンと計算機を用いて実現しようとする場合，人間の
耳と同様な 2つの受音点では情報が少なすぎ，困難である。 
 一般に空間内の3 点からの距離が決まれば空間内の 2 点が特定され，さらにこの 3
点とは別の平面にある 1点からの距離が決まれば空間の一点が特定できる。この理論に
基づいた時間的，空間的情報の把握手法として，山崎らは 1976年来，近接４点法を提
案し，さまざまな音場の空間情報の計測を行ってきた。近接４点法は，同一平面上にな
い近接する４点の無指向性マイクロホンを用い，収録した信号の時間構造のわずかな違
いに着目し，短時間相関あるいはインテンシティなどの手法により音源の位置や大きさ
等の空間情報を算出しようとうものである。実用の分野においては，インパルス応答を
用いたホール等の仮想音源分布の状況を求め，音場の特徴の測定手法，表現手法として
用いている。全帯域のインパルス応答に対しては短時間相互相関関数を用いて空間情報
を把握し，帯域通過フィルタを用いインテンシティを求めることにより時間的，空間的
な情報に加えて周波数毎の空間把握が可能となる。また，環境音を用いた受動的な分析
法として，騒音源の特定や音による情景描写への応用として連続信号に対して解析を行
う手法が考えられ，報告されている[41, 42, 43, 44, 45]。その場合，騒音源などの音源数
は一つと限らず複数存在するのは通常である[46, 47]。それぞれの音源信号の周波数構
造の違いから，ある特定の周波数帯域に関して解析を行うことによりそれぞれの音源の
位置を推定することが可能と考えられている。特に最近ではそのような連続信号に対し
て一般化調和解析を用いて周波数成分に分解しそれぞれの周波数成分から各マイクロ
ホン間の到来時間差を求め音源位置を推定する研究がされている[48, 49, 50, 51, 52]。特
にこの手法の特徴として音響インテンシティ測定法によって周波数毎の音源の到来が
算出できるのと同様に，周波数毎に音源の分布を算出できるという点が挙げられる。一
般化調和解析は信号から残差エネルギーを最小とする正弦波を逐次抽出する単純な処
理であり，解析区間長に関係なく高い周波数分解能を持つという特徴があるが，単純な
処理過程の繰り返しが膨大な計算量の要因となっている。 
 本章では一般化調和解析を用いて近接4 点法マイクロホンにより収録された信号か
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ら周波数毎の音源分布を効率よく算出することを目的としている。従来，音響空間の特
徴を分析把握する過程において，短時間相関を用いた処理は，全帯域の信号を対象に処
理が行われ，到来してくる信号の周波数に関しての把握はインテンシティによって実現
していたが，本手法によって同様に到来してくる信号の周波数の特徴を把握することが
可能になる。音源位置を推定する際に部屋の形状などにより存在する固有振動数などを
考慮にいれ，解析する周波数を帯域毎限定することによって計算量の削減が期待できる。 
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６.１ 室内の固有振動数 
 一般の室内では音波は3次元方向に伝播する。そのとき，壁面，天上，床などの周囲
からの反射音が重畳し，複雑な音場を生成する。特徴としては，音源からある距離にあ
る受音点における音の強さは，自由音場と比べて大きく，距離が遠くなってもそれほど
減衰しない。また，音波の発生が停止した後でも遅れて到達する反射音によって残響を
生じる。更に部屋の形状によって，その部屋固有の固有振動等が発生する。 
 特に矩形の室形状の部屋に関しては，固有振動モードを計算式によって簡単に導き出
すことが可能である。固有振動周波数は無限に存在するが，矩形の室形状では（６．１）
式によって導き出すことが可能である。 
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 このように，室形状が矩形と限定されているならば，数学的に固有振動の周波数を導
き出すことが可能である。しかしながら，室内形状が複雑な場合このように数学的に解
けるとは限らない。そこで用いられるのは，室内のインパルス応答から帯域毎の固有振
動のピークを見つけ出す手法である。インパルス応答は室内の音響特性を測定し得られ
るものであるが，このインパルス応答を分析することによって，複雑な音響空間を特徴
付ける周波数を見つけ出すことも可能である。 
 図－６－１に早稲田大学本庄キャンパス環境情報実験棟にある大残響室のインパル
ス応答波形を示す。この大残響室は 20m，12m，6.5mの矩形室である。部屋の形状が
単純な矩形室であるので（６．１）式により固有振動周波数を求めることができる。ま
た，インパルス応答波形から周波数分析を行った場合，固有振動数に一致する周波数は
他の周波数に比べ強く現れることが考えられる。以上のことから，大残響室のインパル
ス応答に対して一般化調和解析を用いて分析した。その分析結果を図－６－２に示す。 
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図－６－１ 矩形室のインパルス応答波形 
（早稲田大学本庄キャンパス環境情報実験棟大残響室） 
 
 
 
図－６－２ 矩形室におけるインパルス応答の周波数解析結果 
（観測区間長 33ms，抽出本数 1,000本/区間） 
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 図－６－２からインパルス応答の立ち上がり付近ではほぼ全帯域に周波数成分が分
布しているのに対し，後半では時間軸方向にやや強い成分が並んでいるのがわかる。一
般化調和解析を用いてインパルス応答を解析する場合は音楽信号などの解析とは異な
り広帯域に周波数成分が分布する特徴が見られるので通常よりはるかに多くの周波数
成分を抽出する必要があることがわかる。本章では，このように室の形状により現れる
固有振動等の特徴に着目し解析対象の周波数を帯域毎に制限することにより解析の効
率を大幅に上げることを目的としている。 
 インパルス応答の時間経過による周波数構造の詳細な違いを時間経過毎図示する。図
－６－３はインパルス応答の立ち上がりにおける周波数成分であり，同様に図－６－４
はインパルス応答の立ち上がりから 300ms 経過後の周波数成分である。インパルス応
答の立ち上がりでは図－６－２と同様に全帯域に周波数成分が均等に分布している様
子がわかるが，インパルス応答の立ち上がりから 300ms における周波数成分では強調
されている周波数成分がいくつか存在している。この強調されている周波数成分を帯域
毎かならず周波数成分を抽出するように大きな成分に限定して抽出することによって
室空間の分析の効率化を目指す。 
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図－６－３ インパルス応答の立ち上がりの周波数成分 
（観測区間長 33ms，抽出本数 1,000本/区間） 
 
図－６－４ インパルス応答の立ち上がりから300msの周波数成分 
（観測区間長 33ms，抽出本数 1,000本/区間） 
300～333ms 
0～33ms 
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６.２ 近接４点法への導入 
 近接４点法とは同一平面上にない近接する4 点の無指向性マイクロホンによりイン
パルス応答を測定し，短時間相関やインテンシティなどの方法により仮想音源の位置や
大きさ等の空間情報を得ようという測定手法である。4点のマイクロホンは，計算の便
宜上，図－６－５のように直交軸上の原点，および原点より等距離の 3 点に配置する。
一般に，同一平面上にない 4点からの距離が決まれば空間の 1点が特定できる。 
 
 
 
 
 
 
図－６－５ 近接４点法マイクロホンの構成図 
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図－６－６ 近接４点法マイクロホン（エレクトレット）
 
図－６－７ 近接４点法マイクロホン（B&K Type 4135） 
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 近接４点法マイクロホンにより収録された信号から音源の分布を求める手法として
以下の手法が用いられている。 
 それぞれのマイクロホンまでの音波の到達時間をto ,tx ,ty ,tzとすると，音源からそれ
ぞれのマイクロホンまでの距離 ro ,rx ,ry ,rz  は，音速を cとすると 
 ,00 ctr =  ,xx ctr =  ,yy ctr =  zz ctr =    （６．２） 
である。音源の座標を(x, y, z)，oマイクロホンと他の 3つのマイクロホンとの間隔を d
とすると，各マイクロホンを中心とする半径が ro ,rx ,ry ,rz である 4つの球の方程式は， 
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となる。これを解いて音源の座標を求めると， 
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となる。この手法では信号の絶対時間すなわち信号の発生する時間が既知である信号に
よって室空間の時間的，空間的情報を導き出すことが可能である。 
 
６.２.１ 音響インテンシティ測定法 
 室内空間の時間的，空間的情報についてインテンシティ法によって把握する手法に関
して研究が行われている。インテンシティ法は，音圧だけでなく粒子速度にも着目した
手法である。あらかじめ帯域分割を行い解析することによって音源の到来方向の周波数
解析が可能となる。 
 2 つのマイクロホンのインパルス応答を約 10ms の窓で FFT し，クロススペクトル
の虚数部を用い各軸方向の短時間インテンシティベクトル成分を求める。観測区間を移
動することによって時間経過によって音の到来方向と強さがどのように変化するか知
ることが可能である。 
 拡散音場においてはインパルス応答のパワーは存在するのに，エネルギーの流れが無
いので音響インテンシティベクトルは存在しない。従って，音場拡散性の評価も期待が
できる。 
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 つまり，インテンシティを用いた分析によって室内空間の時間的，空間的情報だけで
なく，音場の空間情報の周波数解析が可能となる。 
 インテンシティを用いミュンヘンフィルハーモニーホールとウィーン・ムジークフェ
ラインザールを帯域毎分析した結果を示す。 
 本章では，インテンシティによる分析法に対し，一般化調和解析を用い同様の結果を
導き出すべく，帯域毎分析を行う手法について検討した。 
 
６.２.２ 環境音を用いた受動分析 
 信号発生時間が未知である，環境音を用いた室内音場の把握に関する研究が行われて
いる。環境音を音源として分析に用いた場合，各マイクロホン間の時間差を利用するこ
とが可能である。インパルス応答による分析のように絶対時間による方法ではなく，相
対時間差によって分析する方法である。 
 処理過程は以下の流れを用いる手法が一般的であり，一般化調和解析の高精度な分析
能力を利用した音源位置推定法についても検討されている。  
 マイクロホンM1によって収録された信号を X1(t)とする。このとき，この X1(t)の信号
が反射音を音源と考えれば複数の音源によって得られた合成信号と考えられ，X1(t)は次
の（６．５）式のように考えることができる。 
 ).....()()()()( 43211 tStStStStX +++=    （６．５） 
 ここで， M1とは別の位置にあるマイクロホン M2によって同時刻に収録される信号
を X2(t)とすると，（６．６）式のように表すことができる。 
 ).....()()()()( 4443332221112 τατατατα +++++++= tStStStStX  
        （６．６） 
 ただし，α1，α2，α3，α4，・・・ はM1と音源からの到達距離が違うことによっ
て生じる音圧の減衰を表す未知の定数，τ1，τ2，τ3，τ4，・・・は到達時間差を表す
未知の定数である。 
 仮想音源の分離は，この合成信号から未知の定数を推定し S1(t)，S2(t)，S3(t)，S4(t)，・・・
の信号を抽出する作業である。 
 このとき到達時間差はマイクロホン間の距離によって決定し，その範囲は（６．７）
式によって表すことができる。 
 ,.....)4,3,2,1( =≤≤− k
c
d
c
d
kτ     （６．７） 
 X1(t)と X2(t)との相互相関関数を求めた場合，強い音源による時間差により相互相関関
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数が最大値をとると考えられる。  
 M1，M2，M3，M4の 4つのマイクロホン即ち，同一平面上にない 4つのマイクロホン
（近接４点法マイクロホン）によって収録された信号に対し，マイクロホン間への到達
時間差を求めることができれば，空間上の 1点の座標を導き出すことができる。 
 さらに，同一あるいは近傍の座標にある周波数成分を同一音源とみなし合成すること
により， S1(t)，S2(t)，S3(t)，S4(t)，・・・の信号を分離することができる。 
 ここでは，oマイクロホンを基準とし，oマイクロホンと他の 3つのマイクロホンと
の音波の到達時間差を使用する。o マイクロホンと x，ｙ，z マイクロホンとの音波の
到達時間差をΔtx,Δty,Δtzとすると，距離差Δtx,Δty,Δtzは， 
 ,xx tcr ∆=∆  ,yy tcr ∆=∆  zz tcr ∆=∆    （６．８） 
となる。ここで， 
 
zz
yy
xx
rrr
rrr
rrr
−=∆
−=∆
−=∆
0
0
0
      （６．９） 
である。これは， 
 
zz
zz
xx
rrr
rrr
rrr
∆−=
∆−=
∆−=
0
0
0
      （６．１０） 
と表すことができる。  
音源の座標は次の式によって与えられることを近接 4点法の原理において示した。 
d
rrdz
d
rrd
y
d
rrdx
z
y
x
2
2
2
22
0
2
22
0
2
22
0
2
−+=
−+=
−+=
 
この式に（６．１０）式を代入すると 
 
d
rrrd
d
rrrd
z
d
rrrd
d
rrrd
y
d
rrrd
d
rrrd
x
zzz
yyy
xxx
2
)2(
2
)(
2
)2(
2
)(
2
)2(
2
)(
0
22
0
2
0
2
0
22
0
2
0
2
0
22
0
2
0
2
∆−∆+=∆−−+=
∆−∆+=∆−−+=
∆−∆+=∆−−+=
  （６．１１） 
となる。ここで，roがわかれば，音源の座標を特定できる。 
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（６．１０）式より， 
 22220 zyxr ++=      （６．１２） 
である。（６．１２）式に （６．１１）式を代入すると，（６．１３）式となり展開す
ると（６．１４）式となる。 
 
{ } { } { }
2
2
0
2
2
2
0
2
2
2
0
2
2
0 4
)2(
4
)2(
4
)2(
d
rrrd
d
rrrd
d
rrrdr zzyyxx ∆−∆++∆−∆++∆−∆+=  
        （６．１３） 
 { }
0
4
)()()(
)()()(
)(
222222222
0
222222
2
0
2222
=∆−+∆−+∆−+
∆−∆+∆−∆+∆−∆+
−∆+∆+∆
zyx
zzyyxx
zyx
rdrdrd
rrdrrdrrdr
rdrrr
　　　　
　　　　  （６．１４） 
ここで， 
 
4
)()()(
)()()(
222222222
222222
2222
zyx
zzyyxx
zyx
rdrdrd
C
rdrrdrrdrB
drrrA
∆−+∆−+∆−=
∆−∆+∆−∆+∆−∆=
−∆+∆+∆=
  （６．１５） 
とおくと，A= 0ならば， 
 
B
Cr −=0       （６．１６） 
A≠0ならば，r0≧0でなければならないので， 
 
A
ACB
A
Br
2
4
2
2
0
−±−=      （６．１７） 
となる。r0を求めることにより（6．9）式から rx，ry，rzを求め（6．4）式により，音
源からマイクロホンまでの距離の差から音源の座標を求めることができる。 
 
６.２.３ 室内音場解析への一般化調和解析の導入 
 全帯域ではなく帯域通過フィルタを用いてある周波数帯域に制限することで周波数
毎の仮想音源分布を求めることができる。さらに，細かな周波数に対する仮想音源分布
の算出法として一般化調和解析を用いた分析の導入が行われている。一般化調和解析は
解析区間長に依存せず高い周波数分解能を持つ。この特徴を生かし近接 4点法により収
録された信号に対して周波数解析を行い，周波数毎の音源分布を算出することができる。
しかしながら，信号から残差エネルギーを最小とする正弦波を抽出する過程を経るので
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解析に膨大な時間を要する。近接 4点法における仮想音源分布算出に一般化調和解析を
用いるには次の（１）～（４）流れによって処理を行う。 
（１） oマイクロホンで収録した信号に対し一般化調和解析を行う。 
（２） （１）により得られた周波数成分をyマイクロホン，xマイクロホン，ｚマイ
クロホンの解析周波数として使用し，一般化調和解析を行う。 
（３） 解析区間を時間軸方向に1サンプル移動し（１）へ戻る。 
（４） （１）～（３）の処理により求められた振幅の時間変化から各マイクロホン
間の相互相関関数により到達時間差を求める。 
 以上の過程によって近接４点法によって得られたインパルス応答に対して一般化調
和解析を行い図－６－８に示すような周波数成分の振幅の時間変化を求めることによ
り各マイクロホン間の到来時間差を算出することができる。信号の発生時間が既知であ
れば到来時間差から到来時間を算出することができる。例として，2003 年 2 月に広島
大学サタケメモリアルホールににおいて行われた測定結果の分析ついて示す。図－６－
９に一般化調和解析を導入した仮想音源分布を示す。図中央に六角形と長方形を組み合
わせたホールの概形が書かれている。図中に円を用い描かれているのは音源の位置を示
しており，ホール概形と重なる大きな円が直接音によるものである。その他の小さな円
は反射音によるものである。図中左下に直接音の周波数分布図を示す。また，図中右上
に反射音の周波数分布図を示す。さらに，直接音と反射音それぞれを拡大した周波数分
布図を図－６－１０と図－６－１１に示す。周波数毎に仮想音源分布を求めているので
音源分布毎の周波数特性などが見られるのが一般化調和解析を導入した仮想音源分布
の特徴である。 
 
図－６－８ インパルス応答の振幅時間変化 
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図－６－９ 一般化調和解析を用いた仮想音源分布と直接音および反射音の周波数分布図の例 
(2003.2 広島大学サタケメモリアルホール測定結果) 
直接音 
反射音 A 
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図－６－１０ 直接音の周波数構造 
 
図－６－１１ 反射音 Aの周波数構造 
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６.２.４ 解析周波数の限定 
 一般化調和解析を音場解析に導入する場合，近接 4点法により収録された 4つの信号
それぞれに対して同様の周波数解析を行わなければならないので非常に多くの計算量
が必要となる。 
 一般化調和解析を周波数分析手法として導入し，音波の到来方向の分析に導入するこ
とによって，従来インテンシティ法によって実現されていた，音の到来方向とその周波
数成分に関して分析可能となる。 
 一般化調和解析の分析過程では残差信号のエネルギーを最小とする正弦波の抽出を
行っている。つまり抽出される成分は一般に振幅の大きな成分となる。そこで，ある一
定の帯域幅を用いて分析帯域を分割する。その分割した帯域毎に処理を行い，帯域で最
大の振幅を持つ周波数成分から順に仮想音源を算出する。以上のように，全帯域を対象
に最大振幅となる成分を抽出し仮想音源を算出する一般化調和解析のみを用いた場合
に比べ，比較する周波数成分が帯域によって限定され，分析過程が短縮可能され効率化
が可能になる。 
図－６－１２に短時間相互相関を用いて仮想音源分布を求める流れを示す。この流れ
では o マイクロホンを基準とした各マイクロホン間の遅延時間を短時間相互相関によ
り求めることで仮想音源分布を算出している。一方，図－６－１３はインテンシティを
用いた場合の仮想音源の導出過程である。この処理過程によって周波数帯域毎の仮想音
源分布を導きだすことが可能である。図－６－１４に示す流れは一般化調和解析を取り
入れた流れである。一般化調和解析により細かな周波数に対する仮想音源分布の算出を
可能としている。図－６－１５は図－６－１４に対して，帯域毎で分析を行うことによ
って処理過程の効率化を行ったものである。帯域毎に別々に成分を抽出し仮想音源を算
出することが可能であり，単純に一般化調和解析を用いた場合と比べても分析時間は短
縮される。 
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インパルス応答
O,X,Y,Zマイクロホン
短時間相関
仮想音源分布
 
図－６－１２ 短時間相互相関を用いた仮想音源分布導出の流れ 
 
インパルス応答
O,X,Y,Zマイクロホン
帯域通過フィルタ
帯域毎
仮想音源分布
インテンシティ
算出
 
図－６－１３ インテンシティを用いた仮想音源分布導出の流れ 
 -108-
インパルス応答
周波数分析
一般化調和解析
仮想音源分布
 
図－６－１４ 一般化調和解析を用いた仮想音源分布導出の流れ 
 
 
インパルス応答
O,X,Y,Zマイクロホン
一般化調和解析
帯域毎に処理
帯域毎
仮想音源分布
 
図－６－１５ 帯域別に仮想音源を導出する過程 
 
 -109-
６.２.５ 音場の測定結果 
 様々な音場の測定結果であるインパルス応答を用い，仮想音源分布の算出をおこなう。 
 インテンシティ法により導き出された周波数帯域毎の仮想音源を図－６－１６に示す。
また同じ周波数帯域での本章での分析法による仮想音源を比較として図－６－１７に示
す。さらに様々なホールについて，短時間相関を用い仮想音源の分布を示し，さらに本
手法を用いて分析を行い表示形式を低域，中域，高域とし，到来時間によって色分けし
た仮想音源分布を図－６－１８から図－６－５９に示す。 
 使用した音場は以下の通りである。 
 
表－６－１ 分析したホールと容積および残響時間 
ホール名 場所 容積[m3] 残響時間(空)[s] 残響時間(満)[s] 
Concertgebouw Amsterdam 18,700 2.61 2.05 
Boston 
Symphony Hall 
Boston 18,700 2.31 1.9 
Philharmonie 
Hall 
Bratislava 9,000 1.97 － 
Munich 
Philharmonie 
Hall 
Munich 30,000 2.1 1.9 
Dvorak Hall Praha 10,000 2.96 － 
Suntory Hall Tokyo 21,000 2.6 2.1 
Grosser 
Musikvereinssaal 
Vienna 15,000 2.85 2.02 
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図－６－１６ インテンシティ法によるホール分析結果 
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250Hz       500Hz      1kHz       2kHz 
Musikvereinssaal 
 
 
 
250Hz       500Hz      1kHz       2kHz  
Munich Philharmonie Hall 
図－６－１７ 一般化調和解析によるホール分析結果 
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図－６－１８  Amsterdam Concertgebouw分析結果（短時間相関）
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図－６－１９ Amsterdam Concertgebouw分析結果（一般化調和解析，全帯域）
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図－６－２０ Amsterdam Concertgebouw分析結果（250Hz）
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図－６－２１ Amsterdam Concertgebouw分析結果（500Hz） 
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図－６－２２ Amsterdam Concertgebouw分析結果（1kHz） 
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図－６－２３ Amsterdam Concertgebouw分析結果（2kHz）
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図－６－２４ Boston Symphony Hall分析結果（短時間相関）
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図－６－２５ Boston Symphony Hall分析結果（一般化調和解析，全帯域）
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図－６－２６ Boston Symphony Hall分析結果（250Hz）
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図－６－２７ Boston Symphony Hall分析結果（500Hz） 
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図－６－２８ Boston Symphony Hall分析結果（1kHz） 
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図－６－２９ Boston Symphony Hall分析結果（2kHz） 
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図－６－３０ Bratislava Philharmonie Hall分析結果（短時間相関）
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図－６－３１ Bratislava Philharmonie Hall分析結果（一般化調和解析，全帯域）
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図－６－３２ Bratislava Philharmonie Hall分析結果（250Hz）
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図－６－３３ Bratislava Philharmonie Hall分析結果（500Hz） 
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図－６－３４ Bratislava Philharmonie Hall分析結果（1kHz） 
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図－６－３５ Bratislava Philharmonie Hall分析結果（2kHz） 
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図－６－３６ Munich Philharmonie Hall分析結果（短時間相関）
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図－６－３７ Munich Philharmonie Hall分析結果（一般化調和解析，全帯域）
 -132-
 
図－６－３８ Munich Philharmonie Hall分析結果（250Hz）
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図－６－３９ Munich Philharmonie Hall分析結果（500Hz） 
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図－６－４０ Munich Philharmonie Hall分析結果（1kHz） 
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図－６－４１ Munich Philharmonie Hall分析結果（2kHz） 
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図－６－４２ Praha Dvorak Hall分析結果（短時間相関）
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図－６－４３ Praha Dvorak Hall分析結果（一般化調和解析，全帯域）
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図－６－４４ Praha Dvorak Hall分析結果（250Hz）
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図－６－４５ Praha Dvorak Hall分析結果（500Hz） 
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図－６－４６ Praha Dvorak Hall分析結果（1kHz） 
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図－６－４７ Praha Dvorak Hall分析結果（2kHz） 
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図－６－４８ Tokyo Suntory Hall分析結果（短時間相関）
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図－６－４９ Tokyo Suntory Hall分析結果（一般化調和解析，全帯域）
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図－６－５０ Tokyo Suntory Hall分析結果（250Hz）
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図－６－５１ Tokyo Suntory Hall分析結果（500Hz） 
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図－６－５２ Tokyo Suntory Hall分析結果（1kHz） 
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図－６－５３ Tokyo Suntory Hall分析結果（2kHz） 
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図－６－５４ Vienna Grosser Musikvereinssaal分析結果（短時間相関）
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図－６－５５ Vienna Grosser Musikvereinssaal分析結果（一般化調和解析，全帯域）
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図－６－５６ Vienna Grosser Musikvereinssaal分析結果（250Hz）
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図－６－５７ Vienna Grosser Musikvereinssaal分析結果（500Hz） 
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図－６－５８ Vienna Grosser Musikvereinssaal分析結果（1kHz） 
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図－６－５９ Vienna Grosser Musikvereinssaal分析結果（2kHz） 
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６.３ 本手法導入の効果 
 室内音場を分析するにあたり，各周波数帯域毎でインパルス応答の分析を行った。イ
ンパルス応答は音楽信号などと異なり広帯域に周波数成分が分布している。それゆえに
インパルス応答の解析では通常多くの周波数成分を扱うことになる。表－６－２に一般
化調和解析で全帯域に渡って分析した結果と各帯域で一般化調和解析をおこなう手法
についての比較を示す。 
 一般化調和解析を用い，全帯域の成分を抽出する方法を用いる場合，インパルス応答
によって，抽出される成分数に大きな較差が生じる。帯域を分割し，その帯域を代表す
る成分を一般化調和解析の抽出過程を用い分析をおこなった場合，演算量は帯域の数に
比例するが 1/30の演算量の短縮につながった。 
 
 
表－６－２ 全帯域による分析と，帯域毎に周波数を限定した場合の演算回数の比較 
（全帯域での分析における演算量を１とした場合） 
 帯域毎に周波数を限定 
Concertgebouw 0.030 
Boston Symphony Hall 0.038 
Philharmonie Hall 0.028 
Munich Philharmonie Hall 0.029 
Dvorak Hall 0.029 
Suntory Hall 0.035 
Grosser Musikvereinssaal 0.031 
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６.４ むすび 
 近接４点法による音場把握手法について，一般化調和解析を用いた解析手法について
検討した。近接４点法は様々な音場の時間的，空間的な把握手法として導入されている。
近接 4点法では，音響空間を仮想音源によって表し，さらに周波数毎の分析はインテン
シティが用いられてきた。一般化調和解析による分析法によってインテンシティ法によ
る分析と同様に，仮想音源の周波数構造を分析することが可能である。FFT などの周
波数分析では，周波数分解能が一意に決まっていたのに対して，一般化調和解析の分析
周波数自由度の高さは，各帯域で特徴的な変化を示す周波数に対して限定的に分析を行
い音響空間の周波数毎の特徴について把握することを可能とする。今回はインパルス応
答の長時間信号に対する一般化調和解析によりインパルス応答に含まれる強い周波数
を帯域毎で分析した。周波数を限定し分析を行うことによって仮想音源分布を算出した。
結果として計算速度の面で分析の効率を向上が可能であった。 
 特に重要なのは，一般の音場，ホール等は固有振動が発生することを好まず，固有振
動が発生しないよう設計されている。そういった音場に関して効率的な分析周波数を限
定する手法に関して今後検討していく必要がある。 
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第７章 総括 
 
 
 本論文は，聴覚と信号の特徴を利用した信号の分析手法について論じたものである。
人間の聴覚の周波数分析過程に近い一般化調和解析によって行い，信号の特徴を利用し
て分析周波数を限定する効率化と信号処理の高速化を可能とした。 
 信号の特徴を捉えるうえで，人間の聴覚の特性を考慮することは重要である。人間の
聴覚は，音の高さに対する感度が低域では高く，高域になるにしたがい低くなる。近年
盛んに研究されている高能率符号化の分野では，MD や MPEG Audio，インターネッ
トを介した音声通話方式の VoIPに見られるように盛んに聴覚の特徴を利用した信号処
理が導入されている。 
 人間の聴覚の分析過程と比較して，信号の大きな成分から分析を行う過程が似ている
一般化調和解析を分析過程として導入し，さらに信号の特徴に着目した分析周波数の限
定による信号分析について，楽音信号については 12平均律を利用した基音とその倍音
成分の分析法，音声や環境音については変動する基音に基づく分析法，さらに音場の分
析に関しては，室空間の固有振動数を利用した分析法について論じた。 
 本論文の要約と得られた知見を以下にまとめて示す。 
 第１章では，本論文の研究背景と目的について論じた。我々の身の回りに存在する音
は，音の発生に起因する特徴がある。その音を発生するに至る経緯が音の特徴を作りだ
している。本論文では，音響信号がどのような経緯で発生したかという特徴を巨視的に
知ることの重要さを論じ，またその特徴のうち分析周波数の部分において一般化調和解
析の解析周波数の自由度の高さを利用し，効率の良い分析法について検討するものであ
り，その必要性を示した。 
 第２章では，この論文の基本となる信号処理手法である一般化調和解析の理論と分析
過程について論じた。一般化調和解析は非常に明快な処理手法であり，観測区間に制約
されない分析が可能である。さらに一般化調和解析の周波数分析過程と近い分析過程を
踏む２つの手法について述べた。一つは逐次ベクトル射影法である。逐次ベクトル射影
法は一般化調和解析が正弦波を用い信号を正弦波の重ね合わせとして分析する手法に
対し，正弦波に限定しないベクトルによるの展開を導き出したものであり，信号の分析
性能は候補ベクトルによって決定する特徴がある。また，Matching Pursuitsも同様に
基底ベクトルを基準に逐次成分を減算することで信号を分析する。様々な基底ベクトル
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を用いることによって高精度な信号の分析が実現される手法について解説した。さらに
一般化調和解析を用いた具体的な音響信号の分析例として，音声，楽器音について分析
の例を示し，ピアノの調律前と調律後の音響信号の分析では周波数構造の違いを明確に
示した。 
 第３章では音響信号の特徴について論じた。音響信号は音の発生機構に起因する特徴
がある。街の雑踏，自動車の走行音，音声，楽器音，楽音，室内の音響特性等，あらゆ
る音響信号にはその音響信号を成さしめる特徴がある。これらの特徴を捉えることが音
響信号を巨視的に把握することであり，人間は音響信号の特徴を正確に把握している。 
 音響信号の対象によって特徴は異なり，必ず音響信号には固有の特徴が存在する。 
 全帯域を対象に分析を行っていた一般化調和解析の分析する周波数を音響信号の特
徴をもとに限定しても信号の特徴によって分析を行うので重要な情報を漏らすことな
く分析することが可能である。音響信号の特徴にあわせた分析手法は一般化調和解析に
限定条件を与えるものであり，分析速度と分析効率が向上する。本章では音響信号の持
つ特徴について，本論文で着目した音響信号の特徴について論じた。具体的には「音楽
の特徴に着目した分析」では調律周波数と音階という特徴について，また「基音を基に
した分析」では変動する基本周波数とホルマントについて，さらに「音場の特徴を利用
した分析」では空間の固有振動と音源の持つ周波数成分の特徴について論じた。 
 第４章では音楽信号の特徴を利用した分析について論じた。楽器音等は基音とその整
数倍の成分によって音を形作る例が多い。必ずしも帯域全体を分析せずとも，基音とそ
の整数倍音周辺の周波数を限定して分析することで，楽器音の分析は可能である。さら
に音楽で広く用いられている特徴に調律と音階が挙げられる。音階にはピタゴラス音律，
純正律，12平均律等の音律が存在する。特に近年の演奏形態では 12平均律によって進
行されている例が多いが，楽音信号の分析に対し調律周波数と音階，さらに音階の倍音
成分に対応する周波数を分析周波数として用いる方法を提案した。具体的には，近年の
傾向として 12平均律によって演奏が進行される例が多いことから，12平均律に対応す
る周波数とその整数倍の周波数によって信号を分析する手法について，およそ 1/200の
演算回数で楽音信号を分析可能であった。 
 第５章では，音声や環境音の分析法として，変動する基音に基づく分析法について論
じた。この手法は，音声の基音を基にその倍音成分の周波数を推定し倍音成分を分析す
る。変動する基音を追跡し，倍音成分とともに成分を一括して抽出するので抽出成分が
少なくとも，音声信号を分析することが可能である。更に，基音の推定と抽出の過程を
繰り返すことによって，複数話者によって構成される音響信号や，環境，騒音といった
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信号にも適用することも可能である。少ない演算回数にもかかわらず，基音の整数倍の
周波数も同時に分析する。豊富な音源を含む環境音のような音響信号の分析を行った結
果，およそ 1/23 の演算回数で分析をおこなうことが可能であった。また，周波数構造
には多少の違いが現れた。一般化調和解析は残差を最小とする成分を逐次減算する。低
域に大きな成分が存在した場合は必ずしも少ない成分によって高域の倍音成分まで抽
出できない場合があり，本手法では少ない演算回数によって高域まで分析可能であった。 
 第６章では，音場の特徴を利用した分析について論じた。近接４点法による音場把握
手法について，一般化調和解析を用いた解析手法について検討した。近接４点法は様々
な音場の時間的，空間的情報の把握手法として提案された測定法であり，短時間相関あ
るいはインテンシティ法によって仮想音源を導き出すことが可能である。同様の処理は
一般化調和解析による分析法によっても可能である。FFT などの周波数分析では周波
数分解能が一意に決定するが，一般化調和解析は分析周波数を任意に指定できる特徴を
有している。分析周波数を任意に指定できる特徴によってインテンシティ法のように周
波数帯域毎での仮想音源の算出が可能になる。一般化調和解析を用い全周波数帯域で分
析するには解析時間の面からは非効率であるが，各帯域を代表する成分を一般化調和解
析を用い分析することで効率的な分析が可能であり，近接 4点法による測定結果の分析
においては全帯域にわたって分析を行う一般化調和解析と比較し 1/30 の効率化が可能
であった。 
 
 我々を取り巻く音環境には，音源の発生状況によって様々な特徴がある。その特徴を
巨視的に捉えることは重要であり，我々人間を含む生き物全ては，音を聴き，その音を
認識する過程において巨視的な分析や微視的な分析をおこなっている。非常に高度な処
理を，リアルタイムに且つ正確に行っている。例えば，人間は，楽器の違いを判断する
ことができるが，さらに同一楽器どうしの製作者の違いすら訓練次第で判別することが
できる。大まかな違いだけでなく微細な違いすら判断可能なのである。音響信号をそれ
ぞれの特徴にあわせた分析方法で処理することが本論文の目的のひとつである。これを
実現するのは生物がどのような過程を経て音を分析しているかを把握する必要があり，
本論文における物事を巨視的に捉えることに通じる。 
 人間は蝸牛内で既にある程度の周波数分析を行っており，その後の脳内での処理過程
は様々な研究が行われている。本論文では，周波数分析の前に巨視的に信号の特徴を捉
えるという過程を加えたが，それぞれの音響信号に見合った分析法をとりあげ，その特
徴である周波数に偏りがあるという点を利用した信号の周波数分析手法の提案をした。
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この分析法にいたる前処理として，音響信号が何であるかを求める過程が必要であり今
後の課題としては巨視的に音響信号の特徴をみる手法の研究，更に細かな信号の特徴に
ついて検討が残されている。 
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付録 
・ 一般化調和解析プログラム 
・ 楽音を対象とした分析プログラム 
・ 基音に基づく分析プログラム 
・ 音場の特徴を利用した分析プログラム 
 
開発環境 
 
環境１ 
 
 Operating System 
 
  Microsoft Windows 2000 professional 
 
 Compiler 
 
  Borland C++ Compiler 5.5 （無償ダウンロード） 
  Borland Turbo Debugger 5.5 （無償ダウンロード） 
 
環境２ 
 
 Operating System 
 
  Vine Linux 2.15 
 
 Compiler 
 
  gcc version egcs-2.91.66 
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１．一般化調和解析プログラム 
 
#include<stdio.h> 
#include<stdlib.h> 
#include<math.h> 
#include<string.h> 
#include<time.h> 
 
//waveファイルの情報格納構造体 
typedef struct{ 
 short ch; 
 long samplingFs; 
 short bpsample; 
 long data_size; 
 short chank_size; 
} WFormat; 
 
//GHA構造体 
typedef struct{ 
 long samplingFs; 
 long gha_point; 
 long shift_point; 
 long frames; 
} GHA_H; 
 
//関数 
void gha_main(double *,int,int,int,double *,double *); 
WFormat read_wave(char *); 
void read_Pcm(char *,int,int,int,double *,WFormat); 
void write_gha(char *,int,double *,double *,GHA_H); 
 
void main(int argc,char *argv[]) 
{ 
 int i; 
 int point; 
 int loop; 
 int shift; 
 int hon; 
 //時間計算 
 time_t start_t,end_t,t; 
 //入出力ファイル名 
 char wavename[256],ghaname[256]; 
 //周波数格納用 
 double *PCM; 
 
 //waveのデータ格納用 
 WFormat w_Info; 
 //GHAデータの格納用 
 GHA_H gha_Info; 
 
 if(argc<2) 
 { 
  //入出力ファイル 
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  printf("Waveファイルの入力    :"); 
  scanf("%s",wavename); 
 } 
 else 
 { 
  strcpy(wavename,argv[1]); 
 } 
 if(argc<3) 
 { 
  printf("出力ファイル名の入力  :"); 
  scanf("%s",ghaname); 
 } 
 else 
 { 
  strcpy(ghaname,argv[2]); 
 } 
 
 
 //GHA条件決定部 
 
 w_Info = read_wave(wavename); 
 
 if(argc<4) 
 { 
  printf("GHAのポイント数の入力 :"); 
  scanf("%d",&point); 
 } 
 else 
 { 
  point=atoi(argv[3]); 
 } 
 if(argc<5) 
 { 
  printf("ずらすポイント数の入力:"); 
  scanf("%d",&shift); 
 } 
 else 
 { 
  shift=atoi(argv[4]); 
 } 
 
 if(argc<6) 
 { 
  printf("抽出本数の入力        :"); 
  scanf("%d",&hon); 
 } 
 else 
 { 
  hon=atoi(argv[5]); 
 } 
 
 loop = w_Info.data_size/(shift*2); 
 
 //GHAデータの格納 
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 gha_Info.samplingFs  = w_Info.samplingFs; 
 gha_Info.gha_point   = point; 
 gha_Info.shift_point = shift; 
 gha_Info.frames  = loop; 
 
 double *real,*imag; 
 
 printf("¥nGHA....Analysis....¥n"); 
 for(i=0;i<loop;i++) 
 { 
  PCM=(double *)calloc(point,sizeof(double)); 
  real=(double *)calloc(w_Info.samplingFs/2+1,sizeof(double)); 
  imag=(double *)calloc(w_Info.samplingFs/2+1,sizeof(double)); 
 
  start_t = time(NULL); 
 
  read_Pcm(wavename,i,point,shift,PCM,w_Info); 
 
  gha_main(PCM,point,w_Info.samplingFs,hon,real,imag); 
 
  write_gha(ghaname,i,real,imag,gha_Info); 
 
  end_t = time(NULL); 
 
  t = end_t-start_t; 
  printf("time %02d:%02d",(t%3600)/60,t%60); 
 
  printf(" %6d/%6d  ¥r",i+1,loop); 
 
  free(PCM); 
  free(real); 
  free(imag); 
 } 
 
 
 printf("¥n....finish¥n"); 
 
} 
 
 
//pcmファイルからデータを読込む 
void read_Pcm(char *wavename,int frames,int point,int shift,double *pcm,WFormat Info) 
{ 
 int i; 
 short in; 
 FILE *fin; 
 
 if((fin = fopen(wavename,"rb"))!= NULL) 
 { 
  fseek(fin,sizeof(short)*((Info.chank_size/2)+frames*shift),SEEK_SET); 
  for(i=0;i<point;i++) 
  { 
   fread(&in,sizeof(short),1,fin); 
   pcm[i] = (double)in; 
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  } 
 } 
 else 
 { 
  printf("指定されたファイルが見つかりません¥n"); 
  getc(stdin); 
  fclose(fin); 
  exit(1); 
 } 
 fclose(fin); 
} 
 
 
//GHAファイルの出力 
void write_gha(char *file,int frames,double *real,double *imag,GHA_H Info) 
{ 
 int i; 
 FILE *fout; 
 float temp = 0.0; 
 
 if(frames == 0)//ファイル情報の書き込み 
 { 
  if((fout = fopen(file,"wt")) != NULL) 
  { 
   fprintf(fout,"%8.1f,",(double)Info.samplingFs); 
   fprintf(fout,"                       0,"); 
   fprintf(fout,"                       0¥n"); 
    fclose(fout); 
  } 
  else 
  { 
   printf("出力ファイルを作成出来ません¥n"); 
   getc(stdin); 
   fclose(fout); 
   exit(1); 
  } 
 } 
 
 int cur; 
 if((fout = fopen(file,"at")) != NULL) 
 { 
  cur = frames*Info.shift_point; 
  fprintf(fout,"%8.1f,%24d,%24d¥n",temp,cur,cur+Info.gha_point-1); 
 
  for(i=1; i<=Info.samplingFs/2; i++) 
  { 
   //配列が real、imagともに０であれば出力しない 
   if( real[i]!=0.0 || imag[i]!=0.0 ) 
   { 
    fprintf(fout,"%8.1f,%24.14f,%24.14f¥n" 
     ,(double)i,imag[i],real[i]); 
   } 
  } 
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  fclose(fout); 
 } 
 
} 
 
//gha関数 
//double *Pcm  :PCMの格納された配列 
//int gha_point  :ghaのポイント数 
//int samplinghFs :標本化周波数 
//int hon   :抽出本数 
//float real  :実数成分が格納される配列(標本化周波数の1/2のサイズ-標本化
周波数 44100Hzなら 22050個) 
//float imag  :虚数成分が格納される配列(標本化周波数の 1/2のサイズ) 
void gha_main(double *Pcm,int gha_point,int samplingFs,int hon,double *real,double *imag) 
{ 
 
 int i,j,loopNo; 
 int count; 
 
 double f; 
 
 double *Coswav,*Sinwav; 
 
 //原信号の Power格納用 
 double SourceP; 
 
 //残差の Power格納用 
 double ZansaP; 
 
 //gha mode swich 
 double P_temp = pow(10,20); 
 
 //計算中の残差 Power格納および判別用 
 double zansa,lev,zansaMini,C_Mini,S_Mini; 
 int fMini; 
 
 //GHA振幅値の計算用変数 
 double S,C,Z,P,Q,R,Sf,Cf; 
 
 //核変数 
 double deg; 
 
 int n; 
 n = gha_point; 
 
 //GHAループ判別用 
 int gha_flag; 
 
 double minLev; 
 minLev = (sqrt(2.0)/2.0)*(double)n; 
 
 //原信号の Powerを計算 
 SourceP = 0; 
 ZansaP = 0; 
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 for(i=0;i<n;i++) 
 { 
  SourceP+=Pcm[i]*Pcm[i]; 
  ZansaP+=Pcm[i]*Pcm[i]; 
 } 
 
 //gha開始条件 
 gha_flag=0; 
 if(SourceP>=minLev) 
  gha_flag=1; 
 
 //核変数計算 
 deg = 2.0*(M_PI)/(double)samplingFs; 
 
 zansaMini = SourceP; 
 
 count=0; 
 
 int fstep; 
 
 Coswav=(double *)calloc(samplingFs,sizeof(double)); 
 Sinwav=(double *)calloc(samplingFs,sizeof(double)); 
 
 for(i=0;i<samplingFs;i++) 
 { 
  Coswav[i]=cos(deg*i); 
  Sinwav[i]=sin(deg*i); 
 } 
 
 //残差計算部 
 while(gha_flag) 
 { 
  loopNo = 0; 
 
  P_temp = ZansaP; 
 
  //終了条件 
  if( count >= hon ) 
  { 
   break; 
  } 
 
  //周波数変換 
  for(i=1;i<samplingFs/2;i++) 
  { 
   f = (double)i; 
 
   //Ｓ、Ｃの計算 
   S = 0.0; C = 0.0; 
   fstep = 0; 
   for(j=0;j<n;j++) 
   { 
    C+=Pcm[j]*Coswav[fstep]/(double)samplingFs; 
    S+=Pcm[j]*Sinwav[fstep]/(double)samplingFs; 
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    fstep = (fstep+i)%samplingFs; 
   } 
 
   //各変数の計算 
   Z=4.0*(M_PI)*f*(double)n/(double)samplingFs; 
   P=(Z - sin(Z))/(8.0*(M_PI)*f); 
   Q=(Z + sin(Z))/(8.0*(M_PI)*f); 
   R=(1.0-cos(Z))/(8.0*(M_PI)*f); 
 
   //振幅値 
   Cf=(P*C-R*S)/(P*Q-R*R); 
   Sf=(Q*S-R*C)/(P*Q-R*R); 
 
   //予測波形から予測残差を求める 
   zansa = 0.0; 
   fstep = 0; 
   for(j=0;j<n;j++) 
   { 
    lev=Pcm[j]-(Cf*Coswav[fstep]+Sf*Sinwav[fstep]); 
    zansa+=lev*lev; 
    fstep = (fstep+i)%samplingFs; 
   } 
 
   //残差最小の周波数の判別 
   while(zansaMini > zansa) 
   { 
    zansaMini = zansa; 
    fMini = (int)f; 
    loopNo = i; 
    C_Mini = Cf; 
    S_Mini = Sf; 
    break; 
   } 
 
  } 
 
  //出力 
  real[loopNo]+=C_Mini; 
  imag[loopNo]+=S_Mini; 
 
  //実際の抽出及び残差計算 
  ZansaP = 0.0; 
  fstep = 0; 
  for(j=0;j<n;j++) 
  { 
   Pcm[j]=Pcm[j]-(C_Mini*cos(deg*j*fMini) 
     +S_Mini*sin(deg*j*fMini)); 
   ZansaP+=Pcm[j]*Pcm[j]; 
   fstep = (fstep+i)%samplingFs; 
  } 
  count++; 
 } 
 
 free(Coswav); 
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 free(Sinwav); 
} 
 
//Waveチャンク読み込み用関数 
WFormat read_wave(char *wavename) 
{ 
 
 WFormat DATA; 
 int i; 
 long chank; 
 char Riff[8]; 
 char Wave[8]; 
 char FMT[8]; 
 long FMT_size; 
 short chanel; 
 long sampling; 
 short bits_sample; 
 char Data[8]; 
 
 FILE *wave_Data; 
 
 wave_Data=fopen(wavename,"rb"); 
 if(wave_Data==NULL) 
 { 
  printf("指定されたWaveファイルを開けませんでした¥n"); 
  getc(stdin); 
  exit(1); 
 } 
 
 for(i=0;i<8;i++) 
 { 
  Riff[i] = '¥0'; 
  Wave[i] = '¥0'; 
  FMT[i] = '¥0'; 
  Data[i] = '¥0'; 
 } 
 
 //RIFF文字読み込み 
 fseek(wave_Data,0,SEEK_SET); 
 fread(Riff,sizeof(char),4,wave_Data); 
 
 if(strcmp(Riff, "RIFF") != 0) 
 { 
  printf("フォーマットが違います(RIFF):%s¥n",Riff); 
  getc(stdin); 
  exit(1); 
 } 
 
 //チャンクサイズ読み込み 
 fseek(wave_Data,sizeof(short)*2,SEEK_SET); 
 fread(&chank,sizeof(long),1,wave_Data); 
 
 
 //WAVE文字読み込み 
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 fseek(wave_Data,sizeof(short)*4,SEEK_SET); 
 fread(Wave,sizeof(char),4,wave_Data); 
 
 if(strcmp(Wave, "WAVE") != 0) 
 { 
  printf("フォーマットが違います(WAVE):%s¥n",Wave); 
  getc(stdin); 
  exit(1); 
 } 
 
 //fmt文字読み込み 
 fseek(wave_Data,sizeof(short)*6,SEEK_SET); 
 fread(FMT,sizeof(char),4,wave_Data); 
 
 if(strcmp(FMT, "fmt ") != 0) 
 { 
  printf("フォーマットが違います(fmt ):%s¥n",FMT); 
  getc(stdin); 
  exit(1); 
 } 
 
 fseek(wave_Data,sizeof(short)*8,SEEK_SET); 
 fread(&FMT_size,sizeof(long),1,wave_Data); 
 
 FMT_size = FMT_size / 2; 
 
// printf("FMT_size = %d¥n",FMT_size); 
 
 //チャンネル数の読み込み 
 fseek(wave_Data,sizeof(short)*11,SEEK_SET); 
 fread(&chanel,sizeof(short),1,wave_Data); 
 
 switch(chanel) 
 { 
  case 1: DATA.ch = (short)1; break; 
//  case 2: DATA.ch = (short)2; break; 
  default  :  
   printf("現在このチャンネル数は対応していません¥n"); 
     getc(stdin); 
     exit(1); 
 } 
 
 //サンプリング周波数の読み込み 
 fseek(wave_Data,sizeof(short)*12,SEEK_SET); 
 fread(&sampling,sizeof(long),1,wave_Data); 
 
 DATA.samplingFs = sampling; 
 
 
 //1サンプル何ビットか 
 fseek(wave_Data,sizeof(short)*17,SEEK_SET); 
 fread(&bits_sample,sizeof(short),1,wave_Data); 
 
 switch(bits_sample) 
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 { 
//  case 8: DATA.bpsample = 8; break; 
  case   16: DATA.bpsample = 16; break; 
  default  :  
   printf("この ビット/サンプル には対応していません¥n"); 
     getc(stdin); 
     exit(1); 
 } 
 
 //data文字読み込み 
 fseek(wave_Data,sizeof(short)*(10+FMT_size),SEEK_SET); 
 fread(Data,sizeof(char),4,wave_Data); 
 
 if(strcmp(Data, "data") != 0) 
 { 
  printf("フォーマットが違います(data):%s¥n",Data); 
  getc(stdin); 
  exit(1); 
 } 
 
 //データサイズの読み込み 
 fseek(wave_Data,sizeof(short)*(12+FMT_size),SEEK_SET); 
 fread(&DATA.data_size,sizeof(long),1,wave_Data); 
 
 DATA.chank_size = (short)(chank - DATA.data_size + 8); 
 
 fclose(wave_Data); 
 return DATA; 
} 
 
 
２．楽音を対象とした分析プログラム 
 
#include<stdio.h> 
#include<stdlib.h> 
#include<math.h> 
#include<string.h> 
#include<time.h> 
 
//waveファイルの情報格納構造体 
typedef struct{ 
 short ch; 
 long samplingFs; 
 short bpsample; 
 long data_size; 
 short chank_size; 
} WFormat; 
 
typedef struct{ 
 double r; 
 double i; 
} complex; 
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typedef struct{ 
 char ghaType[4]; 
 long samplingFs; 
 long gha_point; 
 long shift_point; 
 long looplength; 
 float baseHz; 
 long octave_band; 
 long step; 
} GHA_H; 
 
//関数 
int gha_main(double *,int,complex *,GHA_H,float *); 
WFormat read_wave(char *); 
int Freqency_step(float,int,float *,int); 
void read_Pcm(char *,int,int,int,double *,WFormat); 
void write_gha(char *,int,complex *,GHA_H,float *); 
 
 
double Limit; 
int hon; 
int Resume; 
 
void main(int argc,char *argv[]) 
{ 
 int i; 
 int point; 
 int Step; 
 int loop; 
 int shift; 
 
 time_t t_start; 
 int t; 
 
 //入出力ファイル名 
 char wavename[256],ghaname[256]; 
 char calcfile[256]; 
 
 //周波数格納用 
 float f[48000]; 
 complex *Data; 
 double *PCM; 
 
 //waveのデータ格納用 
 WFormat w_Info; 
 //GHAデータの格納用 
 GHA_H gha_Info; 
 
 //GHA条件変数 
 float baseHz; 
 int octave; 
 
 int start; 
 -179-
 
 
 if(argc<2) 
 { 
  //入出力ファイル 
  printf("Waveファイル入力 : "); 
  scanf("%s",&wavename); 
 } 
 else 
 { 
  strcpy(wavename,argv[1]); 
 } 
 if(argc<3) 
 { 
  printf("GHAファイル名入力 : "); 
  scanf("%s",&ghaname); 
 } 
 else 
 { 
  strcpy(ghaname,argv[2]); 
 } 
 
 if(argc<4) 
 { 
  printf("GHA point 数 : "); 
  scanf("%d",&point); 
  start = 0; 
 } 
 else 
 { 
  point=atoi(argv[3]); 
  start = 0; 
 } 
 
 if(argc<5) 
 { 
  printf("移動 point 数 ? : "); 
  scanf("%d",&shift); 
 } 
 else 
 { 
  shift=atoi(argv[4]); 
 } 
 if(argc<6) 
 { 
  printf("基準にする周波数 ? : "); 
  scanf("%f",&baseHz); 
 } 
 else 
 { 
  baseHz=(float)atoi(argv[5]); 
 } 
 if(argc<7) 
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 { 
  printf("1/x octave (x=?) : "); 
  scanf("%d",&octave); 
 } 
 else 
 { 
  octave=atoi(argv[6]); 
 } 
 
 printf("GAIN ? dB : "); 
 scanf("%lf",&Limit); 
 
 if(argc<8) 
 { 
  printf("抽出本数 :"); 
  scanf("%d",&hon); 
 } 
 else 
 { 
  hon=atoi(argv[7]); 
 } 
 
 w_Info = read_wave(wavename); 
 Step = Freqency_step(baseHz,octave,f,w_Info.samplingFs/2); 
 
 loop = w_Info.data_size/(shift*2); 
 
 //GHAデータの格納 
 strcpy(gha_Info.ghaType,"EGHA"); 
 gha_Info.samplingFs  = w_Info.samplingFs; 
 gha_Info.gha_point   = point; 
 gha_Info.shift_point = shift; 
 gha_Info.looplength  = loop; 
 gha_Info.baseHz      = baseHz; 
 gha_Info.octave_band = octave; 
 gha_Info.step        = Step; 
 
 printf("¥n**** START ****¥n"); 
 
 for(i=start;i<loop;i++) 
 { 
  PCM=(double *)calloc(point,sizeof(double)); 
  Data=(complex *)calloc(Step,sizeof(complex)); 
 
  t_start = time(NULL); 
 
  read_Pcm(wavename,i,point,shift,PCM,w_Info); 
 
  gha_main(PCM,w_Info.samplingFs,Data,gha_Info,f); 
 
  write_gha(ghaname,i,Data,gha_Info,f); 
 
  t = time(NULL)-t_start; 
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  printf("time %02d:%02d:%02d¥t",t/3600,(t%3600)/60,t%60); 
 
  printf(" %6d/%6d¥r",i+1,loop); 
 
  free(PCM); 
  free(Data); 
 } 
 
 printf("¥n****   END  ****¥n"); 
 
} 
 
//pcmファイルからデータを読込む 
void read_Pcm(char *wavename,int flames,int point,int shift,double *pcm,WFormat Info) 
{ 
 int i; 
 short in; 
 FILE *fin; 
 
 if((fin = fopen(wavename,"rb"))!= NULL) 
 { 
  fseek(fin,sizeof(short)*((Info.chank_size/2)+flames*shift),SEEK_SET); 
  for(i=0;i<point;i++) 
  { 
   fread(&in,sizeof(short),1,fin); 
   pcm[i] = (double)in; 
  } 
 } 
 else 
 { 
  printf("指定されたファイルが見つかりません¥n"); 
  getc(stdin); 
  fclose(fin); 
  exit(1); 
 } 
 fclose(fin); 
} 
 
 
//GHAファイルの出力 
void write_gha(char *file,int flames,complex *gha_Data,GHA_H Info,float *f) 
{ 
 short i; 
 FILE *fout; 
 short temp_s=0; 
 float temp_f=0.0; 
 float Real,Imag; 
 
 if(flames == 0)//ヘッダー、ファイル情報の書き込み 
 { 
  if((fout = fopen(file,"wt")) != NULL) 
  { 
   fprintf(fout,"%10.4f,%16d,%16d¥n",(float)Info.samplingFs,0,0); 
  } 
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  else 
  { 
   printf("出力ファイルを作成出来ません¥n"); 
   getc(stdin); 
   fclose(fout); 
   exit(1); 
  } 
  fclose(fout); 
 } 
 
 if((fout = fopen(file,"at")) != NULL) 
 { 
  //フレームの境目は０で埋める 
  fprintf(fout,"%10.4f,%16d,%16d¥n", 
   (float)0,flames*Info.shift_point,(flames+1)*Info.shift_point-1); 
  for(i=0; i<Info.step; i++) 
  { 
   Real = (float)gha_Data[i].r; 
   Imag = (float)gha_Data[i].i; 
   //配列が real、imagともに０であれば出力しない 
   if( Real!=0.0 || Imag!=0.0 ) 
   { 
    fprintf(fout,"%10.4f,%16.8f,%16.8f¥n",f[i],Imag,Real); 
   } 
  } 
 
 
 fclose(fout); 
 } 
 
} 
 
//gha関数 
int gha_main(double *Pcm,int samplingFS,complex *GHA_DATA,GHA_H Info,float *freq) 
{ 
 
 int i,j,loopNo; 
 int count; 
 
 double f; 
 
 //原信号の Power格納用 
 double SourceP; 
 
 //残差の Power格納用 
 double ZansaP; 
 
 //計算中の残差 Power格納および判別用 
 double zansa,lev,zansaMini,fMini,C_Mini,S_Mini; 
 
 //GHA振幅値の計算用変数 
 double S,C,Z,P,Q,R,Sf,Cf; 
 
 //核変数 
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 double deg; 
 
 int n; 
 n = Info.gha_point; 
 
 //GHAループ判別用 
 int gha_flag; 
 
 //利得３０ｄB 
 double dB; 
 
 //抽出最小レベル 
 double minLev; 
 
 minLev = (sqrt(2.0) / 2.0) * (double)n; 
 
 double *Coswav,*Sinwav; 
 Coswav=(double *)calloc(n,sizeof(double)); 
 Sinwav=(double *)calloc(n,sizeof(double)); 
 
 
 //原信号の Powerを計算 
 SourceP = 0; 
 ZansaP = 0; 
 for(i=0;i<n;i++) 
 { 
  SourceP+=Pcm[i]*Pcm[i]; 
  ZansaP+=Pcm[i]*Pcm[i]; 
 } 
 
 
 if(SourceP > minLev) 
  gha_flag=1; 
 else 
  gha_flag=0; 
 
 //核変数計算 
 deg = 2.0*(M_PI)/(double)samplingFS; 
 
 zansaMini = SourceP; 
 
 count=0; 
 
 //残差計算部 
 while(gha_flag) 
 { 
  loopNo = 0; 
 
  //周波数変換 
  for(i=1;i<Info.step;i++) 
  { 
   f = (double)freq[i]; 
 
   for(j=0;j<n;j++) 
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   { 
    Coswav[j]=cos(deg*j*f); 
    Sinwav[j]=sin(deg*j*f); 
   } 
 
   //Ｓ、Ｃの計算 
   S = 0.0; C = 0.0; 
   for(j=0;j<n;j++) 
   { 
    C+=Pcm[j]*Coswav[j]/(double)Info.samplingFs; 
    S+=Pcm[j]*Sinwav[j]/(double)Info.samplingFs; 
   } 
 
   //各変数の計算 
   Z=4.0*(M_PI)*f*(double)n/(double)Info.samplingFs; 
   P=(Z - sin(Z))/(8.0*(M_PI)*f); 
   Q=(Z + sin(Z))/(8.0*(M_PI)*f); 
   R=(1.0-cos(Z))/(8.0*(M_PI)*f); 
 
   //振幅値 
   Cf=(P*C-R*S)/(P*Q-R*R); 
   Sf=(Q*S-R*C)/(P*Q-R*R); 
 
   //予測波形から予測残差を求める 
   zansa = 0.0; 
   for(j=0;j<n;j++) 
   { 
    lev=Pcm[j]-(Cf*Coswav[j]+Sf*Sinwav[j]); 
    zansa+=lev*lev; 
   } 
 
   //残差最小の周波数の判別 
   while(zansaMini > zansa) 
   { 
    zansaMini = zansa; 
    fMini = f; 
    loopNo = i; 
    C_Mini = Cf; 
    S_Mini = Sf; 
    break; 
   } 
 
  } 
 
  //出力 
  GHA_DATA[loopNo].r+=C_Mini; 
  GHA_DATA[loopNo].i+=S_Mini; 
 
  //実際の抽出及び残差計算 
  ZansaP = 0; 
  for(j=0;j<n;j++) 
  { 
   Pcm[j]=Pcm[j]-(C_Mini*cos(deg*j*fMini) 
     +S_Mini*sin(deg*j*fMini)); 
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   ZansaP+=Pcm[j]*Pcm[j]; 
  } 
 
  //利得の計算 
  dB = 10.0*log10(SourceP/ZansaP); 
 
  count++; 
 
  if( dB >= Limit || ZansaP < minLev || count >= hon ) 
  { 
   break; 
  } 
 } 
 
 free(Coswav); 
 free(Sinwav); 
 
} 
 
 
//Waveチャンク読み込み用関数 
WFormat read_wave(char *wavename) 
{ 
 
 WFormat DATA; 
 int i; 
 long chank; 
 char Riff[8]; 
 char Wave[8]; 
 char FMT[8]; 
 long FMT_size; 
 short chanel; 
 long sampling; 
 short bits_sample; 
 char Data[8]; 
 
 FILE *wave_Data; 
 
 wave_Data=fopen(wavename,"rb"); 
 if(wave_Data==NULL) 
 { 
  printf("指定されたWaveファイルを開けませんでした¥n"); 
  getc(stdin); 
  exit(1); 
 } 
 
 for(i=0;i<8;i++) 
 { 
  Riff[i] = '¥0'; 
  Wave[i] = '¥0'; 
  FMT[i] = '¥0'; 
  Data[i] = '¥0'; 
 } 
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 //RIFF文字読み込み 
 fseek(wave_Data,0,SEEK_SET); 
 fread(Riff,sizeof(char),4,wave_Data); 
 
 if(strcmp(Riff, "RIFF") != 0) 
 { 
  printf("フォーマットが違います(RIFF):%s¥n",Riff); 
  getc(stdin); 
  exit(1); 
 } 
 
 //チャンクサイズ読み込み 
 fseek(wave_Data,sizeof(short)*2,SEEK_SET); 
 fread(&chank,sizeof(long),1,wave_Data); 
 
 
 //WAVE文字読み込み 
 fseek(wave_Data,sizeof(short)*4,SEEK_SET); 
 fread(Wave,sizeof(char),4,wave_Data); 
 
 if(strcmp(Wave, "WAVE") != 0) 
 { 
  printf("フォーマットが違います(WAVE):%s¥n",Wave); 
  getc(stdin); 
  exit(1); 
 } 
 
 //fmt文字読み込み 
 fseek(wave_Data,sizeof(short)*6,SEEK_SET); 
 fread(FMT,sizeof(char),4,wave_Data); 
 
 if(strcmp(FMT, "fmt ") != 0) 
 { 
  printf("フォーマットが違います(fmt ):%s¥n",FMT); 
  getc(stdin); 
  exit(1); 
 } 
 
 fseek(wave_Data,sizeof(short)*8,SEEK_SET); 
 fread(&FMT_size,sizeof(long),1,wave_Data); 
 
 FMT_size = FMT_size / 2; 
 
// printf("FMT_size = %d¥n",FMT_size); 
 
 //チャンネル数の読み込み 
 fseek(wave_Data,sizeof(short)*11,SEEK_SET); 
 fread(&chanel,sizeof(short),1,wave_Data); 
 
 switch(chanel) 
 { 
  case 1: DATA.ch = (short)1; break; 
//  case 2: DATA.ch = (short)2; break; 
  default  :  
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   printf("現在このチャンネル数は対応していません¥n"); 
     getc(stdin); 
     exit(1); 
 } 
 
 //サンプリング周波数の読み込み 
 fseek(wave_Data,sizeof(short)*12,SEEK_SET); 
 fread(&sampling,sizeof(long),1,wave_Data); 
 
 DATA.samplingFs = sampling; 
 
 
 //1サンプル何ビットか 
 fseek(wave_Data,sizeof(short)*17,SEEK_SET); 
 fread(&bits_sample,sizeof(short),1,wave_Data); 
 
 switch(bits_sample) 
 { 
  case   16: DATA.bpsample = 16; break; 
  default  :  
   printf("この ビット/サンプル には対応していません¥n"); 
     getc(stdin); 
     exit(1); 
 } 
 
 //data文字読み込み 
 fseek(wave_Data,sizeof(short)*(10+FMT_size),SEEK_SET); 
 fread(Data,sizeof(char),4,wave_Data); 
 
 if(strcmp(Data, "data") != 0) 
 { 
  printf("フォーマットが違います(data):%s¥n",Data); 
  getc(stdin); 
  exit(1); 
 } 
 
 //データサイズの読み込み 
 fseek(wave_Data,sizeof(short)*(12+FMT_size),SEEK_SET); 
 fread(&DATA.data_size,sizeof(long),1,wave_Data); 
 
 DATA.chank_size = (short)(chank - DATA.data_size + 8); 
 
 fclose(wave_Data); 
 return DATA; 
} 
 
 
//対数ステップの周波数計算(最新)1～24000Hz 
int Freqency_step(float baseHz,int Octave_band,float *freq,int top) 
{ 
 int i,j; 
 int start,end; 
 float f; 
 float under; 
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 under=1.0; 
 //始点周波数の計算 
 i=0; 
 for(;;) 
 { 
  f = baseHz*(float)pow(2.0,(i/(double)(Octave_band))); 
  if(f<under) 
  { 
   start = i + 1; 
   break; 
  } 
  i--; 
 } 
 //終点周波数の計算 
 i = 0; 
 for(;;) 
 { 
  f = baseHz*(float)pow(2.0,(i/(double)(Octave_band))); 
  if(f>top) 
  { 
   end = i - 1; 
   break; 
  } 
  i++; 
 } 
 
 j = 1; 
 for(i=start;i<=end;i++) 
 { 
  freq[j] = baseHz*(float)pow(2.0,(i/(double)(Octave_band))); 
  j++; 
 } 
 return j; 
 
} 
 
 
３．基音に基づく分析プログラム 
 
#include<stdio.h> 
#include<stdlib.h> 
#include<math.h> 
#include<string.h> 
#include<time.h> 
 
//waveファイルの情報格納構造体 
typedef struct{ 
    short ch; 
    long samplingFs; 
    short bpsample; 
    long data_size; 
    short chank_size; 
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} WFormat; 
 
//GHA構造体 
typedef struct{ 
    long samplingFs; 
    long gha_point; 
    long shift_point; 
    long frames; 
} GHA_H; 
 
//関数 
void gha_main(double *,int,int,int,double *,double *); 
WFormat read_wave(char *); 
void read_Pcm(char *,int,int,int,double *,WFormat); 
void write_gha(char *,int,double *,double *,GHA_H); 
 
int bion; 
 
void fft( 
    double *ar, 
    double *ai, 
    int     n, 
    int     mode 
); 
 
double 
peak( 
    double *real, 
    double *imag, 
    int     n, 
    int     samplingFs 
); 
 
void main(int argc,char *argv[]) 
{ 
    int i; 
    int point; 
    int loop; 
    int shift; 
    int hon; 
    //時間計算 
    time_t start_t,end_t,t; 
    //入出力ファイル名 
    char wavename[256],ghaname[256]; 
    //周波数格納用 
    double *PCM; 
    //waveのデータ格納用 
    WFormat w_Info; 
    //GHAデータの格納用 
    GHA_H gha_Info; 
 
    if(argc<2) 
    { 
        //入出力ファイル 
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        printf("Waveファイルの入力    :"); 
        scanf("%s",wavename); 
    } 
    else 
    { 
        strcpy(wavename,argv[1]); 
    } 
    if(argc<3) 
    { 
        printf("出力ファイル名の入力  :"); 
        scanf("%s",ghaname); 
    } 
    else 
    { 
        strcpy(ghaname,argv[2]); 
    } 
 
    //GHA条件決定部 
    w_Info = read_wave(wavename); 
 
    if(argc<4) 
    { 
        printf("GHAのポイント数の入力 :"); 
        scanf("%d",&point); 
    } 
    else 
    { 
        point=atoi(argv[3]); 
    } 
    if(argc<5) 
    { 
        printf("ずらすポイント数の入力:"); 
        scanf("%d",&shift); 
    } 
    else 
    { 
        shift=atoi(argv[4]); 
    } 
 
    if(argc<6) 
    { 
        printf("抽出本数の入力        :"); 
        scanf("%d",&hon); 
    } 
    else 
    { 
        hon=atoi(argv[5]); 
    } 
 
    loop = w_Info.data_size/(shift*2); 
    //GHAデータの格納 
    gha_Info.samplingFs  = w_Info.samplingFs; 
    gha_Info.gha_point   = point; 
    gha_Info.shift_point = shift; 
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    gha_Info.frames  = loop; 
    double *real,*imag; 
    bion = 20; 
    printf("¥nGHA....Analysis....¥n"); 
    for(i=0;i<loop;i++) 
    { 
        PCM=(double *)calloc(point,sizeof(double)); 
        real=(double *)calloc(w_Info.samplingFs/2+1,sizeof(double)); 
        imag=(double *)calloc(w_Info.samplingFs/2+1,sizeof(double)); 
 
        printf(" %6d/%6d  ¥n",i+1,loop); 
 
        start_t = time(NULL); 
        read_Pcm(wavename,i,point,shift,PCM,w_Info); 
        gha_main(PCM,point,w_Info.samplingFs,hon,real,imag); 
        write_gha(ghaname,i,real,imag,gha_Info); 
        end_t = time(NULL); 
        t = end_t-start_t; 
        printf("time %02d:%02d",(t%3600)/60,t%60); 
        free(PCM); 
        free(real); 
        free(imag); 
    } 
 
    printf("¥n....finish¥n"); 
 
} 
 
//pcmファイルからデータを読込む 
void read_Pcm(char *wavename,int frames,int point,int shift,double *pcm,WFormat Info) 
{ 
    int i; 
    short in; 
    FILE *fin; 
    if((fin = fopen(wavename,"rb"))!= NULL) 
    { 
        fseek(fin,sizeof(short)*((Info.chank_size/2)+frames*shift),SEEK_SET); 
        for(i=0;i<point;i++) 
        { 
            fread(&in,sizeof(short),1,fin); 
            pcm[i] = (double)in; 
        } 
    } 
    else 
    { 
        printf("指定されたファイルが見つかりません¥n"); 
        getc(stdin); 
        fclose(fin); 
        exit(1); 
    } 
    fclose(fin); 
} 
 
//GHAファイルの出力 
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void write_gha(char *file,int frames,double *real,double *imag,GHA_H Info) 
{ 
    int i; 
    FILE *fout; 
    float temp = 0.0; 
 
    if(frames == 0)//ファイル情報の書き込み 
    { 
        if((fout = fopen(file,"wt")) != NULL) 
        { 
            fprintf(fout,"%8.1f,",(double)Info.samplingFs); 
            fprintf(fout,"                       0,"); 
            fprintf(fout,"                       0¥n"); 
             fclose(fout); 
        } 
        else 
        { 
            printf("出力ファイルを作成出来ません¥n"); 
            getc(stdin); 
            fclose(fout); 
            exit(1); 
        } 
    } 
 
    int cur; 
    if((fout = fopen(file,"at")) != NULL) 
    { 
        cur = frames*Info.shift_point; 
        fprintf(fout,"%8.1f,%24d,%24d¥n",temp,cur,cur+Info.gha_point-1); 
 
        for(i=1; i<=Info.samplingFs/2; i++) 
        { 
            //配列が real、imagともに０であれば出力しない 
            if( real[i]!=0.0 || imag[i]!=0.0 ) 
            { 
                //1つの周波数は 6バイトで表わされる 
                fprintf(fout,"%8.1f,%24.14f,%24.14f¥n",(double)i,imag[i],real[i]); 
            } 
        } 
 
        fclose(fout); 
    } 
 
} 
 
//gha関数 
//double *Pcm        :PCMの格納された配列 
//int gha_point        :ghaのポイント数 
//int samplinghFs    :標本化周波数 
//int hon            :抽出本数 
//float real        :実数成分が格納される配列(標本化周波数の 1/2 のサイズ-標本化周波数
44100Hzなら 22050個) 
//float imag        :虚数成分が格納される配列(標本化周波数の 1/2のサイズ) 
void gha_main(double *Pcm,int gha_point,int samplingFs,int hon,double *real,double *imag) 
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{ 
 
    int i,j,loopNo; 
    int count; 
 
    double f; 
    double f2; 
 
    double *Coswav,*Sinwav; 
 
    //原信号の Power格納用 
    double SourceP; 
 
    //残差の Power格納用 
    double ZansaP; 
 
    //gha mode swich 
    double P_temp = pow(10,20); 
 
    //計算中の残差 Power格納および判別用 
    double zansa,lev,zansaMini,C_Mini,S_Mini; 
    int fMini; 
 
    //GHA振幅値の計算用変数 
    double S,C,Z,P,Q,R,Sf,Cf; 
 
    //核変数 
    double deg; 
 
    // 
    float basefs; 
 
    int n; 
    n = gha_point; 
 
    //GHAループ判別用 
    int gha_flag=0; 
 
    double minLev; 
    minLev = (sqrt(2.0)/2.0)*(double)n; 
 
    int fpoint; 
    //2の累乗の計算 
    fpoint=1; 
    for(;;) 
    { 
        fpoint=fpoint*2; 
        if(fpoint>n) 
        { 
            break; 
        } 
    } 
    double *REAL,*IMAG; 
    //原信号の Powerを計算 
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    SourceP = 0; 
    ZansaP = 0; 
    for(i=0;i<n;i++) 
    { 
        SourceP+=Pcm[i]*Pcm[i]; 
        ZansaP+=Pcm[i]*Pcm[i]; 
    } 
 
    //gha開始条件 
    gha_flag=0; 
    if(SourceP>=minLev) 
        gha_flag=1; 
 
    //核変数計算 
    deg = 2.0*(M_PI)/(double)samplingFs; 
    zansaMini = SourceP; 
    count=0; 
 
    int fstep; 
 
    Coswav=(double *)calloc(samplingFs,sizeof(double)); 
    Sinwav=(double *)calloc(samplingFs,sizeof(double)); 
 
    for(i=0;i<samplingFs;i++) 
    { 
        Coswav[i]=cos(deg*i); 
        Sinwav[i]=sin(deg*i); 
    } 
 
    //残差計算部 
    while(gha_flag) 
    { 
        loopNo = 0; 
 
        P_temp = ZansaP; 
 
        //終了条件 
        if( count >= hon ) 
        { 
            break; 
        } 
 
        //基本周期の推定//////////////////// 
        REAL=(double *)calloc(fpoint,sizeof(double)); 
        IMAG=(double *)calloc(fpoint,sizeof(double)); 
 
        for(j=0;j<gha_point;j++) 
            REAL[j]=Pcm[j]; 
 
        fft( 
            REAL, 
            IMAG, 
            fpoint, 
            1 
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        ); 
 
        basefs=(int)peak( REAL, IMAG, fpoint,samplingFs); 
 
        free(REAL); 
        free(IMAG); 
        //基本周期の推定終了//////////////////////// 
 
        //許容範囲 
        //周波数変換 
        for(int l=1;l<=bion;l++) 
        { 
 
            f = basefs*l; 
 
///            printf("%d分析帯域の中心周波数%f¥n",l,f); 
 
            if(ZansaP<minLev) 
            { 
                break; 
            } 
 
            f2 = f; 
            //倍音の制限 
            if(0 < f2 && f2<samplingFs/2) 
            { 
                for( f2 =  (int)( f - ( f * (double)(l-1) * 0.01 )); 
                     f2 <= (int)( f + ( f * (double)(l-1) * 0.01 )) && f2<samplingFs/2; 
                     f2 =  f2 + 1.0 ) 
                { 
                    i=(int)f2; 
//                    printf("f=%d¥n",i); 
                    //Ｓ、Ｃの計算 
                    S = 0.0; C = 0.0; 
                    fstep = 0; 
                    for(j=0;j<n;j++) 
                    { 
                        C+=Pcm[j]*Coswav[fstep]/(double)samplingFs; 
                        S+=Pcm[j]*Sinwav[fstep]/(double)samplingFs; 
                        fstep = (fstep+i)%samplingFs; 
                    } 
 
                    //各変数の計算 
                    Z=4.0*(M_PI)*f2*(double)n/(double)samplingFs; 
                    P=(Z - sin(Z))/(8.0*(M_PI)*f2); 
                    Q=(Z + sin(Z))/(8.0*(M_PI)*f2); 
                    R=(1.0-cos(Z))/(8.0*(M_PI)*f2); 
 
                    //振幅値 
                    Cf=(P*C-R*S)/(P*Q-R*R); 
                    Sf=(Q*S-R*C)/(P*Q-R*R); 
 
                    //予測波形から予測残差を求める 
                    zansa = 0.0; 
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                    fstep = 0; 
                    for(j=0;j<n;j++) 
                    { 
                        lev=Pcm[j]-(Cf*Coswav[fstep]+Sf*Sinwav[fstep]); 
                        zansa+=lev*lev; 
                        fstep = (fstep+i)%samplingFs; 
                    } 
 
                    //残差最小の周波数の判別 
                    while(zansaMini > zansa) 
                    { 
                        zansaMini = zansa; 
                        fMini = (int)f2; 
                        loopNo = i; 
                        C_Mini = Cf; 
                        S_Mini = Sf; 
                        break; 
                    } 
                } 
 
                //出力 
                real[loopNo]+=C_Mini; 
                imag[loopNo]+=S_Mini; 
 
                //実際の抽出及び残差計算 
                ZansaP = 0.0; 
                fstep = 0; 
                for(j=0;j<n;j++) 
                { 
                    Pcm[j]=Pcm[j]-(C_Mini*Coswav[fstep]+S_Mini*Sinwav[fstep]); 
                    ZansaP+=Pcm[j]*Pcm[j]; 
                    fstep = (fstep+fMini)%samplingFs; 
                } 
 
                if(ZansaP<minLev) 
                { 
                    gha_flag=0; 
                    break; 
                } 
            } 
 
        } 
        count++; 
    } 
 
    free(Coswav); 
    free(Sinwav); 
} 
 
//Waveチャンク読み込み用関数 
WFormat read_wave(char *wavename) 
{ 
 
    WFormat DATA; 
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    int i; 
    long chank; 
    char Riff[8]; 
    char Wave[8]; 
    char FMT[8]; 
    long FMT_size; 
    short chanel; 
    long sampling; 
    short bits_sample; 
    char Data[8]; 
 
    FILE *wave_Data; 
 
    wave_Data=fopen(wavename,"rb"); 
    if(wave_Data==NULL) 
    { 
        printf("指定されたWaveファイルを開けませんでした¥n"); 
        getc(stdin); 
        exit(1); 
    } 
 
    for(i=0;i<8;i++) 
    { 
        Riff[i] = '¥0'; 
        Wave[i] = '¥0'; 
        FMT[i] = '¥0'; 
        Data[i] = '¥0'; 
    } 
 
    //RIFF文字読み込み 
    fseek(wave_Data,0,SEEK_SET); 
    fread(Riff,sizeof(char),4,wave_Data); 
 
    if(strcmp(Riff, "RIFF") != 0) 
    { 
        printf("フォーマットが違います(RIFF):%s¥n",Riff); 
        getc(stdin); 
        exit(1); 
    } 
 
    //チャンクサイズ読み込み 
    fseek(wave_Data,sizeof(short)*2,SEEK_SET); 
    fread(&chank,sizeof(long),1,wave_Data); 
 
 
    //WAVE文字読み込み 
    fseek(wave_Data,sizeof(short)*4,SEEK_SET); 
    fread(Wave,sizeof(char),4,wave_Data); 
 
    if(strcmp(Wave, "WAVE") != 0) 
    { 
        printf("フォーマットが違います(WAVE):%s¥n",Wave); 
        getc(stdin); 
        exit(1); 
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    } 
 
    //fmt文字読み込み 
    fseek(wave_Data,sizeof(short)*6,SEEK_SET); 
    fread(FMT,sizeof(char),4,wave_Data); 
 
    if(strcmp(FMT, "fmt ") != 0) 
    { 
        printf("フォーマットが違います(fmt ):%s¥n",FMT); 
        getc(stdin); 
        exit(1); 
    } 
 
    fseek(wave_Data,sizeof(short)*8,SEEK_SET); 
    fread(&FMT_size,sizeof(long),1,wave_Data); 
 
    FMT_size = FMT_size / 2; 
 
//    printf("FMT_size = %d¥n",FMT_size); 
 
    //チャンネル数の読み込み 
    fseek(wave_Data,sizeof(short)*11,SEEK_SET); 
    fread(&chanel,sizeof(short),1,wave_Data); 
 
    switch(chanel) 
    { 
        case    1:    DATA.ch = (short)1;    break; 
//        case    2:    DATA.ch = (short)2;    break; 
        default     :    printf("現在このチャンネル数は対応していません¥n"); 
                    getc(stdin); 
                    exit(1); 
    } 
 
    //サンプリング周波数の読み込み 
    fseek(wave_Data,sizeof(short)*12,SEEK_SET); 
    fread(&sampling,sizeof(long),1,wave_Data); 
 
    DATA.samplingFs = sampling; 
 
 
    //1サンプル何ビットか 
    fseek(wave_Data,sizeof(short)*17,SEEK_SET); 
    fread(&bits_sample,sizeof(short),1,wave_Data); 
 
    switch(bits_sample) 
    { 
//        case    8:    DATA.bpsample = 8;    break; 
        case   16:    DATA.bpsample = 16;    break; 
        default     :    printf("この ビット/サンプル には対応していません¥n"); 
                    getc(stdin); 
                    exit(1); 
    } 
 
    //data文字読み込み 
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    fseek(wave_Data,sizeof(short)*(10+FMT_size),SEEK_SET); 
    fread(Data,sizeof(char),4,wave_Data); 
 
    if(strcmp(Data, "data") != 0) 
    { 
        printf("フォーマットが違います(data):%s¥n",Data); 
        getc(stdin); 
        exit(1); 
    } 
 
    //データサイズの読み込み 
    fseek(wave_Data,sizeof(short)*(12+FMT_size),SEEK_SET); 
    fread(&DATA.data_size,sizeof(long),1,wave_Data); 
 
    DATA.chank_size = (short)(chank - DATA.data_size + 8); 
 
    fclose(wave_Data); 
    return DATA; 
} 
 
double 
peak( 
    double *real, 
    double *imag, 
    int     n, 
    int     samplingFs 
) 
{ 
    int i; 
    double x; 
    double y; 
    double m; 
    double f_peak; 
    int    f_peak_i; 
    double pitch; 
 
    double f_dB_limit = 0.0; 
 
    f_peak = 0.0; 
    f_peak_i = 0; 
    int flag = 0; 
    double limit = real[0]*real[0]+imag[0]*imag[0]; 
    for(i=1;i<(n/2)-1;i++) 
    { 
 
        if(f_peak < real[i]*real[i]+imag[i]*imag[i]) 
        { 
            f_peak = (real[i]*real[i]+imag[i]*imag[i]); 
            f_peak_i = i; 
        } 
    } 
 
    i = f_peak_i; 
    x = real[i+1]-real[i]; 
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    y = imag[i+1]-imag[i]; 
    m = (real[i+1]*x+imag[i+1]*y)/(x*x+y*y); 
    //1Hz精度 
    pitch = ( (double)i/(double)n*(double)samplingFs )+m; 
    pitch = (int)(pitch+0.5); 
    return pitch; 
} 
void fft( 
    double *ar, 
    double *ai, 
    int     n, 
    int     mode 
) 
{ 
    int m, mh, i, j, k, irev; 
    double wr, wi, xr, xi; 
    double deg; 
    deg = (double)mode * 2. * M_PI / (double)n; 
    /* ---- scrambler ---- */ 
    i = 0; 
    for (j = 1; j < n - 1; j++) { 
        for (k = n >> 1; k > (i ^= k); k >>= 1); 
        if (j < i) { 
            xr = ar[j]; 
            xi = ai[j]; 
            ar[j] = ar[i]; 
            ai[j] = ai[i]; 
            ar[i] = xr; 
            ai[i] = xi; 
        } 
    } 
    for (mh = 1; (m = mh << 1) <= n; mh = m) { 
        irev = 0; 
        for (i = 0; i < n; i += m) { 
            wr = cos(deg * irev); 
            wi = sin(deg * irev); 
            for (k = n >> 2; k > (irev ^= k); k >>= 1); 
            for (j = i; j < mh + i; j++) { 
                k = j + mh; 
                xr = ar[j] - ar[k]; 
                xi = ai[j] - ai[k]; 
                ar[j] += ar[k]; 
                ai[j] += ai[k]; 
                ar[k] = wr * xr - wi * xi; 
                ai[k] = wr * xi + wi * xr; 
            } 
        } 
    } 
    if( mode > 0 ) 
    { 
        for(i = 0; i < n; i++ ) 
        { 
            ar[i] /= ( double )n; 
            ai[i] /= ( double )n; 
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        } 
    } 
} 
 
４．音場の特徴を利用した分析プログラム 
 
#include<stdio.h> 
#include<stdlib.h> 
#include<math.h> 
#include<conio.h> 
 
#define N    16385 
 
double    soukan(double *,double *,long ); 
double    gha( long , long , long , long , float * , float * , short ); 
void    fft( float * , float * , long , long , long ); 
 
main( int argc , char *argv[] ){ 
    float    *so0[4]; 
    float    *so1[4]; 
    float    *so2[4]; 
    float    *so3[4]; 
 
    float    *impr,*impi; 
    long    M[4]; 
    long    fs[4]; 
    short    b; 
    long    i,j,k; 
    FILE    *fi[4]; 
    long    point1; 
    double    sok,maxsok; 
    long    sok_p; 
    double    c = 340.0,ro,rx,ry,rz,d=0.05,pp; 
    double    lx,ly,lz; 
    float    sico[4][2],ss,cc; 
    double    f1,f2; 
    double    dt[4]; 
    double    dr[3]; 
    double    kA,kB,kC,D; 
    float    *xr,*xi,*yr,*yi; 
    float    *kkk; 
    double    a; 
    long    sp = 25000; 
 
    long    chf[100]; 
 
    long    ii; 
 
    for(i=0;i<4;i++){ 
        if((fi[i]=fopen(argv[i+1],"rb"))==NULL){ 
            printf("Can't open file_%d.¥n",i); 
            getch(); 
            exit(1); 
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        } 
 
        fseek(fi[i],24,SEEK_SET); 
        fread(&fs[i] , sizeof(long) , 1 , fi[i]); 
        fseek(fi[i],12,SEEK_CUR); 
        fread(&M[i] , sizeof(long) , 1 , fi[i]); 
        M[i] /= sizeof(short); 
 
        printf("ファイル l:Sampling rate %5ld[Hz]  length %7ld[point]¥n",fs[i],M[i]); 
 
        so0[i]  = (double *)calloc(M[i]  ,sizeof(double)); 
        so1[i]  = (double *)calloc(1024  ,sizeof(double)); 
        so2[i]  = (double *)calloc(1024  ,sizeof(double)); 
        so3[i]  = (double *)calloc(1024  ,sizeof(double)); 
 
        for(j=0;j<M[i];j++){ 
            if(fread(&b , sizeof(short) , 1 , fi[i])!=1){ 
                break; 
            } 
            so0[i][j] = (double)b; 
        } 
        fclose(fi[i]); 
    } 
 
    xr  = (double *)calloc(1024  ,sizeof(double)); 
    xi  = (double *)calloc(1024  ,sizeof(double)); 
    yr  = (double *)calloc(1024  ,sizeof(double)); 
    yi  = (double *)calloc(1024  ,sizeof(double)); 
    kkk = (double *)calloc(1024  ,sizeof(double)); 
    impr = (float *)calloc(16384  ,sizeof(float)); 
 
    printf("1"); 
 
    for(i=0;i<1024*256;i+=16){ 
        impr[i/16] = so0[0][i]; 
    } 
 
    printf("2"); 
 
    for(i=0;i<100;i++){ 
        chf[i] = gha(fs[0]/16,16384,10,20000,sico[0],impr,1); 
    } 
 
    printf("3¥n"); 
 
    for(ii=0;ii<100;ii++){        //GHAの回数 
 
        for(point1=sp;point1<M[0]/4;point1+=1024){ 
            pp = 0.0; 
            for(i=0;i<1024;i++){ 
                so1[0][i] = so0[0][i+point1]; //大本 
            } 
 
            f1 = gha(fs[0],1024,chf[ii],chf[ii]+1,sico[0],so1[0],0); 
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            so2[0][0] = sqrt(sico[0][0]*sico[0][0]+sico[0][1]*sico[0][1]); 
            ss = sico[0][0]; 
            cc = sico[0][1]; 
 
            for(i=1;i<1024;i++){ 
                for(j=0;j<1024;j++){ 
                    so3[0][j] = so0[0][i+j+point1]; 
                } 
 
                f1 = gha(fs[0],1024,f1,f1+1,sico[0],so3[0],0); 
                so2[0][i] = sqrt(sico[0][0]*sico[0][0]+sico[0][1]*sico[0][1]); 
            } 
 
            if(ss*ss*cc*cc>1){ 
                for(i=1;i<4;i++){ 
                    for(j=0;j<1024;j++){ 
                        for(k=0;k<1024;k++){ 
                            so3[i][k] = so0[i][k+j+point1]; 
                        } 
 
                        f2 = gha(fs[0],1024,f1,f1+1,sico[i],so3[i],0); 
                        so2[i][j] = sqrt(sico[i][0]*sico[i][0]+sico[i][1]*sico[i][1]); 
                    } 
 
                    for(j=0;j<1024;j++){ 
                        xr[j] = so2[0][j]; 
                        xi[j] = 0.0; 
                        yr[j] = so2[i][j]; 
                        yi[j] = 0.0; 
                    } 
 
                    fft(xr,xi,10,10,1); 
                    fft(yr,yi,10,10,1); 
 
                    for(j=0;j<1024;j++){//クロススペクトルの逆フーリエ→相互相関関数 
                        a = xr[j]; 
                           xr[j] = xr[j]*yr[j]+xi[j]*yi[j]; 
                           xi[j] = xi[j]*yr[j]-a    *yi[j]; 
                    } 
 
                    fft(xr,xi,10,10,-1); 
 
                    for(j=0;j<1024;j++){ 
                          kkk[j]=xr[(j+512)%1024]; 
                    } 
 
                    for(j=0;j<1024;j++){ 
                        if(j==0){ 
                            maxsok = kkk[0]; 
                            sok_p = 0; 
                        } 
                        if(kkk[j] > maxsok){ 
                            maxsok = kkk[j]; 
                            sok_p  = j; 
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                        } 
                    } 
                    dt[i] = (double)(sok_p-512); 
                } 
 
                ro =  (double)point1        / fs[0] * c; 
                rx = ((double)point1+dt[1]) / fs[0] * c; 
                ry = ((double)point1+dt[2]) / fs[0] * c; 
                rz = ((double)point1+dt[3]) / fs[0] * c; 
 
                lx = (d*d+ro*ro-rx*rx)/(2*d); 
                ly = (d*d+ro*ro-ry*ry)/(2*d); 
                lz = (d*d+ro*ro-rz*rz)/(2*d); 
 
                printf("%11.6lf,%11.6f,%11.6f,%11.6f,%11.6f,%11.6f¥n" 
                    ,f1,(double)point1/fs[0],lx,ly,lz,10*log10(ss*ss+cc*cc)); 
            } 
        } 
    } 
} 
 
double   soukan(double *s1,double *s2,long k){ 
    long     i; 
    double   sig1=0.0,sig2=0.0,sou=0.0; 
 
    for(i=0;i<k;i++){ 
            sig1 += s1[i]*s1[i]/(double)k; 
            sig2 += s2[i]*s2[i]/(double)k; 
    } 
 
    if(sig1 == 0.0 || sig2 == 0.0){ 
        sou = 0.0; 
    } 
    else{ 
        for(i=0;i<k;i++){ 
            sou += s1[i]*s2[i]/k/sqrt(sig1*sig2); 
        } 
    } 
 
    return(sou); 
} 
 
float    gha( long fs , long N1 , long flow , long fhigh , float *k , float *x1 , short flag ){ 
 
    long    i,j; 
    float    f; 
    float    fa; 
    long    b; 
 
    float    Ss,Sc; 
 
    float    fxx; 
    float    fmax = 0.0; 
    float    fmaxf; 
 -205-
    float    *xi = new float [N]; 
    float    *xr = new float [N]; 
 
    float    P,Q,R; 
    float    z; 
    int        fl,fh; 
    float    a; 
    float    zp; 
    float    minzp,minzpf; 
    float    k0,k1; 
    int        fwidth; 
 
    if(    N1 > N )            N1 = N; 
    if(  flow < 1 )            flow = 1; 
    if( fhigh > fs/2-1 )    fhigh = fs/2-1; 
 
    if( flag == 1){ 
        for( i=0 ; i<N1 ; i++ ){ 
            xi[i] = 0.0;                     /*    虚数成分＝０    */ 
            xr[i] = (float)x1[i];           /*    実数成分＝データ    */ 
        } 
        for( i=N1 ; i<N ; i++ ){ 
            xi[i] = 0.0; 
            xr[i] = 0.0; 
        } 
 
        b = (long)(log10(N)/log10(2)); 
 
        fft( xr , xi , b , b , 1 );        /*    ＦＦＴを行う    */ 
 
        for( i=flow*N/(float)fs ; i<fhigh*N/(float)fs ; i++ ){ 
            fxx = xr[i]/N*xr[i]/N + xi[i]/N*xi[i]/N; 
            if(fmax < fxx){ 
                fmax  = fxx;                          /*    最大成分周波数抽出*/ 
                fmaxf = (float)i*(float)fs/(float)N; /*    周波数計算          */ 
            } 
        } 
 
        f = (float)((long)(fmaxf+0.5)); /*    最大成分周波数に近い整数値を求める*/ 
 
        fwidth = (int)(fs / 2.0 / (float)N)/2+30;    /*    fft の周波数間隔/2+1  */ 
        fl = f - fwidth; 
        fh = f + fwidth; 
 
        if(f <flow  + fwidth)    fl = flow; 
        if(f >fhigh - fwidth)    fh = fhigh; 
 
    } 
 
    else{ 
        fl = flow; 
        fh = fhigh; 
    } 
 
 -206-
    for(i=fl;i<fh;i++){ 
        Ss = 0.0;    Sc = 0.0; 
        for(j=0;j<N1;j++){ 
            fa = M_PI*2 * (float)i * (float)j / fs; 
            Ss += x1[j] * sin( fa ) / fs; 
            Sc += x1[j] * cos( fa ) / fs; 
        } 
 
        z = 4.0 * M_PI * (float)i * (float)N1 / fs; 
        P = (z-sin(z)) / (8.0 * M_PI * (float)i); 
        Q = (z+sin(z)) / (8.0 * M_PI * (float)i); 
        R = (1-cos(z)) / (8.0 * M_PI * (float)i); 
 
        k0 = (Q*Ss - R*Sc) / (P*Q - R*R); 
        k1 = (P*Sc - R*Ss) / (P*Q - R*R); 
 
        zp = 0.0; 
 
        for(j=0;j<N1;j++){ 
            fa = M_PI * 2.0 * (float)i * (float)j / fs; 
            a = x1[j] - k0*sin( fa ) 
                      - k1*cos( fa ); 
            zp += a * a; 
        } 
 
        if(i == fl){ 
            minzp = zp; 
            minzpf = (float)i; 
            k[0] = k0;    k[1] = k1; 
        } 
 
        if(zp < minzp){ 
            minzp = zp; 
            minzpf = (float)i; 
            k[0] = k0;    k[1] = k1; 
        } 
    } 
 
    for(j=0;j<N1;j++){ 
        fa = M_PI * 2.0 * minzpf * (float)j / fs; 
        x1[j] = x1[j] - k[0]*sin( fa ) 
                      - k[1]*cos( fa ); 
    } 
 
    free(xi); 
    free(xr); 
    return(minzpf); 
} 
 
void fft(float *x,float *y,long n,long m,long f) 
{ 
    long    i,j,k,j1,j2,np,mp,ix,limit,mx; 
    float    s,c,sc,t,tx,ty,arg; 
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    if(f!=1 && f!=-1) { 
        puts("引数ｆが間違っています！"); 
        exit(1); 
    } 
 
    np = 1<<n; 
    mp = 1<<m; 
    mx = np; 
 
    sc = M_PI*2.0/(float)np; 
    for(i=0; i<n; i++){ 
        ix = mx-1; 
        mx >>= 1; 
        if(n-m > i) limit = mp;  /* 刈込みＦＦＴ */ 
        else        limit = mx;  /* 一般のＦＦＴ */ 
        for(j=0,arg=0.0; j<limit; j++){ 
            c =   cos(arg); 
            s = f*sin(arg); 
            arg += sc; 
            for(k=ix; k<np; k+=(ix+1)) { 
                j1 = k-ix+j;             // = i 
                j2 = j1+mx;                // = i + 2^(L-k) 
                tx = *(x+j1) - *(x+j2);    // = Xk(i)-Xk(i+2^L-k) 
                ty = *(y+j1) - *(y+j2);    // = Xk(i)-Xk(i+2^L-k) 
                *(x+j1) += *(x+j2);     // = Xk+1(i) 
                *(y+j1) += *(y+j2);     // = Xk+1(i) 
                *(x+j2) = c*tx + s*ty;  // = Xk+1(i+2^L-k) 
                *(y+j2) = c*ty - s*tx;  // = Xk+1(i+2^L-k) 
            } 
        } 
        sc *= 2.0; 
    } 
 
    if(f == -1){    /* ＩＦＦＴの正規化処理 */ 
        for(i=0; i<np; i++){ 
            *(x+i) /= (float)np; 
            *(y+i) /= (float)np; 
        } 
    } 
 
    for(i=0,j=0; i<np-1; i++){  /* ビット反転 */ 
        if(i<=j){ 
            t=(*(x+i)); *(x+i)=(*(x+j)); *(x+j)=t; 
            t=(*(y+i)); *(y+i)=(*(y+j)); *(y+j)=t; 
        } 
        k = np>>1; 
        while(k<=j){ 
            j -= k; 
            k >>= 1; 
        } 
        j+=k; 
    } 
} 
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