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1 ÚVOD
V současné době se stále využívá starších mikrokontrolérů k řízení procesů nebo jako
součást vyšších logických celků. Tato diplomová práce si klade za cíl implementovat
jádro Zilog Z80 do pole FPGA a sestavit vyšší logický celek, kterým je známý domácí
počítač Sinclair ZX Spectrum z roku 1982.
I v této době se pro tuto platformu vydává každý rok asi sto her a programů.
ZX Spectru se stále věnuje velká komunita lidí. Bylo vyrobeno asi 5 miliónů kusů.
V této době existuje implementace ZX Spectra v jádru FPGA, ale je k dispozici
pouze bitstream a obsahy pamětí. Tato implementace počítače je omezena asi na
čtyři desky výrobce Xilinx. Výsledkem by měl být volně přístupný kód v jazyce
VHDL portovatelný na další desky od výrobce Xilinx.
V úvodu chci ještě poukázat na velké množství SW emulátorů ZX Spectra na
PC. Cílem této práce je vytvořit HW emulátor (tzv. klon). Tento klon by měl komu-
nikovat s PC resp. s uživatelem. Klon by měl také posílat a přijímat obrazy paměti.
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2 Z80
Nejdříve je nutné seznámit se s osmibitovým mikroprocesorem Z80 a jeho progra-
movacími prostředky. To bylo důležité z důvodu hledání chyb při načtení programů
do paměti.
2.1 Vlastnosti jádra Z80
Z80 vychází z mikroprocesoru Intel 8080. Má kompatibilní instrukční sadu. Program
ze 8080 je funkční i pod Z80. Rozšíření oproti 8080 jsou náledující:
• Rozšířená instrukční sada
• Vylepšený systém přerušení, např. obsahovalo nemaskovatelné přerušení
• Další sady registrů, např. indexové registry
• Snížené nároky na interface, např. zjednodušení napájení
Původní varianty Z80 byly vyráběné technologií NMOS, což limitovalo frekvenci
vnitřních hodin procesoru. Původní Z80 měla tuto frekvenci nastavenou na 2,5 MHz.
Byly vyráběny i další varianty s frekvencí až 8 Mhz. Nyní se vyrábí už jenom varianty
založené na CMOS technologii, používá se frekvence (4 – 20) MHz.
2.1.1 Technické detaily
Architektura Z80 je na obrázku 2.1.
Obr. 2.1: Blokové schéma Z80 [1]
14
Registry
Registry jsou fyzicky implementovány jako dynamické paměti typu RAM, které jsou
periodicky obnovány. V tabulce 2.1 je uveden seznam registrů:
Hlavní sada registrů Alternativní sada registrů
Akumulátor Flags Akumulátor Flags
A F A’ F’
B C B’ C’
D E D’ E’
H L H’ L’




Ukazatel na vrchol zásobníku SP
Tab. 2.1: Seznam registrů Z80
Z80 obsahuje osmibitový akumulátor a spřažený osmibitový registr příznaků
(flags). K těmto dvěma registrům přísluší komplementární dvojice z alternativní
sady registrů. Dále Z80 obsahuje tři osmibitové páry univerzálních registrů (General
Purpose Registers – GPR) BC, DE a HL a jejich komplementární páry B’C’, D’E’
a H’L’. Tyto registry lze používat jako osmbitové nebo jako šestnáctibitové páry.
Z80 obsahuje také speciální registry (Special Purpose Registers – SPR). Jedná
se o 16-bitový programový čítač (PC), který udržuje adresu současné instrukce.
Poté je tu 16-bitový ukazatel na vrchol zásobníku (SP), což dovoluje prakticky
neomezené množství zahnízděných volání podprogramů, víceúrovňové přerušení a
jisté zjednodušení obsluhy dat. SP je organizován jako LIFO paměť. Dalšími registry
jsou dva 16-bitové indexové registry pro přímé adresování s obsahem bázové adresy a
offsetu1. Součástí je i registr obnovy paměti R, který se inkrementuje při zpracování
každého opkódu z důvodu obnovy náboje dynamické paměti ve které jsou uloženy
registry. Posledním registrem je vektor přerušení I, ve kterém je uložen vyšší byte
adresy přerušení. Zařízení, které vyvolalo přerušení, vrací spodní byte adresy. Jedná
se o nepřímé adresování, které umožňuje dynamicky načíst adresu ISR, výsledkem
je velmi rychlá obsluha přerušení.
1Indexové registry budou v dalším textu označovány jako GPR
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Aritmeticko–logická jednotka (ALU)
Z80 obsahuje osmibitovou ALU. Nejdůležitější operace jsou:
• Matematické operace – Sčítání, odčítání
• Logické operace – OR, AND, XOR
• Operace rotace a shift operace (aritmetické i logické), operace porovnání
• Dekrementace a inkrementace
• Bitové operace – Set, Reset, Test
Rozhraní Z80
Na obrázku 2.2 je interface Z80.
Obr. 2.2: Interface Z80[2]
Adresová sběrnice A15 – A0 je 16-bitová, to umožňuje adresovat paměť až o
velikosti 64 KB a zároveň slouží pro vstupně/výstupní operace2. Jedná se o výstupní
třístavovou (tristate) sběrnici, která je aktivní v log. „1“.
Datová sběrnice D7 – D0 je osmibitová, obousměrná, třístavová a aktivní v log.
„1“.
2Zařízení Z80 mapuje paměťově (Memory-mapped I/O)
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Všechny ostatní signály jsou aktivní v log. „0“. Rozdělují se na signály řízení
sběrnice, řízení CPU a řízení systému mikroprocesorem.
Řízení sběrnice obstarávají signály BUSACK (Bus Acknowledge) a BUSRQ (Bus
Request). BUSACK potvrzuje vlastnictví sběrnice Z80, která právě vysílá. BUSRQ
je aktivní, pokud chce Z80 vysílat a nevlastní sběrnici.
Signály, které řídí Z80 jsou následující:
• NMI – Nemaskovatelné přerušení má vyšší prioritu než INT. Je spuštěno hra-
nou impulsu a donutí Z80 skočit na adresu 0066h.
• INT — Žádost o přerušení od jiného zařízení. Přerušení je přijato, pokud je
programově povoleno. Je třeba ke vstupu připojit pull-up rezistor.
• RESET – Inicializuje Z80, posloupnost akcí je následující: Resetuje povolení
přerušení v módu 0, vyčistí registry PC, I a R. Musí být aktivní po tři hodinové
cykly.
• WAIT3 – Zařízení (paměť nebo I/O zařízení) není připraveno komunikovat po
sběrnici.
Řídící signály Z80 jsou:
• RFSH – Spolu se signálem MREQ indikuje možnost použití spodních sedmi
bitů adresové sběrnice jako adresy obnovení pro registr R.
• RD — Žádost o čtení z paměti nebo I/O.
• WR – Indikuje platná data na datové sběrnice určená pro zápis do paměti
nebo I/O.
• IORQ – Indikuje platnou adresu I/O zařízení na spodních osmi bitech adresové
sběrnice. Také v případě přerušení indikuje spolu s M1, že vektor reakce na
přerušení může být umístěn na datovou sběrnici.
• MREQ – Indikuje platnou adresu na adresové sběrnici při operaci čtení nebo
zápisu do paměti.
• M1 – Signál je aktivní při vyvolání instrukce (Instruction Fetch)
• HALT – Z80 dává najevo, že čeká na příchod přerušení a do příchodu přerušení
vykonává operaci NOP.
Ostatní signály – Z80 vyžaduje zdroj napětí 5V, připojení zemnící svorky GND
a externí zdroj hodin CLK.
2.2 Chování procesoru
Nejdůležitějšími činnostmi Z80 jsou načtení instrukce, čtení/zápis z/do paměti nebo
I/O a samotné časování Z80.




Všechny instrukce jsou sérií základních operací. Každá operace M může trvat od tří
do šesti hodinových cyklů T. Každá operace reaguje na náběžnou hranu hodin. Na
obrázku 2.3 je ukázán příklad časování Z80:
Obr. 2.3: Příklad časování Z80 (během T3 a T4 dochází k obnovení náboje dyn.
pamětí)[2]
2.2.2 Načtení instrukce Instruction Fetch
Tato část popisuje časování M1 z obr. 2.3. Během této operace je aktivován signál M1
a adresa PC je umístěna na adresovou sběrnici. O půl cyklu později jsou aktivovány
signály MREQ a RD, což indikuje požadavek na čtení z paměti. Data z datové
sběrnice jsou zaregistrována do dvou hodinových taktů. Následuje obnova dynamické
paměti Z80, která trvá další dva hodinové cykly, při které jsou deaktivovány RD a
M1, aktivován je signál RFSH. MREQ je neaktivní pouze půl cyklu, poté je znovu
aktivní. Časování načtení instrukce je na obrázku 2.4.
2.2.3 Čtení a zápis z a do paměti
Tyto operace jsou podobné jako načtení instrukce do paměti. Trvají obvykle tři
hodinové cykly (WAIT cykly tuto operaci prodlužují). Čtení z paměti je indikováno
signály MREQ a RD, které jsou aktivní od půlky cyklu T1 a do půlky cyklu T3
(celkem dva cykly), jak je ukázáno na obrázku 2.5. Zápis do paměti je indikován
signály MREQ a WR, které se aktivují, když jsou data na datové sběrnici stabilní.
Potom je operace stejná jako operace zápisu. Na adresové sběrnici je adresa paměti,
ze které se má číst resp. zapisovat.
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Obr. 2.4: Operace načtení instrukce Z80[2]
Obr. 2.5: Časový diagram operace čtení a zápisu do paměti[2]
2.2.4 I/O operace
Na rozdíl od operací zápisu a čtení do paměti je místo signálu MREQ aktivován
signál IORQ a RD resp. WR s druhým hodinovým cyklem. Dále je vložen jeden
cyklus WAIT, který dává čas CPU na zpracování operace (bez WAIT cyklu by
nutné signály byly aktivní pouze 1,5 cyklu). Na adresové sběrnici je adresa portu
I/O a na datové sběrnici jsou platná data, v případě operace zápisu jsou platná data
19
až po půlce prvního cyklu. Obrázek 2.6 ukazuje časový digram I/O operací.
Obr. 2.6: Časový diagram operace čtení a zápisu na port[2]
2.3 Základní zapojení Z80
V této části je ukázáno připojení důležitých systémů.
2.3.1 Minimální systém
Základní zapojení vyžaduje zdroj o napětí 5V, oscilátor, Z80, ROM paměť a I/O
obvody. Tento systém je na obr. 2.7.
Pro start procesoru je vždy nutné aktivovat RESET alespoň po dobu tří hodi-
nových cyklů. RAM paměť není potřeba, protože lze využívat jako paměti RAM
vnitřních registrů. Rozhraní Z80–PIO je standardní čip pro I/O operace.
2.3.2 Připojení RAM
V tomto zapojení je nutná separace adres ROM a RAM paměti. Na obrázku 2.8 je
ukázáno připojení RAM paměti k ROM paměti z předchozího zapojení.
Adresový bit A10 odděluje RAM a ROM část paměti. ROM paměť má adresový
prostor 0000h – 03FFh a RAM paměť 0400h – 04FFh.
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Obr. 2.7: Příklad zapojení systému se Z80[2]
Obr. 2.8: Příklad připojení externích pamětí [2]
2.4 Programové prostředky
Pro Z80 existuje velké množství assemblerů a kompilátorů např. z88dk. Některé jsou
vhodné pro velké platformy, jiné pro vývoj na malých jednoduchých systémech.
2.4.1 Assemblery
Nejznámějším assemblerem je Z80-ASM od Johna Moora. Podporuje velké množství
sémantiky z jiných assemblerů (např. ASEMBL-Z) a systémů (Intel). Je schopen
vytvořit Intel HEX formát, Motorola S-Record formát a další. SW pracuje pod OS
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Windows. Součástí je i disassembler a některé další pomocné programy.
2.4.2 Z88dk pro Z80
Z88dk je přímo určen pro cílové počítače nebo pro samotný mikroprocesor (tzv.
„embedded“ mód). Při této kompilaci programu se vkládají pouze základní knihovny
s obsluhou RS232. Příklad zdrojového kódu je:
#include <s td i o . h>
#include " ns16450 . h "
main ( ){
short int a ;
in i t_uar t ( 0 , 5 2 ) ;
p r i n t f ( " He l l o ␣world ! " ) ; // v y t i s k n i h e l l o world pres RS232
while (1){ //v nekonecne smycce
#asm //men s tav LED




// d e l e j pauzy , j e to b l i k a c






for ( a = 0 ; a < 10000 ; a++){}
}
}
Program na výstup sériového kanálu vytiskne Hello World!. Předem je nutné
uložit do systémových proměnných cestu s konfiguračními soubory např.
export Z80_OZFILES=/<cesta>/z88dk/lib/
Je zde připraven Makefile pro pohodlné zkompilování všech příkladů (příkaz make all).
Výstupem je binární soubor se jménem hello.bin. Rychlost přenosu je 9600 b/s, 8
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bitů ve slovu, jeden start a stop bit, bez parity. Kompilátor vytvoří binární soubor
resp. obraz paměti programu.
2.5 Z80 jako soft-core procesor
Samotné jádro Z80 bylo přepsáno do kompatibilního VHDL kódu Danielem Wall-
nerem v roce 2002[4]. Celkem existují čtyři varianty:
• „Originální“ jádro Z804.
• Asynchronní varianta.
• Synchronní varianta s odlišným časováním než původní jádro Z80.
• Stejná varianta jako předchozí, přidán je vstupní signál povolení hodin CLKEN
Clock Enable.
• Režim kompatibility s jádrem Intel 8080. Jádro má vstup CLKEN, je syn-
chronní a s volitelným časováním.
Dále je k tomuto jádru přiloženo rozhraní sériové linky v režimu UART. Je
přítomna možnost experimentálně si vyzkoušet jádro GameBoye. Nakonec byly při-
loženy zdrojové kódy, které konvertují standardní Intel hex soubor na ROM pa-
měť popsanou ve VHDL (hex2rom.cpp). Dále je přiložen generátor RAM pamětí ve
VHDL (xrom.cpp). Konverze paměti ROM popsané VHDL z Intel HEX formátu by
byla provedena tímto příkazem:
./hex2rom hello.hex mem 11l8s pro Intel HEX formát
./hex2rom -b hello.bin mem 11l8s pro binární formát
kde argument mem je nově vytvořená ROM paměť ve VHDL a argument 14l8s
udává parametry paměti. První číslo je počet bitů adresové sběrnice, první písmeno
označuje Endian, v tomto případě Little Endian, druhé číslo počet datových bitů a
druhé písmeno značí, jestli bude paměť synchronní nebo asynchronní. Z výše uve-
deného příkladu jsme vytvořili ROM paměť, zde je část kódu ve VHDL:
when 000256 => D <= " 00110001 " ; −− 0x0100
when 000257 => D <= " 11111111 " ; −− 0x0101
when 000258 => D <= " 11111111 " ; −− 0x0102
when 000259 => D <= " 11001101 " ; −− 0x0103
when 000260 => D <= " 00111010 " ; −− 0x0104
when 000261 => D <= " 00000010 " ; −− 0x0105
Pro tento procesor jsme vytvořili základní zapojení s obvodem pro komunikaci
po sériové lince (UART). Skládá se z RAM, ROM, jádra pro komunikaci přes UART
a výstupu na LED. Každá část je určena adresou. Blokové schéma je na obr. 2.9
Pro tento příklad provedeme simulaci, která je na obr. 2.10.
4T80 je popis reálného Z80 ve VHDL.
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Obr. 2.9: Blokové schéma testovacího zapojení s T80 (v celé práci je v blokových
diagramech naznačena míra obsahu cizího kódu zašeděním bloku – pozn. autora).
Obr. 2.10: Ukázka simulace komunikace po sériové lince (signál txd – Hello World!)
Přítomny jsou všechny nedokumentované instrukce původního jádra a všechny
módy přerušení, všechny flagy, správné časování a správné chování registru R. Mož-
nost frekvence vnitřních hodin je až 35 MHz. Zdrojový kód ve VHDL by měl být
přenositelný i na další desky jiných výrobců (technology-independent).
V další části jsme se věnovali popisu počítače ZX Spectrum, který jsme vybrali
po dohodě s vedoucím práce pro implementaci do FPGA.
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3 SINCLAIR ZX SPECTRUM
Během 80. let minulého století bylo vytvořeno velké množství platforem, jejichž zá-
kladem bylo Z80. Jmenujme první „domácí“ počítače Commodore 128, Amstrad
CPC 464, 664, 6128, Coleco Adam, Didaktik Alpha, Beta, Gamma, MSX kompa-
tibilní přístroje, Sinclair ZX80, ZX81, ZX Spectrum a další. V této práci jsme se
zabývali domácím počítačem Sinclair ZX Spectrum.
Sinclair ZX Spectrum[6] byl osmibitový domácí počítač, který se začal vyrábět
ve Velké Británii od roku 1982. Narozdíl od svých předchůdců ZX80 a ZX81 měl
barevný displej. Vyráběl se v osmi různých provedeních až do roku 1987 s celkovým
počtem pěti miliónů prodaných kusů. Podobně jako Commodore 64 nastartoval vý-
voj IT průmyslu v USA, ZX Spectrum položil základ IT průmyslu ve Velké Británii.
Pro tento počítač bylo vytvořeno přes 20 000 programů a her a každým rokem je
vytvořeno asi sto nových.
3.1 Hardware
Základem počítače byl procesor Zilog Z80A taktovaný na 3,5 MHz. Paměť byla 16
(16x1024) KB typu ROM a 16 nebo 48 KB typu RAM. Na výstupu byl standardní
RF modulátor, který umožňoval připojit ZX Spectrum na anténní výstup malé pře-
nositelné televize. ZX Spectrum zobrazovalo znaky na výstupu ve 32 sloupcích a 24
řádcích ze znakové sady. Barev bylo sedm, každá ve dvou úrovních odstínů a černá
barva. Rozlišení bylo 256x192. Z důvodu šetření paměti byla paměť rastru oddělena
od paměti barev. Tento systém byl patentován. Na obrázku 3.1 je blokové schéma
ZX Spectra s pamětí RAM 48 KB.
3.1.1 Paměťový subsystém
Pro přístup do paměti používalo ZX Spectrum 14 vodičů adresové sběrnice, dalšími
dvěma přepínala mezi banky pamětí, které byli multiplexovány. Řízení multiplexerů
obstarávala pomocná logika se signály WR, RD a MREQ, což zajišťovalo stránkování
paměti. Z80 řídila přístup k 32 KB paměti RAM a k ROM paměti. Zbývajících 16
KB RAM je přístupných čipu ULA a CPU dohromady, ULA má vyšší prioritu. V
16 KB RAM je uložena videopaměť, kterou ULA používá k zobrazení. Pokud ULA
detekovala přístup k této paměti od Z80, vystavila HALT signál.
Adresy paměti ROM byli 0000h – 3FFFh, 16 KB RAM měla adresy 4000h –
7FFFh a 32 KB RAM měla adresy 8000h – FFFFh.
25
Obr. 3.1: Blokové schéma ZX Spectra s pamětí RAM 48 KB[6]
3.1.2 ULA
Ferranti ULA (Uncommitted Logic Array) je hradlové pole (předchůdce ASIC, vzdá-
leně i FPGA a CPLD), které nemá programovatelnou propojovací síť (např. Inter-
Connect u XILINX FPGA). Sinclair vkládal tento čip do svých počítačů např. Z81.
Čipy ULA se vyráběly ve velkých sériích. Všechny čipy měly stejnou funkci. Tato
funkce byla naprogramována během výroby. Chování čipu ULA je známo. Frekvence
hodin čipu ULA je 14 MHz.
3.1.3 I/O
Vstupy a výstupu Spectra jsou umístěny kolem čipu ULA.
TV výstup
Hlavní úlohou čipu ULA bylo číst data z videopaměti a zobrazovat je. Po zpracování
dat z videopaměti posílala ULA signál ve formátu YUV na TV modulátor, kterým
byl obvod LM1889. Tento signál byl zpracován a poslán na UHF modulátor, jehož
výstup byl připojen k TV. UHF modulátor využíval kanál 36 (evropské standardy).
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Klávesnice
Spectrum má 40 kláves v matici osm sloupců a pět řad. Na sloupce je připojená
adresová sběrnice Z80 (A15:A8) a na řádky je připojena ULA. ULA vždy vygeneruje
na vstupu INT maskovatelné přerušení, a to každých 20ms. Každých 20ms probíhá
ISR, která má za cíl skenovat klávesnici Spectra. ISR aktivuje signály RD a IORQ
a proběhne algoritmus postupující nuly na horní polovině adresové sběrnice. Z80
postupně aktivuje vždy jeden bit horní poloviny adresové sběrnice a ULA přečte
aktivovaný sloupec a pošle jej po části datové sběrnice (D0 – D5). Na obrázku 3.2
je ukázáno zapojení klávesnice.
Obr. 3.2: Připojení klávesnice k ZX Spectru[6]
Kazetový rekordér
K ukládání a čtení dat v té době sloužily magnetické pásky (MC kazety). Kaze-
tový přehrávač byl připojen dvěma signálovými vodiči MIC a EAR k jednomu pinu
čipu ULA, ktarý se zároveň staral o A/D a D/A převody. Ve Spectru byly imple-
mentovány funkce SAVE a LOAD, které sloužily buďto k zápisu (SAVE) nebo ke
čtení (LOAD). Obě funkce jsou operace čtení resp. zápisu na portu 0xfe. Obě funkce
používají odlišný bit datové sběrnice. Během těchto operací jsou zablokovány jaké-
koliv jiné I/O operace. K EAR a MIC je také připojen reproduktor, který je spínán
tranzistorem. V případě operací SAVE a LOAD ho není možné sepnout, protože je
použit jiný bit datové sběrnice.
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Napájení
Spectrum je napájeno napětím 9V z dodávaného zdroje. To je přivedeno na obvody
(napětí je nastřídáno tranzistory, změněno transformátorem, usměrněno diodami a
vyfiltrováno kondenzátory), které mění na napětí ± 5V a ± 12V.
3.2 Software
ROM paměť obsahuje interpret jazyka Sinclair BASIC, ten byl vyvíjen od roku
1979 a vychází z ANSI Basic. Původně byl v ZX80 ve 4KB ROM paměti. Konečná
verze je umístěna v ZX Spectru v 16KB ROM. Kromě toho existuje ještě několik
ROM pamětí (resp. jejich obrazů) jako náhražky původního systému a vývojové
prostředky.
3.2.1 Sinclair BASIC
V Sinclair BASICu je 86 rezervovaných výrazů. Na klávesnici jsou napsány nejpou-
žívanější příkazy BASICu (stiskem jedné klávesy), navíc je rozdělena do pěti módů
mezi kterými lze přepínat:
• K (Keywords) – Mód vyhrazený pro klíčová slova např. stiskem P se vypíše
PRINT
• L (Letters) – Mód vyhrazený pro malá písmena
• C (Caps Lock) – Mód vyhrazený pro velká písmena
• E (Extended) – Mód dovolí vypsat další sadu znaků
• G (Graphics) – Mód pro práci s grafikou
Na obrázku 3.3 je příklad výstupu ze Sinclair BASICu.
3.2.2 Z88dk pro ZX Spectrum
V kapitole 2.4 jsme se zmínili, že kompilátor z88dk je určen nejen pro samotné Z80,
ale i pro celé počítače (platformy). Tato část popisuje použití tohoto kompilátoru
pro ZX Spectrum. Jedná se o cross-kompilátor jazyka Small-C s výjimkami z ANSI-
C, např. podporuje vícerozměrná pole atd. Tento cross-kompilátor je přímo určen
pro platformy založené na Z80 a lze jej lehce portovat i na další systémy. Známy
jsou implementace AmigaOS, Linux, Win16 atd. Z88dk podporuje veliké množství
cílových platforem, kromě ZX Spectra to je např. Jupiter ACE, Galaksija, Amstrad
CPC, MSX atd.
Je podporováno mnoho variant ZX Spectra a dokonce některé klony. Je příto-
men interface BASICu a existuje podpora pro klávesnice, myše, joysticky, kazetové
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Obr. 3.3: Příklad výstupu Sinclair BASICu
přehrávače, podpora grafiky skrze BASIC a mód nízkého rozlišení bez BASICu. I ně-
která rozhraní připojená ke Spectru jsou podporována, jedná se o Interface 1, Opus
Discovery, Currah uSpeech (syntetizér hlasu) a Microdrives (dostupné přes generický
driver). K dispozici je i podpora OS ZXVGS, alternativního OS ZX Spectra.
Kompilátor nemá IDE a je spouštěn přes příkazovou řádku. Příklad jednoduché
kompilace:
zcc +zx -lndos -lm -create-app program.c
Zcc zavolá kompilátor, +zx je konfigurační soubor s údaji o platformě (varianta
je +zxansi, což je VT/ANSI driver), -lndos je zde z důvodu podpory souborového
systému, -lm je nativní podpora matematických funkcí Spectra (alternativy jsou
-lmzx a lmzx_tiny, které obsáhnou méně paměti, ale jsou pomalejší), -create-app
vytvoří obraz programu původně z magnetické kazety (koncovka *.TAP), program.c
je zdrojový kód programu. Tyto programy se zavádějí příkazem LOAD v BASICu a
jsou standardně uložené na adrese 8000h.
Pokud je potřeba vytvořit nový obraz ROM paměti, je příkaz:
zcc +zx -lndos -lm -startup=2 -create-app -oPROGRAM.ROM program.c
Tento příkaz vytvoří ROM obraz paměti, vloží jednoduchou ISR rutinu obsluhy
klávesnice aj. a cíleně uloží za videopaměť systémové a globální proměnné. Pokud
se vynechá parametr -create-app, lze umístění proměnných určit ručně.
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3.2.3 Příklad programu v ZX Spectru
K tomuto účelu použijeme referenční příklady z z88dk. Tyto příklady jsou uloženy v
<cesta z88dk>/z88dk/examples/spectrum . Zde proveďte v příkazové řádce příkaz
make. Pokud je kompilátor správně nainstalovaný (popř. zkompilovaný na jiných
platformách) a proměnné prostředí jsou správně nastaveny, pak by se u každého
programu měly objevit dva další soubory. Binární obraz paměti by měl mít koncovku
*.bin a obraz záznamu z magnetofonové pásky by měl mít koncovku *.tap.
Zatímco SW emulátory využívají formát *.tap, náš HW emulátor využívá bi-
nární obraz paměti. Ukázalo se, že formát *.tap je pro implementaci do FPGA
nevhodný. K tomuto problému jsme se vrátili v příštích kapitolách.
Pro vyzkoušení námi zkompilovaného programu jsme použili SW emulátor ZX
Spin[13], který má výborné debugovací nástroje např. debugger, disassembler, pro-
gram pro prohlížení paměti (memory viewer) atd. V ZX Spin jsme otevřeli jed-
noduché grafické demo – soubor gfx.tap. Na obrazovce by se nám měly vykreslit
soustředné kruhy, čára a kosočtverec jako na obr. 3.4
Obr. 3.4: Ukázka z programu gfx.c
Stejný program použili i v našem HW emulátoru. Popsáno to bylo v dalších
kapitolách.
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4 FPGA A ALGORITMUS ŘEŠENÍ
V této části jsme popsali nejnutnější základy technologie FPGA, nastínili jsme al-
goritmus řešení a popsali formát souboru, kterým se bude programovat navržený
systém.
4.1 FPGA
Cílem této práce je implementace počítače Z80 do FPGA. FPGA je programovatelné
hradlové pole složené z tzv. look-up tables (LUT). Tyto LUT se po naprogramování
chovají jako logické hradlo podle přání programátora. Z těchto základních progra-
movacích jednotek a přídavné logiky (multiplexery, klopné obvody typu D atd.)
lze vytvořit univerzální blok někdy nazývaný jako CLB (Configurable Logic Block).
Na každém FPGA je takovýchto bloků od několika set do několika set tisíc podle
typu FPGA. Dále se na FPGA umísťují násobičky, paměti RAM, obvody úpravy
hodinového signálu (DCM) atd. Tato vnitřní logika je napojena na výstupní konfigu-
rovatelnou logiku (IOB), která umožňuje komunikaci s vnějšími zařízeními. Blokové
schéma FPGA je možné vidět na obrázku 4.1.
Obr. 4.1: Obecné blokové schéma FPGA[3]
Dále popíšu nejdůležitější bloky na FPGA, a to jsou DCM a BlockRAM.
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4.1.1 Digital Clock Manager[10]
DCM slouží k řízení (nastavení) hodinové frekvence, fáze a zkosení signálu. K tomu
slouží Delay Locked Loop(DLL), Phase shifter(PS) a Digital Frequency Syntheti-
zer(DFS), což je plně digitální řídící systém, který s použitím zpětné vazby umožňuje
nastavit hodinový signál s vysokou úrovní přesnosti a tvaru i přes změny napájecího
napětí nebo okolní teploty. Na obr. 4.2 je blokové schéma DCM.
Obr. 4.2: Blokové schéma DCM[3]
V tabulce 4.1 je popis některých vstupů, výstupů a parametrů.
V FPGA deskách bývají většinou čtyři DCM ve dvou dvojících naproti nebo
vedle sebe, ale není to pravidlem.
4.1.2 Block RAM[3]
Block RAM je velmi rychlý blok paměti o velikosti 16 KB + 2 KB parity (celkem
18 432 bitů) integrovaný přímo na čipu FPGA. Podporováno je velké množství
organizací paměti např. 16Kx1, 512x36 (4 bity jsou parita) atd. Je možné vytvořit
Single Port, Dual Port i True Dual (dvojí časování a nezávislý přístup k oběma
portům) Port Block RAM. Některé typy FPGA mají i jiné varianty Block RAM
(např. možnost kaskádování, 2x větší paměť atd.), ale jejich princip zůstává stejný.
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Parametr/Signál Popis Povolené hodnoty
CLKIN Vstup pro hodiny (0,2 – 333) MHz
CLKFB Vstup zpětné vazby z CLK0 nebo
CLK2X
NONE, 1X, 2X
CLK0 CLK0 ≡ CLKIN –
CLKFX Výstupní frekvence je dána rovnicí
𝑓𝐶𝐿𝐾𝐼𝑁 · 𝐶𝐿𝐾𝐹𝑋_𝑀𝑈𝐿𝑇𝐼𝑃𝐿𝑌𝐶𝐿𝐾𝐹𝑋_𝐷𝐼𝑉 𝐼𝐷𝐸
(0,2 – 333) MHz
CLKFX_DIVIDE Dělička vstupní frekvence Celé číslo od 2 do 32
CLKFX_MULTIPLY Násobička vstupní frekvence Celé číslo od 1 do 32
Tab. 4.1: Tabulka s popisem vybraných vstupů, výstupů a parametrů DCM
Nejčastěji se z nich tvoří RAM, ROM a FIFO paměti. Zbývá dodat, že na čipu
FPGA bývá takovýchto bloků několik desítek až několik stovek.
Přístup do paměti na adresách ($4000 – 5B00$) sdílela ULA i ZX Spectrum, je
tedy nutné použít True Dual Port Block RAM. Na obrázku 4.3 je blokové schéma
Block RAM.
Obr. 4.3: Blokové schéma Block RAM[3]
V tabulce 4.2 jsou popsány nejdůležitější vstupní a výstupní signály Block RAM.
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Signál(y) Popis
WEA, WEB Povolení zápisu portu A resp. B
ENA, ENB ENABLE bity portu A resp. B
CLKA, CLKB Hodinová frekvence portu A resp. B
ADDRA, ADDRB Adresové sběrnice portu A resp. B
DIA, DIB, DOA, DOB I/O adresové sběrnice portu A resp. B
Tab. 4.2: Tabulka s popisem vybraných vstupů a výstupů Block RAM
4.2 Návrh systému
ZX Spectrum používalo gumovou klávesnici a generovalo modulovaný videovýstup ve
formátu PAL. Z hlediska používanosti použijeme PS/2 klávesnici a video ve formátu
RGB generovaného VGA řadičem.
V 80. letech 20. století se běžně používaly magnetofonové kazety. Doba nahrávání
aplikace trvala často i minutu na velikost obsahu paměti v řádech desítek KB. To
je na dnešní uspěchanou dobu relativně hodně. Použijeme tedy rozhraní UART o
vyšší rychlosti.
Dále potřebujeme vybrat, co posíláme do našeho HW emulátoru. Komunita ko-
lem ZX Spectra vytvořila několik formátů pro PC, které zachovávají věrně datový
obsah kazety. Tyto formáty např. TZX, PZX, AZX[14] jsou zdigitalizovanými zá-
znamy z pásky s velkými hlavičkami, mnoha vyjímkami, podporou starších varzí
atd. To jsou tedy nevhodné formáty pro implementaci v FPGA. Na druhou stranu
existují i jednoduché formáty, které si kladou za cíl uložit stav paměti a stav stavo-
vého automatu v Z80 (tzv. snapshot). Nejčastěji se používají dva – SNA a Z80. Z80
je používanější, vybereme tedy jeho. Tento typ formátu v naprosté většině případů
požaduje variantu se 48 KB RAM.
Zbývá navrhnout nějaký řídící systém, který nám aplikaci do našeho klonu1
„dostane“. Ale tak, aby byl minimální. Navržené blokové schéma systému je na
obr. 4.4
4.3 Formát Z80[15]
Pro programování systému jsme vybrali formát Z80. Jedná se o formát obrazu pa-
měti, který byl vytvořen za účelem podpory nejenom ZX Spectra, ale i svých ná-
stupců (ZX Spectrum 128, ZX Spectrum +2 atd.) a klonů (Didaktik, Pentagon atd.).
1Pokud se v práci odkazujeme na ZX Spectrum, jde o reálný počítač z 80. let, ale pokud píšeme
o klonu, jde o náš HW emulátor.
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Obr. 4.4: Navržený systém
Ve formátu je použit jednoduchý komprimační algoritmus a formát se rozděluje do
tří verzí. Byli uvedeny dvě nejdůležitější verze.
4.3.1 Formát Z80 verze 1
Ve verzi 1 je popsáno především nastavení a registry ZX Spectra. V tabulce 4.3 je
popsána hlavička verze 1.
Offset Délka Popis Offset Délka Popis
0 1 A registr 15 2 BC’ registry
1 1 F registr 17 2 DE’ registry
2 2 BC registry 19 2 HL’ registry
4 2 HL registry 21 1 A’ registr
6 2 Program Counter 22 1 F’ registr
8 2 Stack Pointer 23 2 IY registry
10 1 Interrupt registr 25 2 IX registry
11 1 Refresh registr 27 1 IFF1
12 1 Status registr 1 28 1 IFF2
13 2 DE registry 29 1 Status registr 2
Tab. 4.3: Tabulka s popisem hlavičky formátu Z80 verze 1
Z registrových párů je první poslán LSB, např. C u BC registrů. Bit 7 refresh
registru (11. byte) nemá význam. Bit 7 refresh registru je poslán jako bit 0 status
registru 1 (12. byte). Bity 1 - 3 status registru 1 mají význam barvy pozadí, bit 4 je
log. „1“. Pokud je místo standardní ROM načtena ROM z počítače SAM coupé, bit
35
5 je log. „1“, pokud jsou data po hlavičce komprimována, potom bity 6 a 7 nemají
žádný význam. IFF1 a IFF2 jsou klopné obvody (interrupt flip flop), které zapínají
obvod přerušení (IFF2 nemá reálný význam). Ve status registru 2 značí bity 0 a 1
mód přerušení, bit 2 emulaci původní varianty ZX Spectra tzv. „Issue 2“, bit 3 je
dvojnásobná frekvence přerušení, bity 4 a 5 označují synchronizaci videa a bity 6 a
7 znamenají připojené zařízení.
Po těchto 30 bytech následuje 48 KB RAM paměti. Pokud je bit 5 bytu 12
roven log. „1“, potom jsou tato data komprimována. Komprimační algoritmus je
jednoduchý. Sekvence alespoň pěti po sobě jdoucích stejných bytů (sekvence) jsou
nahrazené byty 0xED 0xED 0xXX 0xYY. To znamená, že byte 0xYY bude opakován
0xXX-krát. Je zde několik výjimek. Sekvence i jenom dvou bytů 0xED za sebou je
vyhodnocena jako 0xED 0xED 0x02 0xED. Pokud po bytu 0xED následuje platná
sekvence, není byte 0xED vložen do tohoto bloku. Např. data 0xED 0x00 0x00 0x00
0x00 0x00 0x00 je zakódována jako 0xED 0x00 0xED 0xED 0x05 0x00. Ve formátu
je specifikována ukončovací sekvence bloku 0x00 0xED 0xED 0x00, ale dosud jsme
se nesetkali s jeho implementací.
4.3.2 Formát Z80 verze 2
Hlavička verze 2 je řazena ihned za hlavičku verze 1. Aby emulátory mohly z hlavičky
verze 1 poznat, že se jedná o verzi 2 nebo 3. Jsou byty 6 a 7 (program counter) nulové.
Bity 4 a 5 status registru nemají význam. Komprimace dat je povinná. Tato verze
se už věnuje nástupcům ZX Spectra. V tabulce 4.4 je popis hlavičky.
Offset Délka Popis
30 2 Délka této hlavičky
32 2 Program counter
34 1 HW mód
35 1 Stav obvodu 74ls259 v SAM Coupe nebo výstup na adresu 0x7FFD
v případě ZX Spectrum 128 nebo výstup na adresu 0xF4, pokud
jde o Timex Sinclair
36 1 0xFF pokud je Interface I stránkován, jinak jde o poslední výstup
na adresu 0xFF počítače Timex Sinclair
37 1 Status registr 3
38 1 Výstup na adresu 0xFFFD (zvukový čip)
39 16 Obsah zvukových registrů
Tab. 4.4: Tabulka s popisem hlavičky formátu Z80 verze 2
Délka hlavičky je ve verzi 2 23 bytů, ve verzi 3 54 bytů nebo 55 bytů. HWmód je v
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případě ZX Spectra 0, pokud je připojen Interface I ROM, tak je hodnota 1. Ostatní
hodnoty jsou pro další varianty (klony) Spectra a není třeba je zde zmiňovat. Bit 0
status registru 3 je emulace refresh registru, bit 1 zapíná emulaci speciální instrukce
procesoru LDIR, bit 2 zapíná emulaci zvukového generátoru AY-3-8910. Pokud je
bit 2 v log. „1“, potom bit 6 povoluje emulaci zařízení Fuller Audio Box. Bit 7 lehce
modifikuje HW, pokud je v log. „1“, potom se mění velikost paměti ZX Spectra ze
48 kB na 16 kB nebo ZX Spectrum 128 se mění ve variantu +2 a varianta +3 se
mění na +2A.
Data z hlavičky verze 3 lze ignorovat, protože se prakticky nevztahují k samot-
nému ZX Spectru. Lze ignorovat i data pro zvukový čip, protože není v původním
Spectru osazen. Po těchto hlavičkách následují dva byty o zakomprimované délce 16
KB bloku paměti a lze ho použít jako kontrolní součet. Po tomto součtu následuje
jeden byte s číslem bloku paměti. ZX Spectrum 48k má tyto bloky očíslovány takto:
• 0 - adresy (0 - 3FFF)
• 8 - adresy (4000 - 7FFF)
• 4 - adresy (8000 - BFFF)
• 5 - adresy (C000 - FFFF)
Poté následují samotný blok dat. Tyto tři byty (kontrolní součet a číslo bloku)
nejsou součástí kontrolního součtu.
V další části jsme popsali jak implementovat náš klon ZX Spectra do FPGA
resp. propojení základních systémů tj. procesor, paměť, řadič videa, klávesnice.
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5 KLON ZX SPECTRA
V této části jsme se věnovali implementaci klonu ZX Spectra do FPGA. Nejdříve
jsme popsali připojení paměti k procesoru, poté subsystém videa, dále připojení
klávesnice a nakonec nastavení časování. Čip ULA jsme se rozhodli vynechat, její
funkce přebírají jiné subsystémy. Celý systém klonu ZX Spectra je na blokovém
schématu na obr. 5.1.
Obr. 5.1: Blokové schéma implementovaného klonu ZX Spectra
5.1 Připojení paměti a procesoru
Z důvodu nezávislého přístupu XGA řadiče k paměti s jinou frekvencí hodin než je
frekvence systému je nutné použít True Dual Port Block RAM. Připojení ze strany
T80 a řídícího systému je provedeno přes multiplexer. Řídící systém určuje, kdo má
k paměti přístup.
5.1.1 Rozdělení paměti
ZX Spectrum mělo celou paměť rozdělenu na čtyři části. V následující tabulce 5.1
jsou uvedeny vlastnosti jednotlivých částí pamětí.
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Paměť Velikost (B) Adresový prostor
(HEX)
Zápis z T80 Zápis z řídícího
systému
ROM 16384 0000-3FFF Zakázán Povolen
Video RAM 6144 4000-57FF Povolen Povolen
Attribute
RAM
768 5800-5AFF Povolen Povolen
RAM 9472 (25856) 5B00-7FFF
(5B00 – FFFF)
Povolen Povolen
Tab. 5.1: Parametry pamětí ZX Spectra (rozdíly s variantou 48 jsou uvedeny v
závorce)
True Dual Port Block RAM se popisuje ve VHDL poměrně nestandardně. Paměť
se popisuje přes tzv. sdílenou proměnnou, která se sdílí mezi procesy. Program z toh
pozná, že jde o popis True Dual Port Block RAM. Tento typ proměnné byl zaveden
ve standardu VHDL-93. Zkrácený popis je:
type ram_type is array (65535 downto 0) of std_logic_vector (7 downto 0);
shared variable RAM : ram_type;
begin -- clka - pixel clock frequency, clkb - system clock frequency
process (clka)
begin -- wea - povolení zápisu od T80, di - datový vstup od T80
if rising_edge (clka) then
if wea = ’0’ then
if RAM( to_integer (unsigned(addra)) := di;
end if;
doa <= RAM( to_integer (unsigned(addra));
end if;
end process;
-- doa - datový výstup do T80, dob - datový výstup do video řadiče
process (clkb)
begin
if rising_edge (clkb) then





5.1.2 Inference pamětí syntetizérem
Proces vytváření tzv. netlistu (reálného schématu z popisu HDL jazykem) se jmenuje
syntéza. Nástroj pro syntézu se jmenuje syntetizér, např. v ISE Design Suite je tento
nástroj pojmenován XST. Jedná se o expertní systém s bází znalostí a inferenčním
mechanismem. Zároveň nebylo použito interních knihoven (kromě hodinového gene-
rátoru). To dává syntetizéru poměrně velkou volnost ve vytváření netlistu. Následuje
příklad části výpisu syntetizéru resp. toho jak implementoval paměť.
Synthesizing (advanced) Unit <RAM>.
INFO:Xst:3226 - The RAM <Mram_RAM> will be implemented as a BLOCK RAM,
absorbing the following register(s): <doa> <dob>
———————————————————————–
| ram_type | Block | |
———————————————————————–
| Port A |
| aspect ratio | 65536-word x 8-bit | |
| mode | write-first | |
| clkA | connected to signal <clka> | rise |
| weA | connected to signal <wea> | low |
| addrA | connected to signal <addra> | |
| diA | connected to signal <di> | |
| doA | connected to signal <doa> | |
———————————————————————–
| optimization | speed | |
—————————————————-
| Port B |
| aspect ratio | 65536-word x 8-bit | |
| mode | write-first | |
| clkB | connected to signal <clkb> | rise |
| addrB | connected to signal <addrb> | |
| doB | connected to signal <dob> | |
———————————————————————–
| optimization | speed | |
———————————————————————–
Unit <RAM> synthesized (advanced).
Často dochází k různým výsledkům po opakované syntéze a je možné, že využití
zdrojů pole bude jiné. Nemělo by se však stávat, že paměť bude implementována
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jako Distributative RAM. V tom případě se paměť implementuje do LUT místo do
Block RAM. Paměť pravděpodobně přesáhne velikost pole, v některých případech i
několikanásobně.
5.1.3 Simulace paměti
Opakovaná syntéza je relativně náročný způsob, jak zkoušet popis v HDL jazyku.
Proto výrobci poskytují nástroje na simulaci, který dovolí snadno analyzovat HDL
popis.
ZX Spectrum BASIC je psán v assembleru, je dobře dokumentován a dodávám v
podobě ROM paměti. V tomto programu běží rutina spočítání a testování paměti.
Na každý byte paměti se uloží hodnota 2 a při dosažení konce paměti (nebo chyby)
se hodnota odečte. Na obr. 5.2 je vidět příklad simulace zápisu do paměti a jeho
projevu na výstupu z monitoru.
Obr. 5.2: Ukázka simulace kontroly paměti a jeho projevu na výstupu (červené
proužky, kde G a B složky jsou nulové, R složka je aktivní).
V případě ZX Spectra se vytváří jev při startu, kdy se na tmavém pozadí na
okamžik objeví červené proužky na černé obrazovce. U varianty 16k není jev viditelný
(trvá asi 20ms), ale během simulace je vidět, jak se paměť kontroluje (je proveden
zápis) a barevné složky modrá a zelená jsou potlačeny, červená se promítá v pruzích.
5.2 Videosystém
5.2.1 Úvod, makro
Původně se o přístup do videopaměti staral ULA čip, který měl přednost před Z80
(nesměl být přerušen výstup televizoru). Výstupem z ULA byl obraz v barevném
modelu YUV. Ovšem data v paměti jsou ve formátu RGB. Ta byla rozdělena na
paměť rastru (Video RAM, 6 144B) a paměť atributů (Attribute RAM, 768B).
Každý byte Attribute RAM obsahuje tři bity barvy popředí, tři bity barvy pozadí,
dále bit pro stupeň jasu (jasný a normální) a bit pro blikání (převracení barvy
popředí a pozadí).
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|Blikání|Jas|B0|R0|G0|B1|R1|G1| – Byte v Attribute RAM (zleva LSb)
Celkem je možné zobrazit 15 barev, černá je společná pro oba odstíny.
Byl implementován řadič videa. Popis makra je v tabulce 5.2.
Název Datový typ I/O Popis
clk65mhz std_logic vstup Pixel Clock Frequency
rst std_logic vstup Resetuje řadič
R, G, B std_logic_vector výstup Jednotlivé složky RGB modelu
hsync, vsync std_logic výstup Synchronizační pulsy
A std_logic_vector výstup Adresa ve Video a Attribute
RAM
D std_logic_vector vstup Data z pamětí
Tab. 5.2: Tabulka s popisem makra řadiče videa
5.2.2 Rozložení paměti[7]
Rozložení paměti Video RAM bylo relativně zvláštní. Bylo použito vertikální rozli-
šení 192 pixelů a horizontální 256 pixelů, tj. 49 152 pixelů. Tato hodnota odpovídá
velikosti Video RAM (6144𝐵 = 49152𝑏𝑖𝑡ů). Obrazovka byla vertikálně rozdělena na
tři díly po 16 384 pixelech resp. 2 048 B. První bit (na adresách 4000h, 4800h a
5000h) je levý horní pixel v každé třetině obrazovky.
V 2 048 B paměti třetiny obrazovky odpovídá první řádek prvním 32 bytům
(např. 4000ℎ − 401𝐹ℎ). Další řádek odpovídá devátým 32 bytům (256 B + offset,
např. 4000ℎ+100ℎ = 4100ℎ, tj. rozsah 4100ℎ− 411𝐹ℎ). A naopak druhých 32 bytů
odpovídá devátému řádku (např. 4020ℎ− 403𝐹ℎ).
Rozložení paměti Attribute RAM je řešeno pochopitelněji. Obrazovka je roz-
dělena na 32x24 (horizontálně x vertikálně) znaků. Každému znaku odpovídá 8x8
pixelů. Paměť musí mít 32𝑥24 = 768𝐵. Levému hornímu znaku odpovídá první byte
v paměti, sled je zleva doprava a poté postupně směrem dolů. Rozvržení paměti je
v příloze A.
5.2.3 Obrazovka[8]
ZX Spectrum používalo normu PAL (dnes se uvádí 576i/25). Ta používá 625 proklá-
daných vertikálních řádků, 576 pro obrazové řádky (u analogových systému nejde o
pixely) a 49 prázdných řádků pro synchronizaci. ZX Spectrum nepoužívá prokládání,
používá polovinu, tj. 312 řádků a synchronizaci obchází velice přesným časováním.
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Horizontální rozlišení je 256 pixelů, které je mezi dvěma okraji, každý široký
48 pixelů, tj. celkem 352 pixelů na jeden řádek. Vykreslení řádky trvá celkem 224
T stavů (24 T stavů levý okraj, 128 T stavů obraz, 24 T pravý okraj, 48 T stavů
horizontální synchronizace).
Vertikální rozlišení je 192 řádků (pixelů), horní okraj je široký 64 řádků, kde je
minimálně 48 spodních řádků zobrazeno. Zbylých 16 řádků zůstává v rezervě a jsou
zobrazeny do příchodu vertikální synchronizace. Spodní okraj je široký 312− 192−
64 = 56 řádků. Časování je celkem (64 + 192 + 56) · 224 = 69888 T stavů. To při
původní frekvenci 3,5 MHz odpovídalo 50,08 Hz. Na obrázku 5.3 jsou naznačeny
rozměry obrazovky.
Obr. 5.3: Rozměry obrazovky ZX Spectra
Okraje jsou používány během načítání dat do paměti, např. z kazetového mag-
netofonu. Pro tento účel používá tzv. port 0xfe. Pokud je z tohoto portu čteno, ULA
zachytávala tyto data a spodní tři bity použila jako barvu okraje.
5.2.4 Zobrazení
V dnešní době se prakticky výhradně používají plazmové displeje nebo LCD dis-
pleje a LCD televize. Tato zařízení používají pro zobrazení starší konektory VGA
a moderní HDMI. PC displeje používají i DVI a DisplayPort. Většina vývojových
desek je osazena VGA konektorem (15-pin D-sub), ale i bez něj není těžké vyvést
RGB z obyčejných pinů. Rozlišení ZX Spectra bez okraje je 256x192. Takovéto malé
rozlišení není uvedeno v žádném standardu a vzhledem k možné nízké horizontální
frekvenci by některými obrazovkami nebyla zobrazena.
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Bylo rozhodnuto o převodu do standardizovaného rozlišení s poměrem 4:3 a
násobkem původního rozlišení. A zároveň ne tak vysokého rozlišení, které by ne-
bylo možné zajistit požadované frekvence polem na desce. Bylo zvoleno rozlišení
1024x768, které je čtyřnásbkem rozlišení 256x192 s kódovým označením XGA a
obnovovací frekvencí 60 Hz používající barevný model RGB. V tabulce 5.3 jsou
parametry rozlišení, zejména časování.
Hlavní časování — Horizontální časování Vertikální časování










60 Hz Viditelná plocha 1024 15,75 768 15,88
Horizontální
frekvence





136 2,09 6 0,12
Polarita
vsync
Pozitivní Back Porch 160 2,46 29 0,60
Polarita
hsync
Pozitivní Celý řádek 1344 20,68 806 16,67
Tab. 5.3: Časování XGA standardu[9]
Na obr. 5.4 jsou vysvětleny jednotlivé časovací parametry XGA. Detail ukazuje
zobrazení červených pruhů při kontrole paměti.
Obr. 5.4: Detail simulace mezi horizontalními pulsy s popisem jednotlivých částí s
pomocným signálem start_h_video_signal
5.2.5 Implementace VGA řadiče
Během implementace jsme rozdělili tento XGA řadič do tří procesů. V prvním pro-
cesu jsou dva čítače, které při vstupní frekvencu 65 MHz, čítají do hodnot počtu
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řádků a pixelů jednotlivých parametrů podle tabulky 5.2 a generují horizontální a
vertikální synchronizaci.
Druhý proces se stará o čtení (adresaci) dat ve Video a Attribute RAM. Dále se
v něm zvětšuje rozlišení (znak se zvětšil z 8x8 pixelů na 32x32 pixelů). Generování
adres vedlo na systém čítačů, které vypočítali adresu v paměti a zároveň se staraly
generování RGB složek. Na následující simulaci na obr. 5.5 jsou vidět nejdůležitější
použité signály.
Obr. 5.5: Ukázka signálů z procesu, který zobrazuje data na výstup. Zde je vykreslení
spodního loga na ZX Spectru (je zobrazen jen MSB bit RGB signálu)
V tabulce 5.4 je jejich vysvětlení.
ZX Spectrum podporovalo 15 barev. Obyčejné RGB, kdy každá složka má jeden
bit by zobrazila pouze (23) barev. Řadič videa generuje každou RGB složku se dvěma
bity. Nultý bit (MSb) je vždy nutné zobrazovat, pokud není na desce k dispozici dvou
a více bitový převodník. U druhého bitu je vzat v potaz i atribut odstínu, daný znak
na obrazovce je potom světlejší.
Je otázka zda a do jaké míry implementovat okraje (přesah rozlišení). Jedná se
nevyužitý prostor, který se ovládá nepřímo a prakticky není využíván. Po dohodě s
vedoucím práce jsme se ho rozhodli neimplementovat.
5.3 Generátor hodin
Na každé testovací desce je umístěn přesný krystalový oscilátor o určité frekvenci
většinou v desítkách MHz. My potřebujeme frekvenci pro řadič videa o velikosti 65
MHz a pro procesor a řídící systém frekvenci 28 MHz. Během testování používáme
frekvenci 25 MHz. Pro operace s frekvencí slouží speciální blok v FPGA, Digital
Clock Manager (DCM) o kterém jsme již psali v předchozí kapitole.
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Parametr(y) Signál/typ Popis
r,g,b Výstupy/vektoryJednotlivé složky RGB barevného modelu
hor_cnt_signal signál/vektor Čítač do 32 pixelů ohraničující jeden znak
ver_cnt_signal signál/vektor Čítač do 32 řádků ohraničující jeden znak
na výšku
char_cnt_signal signál/vektor Čítač do 32 ohraničující jednu řádku
addr_offset_signal signál/vektor Offset řádky v Attribute RAM
attr_data_in signál/vektor Data z Attribute RAM
attr_addr_signal signál/vektor Adresa v Attribute RAM
count_four_vert_signal signál/vektor Čítač pro opakování řádku
count_four_hor_signal signál/vektor Čítač pro opakování znaku
count_eight_char_signal signál/vektor Označuje konec třetiny obrazovky
count_four_sector_signal signál/vektor Čítač pro označení třetiny obrazovky
video_addr_signal signál/vektor Adresa ve Video RAM
video_offset_line_signal signál/vektor Čítač řádky ve Video RAM
video_offset_char_signal signál/vektor Čítač výšky znaku ve Video RAM
video_offset_sector_signal signál/vektor Čítač třetiny obrazovky ve Video RAM
video_data_in signál/vektor Data z Video RAM
video_data_signal signál/vektor Zpracovaný signál z Video RAM (rotace)
Tab. 5.4: Tabulka s popisem signálů v XGA
Frekvence 25 MHz byla zvolena, protože stačí použít pouze jeden DCM. Výstup
CLKFX generuje frekvenci pro řadič videa a výstup děliče CLKDV generuje frekvenci
pro systém. Tato frekvence je ale mnohem vyšší než u původního ZX Spectra (3,5
MHz). Jádro T80 je vybaveno EN bitem, který zastaví chod procesoru. Systém byl
vybaven předděličem (prescaler), který zastaví T80 na většinu jeho času. Předdělič je
čítač se zkráceným cyklem s bitem povolení. Čítá do sedmi. Tato hodnota odpovídá
frekvenci 3,57 MHz. Situaci ilustruje blokové schéma na obr. 5.6
Frekvenci klonu ZX Spectra lze zvýšit, např. snížení hodnoty na pět odpovídá
frekvenci 5 MHz. Pokud uživateli nestačí trochu nepřesná rychlost 3,57 MHz, je
možné (pokud to rychlost desky dovoluje) použít druhý DCM a místo výstupu CLKDV
použít na druhém DCM druhý výstup CLKFX. V tabulce 5.5 uvádím možné nastavení
DCM pro odpovídající používané frekvence pro výstup CLKFX.
5.3.1 Použití druhého DCM
Jsou dvě možnosti jak zapojit DCM, a to paralelně a sériově (kaskádově). Využití pa-
ralelního zapojení je relativně jednuduché. Na vstupy CLKIN se přivede stejný hodi-
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Obr. 5.6: Blokové schéma generování frekvence T80
CLKIN CLKFX_DIVIDE CLKFX_MULTIPLY CLKFX
100 MHz 20 13 65 Mhz
100 MHz 25 7 28 Mhz
50 MHz 10 13 65 MHz
50 MHz 25 2 28 Mhz
Tab. 5.5: Tabulka s možnostmi nastavení DCM
nový signál, připojí se zpětné vazby (feedback), nastaví se parametry CLKFX_DIVIDE
a CLKFX_MULTIPLY podle našich požadavků. Z výstupů CLKFX lze odebírat požado-
vané frekvence. V tomto případě syntitizér nemusí vybrat nejbližší dvojici DCM a
výsledky časování nemusí být kvalitní.
O mnoho lepších a stabilnějších výsledků lze dosáhnout s kaskádním zapojením
(v sérii) jehož blokové schéma je na obr. 5.7.
Zapojení navíc používá čtyři globální buffery pro výstupní a vstupní hodinové
signály a jednoduchou kombinační logiku. Toto zapojení si lze nechat vygenerovat
v ISE Design Suite.
Pokud v designu není možné splnit Timing Constraints paralelního zapojení, je
doporučeno kaskádní zapojení. Pokud se ani v tomto případě nesplní požadavky na
časování, je možné se vrátit k zapojení s jedním DCM.
5.3.2 Timing constraint
Timing constraint je požadavek na časování. Zapisuje se do souboru *.UCF. Tento
soubor se kompiluje po úspěšné syntéze, během procesu Place & Route (P&R).
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Obr. 5.7: Blokové schéma kaskády DCM s naznačenými buffery [29]
Tento soubor obsahuje zapojení IOB a constraints. Těchto požadavků je celá řada,
např. se definuje výstupní úroveň napětí, časování, zapojení na FPGA, pullup a pull-
down rezistory atd. Narozdíl od syntézy se tento soubor mění podle typu FPGA.
Nejdůležitější požadavek je na hlavní hodinový signál. Proces P&R tento požadavek
vyhodnotí, vygeneruje nejlepší cestu v poli a spočítá, zda je možné dodržet poža-
davek. Pokud není požadavek splněn, proces P&R se ukončí s hlášením o nesplnění
a předloží, kde k této chybě došlo. Vložení požadavků někdy urychluje proces P&R
(nemusí hledat cesty na FPGA a provádět některé optimalizace).
Navrhli jsme příklad požadavku na časování. Nadefinovali jsme vstupní hodinový
signál s názvem CLK o předpokládané frekvenci 50 MHz (20 ns). Timing constraint
v UCF souboru bude vypadat nějak takto.
NET "CLK" LOC = "C9" | IOSTANDARD = LVCMOS33;
NET "CLK" TNM_NET = CLK;
TIMESPEC TS_CLK = PERIOD "CLK" 20 ns HIGH 50%;
5.4 Klávesnice
V původním ZX Spectru generovala ULA maskovatelné přerušení během něhož byla
vyvolána obslužná rutina čtoucí stav kláves, a to každých 20 ms. Generování této
frekvence odpovídá frekvenci synchronizačního pulsu (Vsync), která je asi 16,67 ms,
proto je tento signál v klonu připojen na vstup přerušení INT.
5.4.1 Obslužná rutina
ULA byla v ZX Spectru adresována na každém lichém portu. Ovšem pouze port
na adrese 0xfe by měl být použit z důvodu možné záměny s dalšími připojenými
perifériemi. V případě klávesnice jde o vystavení bitu operace vstupu a výstupu
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IORQ. Dále o vystavení adresy na řádek klávesnice s jedním bitem nulovým a čtení
stavu kláves. To se opakuje, dokud nejsou přečteny všechny sloupce. Sepnutý bit je
čten jako nulový. V následující tabulce 5.6 jsou uvedeny adresy a příslušné klávesy,
které jsou jí přísluší.
Adresa Klávesy (od 0 do 4) Adresa Klávesy (od 0 do 4)
0xfefe SHIFT, Z, X, C, V 0xeffe 0, 9, 8, 7, 6
0xfdfe A, S, D, F, G 0xdffe P, O, I, U, Y
0xfbfe Q, W, E, R, T 0xbffe ENTER, L, K, J, H
0xf7fe 1, 2, 3, 4, 5 0x7ffe SPACE, SYM SHIFT, M, N, B
Tab. 5.6: Tabulka s adresami kláves[8]
Na obr. 5.8 je ukázka vystavení adres ze simulace designu.
Obr. 5.8: Ukázka vystavení I/O adres klávesnice (oranžové markery)
5.4.2 PS/2 rozhraní[11]
V dnešní době se klávesnice ze ZX Spectra nevyrábí. Na testovací desce je port PS/2,
je proto možné použít standardní IBM PC kompatibilní klávesnici s českým nebo
třeba anglickým layoutem. Tyto klávesnice bývali vybaveny portem PS/2. Dnes již
bývají tímto portem vybaveny jen výjimečně. Jsou vybaveny USB portem, ale jsou
k dispozici levné redukce USB -> PS/2.
Komunikační protokol
PS/2 používá jednoduchý sériový obousměrný komunikační protokol mezi dvěma
zařízeními – device a host. Komunikace se provozuje na datové a hodinové lince,
které jsou na začátku ve stavu vysoké impedance (otevřený kolektor, log. „1“).
Pokud chce zařízení začít komunikaci, musí hodinový signál uvést do log. „0“ (device
musí linku předtím zkontrolovat). Po uvedení do log. „0“ začíná zařízení posílat data
po datové lince. Příklad komunikace je ukázán na obr.
Řízení komunikace je prováděno bity start, stop, bitem parity a acknowledge
(potvrzení).
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Obr. 5.9: Přenos jednoho bytu Host to Device, a) hodiny řídí Host, b) hodiny řídí
Device[11]
Protokol komunikace
Komunikace je řízena příkazy, které předcházejí vyslanému kódu klávesy. Uvedeme
si nejdůležitější, 0xE0 znamená, že klávesa byla stlačena a 0xF0 znamená, že klávesa
byla uvolněna. Např. komunikace 0xE0,0x1C,0xF0,0x1C znamená, že klávesa A byla
stlačena a poté uvolněna. V příloze B jsou uvedeny použité kódy kláves.
5.4.3 Implementace klávesnice
Obr. 5.10: Blokové schéma PS/2 rozhraní (zašedení je míra cizího kódu)
Není nutné psát vlastní VHDL kód pro obsluhu komunikace přes PS/2. Tyto
kódy byli naprogramovány už dříve[12]. Nám stačí doplnit reakci na příchod klá-
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vesy. To je řešeno Look Up tabulkou ve které jsou nastaveny kódy kláves pro ZX
Spectrum a ukládáním těchto kódů do paměťové matice zmáčknutých kláves. Úloha
se zjednodušuje, když víme, že nepotřebujeme zpracovávat paritu a nepotřebujeme
obousměrnou komunikaci (pouze Device to Host). Na obr. 5.10 je blokové schéma
klávesnice.
Stav linky je kontrolován každou 𝜇s. Při příchodu kódu z klávesnice je rozpoznána
nízká úroveň hodinové linky dvěma po sobě následujícími kontrolami hodinové linky.
Pokud je tedy hodinová linka alespoň dvě 𝜇s v log. 0, je rozpoznán aktivní příchozí
signál. V další části je vyhodnocen každý bit (parita, datové bity, start, stop) a
datové bity jsou uloženy do posuvného registru. V následující části je rozpoznání
kódu z klávesnice, resp. zda je klávesa spuštěna nebo uvolněna. Zde je také uložen
do registru byte z Look Up tabulky pro paměťovou matici. Ten je na závěr uložen do
matice a při příchodu signálu z portu 0xfe je pětibitová hodnota z matice vyzvednuta
a poslána do procesoru, kde je dekódována.
V další části jsme popsali jak implementovat navrhnutý řídící subsystém.
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6 ŘÍDÍCÍ SYSTÉM
V tomto okamžiku byl popsán (a odzkoušen) základní systém klonu ZX Spectra s
interpretem jazyka BASIC. V něm je možné psát programy, což to je dnes relativně
neefektivní. Efektivnější variantou je už zmíněný vývoj na PC v jazyce C s pro-
gramem z88dk. Z88dk generuje obraz paměti a záznam na kazetě. Od přehrávání
záznamu do HW emulátoru bylo upuštěno, protože je to zdlouhavé (nahrávání může
trvat i více než minutu). Desky navíc musí podporovat nějaký zvukový kodek např.
AC97 nebo by bylo nutno si museli vyrobit vlastní převodník. Druhou skupinou for-
mátů byli ty, které zachovávají obsah paměti a stav automatu. Pro přehrávání dat
jsme zvolili sériovou linku (UART). V tomto případě bude nutné navrhnout řídící
systém, který komunikuje s PC přes sériovou linku. Dále komunikuje s procesorem
a pamětí a musí obsahovat alespoň jednoduché textové rozhraní s uživatelem.
Blokové schéma navrženého systému je na obr. 6.1.
Obr. 6.1: Blokové schéma navrženého řídícího systému
Nejdříve byla popsána HW část a poté SW část.
6.1 HW část
Skládá se z řídícího osmibitového mikrokontroléru CopyBlaze a jeho paměti. Dále
se skládá z řadiče sériové linky (UART) s programovatelným baud rate generátorem
a dvěma stavovými automaty. Tyto automaty programují paměť klonu ZX Spectra
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resp. registry T80. Nejdříve byl popsán CopyBlaze, jehož největší výhodou je, že jde
o malé jádro.
6.1.1 CopyBlaze[17]
CopyBlaze je osmibitový mikrokontrolér s redukovaným souborem instrukcí. Jedná
se o klon velice úspěšného osmibitového mikrokontroléru PicoBlaze s mnoha odliš-
nostmi. Vlastnosti CopyBlaze jsou:
• Jádro je popsáno ve VHDL pouze s použitím univerzálních knihoven.
• Oddělená paměť dat a programu.
• V základním nastavení je 31 úrovní programového zásobníku, 64 B scratchpad
RAM, 1024 programových instrukcí, 16 registrů (8 bit). Vektor přerušnení na
adrese $3FF.
• 256 výstupních a vstupních portů, WishBone sběrnice (pouze osmibitová, stále
ve vývoji, nepoužita).
• Měnitelná velikost zásobníku, registrů, scratchpad RAM, počtu instrukcí v
ROM.
• Měnitelná poloha adresy vektoru přerušení.
• Jádro je o něco větší než PicoBlaze.
• Přerušení reaguje na úroveň signálu, každá instrukce se vykoná ve dvou cyk-
lech.
Dokumentace k jádru téměř neexistuje. Autoři jádra doporučují používat doku-
mentaci PicoBlaze, proto se na ni musíme dále odkazovat[30]. K dispozici je skoro 60
instrukcí, kterými lze programovat jádro. K jádru existuje generátor ROM paměti,
assembler, grafické IDE a simulátor. Architektura jádra je relativně nevhodná pro
kompilátor jazyka C, ale tento kompilátor existuje[18]. Bohužel je jeho funkce velice
omezena (žádné standardní knihovny, problémy s globálními proměnnými, operace
s příkazem switch atd.). Ale protože programování v assembleru je v tomto případě
jednoduché, vystačíme si s tím.
Použité vývojové prostředí je pBlazIDE[16]. Jedná se o grafické vývojové pro-
středí s vlastním simulátorem, assemblerem a generátorem ROM. Zde použijeme
pouze vývojové prostředí a simulátor. Ke CopyBlazu je dodáván assembler a gene-
rátor ROM. Nejdříve je nutné si tyto pro programy zkompilovat. Cesta ke zdrojovým
kódů je <cesta>/copyblaze/sw/tools/asm/pBlazASM. Zde nás budou zajímat pře-
devším složky pBlazASM (assembler) a cpBlazeMRG (generátor ROM). Zkompilujeme
si nejdříve generátor ROM příkazem make.
Poté si zkompilujeme assembler. Ve složce pBlazASM si musíme upravit Makefile.
Smažeme/zakomentujeme řádek začínající na MP = . Poté najdeme řádek začínající
na CC = . Ten upravíme na CC = gcc. Nakonec provedeme příkaz make.
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Soubory assembleru v pBlazIDE mají koncovku *.psm nebo *.asm. Pokud bychom
chtěli náš soubor s kódem v assembleru převést na ROM, zkopírujeme oba soubory,
které jsme zkompilovali do adresáře se souborem (např. PROG_ROM.psm) a provedeme
následující příkazy:
./pBlazASM -x -l PROG_ROM.psm
./cpBlazMRG PROG_ROM.hex
Nyní bychom měli mít vygenerovanou ROM paměť. Daný postup samozřejmě přepo-
kládá nainstalovaný kompilátor GCC, např. v prostředí Cygwin[28] nebo v Linuxu.
6.1.2 Obsluha vstupu a výstupu CopyBlaze
Na dalším obrázku 6.2 je blokové schéma zapojení vstupů a výstupů k mikrokont-
roléru.
Obr. 6.2: Blokové schéma vstupů a výstupů CopyBlaze
IN_PORT resp. OUT_PORT je osmibitový datový vstup resp. výstup. Pokud je ak-
tivní příkaz čtení/zápisu z/do portu, je vystavena osmibitová adresa portu PORT_ID
po dva strojové cykly (odpovídá jedné instrukci). Při druhém strojovém cyklu se ak-
tivuje signál READ_STROBE resp. WRITE_STROBE pokud se z portu čte resp. se do něj
zapisuje. Tento systém umožňuje pipelining, čehož se také využívá. PORT_ID umož-
ňuje adresovat až 256 vstupních a výstupních portů, nicméně většinou tolik portů
není třeba a lze si vystačit s osmi porty, kde můžeme použít kódování portu 1 z n
(One hot encoding). V tabulce 6.1 jsou popsány adresy portů.
54
Subsystém Adresa R/W Subsystém Adresa R/W
UART_RX 0x01 R UART_TX 0x40 W
FSM1 0x10 R FSM1 0x10 W
FSM2 0x08 R FSM2 0x08 W
Status Port 0x00 R Baud_rate_generátor 0x08 W
Tab. 6.1: Tabulka s adresami vstupů, výstupů CopyBlaze
6.1.3 UART a baud rate generátor
UART slouží ke komunikaci systému s PC. K jádru PicoBlaze je dodáván referenční
příklad se základním systémem UART, jehož kód jsme přepsali, aby nemusela být
použita knihovna UNISIM. Parametry přenosu jsou 8 datových bitů, jeden start bit,
jeden stop bit, bez parity, rychlost je programovatelná. Doporučená maximální rych-
lost je 115 200 Bd/s. Schéma celého zapojení je na obrázku 6.3.
Obr. 6.3: Schéma zapojení UART s Baud Rate Generátorem
BBFIFO_16x8.vhd obsahuje FIFO paměť o velikosti 16 B. Tato FIFO paměť
je tvořena především osmi 16bitovými shift registry, kde velikost FIFO se mění
dynamicky. UART_RX i UART_TX obsahují tuto FIFO paměť. KCUART_TX.vhd tvoří
především multiplexer, který přepíná vstupní data z FIFO v okamžicích, kdy má
povoleno vysílat (od baud_rate_generátoru) a má data k dispozici. KCUART_RX.vhd
zachytává příchozí data z PC, a to 16x během jednoho cyklu UART (čas příjmu
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jednoho bitu). Data se poté ukládájí do shift registru a při přijmu všech osmi bitů
a stop bitu se data odešlou do FIFO. Programovatelný Baud Rate Generátor je
připojen ke CopyBlaze ze kterého odebírá jeden B nastavení časování. Vzorec pro
nastavení generátoru s příkladem výpočtu je:
𝐾 = 𝑓𝑠𝑦𝑠𝑡é𝑚𝑢
𝑟𝑦𝑐ℎ𝑙𝑜𝑠𝑡 · 16 =
25 · 106𝐻𝑧
115200𝐵𝑑/𝑠 · 16 = 13, 56
HW emulátor nepřijme hodnotu 13,56. Přijímá celá čísla v hexadecimální sou-
stavě uvozená znakem b. V tomto případě bude korektní požadavek na změnu baud
rate b0d. Pokud nastavíme stejnou rychlost, kterou používáme, CopyBlaze vrátí na
terminál řetězec BAUDRATEset.
V tabulce 6.2 je seznam možných nastavení rychlostí. Nižší rychlosti nelze při
této frekvenci systému nastavit a vyšší rychlosti nebyly testovány.
Rychlost[Bd/s] Nastavení Rychlost[Bd/s] Nastavení Rychlost[Bd/s] Nastavení
115200 $0D 38400 $27 9600 $9C
57600 $1A 19200 $4E 38400 $27
Tab. 6.2: Tabulka s možnými nastaveními UARTu pro frekvenci systému 25 MHz
6.1.4 Programování paměti klonu z CopyBlaze
Programování paměti provádí stavový automat, který je připojen mezi CopyBlaze a
multiplexerem. Situaci ilustruje schéma na obr. 6.4
Obr. 6.4: Schéma zapojení multiplexeru se stavovým automatem FSM1
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Obr. 6.5: Stavový diagram stavového automatu FSM1
Na obr. 6.5 je stavový diagram stavového automatu FSM1.
Automat pracuje v cyklu. První byte je stavový. V tabulce 6.3 je vysvětlen vý-
znam jednotlivých bitů.
Bit Signál Popis
7 PROG_signal Přepíná multiplexer
6 RST_signal_n Rezervováno pro asynchronní reset ZX Spectra
5 WAIT_signal_n Rezervováno pro zastavení T80
4 NMI_signal_n Rezervováno pro NMI T80
3 CPUEN_signal_n Rezervováno pro EN bit T80
2 writing_n V log. 0 naznačuje operaci zápisu
1 End_of_transmission SW Reset stavového automatu
Tab. 6.3: Tabulka s popisem stavového bytu ve statovém automatu FSM1
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Další tři příchozí byty jsou 24 bitů adresy, která se vystaví na multiplexer, po-
tažmo na adresovou sběrnici paměťi klonu. Nejvyšší část adresy je rezervována pro
budoucí použití (např. ZX Spectrum 128, atd.) a momentálně je vždy nulová. Dalším
bytem je byte_count neboli počet bytů, který se následně pošle, aniž by se muselo
procházet automatem znovu. Automat v tomto režimu pracuje tak, že v každém
lichém cyklu přijme data a v každém sudém cyklu inkrementuje adresu (PORT_ID je
aktivní po dva strojové cykly). To umožňuje poslat až 256 bytů během 512 strojo-
vých cyklů. To je velice výhodné, protože v obrazu paměti Z80 jsou často čtyřbytové
sekvence, které obsahují právě 256 bytů. Na výstupu z automatu je registr, který
registruje adresovou a datovou sběrnici.
V případě čtení dat z paměti se nestihnou vystavit platná data v dostatečném
času (po dobu trvání PORT_ID). V tom případě se musí nastavit bit 2 ve stavovém
bytu na log. 1 a po vystavení adresy se dopředu data načtou do automatu.
6.1.5 Programování T80
Abychom mohli změnit nastavení registrů a celého automatu, musíme podrobněji
analyzovat jádro T80. Některé registry jsou popsány explicitně (např. Acc, F, In-
terrupt Flip-Flops atd.). Jiné jsou určeny adresou ve dvou osmibitových interních
RAM (LOW a HIGH), ale adresy a jména registrů v dokumentaci nejsou uvedeny.
Jedná se o GPR registry IX, IY, BC, DE, HL a jejich komplementární páry. Po ana-
lýze simulace běhu Sinclair ROM BASIC byly zjištěny adresy, které jsou v tabulce
6.4.
Adresa LOW Registr HIGH Registr Adresa LOW Registr HIGH Registr
000 C B 100 C’ B’
001 E D 101 E’ D’
010 L H 110 L’ H’
011 X I (X) 111 Y I (Y)
Tab. 6.4: Tabulka s adresami registrů v interních RAM T80
V tabulce 6.5 je popis nejdůležitějších signálů v jádře, především těch, které lze
nastavovat. Např. zjištění funkce signálu IntCycle vyžadovalo velké množství usílí
(nefunkčnost programů v aktuálním průběhu přerušení).
Cílem bylo vytvořit takový automat, který přijme data z CopyBlaze, resetuje
všechny proměnné T80 a obnoví jeho stav podle přijatých dat. Proto byl realizován
druhý stavový automat, popsaný podobným způsobem jako stavový automat, který
programuje paměť (FSM1). Narozdíl od FSM1, který přijímá velké bloky dat a není
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Signál(y) Popis registru(ů)
ACC, Ap, F, Fp Akumulátor, flag byte a jejich komplementární páry (AF, AF’)
SP, PC Stack pointer a program counter
I, R, IR Interrupt registr, refresh registr a instruction registr
IntE_FF1, IntE_FF2 Interrupt flip-flops (instrukce DI, EI)
IntCycle Aktuální stav přerušení ve stavovém automatu
Tab. 6.5: Tabulka s popisem registrů v T80
příliš složitý, tento automat (FSM2) přijímá hlavičku obrazu paměti a ukládá jed-
notlivá data a nastavení do jednotlivých registrů a signálů T80. Zatímco syntetizér
dekódoval 6 stavů a 26 přechodů automatu FSM1, tak FSM2 obsahuje 18 stavů a
159 přechodů.
Připojení FSM2 ke CopyBlaze a k interním RAM pamětem ilustruje blokové
schéma 6.6.
Obr. 6.6: Blokové schéma připojení automatu FSM2 ke CopyBlaze a interním RAM
s ovlivněnými registry (signály)
Signál PROG z blokového schématu 6.6 slouží také jako synchronní reset ostatních
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signálů (registrů) resp. těch, které nebyly přepsány příchozí hodnotou. Vzhledem
k tomu, že během programování T80 automatem nesmí T80 pracovat, je automat
vybaven řídícím signálem, který zastaví procesor. Dále je vybaven synchronním re-
setem, který přichází z FSM1. Tento signál Transmission_over opětovně spustí
T80.
Co se týče zpracování dat z CopyBlaze, FSM2 přijímá data ve stejném pořadí
jako je to popsáno v obrazu paměti Z80 verze 1 a 2 až na několik výjimek. Jednotlivé
výjimky jsou:
• Byte 12, bity 1 až 3 - Jedná se o barvu pozadí, ignorováno.
• Byte 12, bit 4 - Není podporována nekompatibilní ROM (SAM Coupe).
• Byte 29, bit 2 - Emulace „Issue 2“ není podporována, ignorováno.
• Byte 29, bit 3 - Dvojitá frekvence přerušení není podporována, ignorováno.
• Byte 29, bity 4 a 5 - Jiné synchronizace videa nejsou podporovány, ignorováno.
• Byte 29, bity 6 a 7 - Nejsou podporovány Sinclair 2 Left a Right joysticky,
ignorováno.
• Byte 34 - HW mód, podporováno je pouze ZX Spectrum 48.
• Byty 35, 36 - Nemají význam pro ZX Spectrum 48, ignorovány.
• Byte 37, bity 0, 1 a 2 - Emulace LDIR instrukce a refresh registru je vždy
zapnuta. Bit 2 nemá pro ZX Spectrum význam bez Fuller Audio Box, ignoro-
váno.
• Byte 37, bit 6 - Emulace Fuller Audio Box, ignorováno.
• Byte 37, bit 7 - Modifikace HW, nepodporováno.
• Byty 38 až 54 - Jde o nastavení programovatelného zvukového generátoru,
který není přítomen v ZX Spectrum, ignorováno
• Byty 55 až 86 jsou ignorovány, protože se vztahují k jiným počítačům založe-
ným na jádře Z80 nebo nemají na funkci Spectra zásadní vliv.
Interní struktura FSM2 je rozdělena na tři části, resp. na tři na sebe závislé
automaty. První automat ukládá hodnoty do svých samostatných registrů Special
purpose resgistry(AF, AF’ atd.). Pokud je rozeznán General purpose registr (BC,
DE, atd.), pracuje s ním druhý automat, vystaví adresu v interní RAM a uloží do
ní přímo hodnotu a neukládá ji do dočasného registru. Pokud se přejde z obrazu
paměti Z80 verze 1 na verzi 2, tak úlohu zpracuje třetí automat, který na závěr
uloží data z registrů prvního stavového automatu do registrů T80. Situaci popisuje
vývojový diagram na obr. 6.7
Jednotlivé automaty nejsou explicitně pojmenovány. Rozdělení je jen logické.
V některých výjimečných případech se automat sám resetuje, k čemuž by nemělo
docházet, protože výše uvedené výjimky se kontrolují v mikrokontroléru CopyBlaze.
V další části jsem popsal SW část práce, která je v mikrokontroléru CopyBlaze.
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Obr. 6.7: Vývojový diagram automatu FSM2
6.2 SW část
V mikrokontroléru CopyBlaze jsou implementovány především následující funkce:
• Základní interakce s uživatelem.
• Mazání paměti a reset ZX Spectra.
• Ukládání dat do paměti neformátovaně.
• Ukládání dat do paměti a do T8.
• Dekomprimační algoritmus.
• Čtení dat z paměti a T80.
6.2.1 Základní interakce s uživatelem
Interface s uživatelem je řešen prostřednictvím příkazové řádky terminálu sério-
vého portu. Systém je připraven pokud je příkazová řádka uvozena klíčovým slovem
Spectrum, např. na obr. 6.4. Pro nejvyšší jednoduchost byli implementovány pouze
tři příkazy (kromě nastavení baud rate):
• MEMC - Vymaže paměť, resetuje T80 a vymaže registry CopyBlaze.
• MEMR - Na zvolený offset paměti klonu se začnou ukládat příchozí data.
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• MEMS - Slouží pro poslání souboru obrazu paměti Z80.
U všech příkazů se nerozlišuje mezi velkými a malými písmeny (case insensitive).
Příkaz nesmí začínat mezerou ani jakýmkoliv jiným znakem. Každý příkaz je nutné
potvrdit příkazem Enter (CR - Carriage Return). V příkazech funguje i jednoduchá
oblsuha klávesy BackSpace. Echo znak je v základním menu vždy vysílán.
Ukázka komunikace v terminálu PC je na obr. 6.8
Obr. 6.8: Ukázka komunikace s CopyBlaze přes sériovou linku
Po příkazu MEMC by se na terminálu mělo zobrazit klíčové slovo Erasing a po
dokončení slovo Done.
Po příkazu MEMR následuje dotaz (Offset) na offset paměti klonu ZX Spectra.
Jedná se šestimístnou hexadecimální hodnotu, kde první dva znaky (znaky nejvíce
vlevo) nemají význam a jsou v rezervě pro budoucí použití. Jsou akceptovány pouze
znaky 0 - 9 a A - F. Pro jiné znaky je vrácen chybový řetězec. Po korektně nasta-
veném offsetu se vrátí řetězec Offset set a začnou se postupně ukládat jakákoliv
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data poslaná přes terminál do paměti.
Neformátovaná data nejsou nijak kontrolována a nelze říci, kdy je přenos ukon-
čen. Proto je nutné po přenosu dat ručně resetovat CopyBlaze resp. stavové auto-
maty FSM1 a FSM2.
Po příkazu MEMS vrátí CopyBlaze řetězec Send Z80 snapshot a poté lze poslat
obraz paměti Z80. CopyBlaze rozeznává verze 1, 2 i 3. Po dokončení přenosu dat
je možné ZX Spectrum dalším poslaným znakem nebo ručním resetem CopyBlaze
opětovně spustit. Pokud se vyskytla nějaká chyba, většinou pokud je soubor porušen,
vrátí CopyBlaze na terminál chybu např. Error 1. Seznam chyb je v tabulce 6.6.
Kód Popis chyby
1 Byla použita SAM Coupe ROM
2 Nepodporovaný HW (jiný než ZX Spectrum)
5 Chybná hodnota délky hlavičky
6 Nepovolená modifikace HW
7 Chyba kontrolního součtu bloku
Tab. 6.6: Tabulka s popisem chyb při zpracování obrazu paměti
Pokud se nějaká chyba vyskytne, skončí CopyBlaze v nekonečné smyčce a je
možné jej pouze ručně resetovat.
Při přenosu souborů není vrácen echo znak. Dalšími vrácenými řetězci jsou ře-
tězce Overflow a Syntax. Řetězec Overflow indikuje přetečení některé z FIFO
pamětí sériové linky. Řetězec Syntax je vrácen pokud je poslán neplatný příkaz.
Na obr. 6.9 je vývojový diagram hlavního programu, který komunikuje s uživa-
telem a spouští podprogramy.
Při startu systému je nastavena baud rate, vymazána scratchpad RAM, regis-
try CopyBlaze a je povoleno přerušení. Následně se kontroluje, zda jsou v příchozí
FIFO paměti sériové linky data. To probíhá v nekonečné smyčce. Příchozí data do
CopyBlaze jsou ukládána do scratchpad RAM, přitom se inkrementuje ukazatel na
poslední byte RAM, který je uložen v registrech. Příchozí byte je kontrolován. Jestli
se jedná o hodnotu 0x08 (backspace). Potom je dekrementován ukazatel na paměť.
Pokud se jedná o hodnotu 0x0D (Carriage return - Enter), tak se příchozí řetězec
v RAM začne vyhodnocovat. Paměť pro řetězec je ve scratchpad RAM omezena na
48 B. Při příchodu malých písmen a - z (0x61 - 0x7A) jsou tyto znaky převedena
velká písmena A - Z (0x41 - 0x5A) odečtením 0x20. Během příchodu každého znaku
je vysílán echo znak, paměť FIFO je kontrolována, zda není plná.
Během vyhodnocení se provede porovnání řetězce s těmi, které jsou v programu
nastaveny (MEMC, MEMR, MEMS, BXX). Pokud se nejedná ani o jeden řetězec,
je vymázána scratchpad RAM včetně registrů CopyBlaze a program se vrátí do
63
Obr. 6.9: Vývojový diagram hlavního programu
okamžiku příjmu dat. V případě správně rozeznaného řetězce je spuštěn příslušný
podprogram, který může skončit správně. V tom případě se uvolní všechny HW
prostředky (FSM1, FSM2 atd.), vymaže se paměť RAM, registry a program opět
začne načítat řetězce ze sériové linky. Pokud se podprogram neukončí korektně nebo
se pracuje s příkazem MEMR, skončí v nekonečné smyčce. Potom je nutné ručně
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resetovat CopyBlaze.
6.2.2 Mazání paměti a reset ZX Spectra
Jedná se o jednoduchý podprogram, který provede následující operace:
1. Pošle řetězec Erasing.
2. Přes FSM1 vymaže celou paměť ZX Spectra.
3. Synchronně resetuje stavové automaty FSM1, FSM2 a registry jádra T80.
4. Pošle řetězec Done.
5. Smaže obsah registrů, scratchpad RAM a skočí zpět do hlavního programu.
Příkaz vymaže nejenom paměť RAM, ale i paměť ROM.
6.2.3 Neformátované ukládání dat do paměti klonu
Obr. 6.10: Vývojový diagram podprogramu MEMR
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K tomu slouží příkaz MEMR. Po příchodu řetězce MEMR program vrátí řetězec
Offset a vrátí se zpět do hlavního programu, kde sbírá data ze sériové linky. Zde
program požaduje offset paměti klonu ZX Spectra. V hlavním programu, podobně
jako v případě ostatních příkazů sbírá tentokrát šestimístné hexadecimální číslo
offsetu paměti. Pokud je číslo kratší než šest míst, jsou zbývající čísla doplněny
nulami. Vývojový diagram je na obr. 6.10.
Část podprogramu slouží i k posílání nekomprimovaného obrazu paměti Z80
verze 1. V tomto případě se hlídá kontrolní součet a po dokončení přenosu se pod-
program vrátí do hlavní smyčky programu. V tomto podprogramu byla použita
konverze ASCII znaků na hexadecimální číslo. Každý ASCII znak je porovnán s
ASCII znakem v interní ASCII tabulce a je mu přiřazeno hexadecimální číslo. Při
příchodu druhého znaku se první hexadecimální číslo (čtyři bity) přesune na bity
7,6,5,4 (shiftová operace) a druhé číslo je k prvnímu přičteno.
Tento podprogram nevyužívá možnosti poslat do paměti klonu více bytů najed-
nou. Vždy čeká na další příchozí byte ze sériové linky, příchozí byte nikde neukládá a
podprogram, který posílá data do stavového automatu FSM1. Nejdříve pošle stavový
byte (zde vždy 0xC0 - PROG aktivní - přístup do paměti má CopyBlaze, CLKEN
aktivní - jadro T80 je zastaveno), poté adresu, byte count nastaví na nulu a nakonec
odešle byte ze sériové linky do paměti klonu.
6.2.4 Ukládání obrazu Z80 do paměti klonu
Po zadání příkazu MEMS se vrátí řetězec Send Z80 snapshot a je možné poslat
obraz paměti Z80. Podprogram nejdříve zpracovává hlavičku, následně tato data
pošle do T80. Dále zpracovává hlavičku bloku. Poté načítá data do SW bufferu,
dekomprimuje jeho obsah a posílá data do paměti klonu.
Na vývojovém diagramu na obr. 6.11 je ukázán průběh zpracování hlavičky ob-
razu paměti Z80 a poslání dat do T80 a paměti klonu.
Nejdříve je do bufferu ve scratchpad RAM uložena první hlavička (hlavička verze
1). Ta obsahuje 30 B, scratchpad RAM obsahuje 64 B. V případě že byty 6 a 7 jsou
nulové, nejedná se hlavičku verze 1. Je zkontrolováno, zda-li je přítomná ROM ze
SAM Coupe nebo zda-li jsou data komprimována. V případě přítomné ROM ze
SAM Coupe je na terminál poslána chybová hláška a program končí v nekonečné
smyčce. Pokud nejsou data komprimována, je využito části podprogramu MEMR
pro posílání dat s tím rozdílem, že je známé množství dat a po poslání 48 KB
jsou resetovány stavové automaty FSM1, FSM2 a jádro T80 je spuštěno. Ještě před
posláním dat do paměti klonu jsou data z hlavičky obrazu paměti Z80 poslány do
T80. V případě komprimovaných dat prochází data dekomprimačním algoritmem.
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Obr. 6.11: Vývojový diagram podprogramu MEMS
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Pokud bude poslána hlavička verze 2, jsou data nejdříve uložena do scratchpad
RAM za hlavičku z verze 1. To je maximálně 54 B. Nejdříve je kontrolována délka
hlavičky, poté HW mód (pouze ZX Spectrum) a nepovolená modifikace. Po kontrole
se data z hlaviček verzí 1 a 2 pošlou do T80 a začne se načítat do scratchpad RAM
kontrolní součet 16 KB bloku potažmo komprimovaná data. Pokud je rozeznána
hlavička verze 3 jsou data z ní ignorována. Nejsou pro chod ZX Spectra důležitá
nebo se věnují jiným variantám ZX Spectra, neukládají se do scratchpad RAM. Po
odeslání všech dat jsou resetovány stavové automaty a jádro T80 je uvolněno.
6.2.5 Dekomprimační algoritmus
Algoritmus je detailně popsán v kapitole 4.3. Jedná se o jednoduchý algoritmus,
který dlouhé sekvence stejných bytů až 256 bytů zakóduje do čtyř bytů. To se v
obrazu paměti stává relativně často, hlavně ve videopaměti, paměti atributů a ne-
využité RAM. Algoritmus má několik výjimek, ale každá výjimka je známá tím,
že zvyšuje komplexnost programu a snižuje jeho přehlednost, zvláště při programo-
vání v assembleru. Nicméně se podařilo vytvořit rychlý dekomprimační podprogram
obsahující buffer, parser a kontrolní mechanismus hledající konec bloku. Parser je
program, který hledá zakódované sekvence dat. Buffer je paměť (zde 32 B) do které
se ukládají data pro parser. Kontrolní mechanismus dekrementuje kontrolní součet
bloku. Na obr. 6.12 je vývojový diagram algoritmu.
Nejdříve je načten kontrolní součet a číslo bloku. Číslo bloku je převedeno v
podprogramu na adresu. Pokud je načtena špatná hodnota bloku, vypíše se chybová
hláška na terminál a podprogram skočí do nekonečné smyčky. Dále se kontroluje,
zda je kontrolní součet nulový. Pokud ano, podprogram se pokusí načíst nový kont-
rolní součet s blokem paměti. V případě tří průchodů (16 KB * 3 bloky = 48 KB)
podprogram resetuje stavové automaty a spustí jádro T80. Pokud je kontrolní sou-
čet nenulový, načte se do bufferu 32 B. Parser poté prochází byte po bytu a hledá
sekvenci 0xED 0xED 0xXX 0xYY. Zde může nastat pět možností:
1. Přijatý byte není 0xED - Tento jeden byte se pošle do paměti klonu a kontrolní
součet se dekrementuje.
2. Je přijat byte 0xED a druhý byte, který není 0xED - Pošlou se oba byty
najednou ve správném pořadí, kontrolní součet se sníží o dva.
3. Je přijata sekvence 0xED 0xED 0xXX 0xYY - Najednou se pošle byte 0xXX
0xYY-krát. Kontrolní součet se sníží o hodnotu čtyři.
4. Je přijata sekvence 0xED 0xED 0x02 0xED - Najednou se pošlou dva byty
0xED. Kontrolní součet se sníží o hodnotu o čtyři.
5. V průběhu hledání sekvence 0xED 0xED 0xXX 0xYY se vyprázdnil buffer.
Načetlá část se zkopíruje na začátek bufferu a kontrolní součet se zvýší o
68
Obr. 6.12: Vývojový diagram dekomprimačního algoritmu
počet zkopírovaných bytů.
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Podprogram vždy po každém poslání dat do paměti klonu provádí úpravu kon-
trolního součtu. Největší problémy byly s implementací výjimky číslo čtyři. Další
problémy se objevili během vyhodnocení kontrolního součtu. Stávalo se, že poslední
data z celé paměti nebyla z bufferu zkopírována do paměti klonu ZX Spectra. To se
podařilo opravit.
V programu pBlazIDE byl odsimulován nejhorší možný scénář, kdy je ve 32 B
bufferu 8 sekvencí a každá sekvence uloží 256 B do paměti klonu ZX Spectra aniž
by během této doby vyzvedly data z FIFO sériové linky (problém přetečení). Počet
instrukcí se vždy blížil k hodnotě 6700. To při frekvenci 25 MHz odpovídá 536 𝜇s.
Při baud rate 115200 bd/s, jednom stop bitu, jednom start bitu, bez parity a osmi
datovými bity (celkem 10 bitů) se celá 16 bytová FIFO sériové linky zaplní po 1388
𝜇s. Lze tedy říci, že algoritmus by zvládl i 2x vyšší baud rate, nebo, by při současné
rychlosti neměla klesnout frekvence pod 10 MHz (1340 𝜇s).
6.2.6 Čtení dat z paměti klonu ve formátu Z80
Obr. 6.13: Vývojový diagram podporgramu přerušení
Tento podprogram není spuštěn žádným příkazem. Je spuštěn během vyvolání
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přerušení a je určen k uložení stavu ZX Spectra a jeho paměti pro budoucí opětovné
použití v PC nebo v tomto klonu. Během ukládání dat je zastaven chod jádra T80 a
běžícího programu. Po dokončení přenosu dat je možné jádro opětovně spustit ruč-
ním resetem CopyBlaze a skončí ve stavu ve kterém bylo před spuštěním přerušení.
Na vývojovém diagramu na obr. 6.13 je ukázán algoritmus podprogramu.
Byla zvolena nekomprimovaná verze 1 formátu Z80, protože je jednodušší ji zpra-
covat a ostatní SW emulátory ji většinou podporují. Přerušení je v CopyBlaze spuš-
těno úrovní (level triggered). Narozdíl od spuštění hranou (edge triggered) se musí
po skončení přerušení uvést klopný obvod přerušení zpět do nesepnutého stavu sám.
To se v tomto případě neděje, zároveň se po návratu do hlavního menu neresetují
stavové automaty FSM1 a FSM2 a není vrácen řetězec Spectrum. Ve skutečnosti se
nechává uživateli čas na to, aby si bez potíží uložil poslaný soubor v PC. Po ručním
resetu CopyBlaze se opětovně spustí pozastavený program v ZX Spectru.
Zde se vyskytuje problém některých terminálů v PC. Některé totiž nevyprázdňují
buffer sériového portu PC na konci operace ukládání. Specifikem této verze formátu
je konstantní velikost souboru, který je přijmut. Je to 30 B hlavičky a 49 152 B dat
paměti, tj. celkem 49 182 B. Pokud se vrátí např. 49 169 B, terminál PC nevyprázdnil
buffer. Jde např. o program TeraTerm[19]. Na obr. 6.14.
Obr. 6.14: Záznam z přijmu obrazu paměti Z80 v programu TeraTerm
Naopak program Realterm[21] tento buffer vždy vyprázdňuje.
V další části popisujeme implementaci do cílové desky a některá její specifika.
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7 IMPLEMENTACE DO VÝVOJOVÉ DESKY
Vždy musíme ručně programovat bitstreamem FPGA a poté ručně ukládat ROM
do paměti klonu ZX Spectra, což je zdlouhavé. V této kapitole jsme si ukázali,
jak vytvořit projekt tak, aby při každém zapnutí desky byl spuštěn BASIC klonu
ZX Spectra. Dalé jsme si ukázali další možnosti tohoto systému. Nejdříve jsme si
představili vývojovou desku XILINX ML405[22].
7.1 XILINX ML405 a její konfigurace
Tato vývojová deska je osazena FPGA Virtex 4. FPGA Virtex 4 obsahuje 136 KB
Block RAM + 17 KB parity, dále 19 224 logických buněk (LUT) a 4 DCM. FPGA
podporuje mnoho standardů ke kterým může být připojeno, jmenujme např. LVTTL,
LVCMOS33, LVCMOS25, DDR, SATA, PCI, i některé typy diferenciálních LVDS.
Samotná deska je kromě FPGA osazena 128 MB DDR SDRAM (32 bit), 100 MHz
oscilátorem, LED diodami a spínači, LVDS a obyčejnými konektory, AC97 zvukovým
kodekem, Platform Flash, sériovým portem, dvěma PS/2 konektory, 15-bitovým
VGA převodníkem s konektorem, 16x2 řádkovým LCD displejem, synchronní RAM,
Intel Strata Flash pamětí, Ethernet a USB konektorem, Compact Flash pamětí,
CPLD atd. Deska je vybavena JTAG rozhraním, kterým se programuje v řetězu
(chain) Compact Flash, Platform Flash, CPLD a FPGA, případně další externí
zařízení. Blokové schéma je na obr. 7.1.
Vývojová deska je bohatě osazena. My jsem pro funkci našeho systému využili
pouze sériový port, 100MHz oscilátor, Platform Flash, VGA převodník s konekto-
rem, PS/2 konektor, LED diody se spínači, konektor pro připojení externích zařízení
a pole FPGA Virtex 4. V případě debugování jsme využili JTAG rozhraní.
7.1.1 Vytvoření automaticky inicializované paměti
Abychom nemuseli přes sériovou linku po každém vypnutí desky překopírovat ROM
paměť s BASICem do Block RAM, lze inicializovat Block RAM s přednastaveným
obsahem. Jsou dvě možnosti, buďto vytvoříme VHDL kód s inicializovanými hodno-
tami nebo necháme inicilizovat Block RAM v programu Block Memory Generator,
který je součástí ISE Design Suite[29]. Z hlediska délky syntézy je jednodušší si
nechat vytvořit Block RAM v programu Block Memory Generator. Necháme si vy-
tvořit nový soubor a zde místo VHDL module zvolíme IP (CORE Generator &
Architecture Wizard). Zde najdeme program Block Memory Generator. Generátor je
rozdělen na stránky, ve verzi 6.3 na šest stránek. Na první stránce nic nezměníme, na
druhé nastavíme Memory Type na True Dual Port RAM a algoritmus (algorithm)
72
Obr. 7.1: Blokové schéma vývojové desky XILINX ML405[22]
na Minimum Area. Na třetí stránce se nastavují velikost paměti a možnosti portů.
Velikost je 65536 B, šířka pro čtení i zápis je 8 B u portu A i B. Oba porty jsou
Always Enabled, port A je móduWrite First a port B v módu Read First. Do tohoto
okamžiku se popsání v jazyce VHDL neliší od tohoto návodu. Na čtvrté stránce jsou
důležité volby Load Init File, která požaduje soubor s předvytvořeným obrazem pa-
měti ve formátu COE (*.coe) a Fill Remaining Memory Locations, která zbývající
data nastaví na nastavenou hodnotu. Příklad nastavení je na obr. 7.2.
Další stránka se věnuje simulacím a na poslední je souhrn nastavení. Už na
čtvrté stránce je tedy už možné bez problému vygenerovat paměť. Poté se spustí
syntéza pouze paměti, která trvá podle výkonu počítače asi dvě až tři minuty. Při
syntéze celého projektu se už tato paměť přeskočí. Nakonec je nutné vytvořit instanci
paměti v nadřazeném VHDL bloku. V projektu je původní instance bez inicializace
souborem COE zakomentována. Soubor COE je vytvořen z binárního souboru ROM,
kdy každý bit je převeden na ASCII znak 1 nebo 0. Pro každou přiloženou ROM
je takový soubor vytvořen. Po spuštení bitstreamu v FPGA už nastartuje BASIC
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Obr. 7.2: Příklad nastavení Block RAM v programu v ISE Design Suite Block Me-
mory Generator
automaticky a zároveň je možné vybrat jinou ROM a přeprogramovat ji, ale stále
musíme po zapnutí desky kopírovat bitstream do pole.
7.1.2 Programování Platform Flash
K tomuto důvodu slouží na desce Platform Flash, která je připojena k PC přes JTAG
a k FPGA přes sériové nebo paralelní rozhraní. Na desce je varianta XCF32P, ta
umožňuje uložit až čtyři konfigurace. Nejdříve je nutné vytvořit MCS soubor, který
se ukládá do Platform Flash. Ten lze vytořit v programu Impact, který je součástí
ISE Design Suite. Programují se v něm zařízení připojená k JTAG rozhraní.
Po vytvoření bitstreamu spustíme program Impact, dále spustíme Boundary Scan
a inicilizujeme JTAG chain. Měli by se objevit zařízení xccace (Compact Flash),
xcf32p (Platform Flash), xc4vfx20 (FPGA) a xc95144xl (CPLD). V levé části zvo-
líme Create PROM File (PROM File Formatter). Ve Storage Device Type (Step 1)
zvolíme Xilinx Flash/PROM a potrvdíme (první šipka doprava). V Add Storage
Device(s) (Step 2) by jako PROM Family měla být nastavena Platform FLASH,
ve volbě Device(bits) zvolte xcf32p [32 M] a potvrďte Add Storage Device a znovu
potvrďte (druhá šipka doprava). V Enter Data (Step 3) ve volbě Output File Name
nastavte jméno MCS souboru, jako File Format nastavte MCS, zaškrtněte pole Ena-
ble Revisioning a Number Of Revisions nastavte na jedna. Ukázka tohoto nastavení
je na obr. 7.3.
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Obr. 7.3: Nastavení MCS souboru v Impact (součást ISE Design Suite)
Po potvrzení (OK) se nás Impact zeptá, zda chceme do Platform Flash ještě
něco uložit. Zvolíme ne(No) a potvrdíme. Nastavení je kompletní, vygenerujeme
MCS soubor a spustíme Generate File.
Teď nastavíme samotnou Platform Flash. Zvolíme Edit/Set Programming Pro-
perties, a zvolíme xcf32p (Platform Flash). Zde v PROM Specific Properties nasta-
víme Load FPGA a v Advanced PROM Programming Properties nastavíme možnost
During Configuration PROM is Configuration Master a zvolíme zdroj hodin na In-
ternal Clock (40 MHz). Toto nastavení je i na obr. 7.4.
Obr. 7.4: Nastavení Platform Flash v Impact (součást ISE Design Suite)
Na závěr musíme přiřadit do Platform Flash MCS soubor a naprogramovat ji.
Zkontrolujeme, zda jsou na desce správně nastaveny přepínače. Nastavení je na obr.
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7.5
Obr. 7.5: Příklad nastavení zdroje programování FPGA na desce ML405
Levá trojice DIP spínačů určuje číslo konfiguračního bitstreamu. My jsme v před-
chozích krocích nastavili 0 (Revision 0). Pravá trojice označuje v jakém konfigurač-
ním módu bude FPGA. 3x 1 znamená, že FPGA je Slave zařízení a je programo-
váno sériovým rozhraním. Pravý přepínač určuje, ze kterého zdroje je programováno
FPGA. Levá pozice slouží pro CPLD (potažmo Intel Strata Flash), pravá pro Com-
pact Flash a střední pro Platform Flash. Použijeme střední polohu přepínače. Po
naprogramování Platform Flash se bitstream ukláží do FPGA automaticky z Flash
po každém zapnutí desky nebo po zmáčknutí levého tlačítka, který je na obr. 7.5.
7.2 Ostatní zařízení
Pro chod HW klonu potřebujeme ještě VGA kabel, PS/2 klávesnici, RS 232 kabel
a zdroj napájení.
7.2.1 Sériový port
Deska obsahuje převodník sériového portu MAX3232 připojený na konektor DE9M
(CANON DE 9 pinů, male). Pouze signály RX a TX jsou zde použité. Pro komu-
nikaci mezi PC a deskou je potřeba tzv. Null Modem Cable. Jedná se o variantu
sériového kabelu určenou pro koncová zařízení (DTE-DTE). Oba konce kabelu jsou
vybaveny konektorem DE9F a dvojice signálů TX a RX, RTS a CTS, a DSR a
DCD jsou překřížené. Lze zakoupit jak variantu přímou, tak variantu kříženou, ale
prodejce musí vědět, který kabel prodává. Při použití nesprávného kabelu není ko-
munikace funkční, což je chyba, která se může dlouho hledat.
7.2.2 VGA převodník
Deska je vybavena 330 MHz video převodníkem ADV7125 Každý kanál (3 kanály -
R, G, B) má osm bitů, ale zapojeno je pouze pět MSb bitů pro každý kanál. Klon
ZX Spectra zobrazuje 15 barev, z tohoto důvodu nám stačí použít z převodníku
pouze dva bity pro každý kanál. Tyto tři kanály jsou přivedeny na standardní VGA
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konektor DE15F. Na tento kabel jsou přivedena data z 𝐼2𝐶. Jde o tzv. Display
Data Channel, která po komunikaci umožňují nastavit rozlišení, frekvenci apod.
Tato komunikace není využita.
7.2.3 LED diody a spínače
Na obr. 7.5 je popis funkcí spínačů a LED diod.
Obr. 7.6: Funkce LED diod a spínačů
LED diody jsou důležitým debugovacím prvkem při programování paměti klonu.
Je zde několik osamocených LED diod, LED diody příslušející ke spínačům a čtveřice
LED diod, na které jsou přivedeny bity čtyři LSb bity adresové sběrnice. Po napro-
gramování paměti klonu souborem obrazu paměti Z80 musí všechny LED svítit,
protože se programuje celá paměť. Pokud všechny LED diody nesvítí, zkontrolujte
v terminálu PC, zda se posílají soubory binárně a ne jako ASCII. Pokud se i přesto
vyskytla chyba, pravděpodobně se jedná o chybu v dekomprimačním algoritmu.
Je zde pět spínačů, které slouží k ovládání systému.
1. CLKEN - zastaví běh jádra T80, po opětovném spuštění se program zase
rozeběhne
2. SAVE - Vyvolá v CopyBlaze přerušení a pošle soubor obrazu paměti Z80 na
terminál PC.
3. NMI - Vyvolá v klonu ZX Spectra nemaskovatelné přerušení.
4. RST_ZX - Vyvolá reset pouze ZX Spectra.
5. RST_CB - Vyvolá reset CopyBlaze, UART, stavových automatů, ne klonu ZX
Spectra.
V systému je použita trochu odlišná varianta původní Sinclair ROM. Její jméno
je The Gosh Wonderful ZX Spectrum ROM[26]. Tato ROM opravuje některé chyby
Spectra a je zpětně kompatibilní. Navíc je zde možnost NMI přerušení, které vyvolá
SW reset. Ten v původní ROM chyběl, protože nebyl dodělaný.
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7.2.4 Externí zařízení
Adresová, datová sběrnice, několik řídících signálů bylo vyvedeno na 32 konektorů,
které jsou na obr. 7.7
Obr. 7.7: Zapojení výstupů na externí zařízení
Kromě adresové a datové (obousměrné) sběrnice, byly vyvedeny tři bity CTRL,
což jsou zleva signály IORQ_n, RD_n, WR_n přivedené od jádra T80. Součástí je
i pět bitů Kempston Interface[20]. Jde o velice populární sběrnici ke které se při-
pojovali joysticky. Podpora byla řešena přes SW. Adresa sběrnice byla 0x1f (spodní
část adresy). Čtením ze sběrnice se zjišťoval stav pěti hodnot, zleva FUDLR. To
znamená Fire, Up, Down, Left, Right neboli, tlačítko, pohyb nahoru, dolů, doleva,
doprava. Bity jsou aktivní v log. 1.
7.3 Další možnosti systému
Struktura projektu je hierarchická. Hierarchie projektu je v příloze C.
7.3.1 Kompatibilita s ostatními SW emulátory
V této části zjistili, které emulátory jsou kompatibilní s naším systémem. Byli vy-
brány čtyři emulátory, ve kterých jsme otevřeli uložené obrazy z našeho systému.
Poté byli v těchto emulátorech otevřeny programy z databáze [27] a byli uloženy
obrazy paměti ve formátu Z80.
Obrazy z našeho systému byly otevřeny v programech ZX Spin[13], EmuZWin[23],
Spectaculator[24], naopak nefungoval emulátor SpectrumAnyWhere[25].
Ukládání do našeho systému je funkční v programech ZX Spin a částečně pro-
gramu Spectaculator. Spectaculator neukládá stav IFF1 a IFF2 (byty 27 a 28). Je-
jich hodnota je vždy nulová přestože interní debugger hlásí, že přerušení je povoleno
(instrukce EI). Po úpravě bytů program běžel bez problému. Emulátor SpectrumA-
nyWhere ukládal obrazy jen ve formátu SNA. Emulátor EmuZWin ukládal obraz
paměti v nedokumentované verzi obrazu paměti Z80 (verze 3 bez komprimace).
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7.3.2 Spuštění vlastních aplikací
V 3.2.3 bylo popsáno, jak vytvořit pro ZX Spectrum binární obraz programu. Tento
obraz se zavádí do systému pomocí příkazu MEMR. Programy se ukládají na ad-
resu 0x8000. Proto jako offset nastavíme v terminálu řetězec na 008000. Toto není
standardní funkce systému. Proto při kopírování do paměti je nutné držet CLKEN.
Po zkopírování programu je nutné ručně tento program spustit z BASICu. Program
spustíte řádkem:
PRINT USR(PEEK 23637 + 256 * PEEK 23638 + 5)
Tento řádek nastaví Program Counter na adresu 0x8000. Tím se spustí program.
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8 ZÁVĚR
V kapitolách 2, 3 a 4 jsou popsány Z80, ZX Spectrum a vývojové prostředky pro ně. V
kapitole 5 jsme se věnovali implementovaci klonu ZX Spectra do FPGA. V kapitole
6 byl navržen řídící systém, kterým lze programovat paměť klonu ZX Spectra. V
poslední kapitole byla popsána implementace celého systému přímo do vývojové
desky.
Navržený systém je rozdělen na dvě části. Na klon ZX Spectra a na řídící systém.
Komunikace probíhá přes sériovou linku, aby mohla být paměť klonu programována
z PC. To je prováděno přes stavové automaty, které byly navrženy tak, aby z nich
bylo možné data i číst a posílat je zpět do PC. K tomuto řídícímu systému založeném
na malém jádru CopyBlaze by lze připojit ještě velké množství zařízení přítomných
na desce např. Flash paměť. Do této paměti lze uložit např. binární obrazy pamětí
nebo ROM ZX Spectra.
Pro programování paměti klonu byl vybrán víceúčelový formát Z80, ve kterém je
uložen obraz paměti a stav procesoru. Vývoj dekomprimačního algoritmu v assem-
bleru pro CopyBlaze byl relativně náročný. Program pro CopyBlaze je popsán asi
800 řádky assembleru ze základních 1024 instrukcí. Bylo využito 30% zdrojů FPGA,
z toho téměř polovina Block RAM (33 ze 68).
Systém byl vložen do Platform Flash. Po spuštění desky je automticky zaveden
do FPGA. Automaticky se spustí Sinclair BASIC a počítač je připraven k použití.
Počítač je možné přímo ovládat PS/2 klávesnicí nebo nepřímo z terminálu PC.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
ALU Arithmetic Logic Unit – Aritmeticko logická jednotka
ASIC Application Specific Integrated Circuit – Integrovaný obvod se
specifickou strukturou
BASIC Beginner’s All-purpose Symbolic Instruction Coder – Rodina
programovacích jazyků určená pro začátečníky
CPLD Complex Programmable Logic Device – Typ programovatelného
hradlového pole
CLB Configurable Logic Block – Konfigurovatelný logický blok
CMOS Complementary Metal Oxide Semiconductor – Technologie pro výrobu
čipů
DCM Digital Clock Manager – Programovatelný zdroj hodinového signálu
DVI Digital Visual Interface – Digitální standard pro zobrazování videa
FPGA Field Programmable Gate Array – Programovatelná hradlová pole
FIFO First In First Out – Typ paměti, HW bufferu
GPL GNU General Public License – Všeobecná veřejná licence GNU
HDMI High-Definition Multimedia Interface – Digitální standard pro přenos
audio a videosignálu ve vysokém rozlišení
IFF Internal Flip Flop – Klopný obvod typu D v jádru T80
IOB Input Output Block – Vstupně výstupní blok v FPGA
ISR Interrupt Service Routine – Podprogram vyvolaný přerušením
JTAG Joint Test Action Group – standard pro testování a programování
elektronických zařízení
LSB/LSb Least Significant Byte/bit – Nejméně významný byte/bit
LUT Look Up Table – Programovatelné hradlo
LVCMOS Low Voltage CMOS – Napěťový I/O standard
LVDS Low-voltage differential signaling – Standard přenosu dat přes kroucený
pár vodičů
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LVTTL Low Voltage Transistor Transistor Logic – Napěťový I/O standard
MCU Micro-Controller Unit – Mikrokontrolér
MSB/MSb Most Significant Byte/bit – Nejvíce významný byte/bit
NMOS N-type metal-oxide-semiconductor – Starší technologie pro výrobu čipů
PAL Phase Alterning Line – Barevné kódování analogových televizorů
PCI Peripheral Component Interconnect – PC sběrnice
PIO Parallel Input Output – Paralelní rozhraní
RAM Random Access Memory – Paměť s libovolným přístupem
RF Radio frequency – Rádiové frekvence
RGB Reg Green Blue – Aditivní barevný model
ROM Read Only Memory – Paměť pouze pro čtení
SATA Serial Advanced Technology Attachment – PC sběrnice
SoC System on a Chip – Integrace všech systémů do jednoho integrovaného
obvodu
SPI Serial Peripethal Interface – Sériové rozhraní
UART Universal Asynchronous Receiver Transmitter – Protokol pro
komunikaci po sériové lince
UHF Ultra high frequency – Pásmo rádiových frekvencí (0,3 - 3) GHz
ULA Uncommitted Logic Array – Starší typ hradlového pole
VGA Video Graphics Array – Analogový standard pro zobrazování
VHDL VHSIC hardware description language – Jazyk pro popis HW
KB KiloByte – 1024x8 = 8192 bitů
kB kiloByte – 1000x8 = 8000 bitů
Kb Kilobit – 1024x1 = 1024 bitů, někdy také Kbit
kb kilobit – 1000x1 = 1000 bitů, někdy také kbit
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SEZNAM PŘÍLOH
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0 5800 5801 5802 5803 5804 5805 5806 5807 5808 5809 580A 580B 580C 580D 580E 580F 5810 5811 5812 5813 5814 5815 5816 5817 5818 5819 581A 581B 581C 581D 581E 581F
1 5820 5821 5822 5823 5824 5825 5826 5827 5828 5829 582A 582B 582C 582D 582E 582F 5830 5831 5832 5833 5834 5835 5836 5837 5838 5839 583A 583B 583C 583D 583E 583F
2 5840 5841 5842 5843 5844 5845 5846 5847 5848 5849 584A 584B 584C 584D 584E 584F 5850 5851 5852 5853 5854 5855 5856 5857 5858 5859 585A 585B 585C 585D 585E 585F
3 5860 5861 5862 5863 5864 5865 5866 5867 5868 5869 586A 586B 586C 586D 586E 586F 5870 5871 5872 5873 5874 5875 5875 5877 5878 5879 587A 587B 587C 587D 587E 587F
4 5880 5881 5882 5883 5884 5885 5856 5857 5888 5889 588A 588B 588C 588D 588E 588F 5890 5891 5892 5893 5894 5895 5896 5897 5898 5899 589A 589B 589C 589D 589E 589F
5 58A0 58A1 58A2 58A3 58A4 58A5 58A6 58A7 58A8 58A9 58AA 58AB 58AC 58AD 58AE 58AF 58B0 58B1 58B2 58B3 58B4 58B5 58B6 58B7 58B8 58B9 58BA 58BB 58BC 58BD 58BE 48BF
6 58C0 58C1 58C2 58C3 58C4 58C5 58C6 58C7 58C8 58C9 58CA 58CB 58CC 58CD 58CE 58CF 58D0 58D1 58D2 58D3 58D4 58D5 58D6 58D7 58D8 58D9 58DA 58DB 58DC 58DD 58DE 58DF
7 58E0 58E1 58E2 58E3 58E4 58E5 58E6 58E7 58E8 58E9 58EA 58EB 58EC 58ED 58EE 58EF 58F0 58F1 58F2 58F3 58F4 58F5 58F6 58F7 58F8 58F9 58FA 58FB 58FC 58FD 58FE 58FF
8 5900 5901 5902 5903 5904 5905 5906 5907 5908 5909 590A 590B 590C 590D 590E 590F 5910 5911 5912 5913 5914 5915 5916 5917 5918 5919 591A 591B 591C 591D 591E 591F
9 5920 5921 5922 5923 5924 5925 5926 5927 5928 5929 592A 592B 592C 592D 592E 592F 5930 5931 5932 5933 5934 5935 5936 5937 5938 5939 593A 593B 593C 593D 593E 593F
10 5940 5941 5942 5943 5944 5945 5946 5947 5948 5949 594A 594B 594C 594D 594E 594F 5950 5951 5952 5953 5954 5955 5956 5957 5958 5959 595A 595B 595C 595D 595E 595F
11 5960 5961 5962 5963 5964 5965 5966 5967 5968 9569 596A 596B 596C 596D 596E 596F 5970 5971 5972 5973 5974 5975 5976 5977 5978 5979 597A 597B 597C 597D 597E 597F
12 5980 5981 5982 5983 5984 5985 5986 5987 5988 5989 598A 598B 598C 598D 598E 598F 5990 5991 5992 5993 5994 5995 5996 5997 5998 5999 599A 599B 599C 599D 599E 599F
13 59A0 59A1 59A2 59A3 59A4 59A5 59A6 59A7 59A8 59A9 59AA 59AB 59AC 59AD 59AE 59AF 59B0 59B1 59B2 59B3 59B4 59B5 59B6 59B7 59B8 59B9 59BA 59BB 59BC 59BD 59BE 59BF
14 59C0 59C1 59C2 59C3 59C4 59C5 59C6 59C7 59C8 59C9 59CA 59CB 59CC 59CD 59CE 59CF 59D0 59D1 59D2 59D3 59D4 59D5 59D6 59D7 59D8 59D9 59DA 59DB 59DC 59DD 59DE 59DF
15 59E0 59E1 59E2 59E3 59E4 59E5 59E6 59E7 59E8 59E9 59EA 59EB 59EC 59ED 59EE 59EF 59F0 59F1 59F2 59F3 59F4 59F5 59F6 59F7 59F8 59F9 59FA 59FB 59FC 59FD 59FE 59FF
16 5A00 5A01 5A02 5A03 5A04 5A05 5A06 5A07 5A08 5A09 5A0A 5A0B 5A0C 5A0D 5A0E 5A0F 5A10 5911 5912 5913 5914 5915 5916 5917 5918 5919 591A 591B 591C 591D 591E 591F
17 5A20 5A21 5A22 5A23 5A24 5A25 5A26 5A27 5A28 5A29 5A2A 5A2B 5A2C 5A2D 5A2E 5A2F 5A30 5A31 5A32 5A33 5A34 5A35 5A36 5A37 5A38 5A39 5A3A 5A3B 5A3C 5A3D 5A3E 5A3F
18 5A40 5A41 5A42 5A43 5A44 5A45 5A46 5A47 5A48 5A49 5A4A 5A4B 5A4C 5A4D 5A4E 5A4F 5A50 5A51 5A52 5A53 5A54 5A55 5A56 5A57 5A58 5A59 5A5A 5A5B 5A5C 5A5D 5A5E 5A5F
19 5A60 5A61 5A62 5A63 5A64 5A65 5A66 5A67 5A68 5A69 5A6A 5A6B 5A6C 5A6D 5A6E 5A6F 5A70 5A71 5A72 5A73 5A74 5A75 5A76 5A77 5A78 5A79 5A7A 5A7B 5A7C 5A7D 5A7E 5A7F
20 5A80 5A81 5A82 5A83 5A84 5A85 5A86 5A87 5A88 5A89 5A8A 5A8B 5A8C 5A8D 5A8E 5A8F 5A90 5A91 5A92 5A93 5A94 5A95 5A96 5A97 5A98 5A99 5A9A 5A9B 5A9C 5A9D 5A9E 5A9F
21 5AA0 5AA1 5AA2 5AA3 5AA4 5AA5 5AA6 5AA7 5AA8 5AA9 5AAA 5AAB 5AAC 5AAD 5AAE 5AAF 5AB0 5AB1 5AB2 5AB3 5AB4 5AB5 5AB6 5AB7 5AB8 5AB9 5ABA 5ABB 5ABC 5ABD 5ABE 5BAF
22 5AC0 5AC1 5AC2 5AC3 5AC4 5AC5 5AC6 5AC7 5AC8 5AC9 5ACA 5ACB 5ACC 5ACD 5ACE 5ACF 5AD0 5AD1 5AD2 5AD3 5AD4 5AD5 5AD6 5AD7 5AD8 5AD9 5ADA 5ADB 5ADC 5ADD 5ADE 5ADF
23 5AE0 5AE1 5AE2 5AE3 5AE4 5AE5 5AE6 5AE7 5AE8 5AE9 5AEA 5AEB 5AEC 5AED 5AEE 5AEF 5AF0 5AF1 5AF2 5AF3 5AF4 5AF5 5AF6 5AF7 5AF8 5AF9 5AFA 5AFB 5AFC 5AFD 5AFE 5AFF






B LOOKUP TABULKA S ADRESAMI KLÁVES
A JEJICH KÓDOVÁNÍM (BITOVÉ|1 Z N)[11]
Klávesa Adresa(y) bitová repre-
zentace
Klávesa Adresa(y) Bitová repre-
zentace
SHIFT 0x59 000|00001 q 0x15 010|00001
0 0x45,0x70 100|00001 RETURN 0x52 110|00001
z 0x1a 000|00010 w 0x1d 010|00010
x 0x22 000|00100 e 0x24 010|00100
c 0x21 000|01000 r 0x2d 010|01000
v 0x2a 000|10000 t 0x2c 010|10000
a 0x1c 001|00001 1 0x16,0x69 011|00001
s 0x1b 001|00010 2 0x1e,0x72 011|00010
d 0x23 001|00100 3 0x26,0x7a 011|00100
f 0x2b 001|01000 4 0x25,0x6b 011|01000
g 0x34 001|10000 5 0x2e,0x73 011|10000
9 0x46,0x76 100|00010 l 0x4b 110|00010
8 0x3e,0x75 100|00100 k 0x42 110|00100
7 0x3d,0x6c 100|01000 j 0x3b 110|01000
6 0x36,0x74 100|10000 h 0x33 110|10000
p 0x4d 101|00001 SPACE 0x29 111|00001
o 0x44 101|00010 SYMBOL
SHIFT
0x59 111|00010
i 0x43 101|00100 m 0x3a 111|00100
u 0x4c 101|01000 n 0x31 111|01000
y 0x35 101|10000 b 0x32 111|10000
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C STRUKTURA PROJEKTU




































































































rom..........................The Gosh Wonderful ZX Spectrum ROM
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tools.......................................Vybrané vývojové prostředky
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pBlazIDE...............................IDE pro PicoBlaze/CopyBlaze
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realterm....................................Doporučený terminál PC
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