With today's increased level of product complexity concerning the development of so-called cybertronic or cyber-physical systems, a rethinking of current design methodologies, processes, and IT solutions is required. After a short introduction of relevant work in the field of cybertronic systems design, this paper proposes a novel design methodology based on the MVPE Model and the newly introduced Kaiserslautern System Concretization Model for the model-based development in the context of Engineering 4.0.
Introduction
Statistics from recent years confirm a permanent change in the product development processes. These changes result from changed market conditions together with new requirements on the product imposed by customer needs. The increase in product complexity results, on the one hand, from a much stronger application of multi-market product design, derivative and variant diversity of products and, on the other hand, from the constant increase of electronic components and embedded software. The attribution of electronics and software to product's value has increased steadily in recent years and reached, for example in automotive, about 40 percent. When mechatronic components, products or systems communicate with each other, this is referred to as cyber-physical systems (Lee, 2008; Broy, 2010) or cybertronic systems (Eigner et al., 2017c) . These new types of systems require a mindshift in the development methods, processes and IT infrastructure for the interdisciplinary product development process of the future. This mindshift is based on methodological, organizational and IT-infrastructural support along all engineering activities throughout the entire product lifecycle -from the early stages of requirements elicitation through to the end of life of the product -across all domains (mechanics, electrics/electronics, software, and services) and beyond the boundaries of companies. There is a lack of well-established, industrially-used methods, processes and procedural models for the interdisciplinary development of products and systems. The development methods and processes in the domains are very different, which have made engineers to be educated, think and work in discipline-oriented silos. The present contribution is structured as follows: The following section describes briefly the research method used to generate the results of this paper. Section three gives a short overview over current discipline-specific and interdisciplinary design approaches and standards from the fields of mechanic, electronic, software, mechatronic and systems engineering. Section four introduces a selection of initial design approaches from the field of cybertronic system development. Section five introduces the newly developed, so-called Kaiserslautern System Concretization Model (KSCM), which adapts and merges concepts from selected, existing design approaches and represents the methodical part of a new holistic methodology for the development today's systems in the context of Engineering 4.0 (Künzel et al., 2016) . At last, section 6 concludes the results of this paper and gives an outlook to the ongoing evaluation of the results.
Research method
The development of the KSCM follows the CASE research cycle (clarification -analysis -synthesisevaluation) after Müller (2013) (see Figure 1) and is still ongoing. The following parts of this contribution provide insight into the results of the analysis phase (see Section 3 and Section 4) and the current state of the approach's synthesis in Section 5. The evaluation of the approach through a case study appertains to our future intends and will briefly addressed in the outlook section.
State of the art
Based on functional modelling, one of the first design methodologies in mechanical engineering was proposed in Europe in the late 1970s (Pahl and Beitz, 1977) . Today, almost all well-established, modern design methodologies in mechanical engineering are based on four essential steps -planning and clarifying the task, conceptual design, embodiment design, and detail design. As seen as in Andreasen (1980 ), French (1999 , Malmqvist and Svensson (1999) , Ehrlenspiel and Meerkamm (2013) , and Feldhusen and Grote (2013) , the essential step of the conceptual design is the definition of functions and their realization by principle solutions. This concept is also adopted by the VDI guideline 2221 (1993) . A different approach with a strong focus on the system requirements is given by Ponn and Lindemann (2011) . The requirement space of the so-called Munich Model of Product Concretization is arranged in parallel to the different levels of the solution space, which implies that the requirements affect the entire development process. In consequence of a wide range of different domains and levels of integration in electrical and electronic hardware design, a wide variety of diverse design methodologies exists. A significant classification characteristic for many design approaches in hardware design is the level of independence of a particular technology. The ‛top-down', ‛bottom-up', and the based on the previous two ‛yo-yo' design approach are only a small number of examples for such technology-independent models (Rauscher, 1996; Lüdecke, 2003) . One of the most common and widely used models in hardware design is the so-called Y-Chart developed by Gajski and Kuhn (Gajski et al., 2009) . The hardware design according to the YChart is classified into the three domains of behavioural, structural, and geometrical design represented by the three axes -the hands of the Y -in the chart. The abstraction levels in each domain are depicted as concentric layers around the origin of the three axes. A specific sequence of tasks (i.e., a specific process) is not given by the approach though. With its focus on behavioural design (Schäppi et al., 2005) rather than on functional design as in mechanical design approaches, software engineering has as well a large variety of design approaches.
With the goal to make software development more productive and efficient, several phase-oriented models supporting the software design process (Pomberger and Pree, 2004) , e.g., the waterfall, prototype model or the spiral model, have been developed. Boehm (1979) introduced a design approach in 1979, whose concept has been adopted in modern approaches of all of engineering domains -the VModel. Due to the high effort of creating and maintaining sophisticated software, the development regarding the mentioned approaches takes place along a structured, strictly phase-oriented and highly formalized procedure where the development process is divided into manageable, temporally and content-limited phases. Through the development of object-oriented and model-driven concepts in software engineering, the UML (Unified Modeling Language) has been defined. Design processes, which use the potential of these concepts, are the Unified Software Development Process (USDP) (Rumbaugh et al., 2010) and the Rational Unified Process (RUP) (Kruchten, 2003) . Design approaches, which focus on fast implementation and flexibility during the design process and are not based on specific design procedures, are called agile software approaches (Beck and Andres, 2005) . The term mechatronics was first used in 1969 by Ko Kikuchi (Harashima et al., 1996) . Initially, the term only referred to the electro-technical and electronic functional extension of mechanical components and devices. Software has gained its importance in mechatronics much later (Schäppi et al., 2005) . Mechatronic design approaches are based on a general understanding of the mechatronics' design process (Isermann, 2008) , on the mechanical design process after Pahl and Beitz (Gausemeier and Lückel, 2000) , or on variations of the V-Model (Bender, 2005; Nattermann and Anderl, 2010) . The most prominent of all is the VDI 2206 design guideline (VDI 2206 (VDI , 2004 ). Other design approaches, which integrate different disciplines, can be assigned to the systems engineering domain. Systems Engineering (SE) and Model-based Systems Engineering (MBSE) address the issue of complexity and multidisciplinarity within engineering design using an integrative and interdisciplinary view of the product over its entire lifecycle from a system's perspective. Several standards defining the SE process (ANSI/EIA 632, 2003; IEEE 1220 IEEE , 2005 ISO/IEC 15288, 2015) are available today. A detailed overview of existing design approaches in the field of systems engineering is given by Estefan (2008) . From the brief overview of relevant, well-established interdisciplinary and discipline-specific design approaches given by this section, one can conclude, that with regard to the requirements on new methodologies for the development of cybertronic systems in the context of Engineering 4.0 -i.e. support of interdisciplinary design processes, consideration of cybertronic characteristics of today's products, usable with agile and model-based development processes, etc. -none of the mentioned above can satisfy these sufficiently. A fusion of concepts of appropriate approaches could be an opportunity to close the gap of non-existent methodologies for the development of such complex, interdependent systems. In particular, the interdisciplinary approaches could form the basis of such a development method by the provision of aspects for domain integration. However, this foundation would need to be extended and refined by appropriate concepts from the discipline-specific approaches mentioned in the first pars of this section to meet all of the requirements. The following section will introduce three initial approaches selected as a basis for the methodology for development of complex cybertronic systems proposed in Section 5.
Related work in field of cybertronic systems design
Related work dealing with the development and integration of new methods, processes, IT solutions and organizational forms to allow a multi-disciplinary development of mechatronic or cybertronic systems and to ensure traceability throughout the entire system lifecycle is found from three major sources, which also influenced the methodology presented in the fifth section. An essential foundation therefore was given by the so-called MVPE (model-based virtual product engineering) Model (Eigner et al., 2012 (Eigner et al., , 2014a (Eigner et al., , 2014b , which is an extension of the VDI V-Model for development of mechatronic systems as per guideline VDI 2206 (VDI, 2004) . The MVPE adds Model-based Systems Engineering (MBSE) and System Lifecycle Management (SysLM) aspects to the original VDI V-Model. Additionally, focusing at the shift of today's technical products toward cyber-physical or cybertronic systems, two approaches stand out in particular -the mecPro² Model Framework (Eigner et al., 2015 (Eigner et al., , 2016 (Eigner et al., , 2017b ) and the System Concretization Model after Pfenning (Pfenning, 2017) . They both aim at handling the rising complexity of cybertronic systems and ensuring consistent, interdisciplinary and model-based development process. The following subsections give a more detailed overview of the three models and compare them pointing out the similarities and differences between them.
MVPE Model for multidisciplinary product development
The MVPE Model is an extension of the V-Model -the macro-cycle for development of mechatronic systems in accordance to the VDI guideline 2206. The extensions focus on two essential points: the support of the interdisciplinary and discipline-specific design phases of the V-Model by MBSE methods; and on the seamless integration and management of data over the entire system lifecycle by a System Lifecycle Management Backbone. On the left wing of the V-Model, Eigner et al. (2012) identify three levels of modelling: modelling and system specification; modelling and first simulation; and discipline-specific modelling (see Figure 2) . On the specification level, the system is described by models, which include the system requirements as well as the system architecture based on a functional and logical system structure. These models are descriptive and do not support simulation. The second level -modelling and first simulation -focuses on the creation and use of multidisciplinary simulation models (e.g. Matlab or Modelica). On the third level, the domains take over the development to conduct the detailed design of the system. Models of this level include discipline-specific aspects such as geometry and physical structure and are created by specific CAx tools. Parallel to these overlapping modelling levels, the left wing is segmented into the four abstraction levels of system specification: requirements (R), functions (F), logical architecture elements (L) and physical parts (P). Each level can include structural as well as behavioural system information. The MVPE suggest, in addition to the system development, the importance of a parallel development of services in the early phases as well as the non-neglecting of the topics Product Line Engineering (PLE) and Service Lifecycle Engineering during the lifecycle. (Eigner et al., 2017a) The newly developed methodology presented in the fifth section integrates with the MVPE Model providing the methodological guidance for completing the mentioned modelling tasks.
mecPro² Model Framework
The mecPro² Model Framework was developed within the German research project 'mecPro² -Modelbased Development Process of Cybertronic Products and Production Systems' (Eigner et al., 2017c) . This architectural framework was developed to facilitate the step-by-step description of the interdependencies between cybertronic systems and their elements in a coherent system model. The approach is directly supported by the Systems Modeling Language (SysML). As part of the so-called mecPro² Architectural Framework (Figure 3 , left side), the Model Framework (Figure 3 , right side) builds the methodological basis upon which a technical system can be formally specified in the early phase of its development. The Model Framework is organized in two spaces and four levels, and has three dimensions. The solution concretization increases with the levels. The dimension Detailing represents the increased accumulation of information without the restriction of solution possibilities, until further detailing is no longer possible without the exclusion of possible solutions. When this point is reached, the transition to a lower level takes place. This transition also results in variability, because the solution concretization does not occur without the consideration of design alternatives. The system under development is described on each level from a structural and behavioural point of view (Eigner et al., 2015 (Eigner et al., , 2016 (Eigner et al., , 2017b . The Model Framework is subdivided into a requirement and a solution space, whereby the Context Level corresponds to the requirement space. The Context Level facilitates the translation of natural language requirements into a model-based requirements specification and the synchronization in case of changes. The translation and synchronization process is performed in two main steps: a context-based differentiation of the system from its surroundings (this includes the environment, stakeholder, and external systems); and a detailed description of the system use cases in regard to its expected behaviour (Eigner et al., 2015 (Eigner et al., , 2016 (Eigner et al., , 2017b . The solution space is subdivided into three levels. The Functional Level is the first concretization step. The aim of this level is a solution-neutral definition of the functional architecture of the system based on the derivation of system functions from the expected behaviour of the Context Level. The purpose of the Principle Solution Level is to find the most appropriate solution elements to fulfil the defined system functions. On this level, principle solutions which can realize a function through their technical capabilities are analysed and evaluated. The different solutions vary in their basic principle idea. Analogically, the concretization of a chosen principal solutions to realize a function takes place at the Technical Solution Level. The aim of this level is a detailed white-box description of the system in terms of its structure and its tested behaviour. The end result of this process is the definition of the complete system architecture (which includes the form and function of the system) based on the requirements of the varying contexts in which the system will be used during its lifecycle as a part of one or more cybertronic systems (Eigner et al., 2015 (Eigner et al., , 2016 (Eigner et al., , 2017b .
System Concretization Model after Pfenning (2017)
While the mecPro² Model Framework deals with just the methodical, model-based specification of the system architecture and behaviour, the System Concretization Model (SCM) after Pfenning (2017) deals with this aspect on a macro-procedure level and thereby also provides an appropriate basis for the management of the model elements in a product lifecycle management (PLM) solution. It achieves this through the derivation of a coarse graph of relevant elements out of the system model elements and their relations, which are to be managed in the PLM solution. (Figure 4 ) These elements are called anchor elements and include requirements, functions, logical and physical elements, and test cases among others. Intermediate artefacts, which arise during the system development and support the solutionfinding process, are not transferred to the PLM backbone (Pfenning, 2017 concretization and variability; subdivision of the solution space into functional, logical and physical levels with a structural and behavioural aspect on each level -the SCM includes an additional verification space (Figure 4 ). Despite the use of formal modelling languages such as the SysML or UML in the solution space, the system under development is specified by descriptive, non-executable models.
The verification space provides an environment for the implementation of executable simulation models (i.e. causal and non-causal 1D simulation). These simulation models are generated via model transformation from the descriptive models (Pfenning, 2017) . 
Comparison
While the MVPE Model describes a process model, the mecPro² Model Framework, as well as the SCM according to Pfenning, represent product models. As seen as in Figure 5 , both product models have significant similarities. These results from their backgrounds, i.e. both approaches being based on concepts of existing, well-established design approaches from different disciplines. Essential aspects which are used in both the mecPro² Model Framework and the SCM are:  The RFLP approach from the MVPE Model (Eigner et al., 2012 (Eigner et al., , 2014a (Eigner et al., , 2014b  The viewpoints of the SPES Modeling Framework (Pohl et al., 2012)  The subdivision in requirement and solution space including the three axes of concretization, decomposition and variation of the Munich Model of Product Concretization (Ponn and Lindemann, 2011; Lindemann, 2014) (Eigner et al., 2015 (Eigner et al., , 2016 (Eigner et al., , 2017b . This concept is used in the SPES Modeling Framework as well (Pohl et al., 2012) and is explained in more detail by Rupp and SOPHIST (2013) . The subdivision of the solution space in both models is inspired by the (R)FLP approach from the MVPE Model. Again, while the SCM adopts the concept one to one to describe the solution process, mecPro² extends the logical level by dividing it into two levels: the principle solution level and the technical solution level. Because mecPro² focuses only on the interdisciplinary system design with SysML, the physical level is not part of the Model Framework. A first concept for a model-based transition into the physical level of mechanical elements is given by Cadet et al. (2017) . Both product models describe the system at each level of the solution space from a structural and a behavioural point of view. The SCM clarifies these aspects by two overlapping layers on each solution space level, while mecPro² addresses these aspects only in an indirect way through the detailed description of each level. In regard to the MVPE-Model, which defines the essential macro-development process of a system, both other approaches describe a method describing how the results of the development process steps should be realized. While mecPro² focuses on the interdisciplinary design on the left ‛wing' of the V-Model, the SCM covers the whole V.
The KSCM as a methodical approach for the design of cybertronic systems
As a result of the high extent of overlapping aspects, the idea to merge the concepts of both approaches -mecPro² Model Framework and System Concretization Model -to one product model arose. Based on this idea, the Kaiserslautern System Concretization Model (KSCM) -a product model for the systematic development of cybertronic systems -was created ( Figure 5 , right side). The fundamental structure of the KSCM is based on the SCM after Pfenning and is enriched by the essential concepts of the mecPro² Model Framework. In general, the KSCM is subdivided into the following four spaces, which will be described afterward in detail:
 requirement space  solution space  verification and validation space  administration space Like in the already existing approaches, the requirement and solution spaces are subdivided into specific abstraction levels of system specification. Because system requirements arise from the context in which the system is being analysed, the KSCM adopted the Context Level from the mecPro² Model Framework which extends the requirement space. That provides the possibility to transfer system information given by natural language requirements into a model-based system description with a higher degree of formality. This leads to two significant advantages compared against classical approaches: a maximum formalization of requirements furthers consistency and continuity in the development process; stakeholder can be answered in the language in which they have formulated their requirements, which may help to avoid misunderstandings. In general, on the Context Level the system will be regarded as a black box. However, it is possible that design decisions already exist in the form of requirements, which predefine the basic architecture to a certain extent. The essential step on the Context Level is to set the system boundary and define which external elements (external systems, stakeholder, and environmental influences) it interacts with in the different contexts. The interaction with external systems as well as the context-based expected system behaviour is bundled by predetermined system use cases. According to Crawley et al. (2016) , these use cases represent the externally delivered functions of the system under development. The solution space is adopted one to one from the SCM and consists of a Functional Level, a Logical Level, and a Physical Level. Consequently, the KSCM supports the interdisciplinary as well as the discipline-specific development processes. On the Functional Level, a functional architecture based on solution-neutral functions is defined. For that purpose, internal functions and relationships among these internal functions have to be identified. While the relationships between the internal functions are depicted by material, energy and signal flows in accordance to the VDI guideline 2221 (1993), the functions themselves are derived from the expected behaviour specified on the Context Level. Hence, the externally delivered functions of the Context Level are realized by the internal functions and relationships of the Functional Level (Crawley et al., 2016) . The Logical Level identifies the logical architecture -the formof the system based on logical solution elements. Crawley et al. (2016) define form as the embodiment of a system, which is instrumental for the execution of the function. Form includes the entities composing the form and the relationships among those entities. Regarding the RFLP approach (Eigner et al., 2012) , the entities of form are equivalent to the logical solution elements. In general, the task of a logical solution element is to realize the desired function. According to Haberfellner et al. (2012) , an important aspect of the systems engineering is, among other things, not to be satisfied with the first solution. To gain a comprehensive overview of possible solutions, the identification process of the logical architecture is partitioned in two stages. The first stage comprises a systematical identification, analyzation, and evaluation of solution variants in order to enable an optimal selection of realizing elements in regard to the requirements and the degree of fulfilment of a function by the identified alternatives. The selection process in the second stage focuses on the degree of fulfilment possible logical architectures provide regarding the functional architecture defined in the previous level. If it is necessary, the Logical Level can be divided into the two sublevels, Principle Solution Level and Technical Solution Level (see Figure 4) . The subdivision could be helpful, if parts of the system under development are predetermined by -for example -stakeholder requirements, and it is clear that they have to be realized by an element of specific kind, e.g. mechanical, electro-technical or software component. According to Crawley et al. (2016) , with the completion of the Logical Level -and the concomitant mapping between the logical and functional architecture, respectively the mapping between form and function -the system architecture is specified. By applying disciplinespecific methods and IT tools, the further detailing and discipline-specific implementation of the specified logical solution elements takes place on the Physical Level (Eigner et al., 2014) . The verification and validation space allows for the definition and execution of tests to check if the functions, logical or physical elements, the system as a whole or any of its subsystems are conform the system specification and fulfil the requirements and their intended purpose. The causal and non-causal 1D simulations Pfenning (2017) In regard to the MVPE Model, the requirement and solution spaces cover the left wing of the V, whereas the verification and validation space cover the right one and the room of virtual tests between the wings. The administration space covers, the whole MVPE Model and ensures the manageability of the model elements in a System Lifecycle Management Backbone ( Figure 6 ).
Figure 6. MVPE Model and Kaiserslautern System Concretization Model (KSCM)
The KSCM does not aim to replace the MVPE Model, instead, both models are complementary. Together they build a methodology for the development of cybertronic systems. According to Estefan (2008) , a methodology can be defined as a collection of related processes, methods, and tools. While the process is defined as a logical sequence of tasks performed to achieve a particular objective by asking the question 'WHAT has to be done?' without specifying 'HOW' it should be done, the method answers this last question. A method consists of techniques to perform a task. However, each method is also a process by itself because of the sequence of tasks it contains, which have to be performed in that particular case. In other words, the 'HOW' at one abstraction level becomes the 'WHAT' at the lower level (Estefan, 2008) . According to that, the MVPE Model and the Kaiserslautern System Concretization Model build together a macro-level methodology (for the development of cybertronic systems ( Figure  6 ). While the MVPE, as a process model, defines what should be done, the KSCM, as product model, defines how it should be realized. As mentioned before, each method includes tasks, which need to be performed during the application of this method (Figure 7 ). For the realization of the main tasks of the KSCM with the focus on the interdisciplinary system analysis and design (context (C), functional (F), and logical (L) level), a SysML-based methodology is in development. The so-called VPEmecPro²Methodology is a micro-level methodology for the solution process in the early development phases (Figure 7) . Thereby, its process assumes the primary task and subtasks of the KSCM, while the included method defines how the process steps can be realized by using the Systems Modeling Language in order to define the system architecture based on context-based system requirements. The method includes the selection of the right SysML diagrams, elements and the definition of modelling rules. 
Conclusion and outlook
The interdisciplinary engineering of today's products and their production systems requires a rethinking of current design methodologies, processes, IT solutions, and the entire enterprise organization. Engineering design processes are continually changing imposing new challenges. Rapidly changing market situations in a global economy and an increasing number of customer requirements have a significant influence on the design process. The growth in product systems' complexity results from products of larger varieties serving global markets as well as from multidisciplinarity in product design and development, mainly due to the increased use of software in technical systems. The challenges mentioned above require interdisciplinarity of the design approaches. Based on aspects and concepts of existing design approaches briefly summarized in Section 2, two parallel and independent design approaches for the development and management of cybertronic systems have been identified and analysed. Because of the high level of similarities between them (see Figure 5 ) and the Munich Model of Product Concretization as the essential foundation of both approaches (Figure 8) , an extended product model based on their merge has been developed -the Kaiserslautern System Concretization Model.
Figure 8. Evolution steps from the Munich Model of Product Concretization to the Kaiserslautern Model of System Concretization
The KSCM is integrated in the MVPE process model serving as its methodical supplement to form a holistic macro-level methodology -the VPE System Development Methodology -for interdisciplinary system development. Further, the micro-level, SysML-based methodology summarized by Figure 7 serves as a guide to help the engineer to perform the tasks in the solution-finding process in the early system development as part of their daily work. The elaboration of a case study aimed to facilitate the evaluation of the methodology based on a realistic scenario of an excavator as part of an autonomous construction area is ongoing and will be the subject of future publications.
