Alignment to a genomic sequence is a common task in modern bioinformatics. By improving the methods used, significant amount of time and resources can be saved. We have developed a new genomic alignment search tool, called GAST, for sequences of at least 160 nt. GAST is many times faster than commonly used alignment tools BLAT and Mega BLAST. As the sizes of query sequences and the database increase, the advantage grows. This paper describes the principles of GAST and reports a comparison of GAST with BLAT and Mega BLAST. The effects the query sequence length and the number of queries have on run times were studied using the full human genome and the chromosome 1 of human genome separately. Additionally, the error tolerance and behaviour of GAST when handling sequences with lower similarity to a database was studied. Lastly, we compared the quality of exon mappings produced by the three tools and the genomic mapping tool GMAP.
INTRODUCTION
Constructing an alignment of query sequences to a genomic sequence is a common task in modern bioinformatics. NCBI BLAST (NCBI, 2009) alone receives over 100,000 alignment queries a day. The computational requirements of these searches amount to a notable use of resources. Although sequence alignment has been extensively studied, there remains room for improvement in the speed of alignment and the reliability of mapping query sequences with differences from the database sequences. In this paper, the terms query sequence, query, and pattern will be used interchangeably to stand for the sequence the user wishes to align or map to database text sequence or sequences. Concerning the speed, two very popular alignment methods, Mega BLAST (Zhang et al., 2000) and BLAT (Kent, 2002) , stand out. Both are similar to the BLAST basic local alignment search tool (Altschul et al., 1990 ) in many ways.
Mega BLAST's performance is increased by using a "greedy algorithm", which starts three different lines of further processing whenever an error is encountered. These three lines correspond to (i) handling a mismatch, (ii) an insertion in the query, and a deletion in the query. When a difference between the query and the database occurs, one of the lines is likely to continue running as the other two will terminate immediately. With high similarity between the query and the database, this method is computationally very effective.
BLAT uses indexing of all suitably sized, nonoverlapping k-mers in the database. The index is used in a search phase to connect these k-mers to the kmers of the query sequence. Lastly, an alignment is done by extending the sites found in the search phase.
In this paper we present an alignment method which is considerably faster than the aforementioned methods Mega BLAST and BLAT. The phase structure of our method is similar to that of BLAT: indexing, searching, and alignment. However, the logic of each phase in our tool is different from BLAT. The indexing phase in our method collects all k-mers of fixed length following dinucleotides AC, which we call AC-probes. Reasoning behind this kind of k-mer selection, together with the choice of dinucleotide AC out of all dinucleotides, is explained in Section 2.1. Information describing the approximate sites of the occurrences of these AC-probes in the database is saved. The search phase compares the AC-probes found in the pattern to the ones in the database sequence. If enough AC-probes from the pattern are found from a certain section of the database, this section is selected for further processing. Finally, the alignment phase further refines mapping. This phase starts with the BG algorithm (Salmela et al., 2006) , which searches for candidates of alignment locations.
Our tool GAST (short for Genomic Alignment Search Tool), yields results many times faster than the aforementioned BLAT and Mega BLAST. As the sizes of queries and the databases increase, our method outperforms the aforementioned methods by greater margins. Common tasks involving relatively long patterns include mapping of cDNA and expressed sequence tags to genomes. Additionally GAST has proved to be more tolerant to errors or small differences between the database text and the pattern, and thus was able to map such query patterns faster and more reliably than BLAT and Mega BLAST.
Originally GAST was made with sequences of length 1000 nt and above in mind. Later on we discovered that GAST is able to provide reliable results with a lot shorter sequences too and the lower border can be further on adjusted by changing some of the parameter values. With this in mind, we compared the quality of the exon mappings generated by GAST, Mega BLAST and BLAT. Additionally, we compared the results to a fourth tool, GMAP (Wu and Watanabe, 2005) , designed specifically for cDNA mapping.
GMAP performs genomic mapping using relatively long, 24 nt oligomers. This mapping requires the usage of an index file, similarly to BLAT and GAST. The results of the initial mapping are further refined using oligomer chaining and a specific type of dynamic programming, called sandwich DP.
Another tool which is close to the mentioned tools in performance is SSAHA (Ning et al., 2001) . According to a comparison published in (Harper et al., 2006) , the quality of the results achieved by SSAHA is on par with that of BLAT and Mega BLAST. We decided it would not be necessary to include SSAHA in our comparison, as there is no remarkable difference in its performance compared to the other two tools.
METHODS
Our method can be divided into three different phases: the creation of a block-addressing q-sample index, the initial search phase, and lastly the alignment phase, where the results of the initial search phase are processed in a greater detail. The index phase is a preprocessing step, which has to be done only once for each genome or other collection of database sequences. Initial search phase uses the index created to find potential sites with high probability of leading to a good alignment. The alignment phase performs a more precise alignment between these sites and the patterns provided. The workflow of our tool in these three phases is illustrated in Figure 1 . The nature of our tool is relatively heuristic and there are many parameters and thresholds involved. These parameters and choices behind their values are more thoroughly discussed in Section 2.4.
Block-addressing Q-sample Index
Our tool uses an index file to gain speed-up in the initial, approximate search. Essentially, this index structure combines q-sample filtration (Sutinen and Tarhio, 1996) with block-addressing (Manber and Wu, 1994) . The workflow of our index structure, which is described in this subsection, is also visualized in left section of Figure 1 .
The index structure is formed as follows. Given database files containing the database sequences are initially divided into blocks of given size b. The filenames the blocks correspond to and the starting positions of the blocks in the files are saved in order to access the sequences of each block. A unique block ID number is given to each block to act as a key to this information.
Following the division to blocks, the database sequences are scanned for occurrences of a certain dinucleotide, AC. These dinucleotide occurrences are expanded to what we call AC-probes. This expansion is done by taking the 10 nucleotides following the dinucleotides AC, resulting in 12-mers. The blockwise locations of these probes are initially collected. After all the blocks of the database sequences have been scanned, the most frequently occurring AC-probes are discarded. This censoring is done to reduce the number of blocks and probes to be processed. The portion of AC-probes discarded is controlled by ACdisc parameter. The remaining AC-probes will be referred to as approved AC-probes.
Resulting from these phases, the index holds a list of block ID numbers for the collection of approved AC-probes. Using this index structure, our tool can rapidly retrieve blocks with occurrences of a given AC-probe, or a collection of multiple AC-probes.
When creating such block-addressing index based on oligomer positions, the oligomers used should be infrequent enough to create distinction between blocks. Longer oligomers are more infrequent, but result in larger and computationally heavier index structures, if occurrences of all oligomers of chosen length are indexed. Because of this tradeoff, it is advantageous to have a way of choosing certain portion of the longer oligomers, in order to cut down the size of the index. Lastly, this portion of the oligomers should be easily and rapidly detectable, when scanning the database or the pattern. The AC-probe satisfies these requirements and thus it was chosen to be the base structure of our index. The choice of dinucleotide AC out of all dinucleotides is supported by (Zhang and Yang, 2005) , (Zhang and Yang, 2008) and (Karlin and Burge, 1995) , showing a good combination of low mean and low variance of incidence for the dinucleotide AC in bacteria, archae and eukaryotes alike.
There is also another preprocessing step required to be done once for each database file. This is the kmer encoding of the text, used by the alignment phase of our tool. By default, we use the value of q = 7. The encoded databases are saved in a particular binary format instead of the ASCII format used in FASTA files.
Initial Search
The initial search phase essentially compares ACprobe profiles of database blocks, which were retrieved in the indexing phase, to the AC-probe profiles of patterns. As the output of this initial search, our tool gives the blocks having high probability of containing a hit for a pattern. Workflow of the initial search is pictured in the mid section of Figure 1 .
Going phase by phase, the initial search is done as follows. First, the occurrences of AC-probes in the query sequence are collected. Using these, the sum of approved AC-probes matching between each pattern and each block are calculated.
There are two separate threshold values controlling the selections of blocks for further processing. Each block is required to contain at least a portion mp of approved AC-probes found in the query. The second threshold requires each block to contain at least a portion rp of maximum amount of approved ACprobes matching between a block and the query sequence. If two neighboring blocks do not overcome the thresholds as solo, but do so when combined, they are combined and handled as a single block.
If wished so by the user, the search can be stopped here and the blocks which overcame the thresholds will be reported with the amount of approved ACprobes found from them. Otherwise, the search will be further refined in alignment phase.
Alignment
The last refining phase in our tool is the alignment phase. Essentially, the blocks from the search phase are further refined using an efficient search algorithm based on overlapping k-mers, the BG algorithm (Salmela et al., 2006) . The workflow of the alignment phase is shown in the right section of the Figure 1 .
The BG algorithm is based on the BNDM algorithm (Navarro and Raffinot, 2000) for a single pattern. The idea is to construct a generalized pattern that represents a group of patterns. For example, the group of patterns, acgt, aacc, and gttt can be represented by the generalized pattern:
The BG algorithm finds the generalized pattern representing overlapping k-mers. If k = 2 in the example above, the corresponding generalized pattern is given by [ac,aa,gt] [cg,ac,tt][gt,cc,tt]. Each occurrence of the generalized pattern is a candidate for a real match. BG works as a filter and the candidate matches are checked by an exact method. In practice, the BG algorithm is very efficient (Salmela et al., 2006) .
The overlapping k-mer patterns used by the BG algorithm in our tool, which will be referred to as BGprobes, are composed of 5 consecutive 7-mers taken from the query sequences. The number of these BGprobes taken from the query is chosen to be 0.6 times the length of query sequence, and these BG-probes are taken as evenly from the query as possible. This BG-probe frequency has proven out to be suitable according to our experiments.
The collection of database blocks resulting from the initial search phase is scanned one block at a time for occurrences of the BG-probes extracted from the query sequence. This scanning uses the 7-mer encoded text.
When a BG-probe occurring in the query sequence is found from the database block, the positions of the probe in the database block and query are saved as a pair in a probe-hit list. After the scanning of the database block is complete, the probe-hits are sorted by difference values d i = pd i − pq i of each pair in ascending order. Here pd i is the position of i:th BGprobe occurrence in the database block and pq i is the position of the same BG-probe in the query sequence.
Following this sorting, the probe-hits are combined in to what we call structured sets. If the d i of two consecutive probe-hits in the sorted list differ by less than 10, these two probe-hits are put into the same structured set. This maximum difference value has worked well in our experiments.
After all the probe-hits have been assigned to a structured set, the sets which have less than mt probe- hits are discarded, and the rest are sorted by the pq i value of each pair in ascending order. Resulting structured set corresponds to an aligned region between the query sequence and the database block. The threshold value mt can be specified by the user and it has an effect on the minimum size of an alignment. Lastly, the structured sets are expanded from both ends as long as the nucleotides between the query sequence and the database sequence match. If the d i value of two consecutive probe-hits differ, corresponding number of gaps are considered to exist between probe-hits. The placing of gaps resulting in least mismatches is chosen.
Repeating these steps for all the structured sets, blocks and queries, approximate alignments for each of the queries are obtained. If desired, it is also possible to perform this search for the reverse complement of the given query sequence. As the output, GAST reports the start and end sites of the alignment in both the query and the database. The number of mismatches and gaps is also reported. Additionally, there is an option to output the actual approximated alignment.
Parameters
There are five parameters used by GAST, which are adjustable by the user. Four of these, the parameters ACdisc, mp, rp, and mt act as threshold or cutoff values in different stages. The fifth is the size of a block in the index structure.
The block size b directly affects the size of the index, therefore affecting the level of memory consumption. A suitable value for the block size in our experiments has been 500, 000 nucleotides. Larger blocks result in smaller relative differences between the number of AC-probes found in them and cause larger areas of text to be passed on to the alignment phase. A smaller block size results in larger number of blocks, resulting in larger index files. It is not advised to set the block size to be smaller than the length of the query sequence searched, as the query may be then splitted between more than two blocks.
The ACdisc parameter controls the number of different AC-probes considered to be approved, meaning that they will be used to compare the query sequence with the blocks of the text. The default value for ACdisc is 0.1, resulting in the most common tenth of the AC-probes to be discarded. Lower ACdisc values will cause more common AC-probes to be taken into account. As result, the average AC-probe will cause less distinction between blocks, which is not desirable. With higher values, a smaller amount of AC-probes will be taken into account, causing less approved AC-probes to be found from query, which makes the initial search phase less tolerant to differences between the query and the text. Suitable values in our experiments have been in the range [0.001, 0.1].
The parameter mp defines the minimum amount of approved AC-probes a block has to have in common with the query sequence in order to be considered potential. The default value for mp is 0.1.
Lower mp values allow blocks that differ more from the query sequence to be taken into account. Higher mp values leave less room for differences between the approved AC-probes of the block and the query sequence. Together the parameters ACdisc and mp have a major effect on run times, especially when very low values are chosen. Combination of ACdisc values of 0.003 or smaller and mp values of 0.05 or smaller should be avoided, as this leads to increase of run times by 40-100 orders of magnitude. If the user wishes to take initially less promising blocks in to the final alignment stage, we suggest values ACdisc = 0.01 and mp = 0.07 to be used. More such balanced combinations are shown in Section 3.
As the final cutoff affecting the initial search phase, each block has to contain at least a portion rp of maximum amount of approved AC-probes matching between a single block and the query sequence, in order to be considered potential. The default value for rp is 0.8. As the occurrences of approved ACprobes can be scattered to distant, non-related regions within a block, values very close to 1 may lead to situations where blocks resulting in more more satisfactory alignments with the query are discarded. In our experiments, rising the rp value above 0.8 has decreased the run times only by 10-20%, and we do not advise to use values higher than this.
The alignment phase has one adjustable parameter value mt, which is the minimum amount of probe-hits a structured set has to have for it to be considered to correspond to an alignment between the query and the text sequence. The default value for mt is 60. This parameter effectively defines the minimum length of a constructed alignment. If user wants to take into account very short alignments between the query sequence and the database text block, smaller values can be used. In our experience, changing the value of mt from 60 to 10 causes run time increase by slightly less than 10%. However, if shorter alignments are not explicitly desired, the default value is recommended, as smaller values will result in larger amount of short, probably less interesting alignments to be output.
Additionally, there are few built-in choices regarding values, which affect the function of our tool. One of these is the length of the AC-probes, which was chosen to be 10 nucleotides in addition to the dinucleotide AC. If the length of the probe is increased, this increases the size of the index and requires database sequence to have longer identical regions with the query sequence. Shorter AC-probes will occur more commonly, causing less distinction between blocks.
Similar balancing is required for the length and amount of k-mers included in a single BG-probe, which is used by the BG algorithm in the alignment phase. The q must be small enough for the size of the k-mer encoded database text files to be manageable. However it is beneficial to have BG-probes, which have a high probability of being unique in a block. Our choices for the length of the AC-probes and BGprobes are balanced compromises, which have proven out to work well in our experiments.
RESULTS
Our algorithm was compared with the algorithms Mega BLAST (Zhang et al., 2000) and BLAT (Kent, 2002) . For GAST and Mega BLAST, searches were made against a database consisting of the whole human genome received from the Ensembl genome database (Hubbard, T. J. P. et al. , 2007) . The release in question was based on the NCBI 36 assembly of the human genome. In the case of BLAT, the system used for the runs lacked the memory to perform searches against the whole human genome. Therefore, another set of searches with BLAT, Mega BLAST, and GAST were performed against the chromosome 1 of the same genome. All the runs were performed on a machine with 1GB DDRII SDRAM (667MHz) and an Intel Core 2 Duo T5500 (1.66 GHz) processor, running Ubuntu 7.04. All the run times in this section are times used by the program itself and any library subroutines it calls. The tests were later repeated on another machine with 6 GB of RAM in order to eliminate possible paging effects. No bias of this sort was detected.
The AC-index described in the previous section was created, using block size 500, 000, AC-probe length 12 and ACdisc value 0.1. In addition, the database files were encoded with 7-mers. These steps were performed for the full genome and for the chromosome 1 separately. For Mega BLAST, the database was preprocessed with the formatdb tool, using file type "nucleotide", parsing sequence IDs and creating indexes. Databases including the full genome and the one including only chromosome 1 were preprocessed separately. For BLAT, an index structure was created by collecting over occurring 11-mers from the chromosome 1, using the -makeOoc parameter with -repMatch=1024. The run times for preprocessing and the sizes of the created structures are listed in Table 1 . BLAT is fastest in the creation of its indexes and it also has the smallest indexes of the three. GAST builds smaller index structures than Mega BLAST, but takes longer creating them. The k-mer encoding of the text, performed by GAST, is the most time and space consuming of all these preprocessing steps. It is noteworthy, that all of these preprocessing steps are of such nature that they have to be performed only once for each genome or other collection of database text files.
Run times were studied as a function of the length of a query and as a function of the number of queries to be mapped. Searches studying the effect that the length of query has on run time were executed with lengths varying from 10 to 10000 nucleotides. For each length, 250 exact query strings were randomly picked from the first chromosome. The algorithms BLAT, Mega BLAST, and GAST were used to search these queries in the first chromosome. BLAT was run using the created over occurring 11-mer file and using fast DNA/DNA remapping, which causes the search to not allow introns, improving the speed of the search remarkably. Mega BLAST was run using the query sequence length as the minimum score of a hit to be reported, causing it to report exact matches only. GAST was run using the default parameter values ACdisc = 0.1, mp = 0.1, rp = 0.8, and mt = 60. The run times for the three algorithms searching the patterns are shown in Figure 2 . Mega BLAST found queries of length of 40 and greater, BLAT, 80 or greater, and GAST 160 or greater reliably enough to produce reportable results. Searches with shorter patterns than these were excluded from the comparison. As can be seen in Figure 2 , BLAT was the fastest tool with very short patterns of length 160 and below. With pattern lengths of 320 and above, GAST was the fastest tool of the three. The run time dependence on the number of queries to be mapped was studied using lengths of 1000 and 5000 and number of queries increasing from 1 to 5000. Sets of patterns were chosen randomly from the whole genome and from the first chromosome separately. GAST and Mega BLAST were run using the patterns chosen from the whole genome and first chromosome separately. Mega BLAST was run using parameters -s 1000 and -X 1, where -s is the minimum score to be reported and -X is the X drop off value for gapped extension. GAST was run using the same parameters as in the previous test. BLAT was run for the chromosome 1 sets, using the created over occurring 11-mer file and fast DNA/DNA remapping. The results for the whole genome are shown in Figure 3 and results for the chromosome 1 are shown in Figure 4 . The run times shown in Figures 3 and 4 increase linearly as the number of patterns increase, as suspected. The difference caused by the change of database size is very notable. Comparing the average run times for query sequence length of 1000, GAST was 50 times faster than Mega BLAST on the full genome, but only 18.3 times faster on the chromosome 1. For query sequence length of 5000, the corresponding numbers are 72.1 and 19.1.
The error tolerances of BLAT and Mega BLAST were compared to the error tolerances of GAST, using various parameter values. 25 sets of 500 query sequences of length 5000 were randomly selected from the first chromosome. Each of these sets had a fixed error probability, ranging from 0.01 to 0.25, where an error probability e means that each nucleotide in a pattern has a probability e to to be randomly mutated. Each mutation had a probability 0.5 to be a substitution, 0.25 to be an insertion and 0.25 to be a deletion.
Each algorithm was run with all the sets separately. Parameter values for BLAT were the same as in the previous tests. Mega BLAST was run with the default -s parameter value of 0, to get reports from all hits. The parameter sets used with GAST, and the number of patterns that were not found in the runs can be seen in Figure 5 . Pattern was considered to be found if the algorithm reported a hit within the sequence length from the original pattern site.
As can be seen in Figure 5 , Mega BLAST and BLAT both started quickly losing approximate occurrences of patterns with error rate of 0.12 and above. GAST started losing approximate occurrences of patterns at the same rate with a higher error rate of 0.17 and above, when using default parameters. As the figure shows, it is possible to further increase the error tolerance of GAST by selecting smaller mp value of 0.07 and adjusting the ACdisc value gradually. The run times are still relatively low with ACdisc values 0.03 and 0.01, as can be seen in the Table 2 . As ACdisc was further decreased to a value of 0.003, a notable increase in run times occurred. Lastly, the run times and exon mapping quality were studied for a set of 6721 cDNA sequences, corresponding to various transcripts originating from human chromosome 1. The sequences were retrieved from the BioMart database (OICR and EBI, 2010) and were 2000 nucleotides long on average. The starting and ending positions of exons in the sequences were also retrieved. All the three tools and the GMAP tool were run to map these sequences to the human chromosome 1.
Mega BLAST was run using an index created as described before. The parameters were default apart from using this index structure. GAST was run with default parameters apart from the match threshold parameter mt, which was given values 60, 40, 20 and 10 in subsequent runs. BLAT was run with the same parameters as before, but the fast DNA/DNA remapping, which does not allow introns, was disabled for this task. GMAP was run with -B paramater value of 2, meaning that both the text and the index made of it were read to memory, and with parameter -A to calculate alignment between the query and the database. The run times for these runs are in the Table 3. A quality measure Q exon for the exon mappings produced was calculated for all the resulting mappings as follows:
where L e is the exon length, m s and m e are the start and end positions of the mapping, and e s and e e are the start and end positions of the exon, respectively. The score obtained from the mapping giving the highest score, out of the mappings of the cDNA in question, is saved for each exon. For each run, averages of scores Q exon were calculated for exon length ranges of 0-5, 5-10, 10-20, 20-30, . . . , 150-160 . These averages are in Figure 6 . The run times given in Table 3 show very remarkable differences between the four tools, GAST being the fastest. The notable increase of run time for BLAT is most likely caused by disabling fast DNA/DNA remapping. The quality of exon mappings produced by BLAT and GMAP were highest out of all tools. Mappings produced by GAST with mt = 10 and Mega BLAST gained slightly lower quality scores, especially when mapping very short exons. With higher mt values, GAST was not able to produce mappings for shorter exons. 
CONCLUDING REMARKS
According to our results, GAST is an efficient and accurate search tool for common genomic search problems. Concerning the speed, our algorithm performs best with long sequences, large databases, and large query sets. As the length of either the database or the length of the pattern increases, the magnitudes of differences between GAST, Mega BLAST, and BLAT increases.
The drawbacks of such increases in efficiency are the space and time requirements of the preprocessing steps, namely the creation of the AC-index and the kmer encoding of the database files. However, as the preprocessing steps are required to be done only once for each genome, or other set of sequence files, the authors see this as a relatively small problem. Depending on the sizes of the patterns and the database files, GAST would pay back the computational requirements of the preprocessing steps after a few hundred search queries.
The usage of the AC-index causes requirements for the lengths of the queries. According to our studies, it is best to use GAST for patterns of at least 200-300 nts in length. However, in a long enough transcript or cDNA, the exons can be shorter than this, depending on the chosen mt parameter. The mentioned nucleotide requirement is just to make sure that there are enough AC probes in the sequence for it to be initially mapped to the correct block.
With longer sequences of length 5000, GAST has proven out to be more error tolerant than Mega BLAST and BLAT, as can be seen in Figure 5 . It is also possible to further improve the error tolerance of our search tool by tweaking the parameters ACdisc and mp, while still retaining the speed advantage over BLAT and Mega BLAST.
Additionally, the quality of the exon mapping produced by GAST is on par with that of Mega BLAST and comparable to the mappings done by BLAT and GMAP. However, the mapping was multiple orders of magnitude faster with GAST.
In the future, we would like to compare more genomic alignment and mapping tools with GAST. The possibility of using statistical methods to derive more optimal parameter values could also be examined. Studies with different dinucleotides and trinucleotides forming the probes for the index could also be done. Lastly, the compatibility of the output data formats should be developed further on to allow easier pipelining of GAST with other methods, possibly further refining the areas initially suggested by GAST.
