Data processing is the daily reality for crystallographers, who often seek to automate this repetitive task. With modern commercial diffractometers allowing for more elaborate experiments to be performed, the use of commercial software is almost unavoidable for processing data, because these are often provided in a manufacturer-specific format. This is especially the case when the intensity is recorded as a function of more than one single scanning motor and/ or when recording data with a one-dimensional detector. A simple, free and open-source alternative is here presented to process the type of diffraction data recorded with the Bruker D8 diffractometer. It allows handling of data files (in uxd and brml format) corresponding to reciprocal space maps (in the Q x Q z and Q x Q y planes), temperature-dependent scans, spatial scans, sin 2 measurements and pole figures. The program is easy to use and can be extended to any file format. It can be downloaded from https://aboulle.github.io/DxTools/.
Introduction
The past two decades have witnessed huge improvements in the performance of commercial high-resolution X-ray diffractometers devoted to the analysis of thin-film systems and epitaxial heterostructures. The main innovations that have led to this situation are (i) the development of multilayer mirrors (Schuster & Gö bel, 1995) yielding an increase in incident X-ray beam intensity of about one order of magnitude and (ii) the development of one-and two-dimensional solid-state detectors (e.g. the PANalytical X'Celerator, PIXcel and PIXcel 3D detectors or the Bruker LYNXEYE, HI-STAR and VÅ NTEC detectors) that further reduced the acquisition time by several orders of magnitude. Such improved capabilities opened the way to studies that were previously restricted to synchrotron facilities, like for instance in situ experiments or the study of ultra-thin films while keeping a monochromatic and well collimated beam.
An immediate side effect is that the quantity of data that users have to deal with has scaled by the same amount. Obviously, all manufacturers provide dedicated software programs to read and handle the data generated with their equipment. However, this often comes with a relatively high price. Moreover, for those users curious to know how their data are manipulated within these programs this can be quite disappointing, since such software programs are in general closed source. Fortunately, there is always the possibility to export the data in ASCII format. However, the handling of these data files is often not user friendly, especially in the case of two-dimensional data, i.e. when two (or more) motors are scanned, which is the case in many crystallographic experiments (reciprocal space mapping, spatial mapping, temperature-dependent experiments, pole figure measurements, sin 2 measurements etc.). Crystallographers around the world are hence often led to develop ad hoc scripts or short programs to analyze the data from a particular piece of equipment and for a particular type of measurement.
In the present article we present DxTools, a collection of scripts, gathered within a simple graphical user interface, that allow for the display and processing of two-dimensional data recorded with the Bruker D8 diffractometer. The program is written in Python and runs in both Windows and Linux environments. The program can be freely downloaded from https://aboulle.github.io/DxTools/. As will be shown below, this program is by no means restricted to the D8 diffractometer, and it can be extended to any data format. This task should be facilitated by the fact that the code is open source and it can therefore be copied and modified by anyone with some basic programming knowledge (within the terms the CeCILL license, a French license similar to the General Public License). DxTools has been developed to fulfill the needs encountered in our laboratory. Therefore, although it might be useful to other users (which justifies its public distribution), it certainly does not cover all possible types of experiments that can be carried out with the D8 diffractometer. For example, we do not consider here the case of data recorded with twodimensional detectors.
The DxTools program is described below. In x2, the data file format and the geometry of the different experiments supported by DxTools are described, and the underlying theoretical concepts are briefly recalled. In x3, we give a detailed description of the different data treatments and data analysis options that are available in the program. Supportive examples are also given in this section.
Program description
2.1. General principle DxTools (which stands for 'data extraction tools') has been developed with three leading ideas in mind. First of all, the program must be easily extensible: it should be easy to add support for new data formats and new types of experiments. This led to a two-step procedure where the reading of the input data is independent of the data processing ( Fig. 1; xx2.3 and 2.4). Secondly, the data should not be altered by the processing: all output files must contain the raw intensity values reshaped in a format suitable for plotting or simulation programs (x3). Finally, the program should be easy to use and modify. The program has been developed using the Python 3.5 programming language (http://www.python.org) with only a minimal number of external libraries, here the SciPy library (http://www.scipy.org), to benefit from array programming capabilities and advanced scientific functions such as interpolation and least-squares fitting (van de Walt et al., 2011; Oliphant, 2007) , and the Matplotlib library (http://www. matplotlib.org) for data plotting. Note that these libraries are part of the so-called SciPy stack and are available in a number of scientific Python distributions, such as Anaconda (https:// www.continuum.io/), Canopy (https://www.enthought.com/) and Python(x,y) (https://python-xy.github.io/), just to cite a few. These libraries can of course be installed independently from any distribution. The graphical user interface is built using the tkinter library which is included in Python.
Diffraction geometry and motor designation
The diffraction geometry is schematically represented in Fig. 2 , where K 0 and K h are the incident and diffracted wavevectors, and Q is the scattering vector with Q = 4 sin / ( is the X-ray wavelength). The goniometer of the D8 diffractometer is based on a standard Eulerian cradle where the Euler angles !, and ', correspond, respectively, to the incidence angle of the X-ray beam on the surface, the tilt of the surface normal out of the plane defined by the incident and diffracted beams (the scattering plane, in gray in Fig. 2) , and the rotation of the crystal around its surface normal.
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When these three angles are set to zero, the X, Y and Z axes, which constitute the crystal reference frame, correspond to the , ! and ' rotation axes, respectively. Notice that it is common to use ! instead of since the latter corresponds to half the scattering angle, 2, and is therefore not necessarily equal to !. The quantity ! À corresponds to the deviation of the scattering vector from the specular (i.e. symmetrical) geometry and is referred to as the offset. DxTools supports experiments carried out in the coplanar geometry ( = 0) and in the skew geometry ( 6 ¼ 0). In these geometries, for a given reflection The two-step procedure implemented in DxTools. Data files (in uxd or brml format) are imported with the data_reader.py routine, stored in a temporary file and then processed with the data_processor.py routine.
(i.e. a given 2) the scattering vector is entirely defined with the three !, and ' angles. For the moment, DxTools does not support the in-plane diffraction geometry ( ' 90 ) for which four angles are required to define Q: the incidence and emergence angles with respect to the surface and with respect to the diffracting planes, i.e. the incidence and emergence angles with respect to the surface are not necessarily equal (Pietsch et al., 2004; Schmidbauer, 2004) .
It should further be noted that, depending on the diffractometer's generation and the corresponding software, the tilt angle can also be referred to as (which is the convention used in stress analysis; Noyan & Cohen, 1987) . In addition to the ' rotation, two orthogonal translations, denoted t X and t Y , allow the sample to be scanned horizontally. In addition to these motors, a t Z translation and, optionally, a compact double tilt stage allow adjustments to the height of the sample and corrections to sample misalignments (due to a miscut or to poor sample positioning on the goniometer, for example), respectively. These last three motors are in general not used for scanning and will not be discussed any further below.
Input data format (data_reader.py)
Historically, Bruker has stored data in binary *.raw files, which could be converted to a text format called *.uxd. With the last generation of diffractometers, the default file format for exported data is now *.brml, which will be further discussed below. For the moment, DxTools provides support for the uxd and brml data formats. The algorithm to import data is implemented in the data_reader.py file (Fig. 1) . It is briefly presented below.
The uxd data format is a plain text format which is probably encoded in latin-1 (ISO/IEC 8859-1) (or a derivative of latin-1 like latin-9 [ISO/IEC 8859-15] or Windows-1252), although it is not possible to determine exactly the encoding from the file itself. Latin-1 (and its derivatives) differs from plain ASCII by using eight bits instead of seven, thereby allowing support for special European characters. Nowadays, to avoid compatibility issues, the best practice is to use the Universal Character Set Transformation Format -8 bits (utf-8) . This is what is done in this program. The uxd file is read line by line and all motor positions, or sensor values such as temperature, as well as the intensity values are stored in variables which are finally written to a temporary text file over multiple columns (in a similar fashion to the SPEC data format, popular at synchrotron facilities). The ordering of the columns is the following: temperature, , ', t X , t Y , !, offset, 2, primary scanning motor and intensity. The values of temperature, , ', t X , t Y , !, offset and 2 correspond either to static motors or to the starting value of scanning motors. The primary scanning motor is the fast scanning motor, for instance, the 2 motor in the case of a series of 2 scans recorded at, say, different values. In this example, is the secondary scanning motor. There is a redundancy in the file between the primary scanning motor and the starting position of this same motor: this allows for discrimination between the primary and the secondary scanning motors without requiring input from the user.
The brml file format is actually a *.zip archive containing a series of *.xml files, one for each secondary scanning motor position. The Python programming language natively handles zip archives and the XML file format. DxTools uncompresses the zip archive to the hard drive (in a temporary file called 'unzip') and parses the XML files to extract, as above, the motor positions and intensity values. The data are stored in a temporary file with the same structure as the uxd files.
Supported experiments (data_processor.py)
DxTools is compatible with several common experiments carried out with point and one-dimensional detectors. The data processing scripts are implemented in the data_ processor.py file.
2.4.1. Reciprocal space mapping. Reciprocal space maps (RSMs) correspond to the two-dimensional intensity distribution recorded in a particular plane of the reciprocal space.
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In the Q x Q z plane (either in the coplanar or in the skew geometry) RSMs are usually obtained by varying the orientation and length of the scattering vector, with the ! and 2 angles, respectively, so as to scan a two-dimensional area (Fig. 3a) . This is usually achieved by recording a series of ! scans for various 2 values, or a series of 2/ scans for various offset values (Fig. 3b) . The series of scans can be recorded simultaneously by using a one-dimensional detector, which reduces the counting time by several orders of magnitude. The (Q x , Q z ) coordinates can be deduced from the ! and 2 angles ( Fig. 3a ; see also Pietsch et al., 2004) :
In the skew geometry, 6 ¼ 0, the Q z coordinate given by equation (1) actually corresponds to the vertical coordinate in the scattering plane, Q z 0 (Fig. 2) . From the previous equation it is straightforward to show that the grid sampled in reciprocal space is not orthogonal and it does not exhibit a constant step size. For display purposes, the data have to be interpolated on a square and regular grid (Fig. 3b) . The interpolation is carried out with the two-dimensional interpolation function of the SciPy library. This is the only case where the intensity values are modified. In all other experiments, the intensity values are not altered.
DxTools also supports RSMs recorded in the Q x Q y plane where a series of ! scans is carried out for different azimuthal ' values (Conchon et al., 2007) . The (Q x , Q y ) coordinates can be deduced from the !, 2 and ' angles according to
2.4.2. Temperature-dependent scans. The Bruker D8 diffractometer can easily be equipped with a furnace or a lowtemperature chamber to perform X-ray diffraction (XRD) measurements at non-ambient temperatures. DxTools is compatible with any type of one-dimensional scan recorded for different temperatures.
2.4.3. Spatial scans. In a similar fashion to temperaturedependent scans, one-dimensional scans can be recorded for various positions of the X-ray beam on the sample surface. This type of experiment is relevant, for instance, in the case of inhomogeneous samples. The position of the sample is controlled via the t X and t Y translations. For the moment, only experiments with one single varying translation (either t X or t Y ) are supported. The reason for this is that, because of the large beam size of the D8 diffractometer, especially when using a linear focus, it is in general irrelevant to scan the sample in the direction parallel to the long dimension of the beam.
The sin 2
w technique. In the framework of the determination of residual stresses from XRD data, the sin 2 technique takes its name from the relationship linking the planar spacing to the tilt angle (which, as explained above, is equivalent to ). For example, for the bi-axial state of stress frequently encountered in thin films (Noyan & Cohen, 1987) 
where d 0 is the stress-free planar spacing, 1 and 2 are the inplane stresses at ' = 0 and 90 , S 1 and S 2 are the so-called X-ray elastic constants (Noyan & Cohen, 1987) which, in the case of elastic isotropy for instance, are given by À/E and 2(1 + )/E ( and E being Poisson's ratio and Young's modulus, respectively), and ' is the in-plane stress at angle ', that is ' = 1 cos 2 ' + 2 sin 2 '. The planar spacing d ' corresponding to a particular (', ) pair can be obtained by recording a series of 2/ scans or 2 scans at different ' and values (Fig. 4) . The in-plane residual stress can then be obtained from the slope of the plot of
2 , for at least two ' values. Preferably, sin 2 measurements are carried out with a point-focus X-ray source. With a linear focus, (i) for large values the footprint of the beam on the sample plane largely exceeds the sample size, which results in a loss of intensity, and (ii) because of the poor collimation of the beam in the direction perpendicular to the scattering plane, the divergence of the beam significantly increases for increasing values. These issues can be partly circumvented by scanning the offset angle, ! À , instead of . In this geometry (see Fig. 1 ), the scattering vector is tilted away from the sample surface by varying the incidence angle !. However, for small incidence angles, the beam's footprint increases significantly, which also causes a loss of intensity and a loss of resolution due to the increased beam cross section (Boulle et al., 2002) . Additionally, because the incidence angle ! has to remain positive, the maximum accessible tilt angle is equal to , whereas there is no such restriction when the tilting technique is used. DxTools is compatible with both types of measurements.
2.4.5. Pole figures. Pole figures are usually obtained to assess the texture of materials (Kocks et al., 1998) alternatively, a series of ' scans for different values) is recorded using a point detector with an angular acceptance wide enough to include all the diffracted intensity from the investigated reflection. The corresponding geometry in given in Fig. 4 . A complete pole figure requires the and ' angles to be scanned from 0 to 90 and from 0 to 360 , respectively. 2.4.6. Custom. In principle there is no restriction on the number and type of motors that can be scanned together. DxTools supports any such measurement, but its role is then limited to extracting individual scans from the data file.
Usage and examples
The DxTools folder contains four Python source files:
(1) dxtools.py, which is the main program with the graphical user interface, (2) data_reader.py, which contains the uxd and brml importing functions, (3) data_processor, which contains the processing functions (one for each type of experiment), and (4) misc.py, which contains various functions (like peak fitting functions) that do not fit in any of the above.
With Python 3.5 (together with the SciPy and Matplotlib libraries) installed on the system, DxTools can be launched from a command-line window with python dxtools.py or (for Linux operating systems) python3 dxtools.py. DxTools has been successfully tested on Windows 10 and different Linux distributions (Debian and Ubuntu). The typical work flow with DxTools is as follows:
(a) Import data from the file menu.
(b) Select the experiment type from the tab bar.
(c) Select the export options and, when relevant, the data analysis options.
(d) Process the data. The data are automatically plotted and the extracted data files, as well as the data analysis files, are exported in text format (with a recognizable name) in the same folder as the input data file. The import and processing time are of course a function of the size of the dataset; with an up-to-date computer, typical times are around 1 s or less. The different export and data analysis options are described below with the help of illustrative examples. The corresponding data files are provided in the Example folder. All the plots below are directly generated by DxTools and, in the case of surface plots, the intensity is plotted on a logarithmic scale in order to enhance low-intensity details.
Reciprocal space mapping
A screenshot of the user interface and an RSM generated by DxTools are given in Fig. 5 . It corresponds to the 002 reflection of an irradiated 3C-SiC single crystal (Debelle et al., 2010) . The data were recorded using a stationary onedimensional detector while scanning the incidence angle. Let us first detail the export options (Fig. 5a): (1) 'Log(Intensity) scale': if checked, all the exported data files contain the logarithm of the intensity instead of the intensity itself.
(2) 'Angular-space intensity matrix': exports the data in a two-dimensional array where the first line and first column contain the ! and 2 angles, respectively.
(3) 'Q-space intensity matrix': exports the data in a twodimensional array where the first line and first column contain the Q x and Q z coordinates, respectively. Because the data have to be interpolated, the interpolation step should be provided by the user.
(4) '3-column format': exports the data in a three-column format containing Q x , Q z and the intensity values, respectively.
(5) 'Skip points at start/stop': this option allows the scanning range of the experiment to be reduced directly from the interface, by specifying the number of points to be removed at the beginning and at the end of the scan, for both scanning motors. This is especially useful to remove useless data points, such as for instance at the edges of a one-dimensional detector where a few channels often exhibit wrong intensity values, or to simply remove data points in an otherwise too large experiment. In the case presented here, the primary motor is 2 and the secondary motor is !.
In the RSM (Fig. 5b) , the intense peak located at Q z = 2.883 Å corresponds to the 002 reflection from 3C-SiC, and the vertical intensity streak spreading towards lower is the signal emanating from the irradiated surface of the crystal (Debelle et al., 2014; Boulle & Debelle, 2016) . Inclined streaks (making a $55 angle with Q z ) originating from stacking faults can also be distinguished (Boulle et al., 2009) 3.2. Temperature-dependent scans Fig. 6 displays temperature-dependent 2/ scans recorded from a VO 2 thin film grown on a (001)-oriented TiO 2 substrate. VO 2 exhibits a metal-insulator transition at around 341 K, which is accompanied by a structural phase transition from a monoclinic (insulator) to a tetragonal rutile-like (metal) phase upon heating. The data shown in Fig. 6(b) correspond to the 002 reflection of VO 2 (indexed in the tetragonal unit cell).
There are two export options ( Fig. 6a ):
(1) 'Individual scans': the scans recorded at different temperatures are extracted from the file and saved to the hard drive.
(2) 'Temperature/angle intensity matrix': exports the data in a two-dimensional array where the first line and first column contain the temperature and angles, respectively.
There are two data analysis options that can be used for a rapid evaluation of the data:
(1) 'Numerical intensity integration': the intensity of each scan is integrated and plotted as a function of temperature. This option is selected in Fig. 6 .
(2) 'Peak fitting (one peak only)': this options performs a fit of the intensity distribution with a pseudo-Voigt function (Wertheim et al., 1974) function of temperature. The fit is performed with the leastsquares fitting function of the SciPy library.
The point skipping option acts on the angular range and on the temperature range. The phase transition of the material is clearly observed around 60 , which gives rise to the appearance of the XRD peak of the high-temperature phase at higher angles (around 65.4 ) and an overall increase of the intensity as a result of the increased structure factor. The shift of the transition temperature towards lower temperatures is probably due to strain (Thé ry et al., 2016) . This will be the subject of a dedicated study.
Spatial scans
The export and data analysis options are exactly the same as those present in the temperature-dependent experiments (above), with the temperature being replaced with the value of the t X or t Y translation (Fig. 7a) . Fig. 7(b) shows the data corresponding to a (010) VO 2 film grown on a (001)-oriented Al 2 O 3 substrate. The film was positioned on a double Peltier heating stage. One Peltier element (for positive translations) is set below the transition temperature (323 K), whereas the other (for negative translations) is set above the transition (363 K). The temperature gradient induces a spatial spread of the phase transition. The upper left panel in Fig. 5(b) shows the evolution of 2/ scans of the 020 reflection of VO 2 as a function of the beam position. The phase transition is clearly observed at around À2 mm. The increase in intensity at negative translations is due to the increased structure factor in the high-temperature phase. The anomalies in the evolution of the peak position (upper right panel) and peak width (lower right panel) are due to the appearance of an intermediate phase at low angles and the co-existence of those three phases in the same angular domain, respectively (Thé ry et al., 2016).
The sin 2 w technique
The only export option is 'Individual scans', whereas a rapid data analysis can be conducted using either an estimate of the peak position from the data ('d-spacing from peak maximum') or from a fit of the data with a pseudo-Voigt function using the same approach as above ('d-spacing from peak fitting'). The latter option is chosen in Fig. 8(a) . The upper part of Fig. 8(b) shows the data (black circles) and the fit (red lines). The data correspond to the 110 reflection of a thick Mo film. The lower part is a d versus sin 2 plot which essentially shows, from the lack of a clear visible slope, that the material is free of residual strain (which agrees well with the fact that all peaks are located at the same position in the upper panel).
Pole figures
The last example corresponds to the analysis of micro-twins in epitaxial (001) GaP films grown on (001) Si (Wang et al., 2015) . Similarly to the previous cases the export options are (Fig. 9a) as follows:
(1) 'Individual scans': the scans (' scans) recorded at different ' () values are extracted from the file and saved to the hard drive.
(2) 'Chi-Phi intensity matrix': exports the data in a twodimensional array where the first line and first column contain the and ' angles, respectively.
(3) '3-column format': exports the data in a three-column format containing the and ' angles and intensity values, respectively. Fig. 9 (b) is a pole figure of the (111) lattice planes. The spots observed at ' 55 exhibit the correct fourfold symmetry expected for the (001) orientation. The additional streak-like spots ' 15 correspond to micro-twins (Wang et al., 2015) . The pole figure is shifted 6 along the axis because of a surface miscut that could not be corrected during the sample alignment procedure.
Conclusions
This article presents the first version of the program DxTools, which is aimed at handling large data files recorded with the Bruker D8 diffractometer. For the moment, DxTools supports the following experiments: reciprocal space mapping, temperature-dependent measurements, spatial scans, sin 2 measurements and pole figures. It should be noted that DxTools only supports data recorded with point and onedimensional detectors. Support for additional data formats (including additional hardware such as two-dimensional detectors or diffractometers from other manufacturers) or additional experiments can be added by modifying the data_reader.py or data_processor.py file, respectively. DxTools requires Python 3.5 as well as the SciPy and Matplotlib libraries to be installed on the computer. The program can be used by anyone even without any programming knowledge. The source code of DxTools is open and it can therefore legally be copied and modified (within the terms the CeCILL license), although some basic programming skills are required, especially to modify the graphical user interface. The program can be downloaded from https://aboulle. github.io/DxTools/. The DxTools program will be useful for those users wanting to keep control of their data.
