In application specific implementation of digital signal processing algorithms optimization is important for a low power solution, not only on block level but also between blocks. This paper presents a cooptimization of a fast Fourier transform and a finite impulse response filter in a silicon implementation of an acoustic echo. The optimization gain can be measured in the number of operations and memory accesses performed per second, and therefore processing power. The optimization can also be applied to other algorithms with a similar constellation of Fourier transforms and finite impulse response filters.
Introduction
To reduce power consumption at the architectural level, care has to be taken both on the design of the computational units as well as on the memory management [l] . Optimization of an architecture has to be performed both on each functional block as well as in the connection between them. This paper present a co-optimization of a Fourier transform connected to a Finite Impulse Response (FIR) filter in an acoustic echo canceller. The optimization makes use of a distributed arithmetic multiplier [2] .
In wireless communication systems delay in the signal path is a serious obstacle and care has to be taken to reduce delay in all signal processing parts of the signal path. An application specific implementation of an acoustic echo canceller algorithm with no signal path delay sustains the real-time signal processing with affordable power consumption.
The main parts of the algorithm are shown in figure 1. At the upper left corner the far end signal z(n) enters and connects to the canceller and to the loudspeaker. The signal from the microphone y(n) is the other input to the canceller. Echoes and the near end talker signal w(n) is added in the acoustic path between the loudspeaker and the microphone. The AFIR block contains an estimate of the impulse response of the acoustic path. The signal z ( n ) is convolved with this estimate, and the output is sub- tracted from the microphone signal, optimally leaving nothing but the near end talker. The difference signal e ( n ) is then fed back to the far end.
The heart of the algorithm is a number of adaptive Least-Mean-Squares (LMS) filters that track the frequency response from speaker to microphone. Each of these LMS filters act on a small frequency band of the x and y signals which have been divided by the filterbanks (FB).
The estimated filter taps from one adaptive filter represent a part of the total impulse response in a certain frequency band. To make a fullband impulse response, these taps have to be Fourier transformed, stacked in frequency and inverse transformed. The fullband impulse response is used to filter the far end signal to simulate the effect of the sound propagating through the room. Typical sizes for the estimated impulse response is N = 1000 t o 4000 taps at 16 kHz sample rate. The fullband impulse response is a delayed estimate of the room acoustics due to the delays in the filterbanks, adaptive filters and FFTs. 
(3)
Due to the stacking at the input of the IFFT as described earlier, the signals h(k) are real. Therefore the signals hpre(k) must also be real.
The sum and difference of the k signals in equation ( 3 ) looks similar to the precomputation required by inner product computation using distributed arithmetic.
The Distributed Arithmetic Multiplier
By using distributed arithmetic [4] the order of multiplication and addition in an inner product is reversed.
If precomputation is applied to one of the inputs, the number of partial inner products can be significantly reduced. When the inner product is of length two, as in
precomputation is limited t o one addition and one subtraction.
If A is an L-bit fractional number in two's complement, the value of A is calculated according to The number of partial inner product bits to be added together for the expression Aozo+Alxl assuming the A and x are 16 bits wide each is 512 when ordinary multipliers are applied. Using the distributed arithmetic approach the number is, dependent of the implementation, approximately 289, or slightly less than a 50% reduction. Addition of the partial inner products can efficiently be implemented using an adder tree [a].
CO-Optimization
The last stage of butterflies partitions the FIR filter into N/2 partial convolvers, each computing its inputs has to be z ( n -2k) and z ( n -(2k + l)), and the sums and differences of i ( 2 k ) and i ( 2 k + 1).
These sums and differences are visible in equation (3) and, except for the factor 1/2, equal to fi,,,(2k) and Apre(2k + 1). Therefore, all butterflies in the last stage of the IFFT can be removed, and every pair of multipliers replaced by one distributed arithmetic multiplier, as depicted in figure 4 . The factor 1 / 2 is compensated by a logic shift of one bit to the left. The co-optimization reduces the number of arithmetic operations, as well as the number of memory accesses. Load and store operations consume energy for memory access, address calculation and bus driving. Reduction of the number of memory accesses is crucial to reduce power in an application specific integrated circuit [l] . The effects of the optimization is shown in table 1.
Removal of the last addition and subtraction stage of the IFFT reduces the number of loads and stores with N each. As one adder, one subtracter and two multipliers are replaced by one distributed arithmetic multiplier, the number of adders and subtracters are reduced by N / 2 each. Further, the number of products to be added in the filter is reduced from N - Table 1 : Optimization results distributed arithmetic multipliers. The distributed arithmetic multiplier is comparable in size to one ordinary multiplier. Different schemes can be applied to reduce the complexity of a n ordinary multiplier, for example modified Booth encoding [5] , but the reduction of the number of memory accesses and additions is made possible due to the distributed arithmetic multiplier.
Conclusion
This paper presents a co-optimization of an IFFT and a FIR filter by using distributed arithmetic multipliers. The co-optimization reduces the number of memory accesses as well as the number of additions due to the removal of the last stage of the IFFT.
