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Re´sume´
La ge´ne´ration et la manipulation de flux audio – pour une radio web par exemple – est une
taˆche complexe, difficilement re´alisable a` l’aide des langages de programmation habituels. Nous
pre´sentons dans cet article un langage fonctionnel fortement type´ appele´ Liquidsoap qui offre
des abstractions confortables pour de´crire la construction de flux e´labore´s. Il se de´marque par
sa souplesse d’utilisation et la richesse des possibilite´s qu’il offre : de l’utilisation de divers types
d’entre´es (fichiers audio, micro, requeˆtes d’utilisateurs) que l’on peut se´lectionner dynamiquement
(selon la disponibilite´ ou encore l’horaire) a` la gestion des transitions entre morceaux et autres
traitements audio. La ne´cessite´ d’avoir un langage riche et abordable nous a amene´s a` introduire
une variante du λ-calcul type´, avec e´tiquettes et arguments optionnels, dont la porte´e va au dela`
du domaine du traitement audio.
Avec l’ave`nement des re´seaux a` haut de´bit, il est maintenant possible de diffuser rapidement de
grandes quantite´s de donne´es a` travers le monde. Ainsi, de nombreuses radios web ont pu voir le jour
et diffusent en continu divers contenus sonores par le biais d’Internet. Il n’existait cependant pas de
langage simple et expressif permettant de construire les flux audio de ces radios.
Au premier abord, la ge´ne´ration d’un flux continu de donne´es audio peut sembler eˆtre une taˆche
simple a` re´aliser : il suffit de lire bout a` bout des fichiers audio. Cependant, sa mise en pratique se
heurte rapidement a` certaines difficulte´s.
– Ces difficulte´s sont d’abord d’ordre purement technique : les fichiers audio sont stocke´s sous
divers formats (il faut les convertir en un format uniforme), sur divers serveurs (il faut des outils
ge´rant les protocoles utilise´s), etc.
– Ensuite, la gestion des listes de lecture, ou playlists, s’ave`re complexe : on veut pouvoir choisir
un morceau correspondant a` certains crite`res (le titre, l’artiste, le genre, etc.) dans une base
de donne´es, ces crite`res de´pendant de l’horaire (on veut jouer de la musique douce le matin
et plus dansante le soir), on veut aussi pouvoir avoir des interventions en direct lors de plages
horaires re´serve´s aux animateurs, inse´rer re´gulie`rement des messages rappelant le nom de la
radio (jingles), etc.
– Enfin, il faut pouvoir traiter le son provenant des fichiers audio afin de le rendre uniforme et
agre´able a` l’e´coute : il faut a` la fois appliquer des effets audio sur le son (en particulier normaliser
et compresser le son afin d’avoir un volume moyen constant), ge´rer l’enchaˆınement entre les
morceaux (par exemple, appliquer un fondu enchaˆıne´ entre les chansons), e´viter les blancs, etc.
Il existait de´ja` plusieurs logiciels qui permettent de ge´rer des radios. Les solutions les plus
professionelles (Master Control, WinRadio, Open Radio ou encore Rivendell) sont des applications
graphiques inte´grant la gestion de la grille de diffusion, le controˆle des points de transitions entre
fichiers, le de´crochage vers une e´mission en direct et enfin la diffusion. D’autres applications plus
spe´cialise´es et le´ge`res, ont une interface en mode console et sont plus adapte´es a` un fonctionnement
comple`tement automatise´ sur un serveur. Ces derniers ge´ne´rateurs de flux (par exemple Ices ou
EzStream) offrent des possibilite´s limite´es a` la diffusion d’une suite de fichiers sans transitions ou
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d’un flux en provenance de la carte son. Ils sont cependant tre`s utilise´s dans la communaute´ open-
source, notamment dans le syste`me Mediabox 404 qui offre une interface web conviviale permettant
de ge´rer une grille de diffusion et le de´crochage vers les e´missions en direct. Dans tous les cas on
remarque que la ge´ne´ration du flux se fait selon un sche´ma rigide : l’ordre dans lequel les ope´rations
sont effectue´es est fixe. Ces outils ne sont par conse´quent plus utilisables de`s que l’on sort du cadre
pour lequel ils ont e´te´ conc¸us.
La conception d’un langage applicatif de´die´, fournissant des ope´rations e´le´mentaires sur des valeurs
repre´sentant les flux, offre un cadre de de´veloppement riche ainsi qu’un moyen simple et expressif
pour l’utilisateur de de´crire sa configuration. Nous pre´sentons ici le langage Liquidsoap [5], une
imple´mentation de cette ide´e en OCaml [7]. Cet outil offre de larges possibilite´s et est d’ores et de´ja`
utilise´ avec succe`s en production par des webradios [1, 2] ou encore pour expe´rimenter de nouvelles
me´thodes de diffusion, par exemple fonde´es sur le recoupement des habitudes musicales de groupes
d’auditeurs [4].
L’une des contraintes majeures qu’un tel langage doit respecter, au dela` de celles induites par la
manipulation de flux audio, est lie´e a` la nature des utilisateurs potentiels : les personnes susceptibles
de vouloir cre´er des radios sur internet sont loin d’eˆtre toutes des programmeuses chevronne´es. Nous
avons donc conc¸u le langage de sorte qu’il soit abordable et simple d’utilisation. En particulier, le grand
nombre de parame`tres dont peuvent de´pendre les ope´rations du langage nous a amene´ a` introduire
un calcul avec e´tiquettes (ce qui permet a` l’utilisateur de ne pas avoir a` se souvenir de l’ordre des
arguments) et arguments optionnels (permettant de spe´cifier des valeurs par de´faut pour les arguments)
ainsi qu’un syste`me de types pour ce calcul, qui sont deux contributions originales de cet article. Ce
calcul n’est pas spe´cifique au traitement de l’audio et peut eˆtre re´utilise´ dans d’autres domaines ou`
la simplicite´ du langage passe avant la ne´cessite´ d’une compilation efficace, par opposition avec les
calculs de´veloppe´s par Aı¨t-Kaci, Garrigue et Furuse [3, 9].
Nous abordons dans cette article deux aspects fondamentaux de la conception de Liquidsoap. Nous
commenc¸ons par pre´senter les abstractions fournies dans le langage en illustrant les possibilite´s qu’elles
offrent et nous discutons de l’ade´quation entre ces abstractions et l’imple´mentation. Dans un second
temps, nous formalisons le calcul sous-jacent au langage de programmation ainsi qu’un syste`me de
types adapte´.
1. Un langage de manipulation de flux audio
Notre pre´sentons ici la me´thodologie et les concepts ge´ne´raux importants qui sous-tendent le
langage. Nous nous sommes efforce´s d’eˆtre synthe´tiques, le lecteur pourra trouver plus de de´tails
pratiques sur le site de´die´ au langage [5]. Il est cependant inte´ressant de donner tout d’abord une
rapide ide´e de l’ampleur du de´veloppement qui a e´te´ ne´cessaire pour imple´menter ce langage.
Le de´veloppement de Liquidsoap a e´te´ effectue´ au sein d’un projet appele´ Savonet qui, outre le
langage de programmation Liquidsoap lui-meˆme, contient des librairies en OCaml interfac¸ant des
libraires C pre´existantes qui permettent de de´coder et d’encoder des fichiers audio aux formats
Ogg/Vorbis,mp3 et aac, d’appliquer des effets audio (greffons ladspa pour les effets audio, samplerate
pour changer la fre´quence d’e´chantillonage, etc.), de communiquer avec les cartes son (librairies ao,
alsa et portaudio), avec des programmes externes (jack), ou d’envoyer le flux audio a` un serveur
d’e´mission audio utilisant le protocole shoutcast (Icecast par exemple). D’autres programmes de
Savonet permettent de cre´er une base de donne´es des fichiers audio disponibles sur un re´seau ou de
ge´rer les requeˆtes d’utilisateurs via un site web ou un bot irc – on peut par exemple dire ® mets de
la techno ¯ sur un forum de messagerie instantane´e et une chanson de techno, trouve´e dans la base
de donne´e, sera diffuse´e sur la radio.
Le projet dans son ensemble comporte plus de 50 000 lignes de code dont 40 000 sont e´crites en
OCaml, et 8 000 en C. Le langage Liquidsoap lui-meˆme comporte 25 000 lignes en OCaml. Malgre´
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le lourd travail d’interfac¸age de librairies C, le choix d’OCaml semble avoir e´te´ fortement positif :
l’expressivite´ et les capacite´s d’abstraction offertes par le langage nous ont permis de structurer
fortement Liquidsoap, de le maintenir et de l’e´tendre a` moindre couˆt. En particulier, l’utilisation
intensive de la programmation objet nous a permis une grande simplicite´ et extensibilite´ de la
conception des ope´rations sur les flux.
1.1. Ge´ne´ration de flux audio dans Liquidsoap
Un programme Liquidsoap construit des ge´ne´rateurs de flux audio : les sources. Une source peut
eˆtre de´crite par un graphe oriente´ acyclique, dont les sommets sont appele´s ope´rateurs. Les sommets
initiaux de ce graphe ge´ne`rent un flux a` partir d’un fichier audio, d’une liste de lecture ou encore d’un
microphone. Les sommets internes correspondent a` des manipulations ope´re´es sur les flux produits
par les sources filles, par exemple la superposition de ces flux, ou le choix entre l’un d’entre eux en
fonction de certains parame`tres comme l’horaire ou encore l’application d’un effet audio. Les sommets
terminaux n’ont typiquement qu’une entre´e, et transmettent par exemple leur flux a` un serveur de
diffusion sur Internet ou a` une carte son. Les ope´rateurs, en plus de de´pendre d’autres sources de´crites
dans le graphe, peuvent de´pendre de valeurs donne´es en parame`tres (boole´ens, entiers, flottants,
fonctions, etc.).
A` partir d’un tel graphe, de´crit par un programme Liquidsoap, un flux audio est ge´ne´re´ par blocs
de donne´es audio. Re´gulie`rement, un bloc est de´code´ a` partir d’une source, des ope´rateurs proce`dent a`
diverses manipulations sur ce bloc, puis il est encode´ dans un format compresse´ avant d’eˆtre transmis
a` un serveur qui se charge de diffuser le flux aux auditeurs. Par exemple, le programme suivant lit des
morceaux dans une liste de lecture appele´e liste puis applique une normalisation de volume et enfin




Le graphe induit par ce script est :
playlist // normalize // output.icecast.vorbis
Il nous faut enrichir la notion de flux audio pour pouvoir de´crire les configurations usuellement
rencontre´es. D’une part, certaines sources ne sont pas disponibles en permanence, c’est-a`-dire qu’elles
ne sont pas tout le temps preˆtes a` ge´ne´rer des donne´es. Par exemple, une source jouant des requeˆtes
d’auditeurs n’est disponible que s’il y a effectivement des requeˆtes. Lorsque ce n’est pas le cas, il faut
pouvoir jouer a` la place le flux provenant d’une autre source, typiquement une liste de lecture. Si la
source de requeˆtes devient disponible a` nouveau, on ne veut en ge´ne´ral pas interrompre le morceau
en cours mais attendre qu’il soit termine´ avant de jouer la nouvelle requeˆte. Il faut donc d’autre part
introduire une notion de piste dans le flux qui permette de de´limiter les portions faisant partie d’un
meˆme morceau.
Liquidsoap permet ainsi de de´crire des ope´rateurs plus complexes comme l’ope´rateur de choix par
de´faut fallback, qui prend en argument une liste de sources et produit en sortie une piste de la
premie`re source disponible, puis a` la fin de celle-ci une nouvelle piste de la premie`re source disponible
a` ce nouvel instant et ainsi de suite. Il permet de re´aliser ainsi notre exemple :
f = fallback([request.queue(), playlist("liste")])
Le graphe sous-jacent a` ce programme est :


















Le langage permet de construire des sources encore plus e´labore´es. Nous pre´sentons dans la section
suivante l’exemple de l’utilisation des transitions entre pistes, car elle nous semble eˆtre une bonne
illustration de l’expressivite´ du langage et motive son caracte`re fonctionnel.
1.2. Les transitions
L’ope´ration de fondu enchaˆıne´ consiste a` faire varier progressivement le volume de 0% a` 100%
(resp. de 100% a` 0%) en de´but (resp. en fin) de piste. Le fondu enchaˆıne´ et croise´ consiste de plus a`
superposer une portion de la fin d’une piste avec le de´but de la pre´ce´dente. Cet effet est commune´ment
utilise´ pour rendre l’e´coute plus agre´able. De nombreux parame`tres sont a` prendre en compte : la dure´e
du fondu en de´but et en fin de piste, la dure´e de la superposition ou le type de fondu (line´aire ou
logarithmique par exemple), etc. De plus, on veut parfois adapter ces parame`tres en fonction des
volumes sonores, par exemple pour e´viter de masquer un de´but de piste doux en le mixant avec une
fin bruyante. Enfin, il est aussi fre´quent d’ajouter un jingle durant la transition.
Une solution e´le´gante et ge´ne´rale pour traiter tous ces cas est de de´crire une transition par une
fonction, qui prend en argument deux sources repre´sentant les pistes a` combiner et retourne une source
qui est le re´sultat de la transition. Les ope´rations usuelles sur les flux sont alors a` la disposition de
l’utilisateur pour de´crire sa transition.
Par exemple, le code suivant permet d’effectuer une transition simple entre deux pistes conse´cutives
d’une source s :
s = fade.out(duration=3., s)
s = fade.in(duration=2., s)
fader = fun (a,b) -> add([a,b])
cross(duration=2., fader, s)
Dans ce programme, l’ope´rateur fade.out applique une diminution de volume line´aire durant les trois
dernie`res secondes d’une piste, pour arriver au volume nul ; l’ope´rateur fade.in agit similairement mais
en de´but de piste. La seconde de´finition de smasque la premie`re, le = de la syntaxe concre`te e´tant a` lire
comme un let dont le in est implicite. La fonction fader est ensuite de´finie pour de´crire comment
va se faire la transition entre les pistes. Son premier parame`tre sera un tronc¸on de flux a` croiser
en fin de piste, le second parame`tre correspondra au flux commenc¸ant a` la piste suivante. Ici, on se
contente de superposer les deux pistes graˆce a` l’ope´rateur add mais on aurait aussi pu ajouter un jingle
durant la transition en utilisant la fonction fader = fun (a,b) -> add([a,once(jingles),b]).
Enfin, l’ope´rateur cross va jouer le flux en appliquant la transition a` chaque changement de piste : a`
deux secondes de la fin d’une piste, la fonction de transition est utilise´e pour calculer l’enchaˆınement
des pistes. Graphiquement, apre`s la premie`re et la deuxie`me ligne du script, le volume de deux pistes










piste n piste n + 1






piste n piste n + 1
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L’ope´rateur cross doit fournir en meˆme temps a` sa fonction fader des donne´es provenant de la
meˆme source smais correspondant a` des instants diffe´rents dans le flux. Il doit donc re´cupe´rer en avance
et stocker les donne´es a` superposer. Si un autre ope´rateur t acce´dait a` la source s, il faudrait stocker
ses anciennes donne´es pour pouvoir fournir des re´ponses cohe´rentes a` t. Sans hypothe`se simplificatrice,
ceci est irre´alisable : la quantite´ de donne´es a` stocker croˆıt sans cesse. Dans Liquidsoap, on choisit
d’exclure comple`tement cette possibilite´ : aucune des sources en amont d’un ope´rateur cross ne doit
eˆtre acce´de´e par un autre ope´rateur. Malheureusement, c’est encore a` l’utilisateur de ve´rifier cette
condition, en attendant une extension ade´quate du syste`me de types (cf. Section 3.2).
Pour finir, notons que cette repre´sentation des transitions motive pleinement la conception de
Liquidsoap comme un langage fonctionnel : contrairement a` de nombreux langages spe´cialise´s (Domain
Specific Languages), la notion de fonction est essentielle dans Liquidsoap. En effet, on ne peut pas
e´liminer les fonctions par une premie`re passe d’e´valuation partielle, car leur exe´cution est e´troitement
lie´e au processus infini de ge´ne´ration de flux.
1.3. Granularite´, efficacite´ et partage
Nous avons de´crit un syste`me expressif pour construire un flux, en composant des ope´rations
e´le´mentaires pre´de´finies. Nous discutons ici de l’e´cart entre la notion abstraite de flux que l’utilisateur
manipule, et son imple´mentation.
Pre´cisons le cadre dans lequel se situe Liquidsoap, ses objectifs, sa granularite´, par comparaison avec
les langages synchrones [6] dans lesquels l’e´valuation se fait re´gulie`rement, et de fac¸on the´oriquement
instantane´e, a` chaque tic d’une horloge globale. Il existe de tels langages de´die´s a` la synthe`se audio,
ChucK [10] ou StreamIt [11] par exemple. Ces langages offrent une granularite´ tre`s fine : ils permettent
a` l’utilisateur un controˆle pre´cis du flux, au niveau de l’e´chantillon. La synthe`se sonore s’effectue
e´chantillon par e´chantillon, en exe´cutant pe´riodiquement le programme saisi par l’utilisateur. Une
telle richesse n’est ni ne´cessaire ni souhaitable dans notre cas. Le cre´ateur de radio web n’a pas besoin
d’imple´menter un nouvel algorithme de synthe`se sonore ou un filtre innovant ; il n’en a en ge´ne´ral
d’ailleurs pas les capacite´s techniques et pre´fe`re en tout cas s’abstraire de ces de´tails de bas niveau.
Liquidsoap offre donc une granularite´ plus grossie`re : le langage ne donne pas acce`s aux flux mais traite
ceux-ci comme des objets comple`tement abstraits. L’exe´cution du programme cre´e essentiellement une
source en assemblant des boˆıtes noires dont le comportement est programme´ en OCaml et non pas
dans le langage Liquidsoap. La synthe`se du flux audio n’a lieu que dans un second temps, une fois la
source cre´e´e, et n’implique (presque) plus l’e´valuation du programme Liquidsoap saisi par l’utilisateur.
La simplicite´ d’utilisation n’est cependant pas l’unique motivation de la conception de Liquidsoap
qui est aussi guide´e par une recherche d’efficacite´. En effet, la majeure partie des calculs est ainsi
effectue´e en OCaml qui est un langage efficacement compile´, mais surtout le niveau d’abstraction
permet un traitement du flux optimise´ en interne. Au lieu de calculer le flux e´chantillon apre`s
e´chantillon, les ope´rations de´finies en OCaml vont pouvoir travailler directement avec des blocs
d’e´chantillons, c’est-a`-dire un tableau d’e´chantillons conse´cutifs de taille fixe. Ceci e´vite de nombreuses
copies de donne´es et est crucial pour les performances : par exemple, en passant d’une taille de bloc
de 1 a` 10 e´chantillons on constate une acce´le´ration d’un facteur 5, puis encore de 2 en passant de 10
a` 100.
Cependant, cette optimisation des copies a une conse´quence sur le flux calcule´. Il se peut qu’a` un
instant donne´ un ope´rateur demande a` une de ses sources filles de remplir un bloc d’e´chantillons a` partir
d’une position quelconque qui n’est pas ne´cessairement au de´but du bloc. Par exemple, un ope´rateur
de choix par de´faut fallback va, si l’une de ses sources se tarit, finir de remplir un bloc avec une autre
source. On rappelle par ailleurs que le graphe de´crivant un flux n’e´tant pas ne´cessairement un arbre,
une meˆme source S peut eˆtre partage´e par deux ope´rateurs A et B. En ge´ne´ral, il est impossible pour
S de savoir au de´but d’un instant lequel de ces ope´rateurs va effectivement lui re´clamer des donne´es,
car cela de´pend notamment des donne´es ge´ne´re´es par les autres sources dans le meˆme instant. La
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source S doit donc se pre´parer a` tous les sce´narios. A` un instant donne´, A peut lui demander de
remplir un bloc, a` partir du milieu. Puis, dans le meˆme instant, B peut demander a` S des donne´es,
cette fois a` partir du de´but d’un bloc. Or, S doit produire des re´sultats cohe´rents : meˆme un de´calage
d’un demi-bloc entre les flux envoye´s a` A et B est intole´rable, par exemple dans le cas ou` ces flux sont
ensuite combine´s. La source S se voit donc contrainte de ge´ne´rer un bloc complet, et d’en copier la
seconde moitie´ pour A. Si B re´clame effectivement des donne´es, on pourra les copier a` partir de notre
bloc complet. Sinon, on aura ge´ne´re´ un de´but de bloc inutile, ce qui cre´e une le´ge`re diffe´rence entre le
flux qui aurait e´te´ produit par un traitement e´chantillon par e´chantillon.
Afin de minimiser cet e´cart entre l’imple´mentation et l’abstraction que l’utilisateur manipule, on
doit chercher a` limiter les effets du partage, c’est-a`-dire de´tecter le plus finement possible les points
de partage potentiel. Par ailleurs, cela entraine une limitation des copies de blocs, donc encore une
optimisation – cette fois sans effet sur le re´sultat. La de´tection du partage devient plus de´licate en
pre´sence de transitions, mais nous ne la de´taillerons pas ici.
2. Un langage de programmation e´tiquete´
L’utilisation d’un langage de programmation fonctionnel pour de´crire les graphes de configuration
apparait naturellement, les flux e´tant construits a` l’aide d’ope´rateurs ayant plusieurs entre´es et au
plus une sortie. De plus, cela permet de de´crire de fac¸on e´le´gante des constructions complexes comme
les transitions (voir Section 1.2). Enfin, l’application partielle s’est aussi re´ve´le´e eˆtre pratique pour
factoriser le code, y compris au sein de scripts simples.
Nous avons voulu un langage fortement et statiquement type´. La garantie d’absence d’erreur a`
l’exe´cution que cela apporte nous semble d’autant plus importante ici que les scripts sont amene´s a`
fonctionner pendant de tre`s longues dure´es sans maintenance : il serait malheureux qu’une coquille
dans le code d’une transition spe´cifique au troisie`me dimanche du mois provoque l’arreˆt de toute la
diffusion. D’autre part, le typage fournit un support utile a` la documentation, comme on peut le voir
pour l’ope´rateur cross, de´ja` rencontre´ a` la Section 1.2 :
$ liquidsoap -h cross
Generic cross operator, allowing the composition of the N last seconds of a track
with the beginning of the next track.
Type: (?duration:float, ((source, source)->source), source)->source
Parameters:
* duration :: float (default 5.) Duration of the composition (s).
* (unlabeled) :: (source, source)->source Transition function.
* (unlabeled) :: source
Les ope´rateurs pre´de´finis de Liquidsoap de´pendent souvent de nombreux parame`tres. Par exemple,
la sortie la plus couramment utilise´e, qui envoie le flux encode´ au format Ogg/Vorbis a` un serveur de
diffusion, de´pend de vingt parame`tres. Pour que le langage reste attractif et utilisable simplement, nous
avons donc e´te´ conduits a` utiliser des arguments e´tiquete´s, ce qui e´vite d’avoir a` se souvenir de l’ordre
des arguments. De plus, de nombreux parame`tres ayant des valeurs par de´faut raisonnables, nous
avons ajoute´ la possibilite´ d’avoir des arguments optionnels, qui permettent d’utiliser les valeurs par
de´faut quand aucune valeur n’a e´te´ spe´cifie´e. Ainsi, dans l’exemple pre´ce´dent, le parame`tre spe´cifiant
la dure´e de la superposition est e´tiquete´ duration et est optionnel, avec comme valeur par de´faut 5
secondes.
2.1. Un langage oriente´ vers la simplicite´
Plusieurs articles e´tablissent les fondations d’un λ-calcul avec e´tiquettes [3] et arguments
implicites [9], et ont mene´ a` l’imple´mentation de ces traits dans le langage OCaml. Avant d’introduire
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le calcul avec e´tiquettes et arguments implicites utilise´ dans Liquidsoap, mentionnons brie`vement
pourquoi nous avons trouve´ utile de nous de´marquer de [9], en soulignant les difficulte´s que posent
ce genre de calculs. Les auteurs de cet article s’attachent a` la compilation efficace du langage, ce qui
entraˆıne certaines restrictions peu naturelles pour l’utilisateur non averti. Par exemple en OCaml, les
arguments e´tiquete´s ne commutent pas toujours :
# let app f = f ~a:1 ~b:2 ;;
val app : (a:int -> b:int -> ’a) -> ’a = <fun>
# app (fun ~b ~a -> a+b) ;;
This function should have type a:int -> b:int -> ’a
but its first argument is labeled ~b
Dans la meˆme optique, les auteurs souhaitent imple´menter les arguments optionnels comme un ® sucre
syntaxique type´ ¯ : apre`s une premie`re phase de typage, le code appliquant les valeurs par de´faut
est ajoute´ implicitement lorsque tous les parame`tres obligatoires sont de´ja applique´s. Ceci limite les
abstractions sur une fonction prenant un argument implicite. Conside´rons par exemple la fonction fun
f x -> f x. Avec le type (’a -> ’b) -> ’a -> ’b, infe´re´ par OCaml, cette fonction sera compile´e
sans prendre en compte la possibilite´ d’arguments optionnels a` substituer implicitement dans f, et
le syste`me de types interdira de passer une fonction avec un argument optionnel. En revanche, si
on force le type de f a` eˆtre par exemple ?a:int -> int -> int, la fonction sera compile´e pour
implicitement substituer l’argument e´tiquete´ a, mais n’acceptera plus de fonction sans argument
implicite. Dans [9], les auteurs obtiennent un syste`me de type et un algorithme qui infe`re des types
principaux (cf. Section 2.4), mais ils doivent pour cela interdire toute abstraction sur une fonction
avec argument implicite.
En pre´sence d’arguments optionnels, on notera le besoin de distinguer entre les applications
successives d’une fonction a` des arguments et la multi-application d’une fonction a` des arguments
c’est-a`-dire l’application de la fonction a` plusieurs arguments simultane´ment. Ceci est ne´cessaire pour
controˆler le moment ou` les arguments optionnels sont implicitement applique´s. L’exemple suivant le
montre avec OCaml :
# let f ?(a=false) () = a ;;
val f : ?a:bool -> unit -> bool = <fun>
# f () ~a:true ;;
- : bool = true
# (f ()) ~a:true ;;
This expression is not a function, it cannot be applied
Cependant, la multi-application d’OCaml ne peut eˆtre vide (0-aire) : on ne peut pas appliquer une
fonction de type ?l:t -> t’ a` ® rien ¯ pour obtenir un terme de type t’, calcule´ en substituant
l’argument optionnel par sa valeur par de´faut dans le corps de la fonction. Dans ce cas l’argument
optionnel est ineffac¸able, c’est-a`-dire que la valeur par de´faut ne peut jamais eˆtre utilise´e.
Dans notre approche, l’efficacite´ passe apre`s la simplicite´ d’utilisation, car les re´ductions dans
le langage prennent ge´ne´ralement un temps ne´gligeable devant les traitements audio. Cela nous a
amene´s a` introduire un calcul le´ge`rement diffe´rent de [9]. Nous nous proposons de plus de conside´rer
une notion de multi-abstraction, une approche qu’il paraˆıt naturel d’explorer, par syme´trie avec la
multi-application. Le syste`me obtenu n’est peut-eˆtre pas compilable efficacement, mais sa se´mantique
est intuitive, et son interpre´tation simple.
Nous allons donc formaliser un calcul et un syste`me de types originaux. On notera que le cœur du
langage n’est pas spe´cifique au traitement audio et pourrait eˆtre re´utilise´ dans d’autres domaines.
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2.2. Termes du langage
On se donne un ensemble L d’e´tiquettes et un ensemble V de valeurs de base. En pratique dans
Liquidsoap, l’unite´, les boole´ens, les entiers, les flottants et les chaˆınes de caracte`res font partie des
valeurs de base, mais aussi les sources et les requeˆtes. On note X l’ensemble des variables. Les termes
sont de´finis inductivement par la grammaire suivante :
M ::= v (1)
| x (2)
| let x = M in M (3)
| λ{. . . , li : xi, . . . , lj : xj =M, . . .}.M (4)
| M{l1 =M, . . . , ln =M} (5)
La multi-application (5) est l’application simultane´e d’une fonction a` plusieurs arguments e´tiquete´s par
des li ∈ L. La multi-abstraction (4) abstrait simultane´ment sur plusieurs arguments en les e´tiquetant
1
par li ∈ L et en pre´cisant pour certains arguments une valeur par de´faut. La notation compacte
utilise´e dans (4) de´note une liste d’arguments quelconque, sans contrainte sur la position relative
des arguments avec et sans valeur par de´faut. Toujours dans la multi-abstraction, on supposera
les xi deux-a`-deux distincts
2. Les arguments pour lesquels une valeur par de´faut est donne´e sont
appele´s optionnels, dans le cas contraire ils sont obligatoires. On dira enfin qu’un groupe de liaisons
Γ = {. . . , li : xi, . . . , lj : xj = Mj, . . .} est effac¸able si toutes les liaisons qu’il contient sont optionnelles
(en particulier, l’ensemble vide est effac¸able). Dans la multi-abstraction λ{Γ}.M , les variables xi sont
lie´es dans M , mais pas dans les valeurs par de´faut Mj . Ceci permet de de´finir l’ensemble FV(M) des
variables libres d’un terme M ; lorsque cet ensemble est vide, le terme M est dit clos.
Nos termes sont conside´re´s modulo la relation d’α-e´quivalence habituelle. On conside´rera aussi
que deux arguments d’e´tiquettes distinctes peuvent permuter au sein d’une meˆme multi-abstraction3.
Formellement, cela revient a` conside´rer les termes modulo la relation ≡ de´finie comme la plus petite
congruence satisfaisant :
λ{Γ, l : x, l′ : x′,∆}.M ≡ λ{Γ, l′ : x′, l : x,∆}.M
λ{Γ, l : x = N, l′ : x′,∆}.M ≡ λ{Γ, l′ : x′, l : x = N,∆}.M
λ{Γ, l : x = N, l′ : x′ = N ′,∆}.M ≡ λ{Γ, l′ : x′ = N ′, l : x = N,∆}.M

 si l 6= l
′ (6)
ou` Γ et ∆ sont des listes d’arguments e´tiquete´s, optionnels ou pas. On pourra ve´rifier par ailleurs
que l’ajout de la relation similaire de permutation dans les multi-applications est compatible avec la
re´duction du calcul.
L’application d’une fonction λ{. . . , l : x, . . .}.M a` un terme N sur l’e´tiquette l va provoquer une
substitution de la variable x par N dans le corps M , et la suppression de la liaison l : x dans
la multi-abstraction. Si a` l’issue d’une multi-application aucun argument obligatoire ne subsiste, les
valeurs par de´faut seront automatiquement substitue´es aux argument optionnels et la multi-abstraction
1On repre´sente facilement les arguments non e´tiquete´s, possiblement optionnels, en les e´tiquetant par une e´tiquette
particulie`re.
2Mais deux e´tiquettes peuvent eˆtre e´gales, comme on le voit dans l’Exemple 2.
3L’imple´mentation dans Liquidsoap est le´ge`rement diffe´rente, car elle permet de de´finir une valeur par de´faut en
fonction des valeurs des arguments pre´ce´dents. Les notions de liaison et de substitution tiennent alors compte de l’ordre
des arguments dans une multi-abstraction, mais la re´duction se fait toujours modulo permutation. Cela complique
l’e´criture du syste`me mais ne change essentiellement rien.
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disparaˆıtra. Afin de formaliser ceci, on introduit la relation de substitution suivante :
x[M/x] = M
y[M/x] = y, si x 6= y
(let y = N in P )[M/x] = let y = N [M/x] in P [M/x]
(λ{. . . , li : yi, . . . , lj : yj = Nj, . . .}.P )[M/x] = λ{. . . , li : yi, . . . , lj : yj = Nj [M/x], . . .}.(P [M/x])
(N{. . . , li = Pi, . . .})[M/x] = N [M/x]{. . . , li = Pi[M/x], . . .}
Pour le cas du let on suppose y distinct de x et non libre dansM . De meˆme pour la multi-abstraction,
on suppose que les variables yi sont distinctes de x et non libres dansM . La se´mantique ope´rationnelle
de notre calcul est alors de´finie par les re`gles de re´duction suivantes :
let x =M in N  N [M/x] (7)
(λ{
−−−−−−−−−−−−−→
li : xi, lj : xj =Mj ,Γ}.M){
−−−−→
li = Ni}  λ{Γ}.(M [
−−−→
Ni/xi]), si Γ est ineffac¸able (8)
(λ{
−−−−−−−−−−−−−→
li : xi, lj : xj = Pj ,
−−−−−−−−→
l′k : yk =Mk}.M){
−−−−→





La notation vecteur ci-dessus de´signe une liste de liaisons ou de substitutions. En particulier, la
notation
−−−−−−−−−−−−−→
li : xi, lj : xj =Mj repre´sente une liste de liaisons dont certaines ont une valeur par de´faut,
sans contrainte particulie`re sur la position de celles-ci dans la liste. De plus, M [
−−→
N/x] de´signe une
se´quence de substitutions. Dans la re`gle (8), on suppose que les variables xi, ainsi que les variables
lie´es par Γ, ne sont pas libres dans les Ni ; de meˆme dans la re`gle (9), on supposera que les variables
xi et yk ne sont pas libres dans les Ni et Mk. Les re`gles (8) et (9) permettent de re´duire l’application
d’une abstraction a` un ensemble de parame`tres e´tiquete´s {
−−−−→
li = Ni}, ces arguments correspondant a`
des parame`tres optionnels ou obligatoires de l’abstraction. Dans les deux cas, les re`gles de re´duction
provoquent la substitution, dans le corps de l’abstraction, des variables xi associe´es aux arguments
par la valeur du parame`tre Ni, ignorant les valeurs par de´faut des xi optionnels – Mi dans (8) et Pi
dans (9). Si des valeurs n’ont pas e´te´ assigne´es a` tous les arguments obligatoires, c’est la re`gle (8)
qui s’applique, laissant l’abstraction en attente d’une autre application. Sinon, la re`gle (9) supprime
l’abstraction et substitue les variables associe´es aux arguments optionnels restants l′k : yk = Mk par
leur valeur par de´faut.
Exemple 1. Le terme λ{l1 : x, l2 : y = 12, l3 : z = 13}.M , applique´ a` {l3 = 3}, se re´duit en
λ{l1 : x, l2 : y = 12}.M [3/z]. On notera que lors de cette re´duction la valeur par de´faut de z est
ignore´e. Si on applique le re´sultat a` {l1 = 1}, on obtient alors M [1/x, 12/y, 3/z] : la variable y a e´te´
implicitement substitue´e par sa valeur par de´faut.
Exemple 2. On retrouve dans ce calcul un phe´nome`ne similaire aux arguments ineffac¸ables d’OCaml.
Dans le terme λ{l : x = 3, l : y}.M , il est impossible de permuter les deux arguments. Ainsi, la premie`re
application sur l’e´tiquette l de´signera l’argument optionnel x : on est contraint de donner une valeur
a` x avant de pouvoir en donner une a` y et permettre la re´duction (9). On pre´fe´rera donc utiliser
deux e´tiquettes distinctes ou mettre l’argument optionnel en seconde position : λ{l : y, l : x = 3}.M .
Dans ce dernier cas, l’application d’un unique parame`tre sur l de´signera l’argument y et permettra la
re´duction (9), la multi-application de deux parame`tres sur l e´tant toujours possible si l’on veut aussi
spe´cifier une valeur pour x.
Proposition 1. Le calcul est confluent.
Dans la pratique, l’imple´mentation de Liquidsoap utilise une strate´gie de re´duction en appel par
valeur, ce qui a son importance, car certaines fonctions pre´de´finies ont des effets de bord.
2.3. Types
Nous de´crivons maintenant un syste`me de types pour nos termes. On se donne un ensemble A de
variables de type, un ensemble B de types de base (dans Liquidsoap, il y a par exemple un type de
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base pour les sources), et une fonction T : V → B qui donne le type des valeurs e´le´mentaires. Le type
fle`che du λ-calcul devient ici une multi-fle`che e´tiquete´e :
t ::= ι
| α
| {. . . , li : ti, . . . , ?lj : tj , . . .} → t
Ci-dessus, on suppose ι ∈ B et α ∈ A. Les e´tiquettes annote´es ?l dans la multi-fle`che de´notent les
arguments optionnels. De meˆme qu’avec la multi-abstraction, on conside´rera les types modulo une
permutation dans la multi-fle`che de´finie de fac¸on similaire a` (6). La substitution t[t′/α] d’une variable
de type α ∈ A par un type t′ dans un type t est de´finie de fac¸on habituelle.
On introduit du polymorphisme pre´nexe a` la Damas-Milner [8], en se donnant la possibilite´ de
quantifier universellement sur une variable de type dans les sche´mas de type :
σ ::= t | ∀α. σ
Les re`gles de re´duction introduisent la possibilite´ pour une fonction λ{Γ,∆}.M , dont les arguments
sont Γ,∆, de se comporter localement comme une fonction dont les arguments sont Γ et qui renvoie une
fonction dont les arguments sont ∆. Ceci est exprime´ naturellement ici par la relation de sous-typage
suivante :
∆ ineffac¸able
{Γ,∆} → t ≤ {Γ} → {∆} → t
∆ effac¸able
{Γ,∆} → t ≤ {Γ} → t
t ≤ t
t ≤ t′ t′ ≤ t′′
t ≤ t′′
t ≤ t′ t′
1
≤ t1 · · · t
′
n ≤ tn
{. . . , li : ti, . . . , ?lj : tj , . . .} → t ≤ {. . . , li : t
′
i, . . . , ?lj : t
′
j , . . .} → t
′
Remarque 1. Il peut sembler naturel d’ajouter l’ine´quation
{Γ, ?l : t,∆} → t′ ≤ {Γ, l : t,∆} → t′ (10)
a` la de´finition de la relation de sous-typage, mais celle-ci est incompatible avec le calcul. En effet, la
fonction f := λ{l : x = 42}.x, qui a le type {?l : int} → int, ne se comporte pas comme un terme de
type {l : int} → int. Par exemple, elle ne peut eˆtre applique´e successivement a` {} puis a` {l = 12} :
de`s la premie`re application, elle se re´duit en 42. En revanche, la fonction g := λ{l : x}.x, qui a le
type {l : int} → int, se re´duit en elle-meˆme quand on l’applique a` {}, puis se re´duit en 12 quand on
l’applique a` {l = 12}.
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Les re`gles de typage de notre calcul sont :
Γ ⊢ v : T (v)
(Val)
Γ, x : ∀α1. . . . ∀αn. t ⊢ x : t[t1/α1, . . . , tn/αn]
(Ax)
Γ ⊢M : t′ Γ, x : ∀α1. . . . ∀αn. t
′ ⊢ N : t {α1, . . . , αn} = FV(t
′) \ FV(Γ)
Γ ⊢ let x = M in N : t
(Let)
Γ ⊢M : {. . . , li : ti . . . , ?lj : tj , . . .} → t Γ ⊢ N1 : t1 · · · Γ ⊢ Nn : tn
Γ ⊢M{. . . , li = Ni, . . . , lj = Nj, . . .} : t
(App)
Γ, . . . , xi : ti, . . . , xj : tj , . . . ⊢M : t · · · Γ ⊢Mj : tj · · ·
Γ ⊢ λ{. . . , li : xi, . . . , lj : xj = Mj, . . .}.M : {. . . , li : ti, . . . , ?lj : tj , . . .} → t
(Abs)
Γ ⊢M : t′ t′ ≤ t
Γ ⊢M : t
(Sub)
De meˆme que dans [8], on limite l’introduction de sche´mas de type a` la re`gle (Let) ; les sche´mas
sont e´limine´s par instantiation comple`te dans la re`gle (Ax). La re`gle (App) type la multi-application
d’une fonction a` des arguments qui peuvent aussi bien se substituer a` des parame`tres optionnels
qu’obligatoires. Cette re`gle sera le plus souvent utilise´e en conjonction avec (Sub) pour autoriser les
applications partielles et l’effacement des arguments optionnels. La re`gle (Abs) ve´rifie d’une part que
le corps de la fonction a le type promis si les arguments ont bien le type demande´, d’autre part que
les valeurs par de´faut des arguments optionnels ont le bon type.
Exemple 3. La fonction f := λ{a : x, b : y, c : z = 42}.x admet le type {a : int, b : int, ?c : int} → int,
qui est un sous-type de {a : int} → {b : int, ?c : int} → int. On en de´duit que la fonction
f ′ := f{a = 16} admet le type {b : int, ?c : int} → int. Ce dernier est un sous-type de {b : int} → int,
et par suite f ′{b = 69} est de type int. De fait, ce terme se re´duit en 16.
Proposition 2 (Re´duction du sujet). Si Γ ⊢M : t et M  M ′, alors Γ ⊢M ′ : t.
Lemme 1. Les de´rivations de typage ve´rifient plusieurs proprie´te´s usuelles, exprime´es par
l’admissibilite´ des re`gles suivantes :
Γ ⊢M : t
Γ, x : σ ⊢M : t
(Weak)
Γ, x : t′ ⊢M : t Γ ⊢ N : t′
Γ ⊢M [N/x] : t
(Subst)
Γ, x1 : t1, . . . , xn : tn ⊢M : t t ≤ t





1, . . . , xn : t
′
n ⊢M : t
′
(Subst-Sub)
Proposition 3 (Terminaison). Si M est un terme tel que ⊢M : t est de´rivable alors toute suite de
re´ductions
M  M1  M2  . . .
est ne´cessairement finie.
En utilisant la Proposition 1, on en de´duit que tout terme type´ admet une forme normale.
2.4. Infe´rence de type
L’algorithme d’infe´rence utilise´ dans Liquidsoap est l’algorithme W de Damas et Milner [8]
na¨ıvement e´tendu a` notre calcul pour prendre en compte les multi-abstractions et les multi-
applications, ainsi que les arguments e´tiquete´s et optionnels.
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Notre algorithme e´tend strictement celui de Damas et Milner dans le sens suivant. E´tant donne´e
une e´tiquette l ∈ L, tout terme M de ML peut eˆtre vu comme un terme JMK dans notre langage par
l’interpre´tation de´finie par
JvK = v, JxK = x, Jλx.M K = λ{l : x}.JMK, JMNK = JMK{l = JNK}
et comme le morphisme attendu sur les constructions let. De meˆme, on peut voir tout type t de ML
comme un type JtK de notre langage et ces deux interpre´tations sont injectives et compatibles avec la
re´duction. On peut alors montrer que si t est le type d’un terme M de ML, infe´re´ par l’algorithme W,
alors JtK est le type infe´re´ par notre algorithme pour JMK.
Une proprie´te´ majeure de l’algorithme W est qu’il infe`re un (sche´ma de) type canonique, appele´
type principal, pour un terme. Dans notre syste`me, un termeM admet un type principal t si tout autre
type t′ de M peut se de´duire de t par sur-typage ou par une sorte particulie`re de substitution appele´e
instantiation ge´ne´rique. Malheureusement, un terme n’admet pas ne´cessairement de type principal.
Par exemple, la fonction f := λ{l : g}.(g{l′ = 42}) admet a` la fois
t := ∀α. l : {{l′ : int} → α} → α et t′ := ∀α. l : {{?l′ : int} → α} → α (11)
comme types, et aucun de ces deux types n’est sous-type ou instance de l’autre. Ce de´faut est
essentiellement duˆ au fait que la re`gle de sous-typage e´voque´e dans la Remarque 1 est invalide :
{Γ, ?l : t,∆} → t′ ≤ {Γ, l : t,∆} → t′ (10)
On peut cependant plonger les termes de type {Γ, ?l : t,∆} → t′ dans les termes de type
{Γ, l : t,∆} → t′. Par exemple, a` partir d’un terme f de type {?l : int} → int, on peut construire un
terme de type {l : int} → int en utilisant une sorte d’η-expansion : λ{l : x}.f{l = x}. Dans ce sens, le
type t de f donne´ en (11) est donc plus ge´ne´ral que le type t′ donne´ en (11), car on peut transformer
les arguments pour le second en arguments pour le premier. Le type t est pre´cise´ment celui qui sera
infe´re´ pour la fonction f par notre algorithme. Ainsi, les types infe´re´s sont canoniques mais dans un
sens plus faible que la principalite´.
2.5. Une variante du calcul
Nous e´voquons ici une variante du calcul qui permet de s’accommoder de la re`gle de sous-
typage (10), rendant ainsi possible l’existence d’un type principal pour tous les termes. Nous ne
l’avons pas choisie lors de l’imple´mentation de Liquidsoap, car si elle pourrait mieux se preˆter a` une
e´tude the´orique, elle est moins naturelle a` utiliser dans un langage de programmation et le typage
qu’elle ne´cessite semble plus complexe a` de´finir et a` mettre en œuvre.
Au lieu d’avoir une application et deux re`gles de re´duction, l’une pour l’application partielle et
l’autre pour l’application totale, de´composons l’application en deux constructions4 : l’application
partielle M{l1 = M1, . . . , ln = Mn} et la destruction des multi-abstractions dont les liaisons sont
optionnelles M•, avec les re`gles de re´duction suivantes.
(λ{
−−−−−−−−−−−−−→
li : xi, lj : xj =Mj ,Γ}.M){
−−−−→





li : xi =Mi}.M)•  M [
−−−−→
Mi/xi]
Dans la premie`re re`gle, on n’impose plus que le groupe de liaison Γ ne soit pas effac¸able : meˆme si le
contexte restant est vide, la multi-abstraction subsiste et seul un destructeur • peut la supprimer.
4Cette distinction e´voque certains langages, comme Python, ou` l’application usuelle est totale mais ou` une
construction spe´cifique a e´te´ ajoute´e pour gagner le confort de l’application partielle. La question importante ici est le
typage statique d’un tel calcul, ce qui n’entre pas du tout en ligne de compte en Python.
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La re`gle de sous-typage {Γ,∆} → t ≤ {Γ} → {∆} → t (ou` ∆ n’est pas effac¸able) n’est plus
pertinente, mais la nouvelle re`gle (10) qui permet de promouvoir un argument optionnel en argument
obligatoire semble de´sormais valide : une application partielle est toujours partielle, que la fonction
utilise´e ait des arguments obligatoires ou optionnels.
Par exemple, la fonction f := λ{l : x}.(x{l′ = 1}•) accepte toutes les fonctions attendant un entier
sur l’e´tiquette l′, que cet argument soit obligatoire ou non. L’application partielle vide, qui aurait
exclu les arguments x de type {?l′ : int} → int dans le syste`me pre´ce´dent, n’a de´sormais plus jamais
d’effet. En donnant a` notre fonction le type ∀α. {l : {l′ : int} → α} → α, on peut l’appliquer a`
g1 := λ{l
′ : x}.x aussi bien qu’a` g2 := λ{l
′ : x = 3}.x, car le type canonique de ce dernier terme est
de´sormais sous-type de {l′ : int} → int. Mais on ne peut l’appliquer a` g3 := λ{l
′ : x, l′′ : y}.y, a` juste
titre, car on ne pourrait alors pas re´duire le destructeur •.
Conside´rons maintenant la fonction f ′ := λ{l : x}.x{l′ = 1}, qui peut cette fois eˆtre applique´e a` g1,
a` g2 ou a` g3. Le type de f
′ doit indiquer que cette fonction prend en parame`tre sur l n’importe quelle
fonction acceptant un parame`tre entier sur l′, et e´ventuellement d’autres parame`tres, et renvoie une
fonction qui n’attend plus que ces autres parame`tres. Pour rendre compte de ceci, il faudrait enrichir
notre syste`me de types en lui ajoutant des variables de range´e Γ repre´sentant des ensembles de liaisons
et donner a` f ′ un type de la forme ∀Γ.∀α. {l : {l′ : int,Γ} → α} → {Γ} → α. La de´finition comple`te
et l’e´tude d’un tel syste`me seraient inte´ressantes et sont laisse´es pour de futurs travaux.
3. Extensions
3.1. Les contraintes de type
En pratique, Liquidsoap imple´mente un langage de´ja e´tendu par rapport au syste`me de´crit
formellement en Section 2. On y trouve en effet une notion de contrainte permettant du polymorphisme
ad-hoc. Par exemple, malgre´ la distinction entre entiers (de type int) et flottants (de type float), la
meˆme fonction d’addition permet d’additionner des valeurs de l’un ou l’autre des types. Celle-ci a en
effet le type ∀α ∈ Num. {α, α} → α, ou` la quantification universelle sur α est restreinte par une
contrainte qui impose a` la variable de type α d’eˆtre instancie´e par int ou par float. Concre`tement, le
type de l’addition dans Liquidsoap est :
(+) :: (’a,’a)->’a where ’a is a number type
Outre la restriction a` un type nume´rique, d’autres contraintes sont possibles. Par exemple, la contrainte
Ord repre´sente une classe de types naturellement ordonnables auxquels seront restreintes les ope´rations
de comparaison : la cloˆture de {int, f loat, string, bool, unit} par − × − (constructeur des types des
paires) et [−] (constructeur des types des listes). Mais Liquidsoap dispose aussi de contraintes plus
exotiques, spe´cifiques a` son domaine d’application.
Ce syste`me tre`s utile est ne´anmoins tre`s faible. Les contraintes sont des atomes pre´de´finis dans
le langage et non de´finissables par l’utilisateur, sans autre se´mantique qu’un test de satisfaction. Le
syste`me de types n’est par exemple pas capable de simplifier un ensemble de contraintes ou de de´tecter
une incompatibilite´ entre contraintes.
Lors de l’infe´rence de type usuelle, des me´ta-variables sont utilise´es pour repre´senter les types encore
inconnus. Pour l’e´tendre aux contraintes, on attache aux me´ta-variables des ensembles de contraintes
a` respecter. Quand on instancie une me´ta-variable par un type, on ve´rifie que ses contraintes sont
respecte´es par le type, en propageant si besoin les contraintes aux nouvelles me´ta-variables. Par
exemple, si l’on proce`de a` une comparaison (x==x) sur la variable x, la me´ta-variable de type associe´e
(?Tx) est contrainte a` eˆtre dans Ord ; si ensuite on utilise x comme une liste (list.tl(x)==x), la
me´ta-variable ?Tx est instancie´e en [?T] (c’est-a`-dire une liste dont le type est la me´ta-variable ?T)
et la contrainte Ord est propage´e a` la me´ta-variable ?T.
13
Baelde & Mimram
3.2. Raffinements des types spe´cifiques a` la ge´ne´ration de flux
Dans le contexte de la ge´ne´ration de flux audio pour des radios, il est inte´ressant de garantir
certaines proprie´te´s. La vivacite´ est par exemple importante : une radio doit diffuser en continu.
Liquidsoap proce`de actuellement a` la ve´rification qu’une source e´mise vers un serveur de diffusion
a toujours des donne´es a` e´mettre. Ceci permet au concepteur de la source de s’assurer qu’il a bien
pre´vu des dispositifs de secours dans tous les cas. Par exemple, une liste de lecture de fichiers distants
n’est pas infaillible, car une panne ou une latence du re´seau pourrait empeˆcher d’obtenir les fichiers
a` jouer ou encore ces fichiers pourraient eˆtre corrompus. Un ope´rateur de choix est vivace si l’une de
ses sources filles l’est ; la vivacite´ sera ainsi typiquement assure´e graˆce a` un choix par de´faut qui en
cas de proble`me va jouer un fichier ou une liste de lecture locale dont on aura pre´alablement ve´rifie´
les fichiers.
Cette ve´rification est pour le moment faite de fac¸on dynamique : ce sont les ope´rateurs de sortie
cre´e´s par les programmes Liquidsoap qui se chargent de demander a` leurs sources filles de calculer leur
vivacite´. Cette approche est limite´e, et ne prend notamment pas en compte les transitions. La vivacite´
d’un ope´rateur peut en effet eˆtre compromise par l’utilisation d’une fonction de transition, si celle-ci
transforme une source repre´sentant la nouvelle piste en une source qui ne produit rien5. Pour rejeter
les programmes qui peuvent avoir ce comportement, il faudrait de´velopper une ve´ritable technique
d’analyse statique, impliquant une annotation des types des sources.
Un autre proble`me est lie´ a` la notion de temps. Au premier abord, il semble que toutes les sources
e´voluent dans la meˆme e´chelle de temps, produisant toutes leur flux avec le meˆme de´bit. Cela n’est
plus vrai avec des ope´rateurs comme cross, qui superposent deux portions conse´cutives du meˆme flux,
acce´le´rant localement son de´bit en amont. Or, on risque d’obtenir des re´sultats incohe´rents si deux
ope´rateurs acce`dent a` une meˆme source dans des e´chelles de temps diffe´rentes. La` encore, une solution
serait d’adapter le syste`me de types pour assurer qu’une source potentiellement utilise´e (directement
ou pas) par un ope´rateur comme cross n’est utilise´e par aucun autre ope´rateur.
Enfin, Liquidsoap est actuellement restreint a` l’e´mission de donne´es audio. De plus, toutes les
sources au sein d’une meˆme instance partagent le meˆme format audio (nombre de canaux et fre´quence
d’e´chantillonnage). Cependant, les abstractions fournies par notre langage ne sont pas spe´cifiques a` la
manipulation de donne´es audio, et on pourrait par exemple espe´rer traiter un flux vide´o – le traitement
vide´o a` la vole´e devenant accessible aux processeurs modernes. Les formats des flux ne seraient alors
pas uniformes, certains flux contenant des donne´es audio, d’autres de la vide´o. Plus modestement, il
serait utile qu’une radio puisse e´mettre plusieurs flux audio dont certains seraient en ste´re´o et d’autres
en 5 canaux (surround 5.1 ). Il faudrait donc e´tendre le syste`me de types pour pouvoir spe´cifier dans
le type des sources le format du flux qu’elles e´mettent, ce qui permettrait de ve´rifier statiquement la
compatibilite´ des formats des sources en interaction.
Conclusion
Nous avons pre´sente´ un outil puissant de´die´ a` la ge´ne´ration de flux audio. Liquidsoap permet de
de´crire de fac¸on simple les configurations les plus complexes, graˆce a` la manipulation des flux de fac¸on
abstraite.
Ce langage illustre la possibilite´ d’utiliser avec succe`s, pour des utilisateurs ne´ophytes de la
programmation, des technologies re´pute´es complique´es comme le typage statique et infe´re´. Cette
expe´rience nous a conduits a` revisiter la conception des arguments e´tiquete´s de´veloppe´e pour le langage
OCaml et a` en de´velopper une variante plus souple. Nous espe´rons voir l’ide´e et l’imple´mentation
re´utilise´es dans d’autres projets similaires.
5Au dela` de la vivacite´, c’est meˆme un arreˆt total du syste`me qui survient dans ces cas, qui ne se produisent
heureusement que tre`s rarement et avec des programmes complexes.
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