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1Introduccio´n
1.1. Introduccio´n
Para entender el propo´sito de este proyecto es necesario conocer el contexto en el que
surge la necesidad que viene a satisfacer.
La Web 2.0 actualmente la componen una cantidad muy extensa de aplicaciones en
la red, las cuales, contienen una gran cantidad de datos almacenados de todo tipo. Si se
publicasen y organizaran esta cantidad de datos, se podr´ıa generar una cantidad enorme de
informacio´n disponible para cualquier usuario que la necesitase. Por tener un ejemplo, un
investigador que busca la cura de un tipo de ca´ncer, con una herramienta que controlase y
organizase e´stos datos disponibles en la Web, podr´ıa obtener datos estad´ısticos acerca de
las condiciones geogra´ficas, medioambientales, poblacional, entre otras, que pueden marcar
crucialmente su investigacio´n y que costar´ıan an˜os y una importante inversio´n de recursos
conseguir y que ahora estar´ıa a tan so´lo un click.E´ste es un ejemplo de la potencia que la
Web Sema´ntica nos viene a ofrecer.
Con la Web Sema´ntica surge un nuevo concepto, los Linked Data o datos vinculados. Los
Linked Data vienen a expresar las conexiones entre los datos y co´mo usando estas conexiones
vamos a poder generar una gran cantidad de informacio´n u´til y muy precisa. Para ilustrar
que´ son Linked Data, podemos verlo en el siguiente ejemplo:
Tenemos un perro, el concepto de lo que es un perro.
Figura 1.1: Ejemplo, elemento perro
¿Que´ define a un perro como concepto? Sus atributos, como por ejemplo: color, edad,
taman˜o, etc...Tambie´n lo define datos como su raza, el cual tambie´n posee sus propios
atributos, es decir, cuando pensamos en una raza de perro ya tenemos una visio´n de
un tipo de perro, no nos imaginamos un caniche de 150 kilos ni un pastor alema´n
blanco, luego, la raza tambie´n tiene sus propios atributos. Aunque a un perro tambie´n
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lo define si tiene duen˜o o no, y si lo tiene a e´ste lo definen sus atributos tambie´n.
Figura 1.2: Ejemplo, grafo Linked Data basado en el concepto de perro.
Podemos ver el grafo de datos vinculados que se ha formado que podr´ıa seguir desa-
rrolla´ndose. As´ı las bu´squedas basadas en una estructura de datos son mucho ma´s potentes,
precisas y u´tiles que las realizadas por buscadores por contenidos nos ofrecen.
Bien, sabiendo los avances que supondr´ıan tener aplicaciones que ofrecieran sus datos
vinculados, ¿cua´l es el problema? El problema radica en la necesidad de recursos que re-
quiere actualizar las aplicaciones actuales en la Web y que, en la mayor´ıa de los casos, sus
propietarios no disponen de ellos o no ven la necesidad en invertir en e´ste propo´sito. En este
punto es donde EasyData obtiene su valor y significado.
1.2. Objetivos
El objetivo principal del proyecto es la generacio´n de un plugin o conocidos en te´rminos
de los desarrolladores del lenguaje Rudy, gema, cuya funcio´n es la generacio´n automa´tica
de Linked Data del proyecto en el que es instalada. Para lograr este propo´sito, primero se
deben salvar una serie de objetivos o subtareas que componen el objetivo principal. Estos
objetivos o subtareas se listan a continuacio´n:
CAPI´TULO 1. INTRODUCCIO´N 3
OBJ-01 Ingenier´ıa inversa del modelo de datos
Descripcio´n Ingenier´ıa inversa del modelo de datos para
obtener la lista de los modelos de la aplica-





Cuadro 1.1: OBJ-01 Ingenier´ıa inversa del modelo.
OBJ-02 Administracio´n de la informacio´n RDF aso-
ciada al modelo de datos para su codifica-
cio´n.
Descripcio´n Asociacio´n de las propiedades de los names-
paces de RDF que la aplicacio´n ofrece a los






Cuadro 1.2: OBJ-02 Administracio´n de la informacio´n RDF asociada al modelo de datos para su
codificacio´n.
OBJ-03 Interfaz de acceso a los Linked Data publi-
cados mediante URI’s desreferanciables
Descripcio´n Asociacio´n de URI’s desreferenciable a ca-
da modelo de la aplicacio´n para poder in-






Cuadro 1.3: OBJ-03 Interfaz de acceso a los Linked Data publicados mediante URI’s desreferan-
ciables
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OBJ-06 Control de premisos de acceso a los datos
publicados
Descripcio´n Debe poder establecer un nivel de privaci-
dad sobre los datos publicados en funcio´n





Cuadro 1.6: OBJ-06 Control de premisos de acceso a los datos publicados.
OBJ-04 Control de acceso a la interfaz de adminis-
tracio´n






Cuadro 1.4: OBJ-04 Control de acceso a la interfaz de administracio´n
OBJ-05 Control de la publicacio´n de los datos del
modelo de datos
Descripcio´n La interfaz debe permitir elegir que´ datos






Cuadro 1.5: OBJ-05 Control de la publicacio´n de los datos del modelo de datos
OBJ-07 Publicacio´n de la informacio´n de los datos
publicados
Descripcio´n Se debe mostrar la informacio´n acerca de






Cuadro 1.7: OBJ-07 Publicacio´n de la informacio´n de los datos publicados
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OBJ-08 Generacio´n de informacio´n RDFa
Descripcio´n Se desarrollara´ una herramienta que, a par-
tir de la informacio´n RDF almacenada per-
mita incrustar informacio´n RDFa en el





Cuadro 1.8: OBJ-08 Generacio´n de informacio´n RDFa
A continuacio´n, se detallan en ma´s profundidad alguno de los objetivos clave del proyecto.
1.2.1. Ingenier´ıa inversa del modelo de datos de la aplicacio´n
Se trata de usar el modelo de datos de Ruby on Rails para generar un mapa de los modelos
descritos en la aplicacio´n. En esta parte, se asociara´n URI’s a los distintos recursos de la
aplicacio´n y, posteriormente, se publicara´n para que los clientes puedan usarlas para obtener
la informacio´n deseada. Este proceso implicara´ un reconocimiento de todos los modelos
definidos as´ı como de sus atributos. Esta tarea es el corazo´n del proyecto, ya que, establece
las bases del acceso a la informacio´n de la aplicacio´n y ofrece una herramienta a las entidades
externas para consultarlos.
1.2.2. Administracio´n de la informacio´n RDF asociada al modelo
de datos para su codificacio´n.
Dependiendo del modelo y los atributos en cuestio´n, la respuesta a la peticio´n del usuario
se elegira´ el namespace de RDF necesario para la descripcio´n de la informacio´n de respuesta.
Los namespaces de RDF (1.4.1) son listas de atributos orientadas cada una a un uso
sema´ntico y, por tanto, dependera´ de la informacio´n expuesta en cada modelo la eleccio´n
del namespace ma´s u´til en cada situacio´n.
La lista de namespaces disponibles en el componente es la siguiente:
Creative Commons (CC)
Dublin Core (DC)
Dublin Core 1.1 (DC11)
Description of a Project (DOAP)
Exchangeable Image File Format(EXIF)
Friend of a friend (FOAF)
Hyper transfer Protocol (HTTP)
Web Ontology Lenguage (OWL)
RDF Schema (RDFS)
RDF Site Summary (RSS)
SIOC
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Simple Knowledge Organization System (SKOS)
Imported Web of Trust (WOT)
Xhtml
XSD built-in datatype property
Los namespaces no son ma´s que unas reglas predefinidas para la generacio´n del XML
que generara´ como respuesta el sistema y que permitira´ establecer un esta´ndar para el
mutuo acuerdo entre cliente y servidor de la informacio´n. De esta forma, se hace posible la
interpretacio´n de la informacio´n devuelta por ambas partes.
1.2.3. Control de acceso a la informacio´n mediante RBAC
No toda la informacio´n de la aplicacio´n sera´ accesible pu´blicamente desde cualquier
usuario o plataforma que desee consumir los Linked Data generados. Esto atributos no
pu´blicos pueden ser claves de acceso, informacio´n privada del usuario, cuentas de banco,
informacio´n de empresas, etc... Este tipo de informacio´n no solo necesitara´ de un control
para acceder a ellas sino que en algunos casos no son publicables bajo ningu´n concepto por
distintos motivos: seguridad de la propia aplicacio´n, vulnerabilidad de la ley de proteccio´n de
datos, etc... Por tanto, el establecimiento de una capa de control gestionada por un RBAC
(Role-Based Access Control) se hace fundamental para que el componente ha desarrollar sea
usable en cualquier entorno de produccio´n.
Mediante una interfaz de configuracio´n del componente, entre otras posibilidades, se
ofrecera´ al desarrollador que realice la integracio´n, la posibilidad de establecer los niveles de
privacidad de los datos tanto a nivel de atributos como a nivel de modelos.
1.2.4. Interfaz de acceso a los Linked Data publicados mediante
URI’s desreferanciable
La generacio´n de los Linked Data de la aplicacio´n es un alto porcentaje del proyecto,
pero no es u´til si no hacemos saber al usuario que va a utilizar esta interfaz de comunicacio´n
los me´todos para poder acceder a la informacio´n publicada. En esta tarea, se generara´ la
estructura de publicacio´n de uso de la interfaz de consumo de los Linked Data de la aplica-
cio´n.
Se publicara´n las URI’s y los modelos asociados a ellas, as´ı como, una visio´n general de
la informacio´n publicada por la aplicacio´n.
1.3. Alcance
Este proyecto se plantea resolver uno de los aspectos ma´s importantes que la nueva
Web solicita, y es la publicacio´n y consumicio´n de los datos almacenados en las distintas
aplicaciones que se encuentran en ella. La Web Sema´ntica propone un modelo de libre
tra´nsito de datos para su consumo y su posterior transformacio´n en informacio´n u´til para
distintas necesidades que se demanden. Esto es posible gracias a un sistema de publicacio´n
de dichos datos implantado en cada aplicacio´n y que permita disponer sus datos a quien los
solicite.
Este componente se centra, por tanto, en la generacio´n de una interfaz de publicacio´n de
los datos almacenados por las aplicaciones desarrolladas bajo el framework Ruby on Rails.
Encapsulada en una estructura denominada gema, este componente realiza una ingenier´ıa
inversa del modelo de datos de la aplicacio´n y, posteriormente, genera una interfaz mediante
la cual publica los datos de la aplicacio´n para su consumo por terceros.
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Por tanto, con este componente introduciremos a los desarrollos actuales y futuros rea-
lizados bajo Ruby on Rails en la Web Sema´ntica.
El proyecto recibe el nombre de la gema resultante, EasyData, que representa la funcio´n
principal del proyecto que es la publicacio´n de los datos de una forma sencilla tanto para su
integracio´n como para su uso.
A continuacio´n, se definira´n las competencias de la gema EasyData y cuales no son sus
competencias y que por razones de similitud de objetivos pueden llegar a pensar que las
cumple tambie´n.
1.3.1. Competencias
Las competencias de la gema se basan en los objetivos descritos en la seccio´n anterior.
Estos objetivos son las distintas partes que necesita cumplir la gema para ofrecer la estruc-
tura de publicacio´n de datos para la que sera´ desarrollada. Ahora se listan las competencias
que atan˜en a dicha gema:
Generacio´n de un mapa del modelo de datos. Este mapa servira´ para poder
generar la interfaz que trabajara´ para obtencio´n de los datos solicitados.
Generacio´n de una interfaz de comunicacio´n. Esta interfaz servira´ como herra-
mienta de consulta para quienes deseen consumir los datos almacenados en la aplica-
cio´n.
Control de los datos publicados. La generacio´n automa´tica ser´ıa un problema si
no se basara en un sistema que controlase el acceso a determinados datos. Sin este
control ser´ıa imposible no infringir la LOPD (Ley Orga´nica de Proteccio´n de Datos),
entre otros inconvenientes.
Estas son las competencias generales que abarca la gema. Para establecer bien los limites
del desarrollo, a continuacio´n se describira´n alguna de las competencias que no abarcara´ la
gema y que, por su semejanza a las que s´ı abarca, deben de indicarse para evitar su mal
uso o su inclusio´n en entornos con necesidades distintas para las que se pretende desarrollar
esta gema.
1.3.2. Competencias no contempladas
La Web Sema´ntica requiere a las aplicaciones Web una serie de requisitos que deben
cumplir. El libre tra´fico de datos se produce en ambos sentidos, lo cual implica, no solo
un control de los datos que se publican sino tambie´n un control (aun ma´s exhaustivo) de
los datos que se almacenara´n por terceros. Este doble sentido de tra´fico de datos para la
aplicacio´n no es una de las competencias de la gema, ya que, solo se centra en la publicacio´n
de datos y no en la generacio´n de nuevos datos procedente de agentes externos.
1.3.3. Aplicaciones del Software
La diversidad de aplicaciones que puede tener el desarrollo de este componente para
proyectos Ruby on Rails, se identifica directamente con los propo´sitos de la Web Sema´ntica.
Por un lado, al disponer de los datos almacenados para consultas por terceros, permitira´n
construir cosechadoras de datos que consuman esta interfaz generada y permita la generacio´n
de un sistema de informacio´n como nunca antes hubo en la Web. Disponer de los datos de
la aplicaciones de forma tan sencilla al resto de la Web permitira´ la realizacio´n de estudios
estad´ısticos con fines de investigacio´n, construccio´n de buscadores sema´nticos, integraciones
entre aplicaciones para ampliar los recursos ofrecidos a sus usuarios, entre otras grandes
ventajas. Y no se acaba aqu´ı, la libre circulacio´n de datos por la Web establecido por
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canales de transmisio´n de datos esta´ndares como RDF o Schema, permitira´ romper las
barreras tecnolo´gicas en la Web.
Tim Berners en su conferencia sobre Web Sema´ntica en Ted Talks [16], expone las ven-
tajas que supondr´ıa la Web 3.0 basada en la libre circulacio´n de datos por parte de las
aplicaciones que la componen. Mediante un gra´fico 1.3 que podemos ver a continuacio´n,
vemos como utiliza la meta´fora donde representa a los datos como semillas y la informacio´n
como las plantas que nacen de e´stas, simbolizando la principal ventaja de la publicacio´n de
los Linked Data de una aplicacio´n y como este germen generar´ıa una Web rica en informa-
cio´n.
Figura 1.3: Gra´fico de Linked Data
1.4. Definiciones, acro´nimos y abreviaturas
1.4.1. Definiciones
Web Sema´ntica o tambie´n denominada Web 3.0. La Web Sema´ntica trata de una nueva
forma de entender la Web que existe actualmente y cuyo mayor precursor es Tim
Berners Lee padre del Hipertexto y, por tanto, de la Web 1.0. La Web Sema´ntica
pretende categorizar y etiquetar la inmensa cantidad de datos que esta en la Web
con el objetivo de poder usarlo para construir una Web capaz de generar grandes
cantidades de informacio´n muy u´til y precisa.
Ruby. Lenguaje de programacio´n dina´mico. Creado por Yukihiro Matsumoto, mostro´ su
primera versio´n en 1995. Este lenguaje posee grandes similitudes con otro lenguaje de
programacio´n llamado Perl. Se caracteriza por ser un lenguaje muy potente y amigable,
lo cual, lo ha otorgado de una gran acogida en las comunidades de programadores de
todo el mundo.
Ruby on Rails. Se trata de un framework basado en el lenguaje de programacio´n Ruby.
Creado por el dane´s David Heinemeier Hansson, dio´ sus primeros pasos en Diciembre
de 2005. Ruby on Rails se basa en la idea de evitar la repeticio´n innecesaria de co´digo,
uno de los grandes problemas de la programacio´n actual.
Gema. Componente de Ruby instalable y usable en proyectos Ruby y, por lo cual, tambie´n
en proyectos realizados con Ruby on Rails.
RDF namespaces contienen me´todos y propiedades para definir y trabajar con espacios de
nombre. Estos contienen las propiedades que luego se pueden asignar a cada atributo
en el modelo de forma que describen el contenido de estos.
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RDFa . Es un conjunto de extensiones de XHTML propuestas por W3C para introducir
sema´ntica en los documentos. RDFa aprovecha atributos de los elementos meta y link
de XHTML y los generaliza de forma que puedan ser utilizados en otros elementos.
Linked Data . Los Linked Data o datos vinculados hacen referencia a esos datos que esta´n
relacionados de alguna forma entre s´ı. Este concepto surge con la Web Sema´ntica, y
viene a expresar la capacidad de mostrar, intercambiar y conectar datos a trave´s de
URI’s desreferenciable en la Web.
1.4.2. Acro´nimos
XML Extended Markup Language
RoR Ruby on Rails
RDF Resource Description Framework
RDFa Resource Description Framework–in–attributes
RBAC Rol Base Access Control
DTO Data Transfer Object
DAO Data Access Object
LOPD Ley Orga´nica de Proteccio´n de Datos
1.5. Visio´n General
Este documento pretende recoger toda la fase de desarrollo del software EasyData, des-
de el planteamiento de las necesidades a las que se pretende dar solucio´n, pasando por su
planificacio´n, su divisio´n en tareas, su distintas partes del desarrollo y, por u´ltimo, la corres-
pondiente gu´ıa de usuario para desarrolladores y clientes de los servicios ofrecidos.
En los siguientes puntos, se explicara´ la planificacio´n del desarrollo software. Se expre-
sara´ mediante un diagrama de Gantt la distribucio´n de tiempos empleados en el desarrollo
as´ı como un informe de los gastos que supondr´ıa su realizacio´n con cara´cter comercial.
Seguidamente, se explicara´ el funcionamiento interno del software. Se realizara´ un ex-
haustivo ana´lisis funcional del software desarrollado, abarcando desde sus casos de usos a
la intervencio´n de los actores con el software. Se expondra´n tambie´n los requerimientos del
sistema para la completa integracio´n de la gema en el proyecto en cuestio´n.
Por u´ltimo, y antes de generar el documento de usuarios, se expondra´n los futuros desa-
rrollos que se planifican realizar sobre el proyecto a modo de actualizacio´n y ampliacio´n
con los cuales se pretendera´ ofrecer solucio´n a un nuevo abanico de necesidades de la Web
Sema´ntica y de los proyectos que desean formar parte de ella.
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2Descripcio´n general del proyecto
2.1. Perspectiva del Proyecto
EasyData es una gema perteneciente al listado disponible para los proyectos Ruby, y
por transitividad, para los proyectos Ruby on Rails. Estas gemas son componentes online
disponibles mediante la instalacio´n del paquete rubygems y son desde funcionalidades que
se an˜aden a los proyectos como: captchar, gestores de subidas de archivos, etc.. O pueden
estar orientadas como herramientas de desarrollo del mismo proyecto. Este proyecto se en-
cuentra entre ambos grupos, ya que se trata de un componente que facilita la generacio´n
de los Linked Data a los desarrolladores y, por otro lado, ofrece una interfaz de interopera-
bilidad para terceros que deseen integrarse con los datos almacenados en la aplicacio´n. Los
proyectos desarrollados bajo Ruby posee un repositorio online en el cual se alojan todos los
componentes o gemas con los que podemos extender las funcionalidades de nuestros proyec-
tos desarrollados bajo este framework. Si instalamos el paquete rubygems y posteriormente
accedemos a la terminal y ejecutamos:
> gem list --remote
Se nos listara´ esta lista de componentes o gemas disponibles. Tras la finalizacio´n de este
proyecto, EasyData se ofrecera´ en esta lista a los desarrolladores para su instalacio´n. Su
funcionalidad es totalmente orientada a la Web. La actual base del proyecto es un compo-
nente del framework Ruby on Rails, lo cual, lo hace una solucio´n espec´ıfica para proyectos
desarrollados con e´l. La idea en la que se fundamenta se puede exportar a otros lenguajes
y frameworks, ya que, el me´todo implementado no depende de la tecnolog´ıa usada, que en
e´ste caso es Ruby.
2.1.1. Interfaz del sistema
La interfaz del sistema en la que se basa el funcionamiento del proyecto se ve reflejada
en la imagen de la arquitectura del sistema descrita en la seccio´n 3.5.1. Podemos observar
dos entornos de gemas, uno definido dentro del proyecto y otro fuera de e´l, en el entorno
de Ruby del sistema. Esto se debe a que podemos instalar las gemas con distintos a´mbitos.
Las gemas que se localizan dentro de un proyecto se encuentran empaquetadas en e´l y lo
hacen o´ptimo para su transporte en las distintas migraciones entre distintos servidores y
entornos que pueda sufrir el proyecto a lo largo de su vida. En cambio, estas gemas so´lo
podra´n usarse en el proyecto en cuestio´n. Por otro lado, las alojadas fuera del proyecto se
vinculan al entorno Ruby del sistema en el que se encuentran los proyectos. De esta forma
se pueden usar desde cualquier proyecto Ruby (y por tanto Ruby on Rails) alojado en el
sistema. Si un proyecto hace uso de estas gemas debera´ de asegurarse que existen instaladas
en el sistema, o debera´n empaquetarse al proyecto para asegurar su existencia en el entorno
de despliegue.
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2.1.2. Interfaz de usuario
Interfaz del usuario administrador
Esta es la interfaz orientada a la administracio´n de la informacio´n RDF asociada a los
modelos de la aplicacio´n en la que se integra la gema EasyData. Presenta un formulario
donde el usuario administrador podra´ seleccionar las propiedades en base a los namespaces
expuestos en este que se asociara´n a cada atributo de cada modelo as´ı como la privacidad y
publicacio´n de e´stos. Esta interfaz orientada exclusivamente a administracio´n sera´ accesible
mediante una identificacio´n previa que comprobara´ que el usuario posee permisos de acceso
previamente.
A continuacio´n se muestran una serie de pantallas que servira´n de gu´ıa para la generacio´n
de la interfaz de administrador.
Figura 2.1: Listado de la configuracio´n de la informacio´n RDF asociada al modelo de datos.
CAPI´TULO 2. DESCRIPCIO´N GENERAL DEL PROYECTO 13
Figura 2.2: Configuracio´n de la interfaz de EasyData.
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Figura 2.3: Edicio´n de los datos de configuracio´n de EasyData.
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Figura 2.4: Listado de la configuracio´n de la informacio´n RDF asociada al modelo de datos.
Usuario final
El usuario final hace referencia al usuario o plataforma que realizara´ las peticiones al sis-
tema usando las herramientas que aporta EasyData a la aplicacio´n. Este usuario podra´ ac-
ceder a una interfaz donde se describe la informacio´n disponible para consultar as´ı como
un apartado donde se explica co´mo se realizan las peticiones al sistema. A continuacio´n,
se muestran dos pantallas de la interfaz con el usuario final que ofrece EasyData. En e´stas
se aprecia en primera instancia, el listado de los datos publicados y en segunda, los datos
vinculados que posee la aplicacio´n.
16 2.1. PERSPECTIVA DEL PROYECTO
Figura 2.5: Listado de los datos de la aplicacio´n que han sido publicados.
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Figura 2.6: Listado de los Linked Data de la aplicacio´n.
2.1.3. Interfaz software
El software esta´ empaquetado en una gema. Esta gema es un componente que se en-
cuentra alojado en un repositorio online accesible para todos los usuario sin requerimientos
de autenticacio´n, es de uso pu´blico. La gema se puede instalar en el entorno de Rails del
servidor y ser accesible por todos los proyectos Rails alojados en e´l o puede ser empaquetada
en un proyecto concreto y solo ser accesible por e´ste.
2.1.4. Limitaciones de memoria
Los requisitos de memoria de este software son muy limitados, ya que los u´nicos requisitos
son el espacio en memoria necesario para poder alojar la gema y los documentos generados
para la configuracio´n del uso de e´sta por el proyecto que la integra. Estos documentos son
de texto plano y, por tanto, rara vez superara´n los 100KB de memoria en su conjunto.
2.1.5. Operaciones
Operaciones de Administracio´n
Las operaciones llevadas acabo por el administrador son aquellas mencionadas en el
apartado de interfaz de usuario y hacen referencia a la administracio´n de las propiedades
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asociadas a los atributos de los modelos del sistema as´ı como su publicacio´n y nivel de
privacidad.
Operaciones de Usuario
Las operaciones del usuario externo a la aplicacio´n se resumen en la consulta de los
datos publicados y el modo de acceso a e´stos. Podra´n visualizar el gra´fo de Linked Data de
la aplicacio´n y ver las URI’s asociadas a e´stos, de forma que puedan realizar las peticiones
de forma satisfactoria.
2.1.6. Requisitos generales
La gema esta desarrollada para un entorno con una versio´n de Ruby on Rails igual o
superior a 2.3.5. Es el u´nico requerimiento que posee este software.
2.2. Funciones del Producto
Gestio´n de la informacio´n RDF asociada al modelo de datos (Adminis-
trador). El sistema ofrecera´ al usuario administrador una interfaz, mediante la cual,
podra´ relacionar cada atributo de cada modelo con una propiedad concreta de un
determinado namespace de RDF.
Generacio´n automa´tica de una interfaz de acceso al modelo mediante URI’s
desreferenciable. El proyecto generara´ una lectura de los modelos definidos en el
proyecto Ruby on Rails y un listado de URI’s desreferenciables mediante las cuales se
podra´ acceder a los datos que e´stos gestionan.
Gestio´n de los niveles de privacidad de los datos publicados (Administra-
dor). Mediante la interfaz de administracio´n, el usuario administrador podra´ decidir
el nivel de privacidad necesario que debe tener el usuario que realice una peticio´n para
poder acceder a un determinado atributo del modelo. De esta forma se controla que
no todos los datos del proyecto sean de acceso pu´blico.
Gestio´n de la publicacio´n de los datos contenidos en el modelo de datos. La
interfaz adema´s permitira´ decidir sobre que´ atributos se mostrara´n en las solicitudes
y cuales no pudie´ndose ocultar a las peticiones de los usuarios.
Consulta de los datos publicados (usuario externo). Cada acceso por URI’s ge-
nerara´ una respuesta con los datos solicitados en formato XML siguiendo la estructura
RDF configurada por el administrador.
Consulta del modo de acceso a los datos publicados (usuario externo). La
gema generara´ una interfaz de acceso pu´blico donde se mostrara´ la informa de acceso a
los datos publicados. Se indicara´n la relacio´n de URI’s y los modelos a los que referencia
as´ı como la interconexio´n entre estos.
2.3. Caracter´ısticas del Usuario
Este proyecto va orientado a generar o mejorar la interoperabilidad de las aplicaciones
desarrolladas bajo Ruby on Rails. Esta interoperabilidad se realiza entre desarrolladores,
por un lado, los encargados de gestionar la interfaz de publicacio´n de datos del proyecto
y, por otro lado, los que consumen la informacio´n publicada. Por tanto, el usuario de la
gema tanto en integracio´n como en consumo de los Linked Data generados son de cara´cter
desarrollador y/o administrador.
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El usuario encargado de la integracio´n de EasyData en la aplicacio´n, debe ser un usuario
con conocimientos de Ruby on Rails. Debe conocer la te´cnica de instalacio´n de gemas y
la ejecucio´n de tareas de configuracio´n que requiere tras la instalacio´n en el sistema. A
continuacio´n, para las tareas de administracio´n y configuracio´n de la informacio´n de RDF
asociada a los modelos, el usuario debe tener conocimientos de RDF a un nivel avanzado
para poder realizar la configuracio´n ma´s o´ptima para el modelo de datos de la aplicacio´n.
El usuario que va a consumir la informacio´n publicada debe conocer las te´cnicas de
interpretacio´n de XML en el lenguaje que precise la aplicacio´n donde se va realizar la in-
tegracio´n. Debe tener conocimientos de uso de URI’s para poder realizar las consultas de
forma correcta y no obtener resultados erro´neos o no deseados.
Este proyecto tiene un cara´cter muy te´cnico y, como tal, sus usuarios deben tener tales
conocimientos, por tanto, los usuarios de software sera´n en cualquier caso administradores
y/o desarrolladores.
2.4. Restricciones Generales
La principal restriccio´n del software es que debe usarse Ruby como lenguaje de progra-
macio´n. Debido a que es un software que se integra con proyectos desarrollados en Ruby on
Rails, esta restriccio´n es trivial.
Por otro lado, al tratarse de un sistema semiautoma´tico (por requerir de una configuracio´n
inicial por parte del usuario) debe tenerse en cuenta que la publicacio´n de ciertos datos
puede violar la LOPD, por ello, se debera´ ofrecer la posibilidad de no publicar o restringir
el acceso a este tipo de datos.
No como restriccio´n sino como consejo, se debe seguir el paradigma de la programacio´n
orientada a objetos para un mantenimiento ma´s eficaz y una mejor integracio´n, ya que, el
sistema anfitrio´n (Ruby on Rails) sigue dicho paradigma.
2.5. Suposiciones y Dependencias
Este software depende en su funcionamiento de otras bibliotecas o componentes que
facilitan algunas tareas que debe llevar a cabo. A continuacio´n, se listan las dependencias
del sistema en cuanto a biblioteca, para la integracio´n de la gema EasyData con los distintos
proyectos.
YAML librer´ıa de renderizacio´n e interpretacio´n de archivos *.yaml
Yard gema para la generacio´n de documentacio´n sobre el co´digo, basa´ndose en los comen-
tarios de e´ste.
Rake gema para la ejecutar las tareas programadas para la instalacio´n y configuracio´n
inicial de la gema en el proyecto.
2.6. Desarrollo del calendario y presupuesto
2.6.1. Divisio´n de tareas y asignacio´n de tiempos y recursos
En este apartado se describe la divisio´n de tareas realizada para planificar y llevar a
cabo el proyecto EasyData. El proyecto se dividio´ en tareas que se agruparon en las distintas
etapas del desarrollo software: investigacio´n, ana´lisis y planificacio´n, desarrollo y testeo del
producto software. El proceso de documentacio´n del proyecto empezo´ una vez realizada el
50 % del desarrollo del software y se realizo´ de forma paralela a las tareas de desarrollo que
se realizaban en el momento.
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A continuacio´n se van a mostrar el gra´ficos que recoge el diagrama de Gantt del proyecto
donde podemos observar el tiempo y la secuencia de las tareas que comprende el desarrollo
del proyecto.
2.7. Estimacio´n de costes
Para realizar una estimacio´n de los costes del proyecto es necesario evaluar todos los
recursos implicados en el desarrollo de e´ste. A continuacio´n se van a listar los recursos
humanos y herramientas que han sido necesarias para llevar a cabo el proyecto EasyData.
Hay que tener en cuenta que el material de oficina que se va a listar, aunque sufre un
deterioro normal por su uso, no es apto para tener en cuenta en el presupuesto debido a
que cualquier empresa software debe disponer entre sus activos de elementos necesarios para
desarrollar proyectos como e´ste y no suponen una inversio´n para dicho propo´sito. Tambie´n
se debe tener en cuenta aquellos gastos indirectos propios de las empresas del sector software
como lo son la conexio´n a internet, material de oficina, recambio de impresoras, etc.. Estos
elementos sera´n englobados bajo el te´rmino de costes indirectos y su coste suele ser entre
un 10 % y un 20 % del coste del personal, para este caso, supondremos un coste medio del
15 % del coste del personal. Otros costes como lo son los de tipo inventario, en este caso la
computadora, tienen un per´ıodo de amortizacio´n normalmente estipulado entre 2 y 4 an˜os.
Para este caso, supondremos un per´ıodo de amortizacio´n de 3 an˜os que, por tanto, si su coste
asciende a 1200 euros amortizaremos 400 euros al an˜o de dicho inventario y, como el per´ıodo
de desarrollo es de 6 meses, el coste final sera´ de 200 euros el coste de dicho equipamiento.
Nombre Descripcio´n Tipo Inversio´n estimada
Desarrollador Personal cualificado y
especializado
Humano 26.000 euros/an˜o
Computadora Puesto de trabajo. Activo 200 euros
Costes indirectos Bol´ıgrafos, papel, tin-
ta, etc ...
— 15 % del coste del per-
sonal.
Cuadro 2.1: Listado de recursos utilizados en el desarrollo del proyecto.
En la tabla podemos apreciar los distintos recursos necesarios para llevar a cabo el
desarrollo de e´ste proyecto. Para estimar el coste del programador, se ha consultado la
media salarial en Infojobs que lo establece en 26.000 euros anuales brutos a los que hay
que sumarles los costes de seguridad social que, por regla general, son una tercera parte
del empleado, es decir, 618,5 euros mensuales. A continuacio´n, se procedera´ a establecer el
desglose de costes asociados a los recursos en el per´ıodo de desarrollo del proyecto EasyData.
Se ha de tener en cuenta que los activos de la empresa, por regla general, ya los pose´ıa y no
requerira´n de una inversio´n. Aun as´ı, se van a considerar dentro de la estimacio´n de costes.
Cantidad Descripcio´n coste unitario coste total
1 Desarrollador 2.470 euros/mes 12.350 euros
1 Estacio´n de trabajo 200 euros 200 euros




Cuadro 2.2: Desglose de costes por recursos.
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El desglose de costes asociados al desarrollador se ha realizado en base a los siguientes
datos:
Salario mensual. Estipulando que el sueldo anual indicado por Infojob es de media
26.000 euros brutos anuales, repartidos en 14 pagas obtenemos los 1857,15 euros al
mes.
El 33 % del sueldo mensual suele ser la cantidad a pagar de seguridad social, en este
caso asciende a 612.85 euros.
El total mensual de los costes asociados al desarrollador ascienden a 2.470 euros.
Como se indico´ al principio de esta seccio´n, los costes asociados a los activos son una
inversio´n que hipote´ticamente una empresa dedicada al desarrollo software no tendr´ıa que
realizar por disponer de este activo impl´ıcito para su actividad diaria. Pero se ha incluido
para estimar un coste que cubre las posibles necesidades que puedan surgir durante el tiempo
de desarrollo, como por ejemplo, que la estacio´n de trabajo sufra una aver´ıa sin solucio´n y
necesitase adquirir una nueva.
3Desarrollo del proyecto
3.1. Introduccio´n
Este proyecto pertenece a la modalidad de Proyectos de Desarrollo software. Aunque no
se trata de un producto software con autonomı´a, ya que, requiere de un sistema software
anfitrio´n como lo es Ruby on Rails y para el que esta´ orientado este software.
A continuacio´n, se van a explicar en las siguientes secciones los distintos aspectos que
comprenden el desarrollo de este producto para dar a ver de manera ma´s te´cnica su desa-
rrollo.
3.2. Metodolog´ıa de desarrollo
La metodolog´ıa de desarrollo seguida se basa en el Proceso Unificado de Rational (RUP),
basado a su vez en el modelo de desarrollo en espiral. Utilizar la metodolog´ıa descrita por
RUP permitira´ dividir el proyecto software en distintas etapas que facilitara´n la organizacio´n
de su desarrollo, estableciendo unos puntos de evaluacio´n de las evoluciones del proyecto
que nos permitira´ ir avanzando en su desarrollo generando versiones estables a su paso. El
desarrollo en espiral se compone de distintas fases que comprenden una serie de etapas que
la definen. E´stas etapas en este proyecto son las siguiente:
1. Ana´lisis del problema. En cada etapa se abordara´ un nuevo objetivo en los que
se divide el proyecto. Dicho objetivo es estudiado y analizado para seleccionar las
herramientas y me´todos adecuados para su resolucio´n. Se analizan sus requisitos y
esto permitira´ tener un concepto a priori del desarrollo de la solucio´n y de los alcances
que va a tener e´sta.
2. Planificacio´n. Una vez identificado y analizado el problema a resolver, se divide el
problema en tareas, subtareas y se asignan los tiempos de desarrollo con un margen de
error para no vernos demasiado comprometidos con e´stos. A continuacio´n se estiman los
recursos que sera´n necesarios para llevar a cabo el desarrollo de cada tarea y subtarea.
De esta forma, tenemos una visio´n ma´s veraz del tiempo y recursos que implicara´n el
desarrollo de la solucio´n.
3. Desarrollo. Tras analizar y planificar, ya estamos en condiciones de empezar con el
desarrollo de la solucio´n del objetivo en cuestio´n. Se requiere de cumplir el desarrollo
de las tareas y subtareas en los tiempos estipulados para no ver perjudicados el resto
de los objetivos en los que se divide el proyecto en tiempo y recurso.
4. Evaluacio´n. Tras el desarrollo de la solucio´n, debemos comprobar que se ha obtenido
una solucio´n real al problema propuesto y que no obtenemos ningu´n resultado erro´neo
o inesperado.
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Tras la finalizacio´n del proceso de evaluacio´n de cada fase se vuelve a el ana´lisis con un
nuevo objetivo del proyecto, de esta forma se va avanzando y generando software estable y
u´til que finalmente supondra´ la solucio´n al problema que pretende dar solucio´n este proyecto.
Para disen˜ar el modelo de datos y su documentacio´n se va a utilizar el Lenguaje Unifi-
cado de Modelado (UML) y, por su perfecta sincronizacio´n, el paradigma de programacio´n
Orientado a Objeto (POO). El uso de e´ste paradigma de programacio´n no so´lo se ha deci-
dido por su sincron´ıa con UML, sino orientado a una perfecta sincronizacio´n con el sistema
anfitrio´n que tambie´n se basa en e´l y en el patro´n modelo-vista-controlador (MVC) del que
tambie´n hace uso e´ste software. Esta eleccio´n permitira´ adema´s de una mejor integracio´n,
una mayor facilidad de su mantenimiento futuro.
3.3. Especificacio´n de requisitos del sistema
A continuacio´n, se especificara´n los distintos requisitos que presenta el proyecto.
3.3.1. Requisitos de informacio´n
Los requisitos de informacio´n nos expresara´n los distintos grupos de informacio´n requeri-
dos por el sistema para llevar a cabo los objetivos con los que esta´ relacionado. Los requisitos
de informacio´n del proyecto son los siguientes:
IRQ-01 Modelos y atributos







Cuadro 3.1: Requisito de informacio´n sobre modelos y atributos
IRQ-02 Informacio´n RDF asociada al modelo de datos
Objetivos asociados
OBJ-01 Ingenier´ıa inversa del Modelo de Datos
OBJ-02 Administracio´n de la informacio´n RDF asociada al modelo de datos








Cuadro 3.2: Requisito de informacio´n sobre informacio´n RDF asociada al modelo de datos.
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IRQ-03 Usuario Administrador







Cuadro 3.3: Requisito de informacio´n sobre el usuario administrador.
3.3.2. Requisitos funcionales
A continuacio´n, se detallan los requisitos funcionales que debe cumplir el proyecto soft-
ware.
Administrador
• Administrar la informacio´n RDF asociada al modelo de datos.
• Publicacio´n y des-publicacio´n de datos del modelo.
• Establecer privacidad de los datos publicados del modelo.
• Visualizacio´n de los datos publicados.
Usuario Externo
• Acceso a los datos publicados mediante URI’s desreferenciables.
• Visualizacio´n de los datos publicados.
Estos requisitos se explicara´n con ma´s detalle en el apartado de casos de usos, donde se
expondra´n cada uno de e´stos junto con los actores que intervienen en ellos.
3.3.3. Atributos del sistema Software
El sistema debe cumplir una serie de requisitos que son independiente de los objetivos
principales del proyecto. Estos requisitos actuara´n como ı´ndices de calidad del producto
software desarrollado y dara´n valor a e´ste frente a los usuarios.
Disponibilidad. Al tratarse de un componente de un sistema software, este debe estar
disponible para su instalacio´n por parte de los desarrolladores. Para ello el sistema debe
estar accesible para su instalacio´n siempre que el usuario desarrollador lo solicite. Por
ello, la gema EasyData se alojara´ en el repositorio pu´blico www.RubyGem.org.
Fiabilidad. El sistema debe ser fiable en cuanto a los datos que ofrece a los usuario
externos como a la informacio´n de configuracio´n que muestra al usuario administrador.
Seguridad. Debe ofrecer un sistema de proteccio´n de los datos que no se desean que
sean de acceso pu´blico. Debe ser seguro el sistema de configuracio´n de informacio´n de
RDF asociado al modelo, ya que, puede verse comprometida la exposicio´n incorrecta
de los datos contenidos por el modelo de datos de la aplicacio´n.
Mantenibilidad. El sistema debe ser mantenible. Su existencia esta ligada al Ruby
on Rails y, por tanto, debe ser fa´cil su actualizacio´n para poder seguir siendo funcional
en las siguientes versiones del framework.
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Portabilidad. Debe ser instalable e integrable en cualquier proyecto que funcione
bajo el framework Ruby on Rails.
Estos requisitos deben ser cumplidos por el software independientemente que cumpla los
objetivos principales establecidos.
3.3.4. Requisitos de rendimiento
Los requerimientos del sistema en cuanto a rendimiento se centran en la capacidad de
generar una respuesta a la peticio´n del usuario externo en un tiempo razonable. Este punto
es un clave para que sea una herramienta u´til y factible de integrar en los proyectos desa-
rrollados usando Ruby on Rails. Pero al tratarse de un complemento an˜adido a un proyecto
software anfitrio´n, los recursos de los que se disponga e´ste y la calidad con la que se ha desa-
rrollado sera´n factores influyentes en el rendimiento de las funcionalidades de EasyData. Por
tanto, se debe tener en cuenta que la respuesta a las solicitudes, en las pruebas realizadas,
pueden verse influidas por elementos externo a este software.
3.3.5. Restricciones de disen˜o
La funciones principales del software no incluyen un disen˜o visual, salvo los relacionados
con la administracio´n y configuracio´n de la informacio´n RDF. Este parte del proyecto debe
ser disen˜ada atendiendo a las reglas establecidas por HTML 4.x y CSS 2.x. Su simplicidad
inicial debe ser lo ma´s neutral posible, ya que, no es una herramienta que podra´n ver los
usuarios finales de la aplicacio´n a la que sea integrada. Debe ofrecer una hoja de estilos
modificable por los desarrolladores y maquetadores que deseen otorgar una apariencia similar
al resto del proyecto software en cuestio´n. Atendiendo a las respuestas a las solicitudes de los
usuarios externos que consultan los datos publicados, la respuesta sera´ codificada en formato
XML 1.0 y siguiendo las reglas establecidas por los distintos namespaces de RDF usados.
3.4. Ana´lisis del sistema
Para el ana´lisis del sistema se utilizara´ un enfoque orientado a objetos que permitira´ una
mayor facilidad y veracidad en su cometido, ya que el proyecto estara´ tambie´n desarrollado
usando el paradigma de la orientacio´n a objetos.
3.4.1. Modelo de casos de uso
Definicio´n de los actores del sistema
Administrador. Esta figura representa a la persona encargada de integrar la gema
en el sistema. Su ratio de accio´n sera´ la de indicar la informacio´n necesaria para la
puesta en marcha del componente dentro del proyecto en el que es integrada. Esta
persona es la de mayor responsabilidad en el sistema, ya que decidira´ no solo sobre
que datos RDF se asocian a los modelos si no que establecera´ la privacidad de los
datos publicados as´ı como tomara´ la decisio´n de cuales se publican y cuales no.
Desarrollador. Este actor cobra importancia en un solo caso de uso y representa al
desarrollador de la aplicacio´n software anfitriona de la gema.
Usuario Externo. Este actor representa no solo a personas f´ısicas, sino tambie´n
a otros sistemas que realizan un uso de este componente para consultar los datos
gestionados por el modelo de datos del proyecto en cuestio´n. Su responsabilidad se
centra en la correcta interpretacio´n de las respuestas as´ı como la correcta utilizacio´n
del sistema de consultas mediante URI’s desreferenciables.
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Diagramas y especificacio´n de casos de uso
A continuacio´n se van a indicar todos los casos de uso del sistema asociados a los actores
que intervienen en cada uno de ellos. Esta seccio´n, complementa la definicio´n anterior de los
requisitos funcionales del sistema. Los dos primeros d´ıgitos de la numeracio´n de los casos
de uso indica el objetivo al que esta´ asociado, mientras que los dos u´ltimos d´ıgitos quedan
reservados para numerar al propio caso de uso. Para las solicitudes de los usuarios externos,
la informacio´n se vera´ afectada dependiendo de si e´ste esta´ autentificado o no, pero no es
un requisito previo a ningu´n caso de uso relacionado con las consultas.
Figura 3.1: Casos de uso asociados al administrador
Figura 3.2: Casos de uso asociados al usuario externo
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Figura 3.3: Casos de uso asociados al desarrollador
Ahora se listan los desgloses de los casos de usos compuestos en los casos de usos simples
que lo componen.
Figura 3.4: UC-0201 Gestio´n de la informacio´n RDF asociada al modelo de datos
Figura 3.5: UC-0501 y UC-0502 Alta/baja de los datos publicados.
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Figura 3.6: UC-0601 Gestio´n de la privacidad de los datos publicados.
Figura 3.7: UC-0301 y UC-0302 Consulta de los datos publicados y la informacio´n sobre e´stos.
Figura 3.8: UC-0801 Integracio´n de la informacio´n RDF asociada al modelo de datos en plantillas
HTML (RDFa)
UC-0201 Gestio´n de la informacio´n RDF asociada al modelo de datos
• Descripcio´n: El administrador asocia propiedades de los namespaces listados a
los atributos de cada modelo.
• Precondicio´n: Se debe haber generado la informacio´n de realizar la ingenier´ıa
inversa del modelo de datos para poder listarse en el panel de administracio´n.
• Actores: administrador
• Escenario principal
1. El administrador accede mediante su identificacio´n al panel de gestio´n de
informacio´n RDF del modelo de datos.
2. Selecciona un modelo de la lista de e´stos.
3. Pincha en el boto´n de modo de edicio´n.
4. Elige un atributo para an˜adir o editar su informacio´n RDF asociada.
5. Selecciona el namespace y, a continuacio´n, la propiedad de e´ste que desea
asociar al atributo.
30 3.4. ANA´LISIS DEL SISTEMA
6. Se repiten los pasos 4 y 5 hasta que finalice la tarea de gestio´n de infor-
macio´n de RDF sobre el modelo en concreto, y pincha en enviar.
7. El sistema vuelve a mostrar el listado de atributos con su informacio´n RDF
asociada en modo no edicio´n.
UC-0501 Alta de los datos publicados del modelo de datos
• Descripcio´n: El administrador da de alta un atributo que aparec´ıa como oculto
a las consultas del usuario externo.
• Precondicio´n: Se debe haber generado la informacio´n de realizar la ingenier´ıa
inversa del modelo de datos para poder listarse en el panel de administracio´n.
• Actores: administrador
• Escenario principal:
1. El administrador accede mediante su identificacio´n al panel de gestio´n de
informacio´n RDF del modelo de datos.
2. Selecciona un modelo de la lista de e´stos.
3. Pincha en el boto´n de modo de edicio´n.
4. Elige un atributo y le asocia un estado de privacidad distinto de “oculto”.
5. El administrador repite el paso anterior hasta que termina de publicar
atributos del modelo y pincha en el boto´n “Enviar” .
6. El sistema vuelve a mostrar el listado de atributos con su informacio´n RDF
asociada en modo no edicio´n.
UC-0502 Baja de los datos publicados del modelo de datos
• Descripcio´n: El administrador da de baja un atributo que aparec´ıa como pu´blico
o privado a las consultas del usuario externo.
• Precondicio´n: Se debe haber generado la informacio´n de realizar la ingenier´ıa
inversa del modelo de datos, para poder listarse en el panel de administracio´n.
• Actores: administrador
• Escenario principal:
1. El administrador accede mediante su identificacio´n al panel de gestio´n de
informacio´n RDF del modelo de datos.
2. Selecciona un modelo de la lista de e´stos.
3. Pincha en el boto´n de modo de edicio´n.
4. Elige un atributo y le asocia el estado de privacidad de “oculto ” .
5. El administrador repite el paso anterior hasta que termina de despublicar
atributos del modelo y pincha en el boto´n “Enviar ” .
6. El sistema vuelve a mostrar el listado de atributos con su informacio´n RDF
asociada en modo no edicio´n.
UC-0601 Gestio´n de la privacidad de los datos publicados.
• Descripcio´n: El administrador cambia la privacidad de los atributos de un mode-
lo, de forma que sera´ accesible con otro nivel de autorizacio´n (pu´blico o privado).
• Precondicio´n: Se debe haber generado la informacio´n de realizar la ingenier´ıa
inversa del modelo de datos para poder listarse en el panel de administracio´n.
• Actores: administrador
• Escenario principal:
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1. El administrador accede mediante su identificacio´n al panel de gestio´n de
informacio´n RDF del modelo de datos.
2. Selecciona un modelo de la lista de e´stos.
3. Pincha en el boto´n de modo de edicio´n.
4. Elige un atributo y le cambia el nivel de privacidad asociado al atributo
en cuestio´n.
5. El administrador repite el paso anterior hasta que termina de establecer
la privacidad a los atributos del modelo y pincha en el boto´n “Enviar”.
6. El sistema vuelve a mostrar el listado de atributos con su informacio´n RDF
asociada en modo no edicio´n.
UC-0301 Consulta de los datos publicados
• Descripcio´n: El administrador cambia la privacidad de los atributos de un mode-
lo, de forma que sera´ accesible con otro nivel de autorizacio´n (pu´blico o privado).
• Precondicio´n: Se debe haber generado la informacio´n de realizar la ingenier´ıa
inversa del modelo de datos para poder listarse en el panel de administracio´n y
asociada la informacio´n RDF a los modelos.
• Actores: usuario externo
• Escenario principal:
1. El usuario externo realiza una consulta a trave´s de una URI al sistema.
2. El sistema interpreta la URI y genera la consulta SQL correspondiente.
3. La respuesta a la solicitud se codifica en un archivo XML generado a partir
de la informacio´n RDF asociada a la respuesta obtenida.
4. El usuario recibe el XML de respuesta y procede a interpretarlo para
obtener la informacio´n solicitada.
UC-0302 Consulta de la informacio´n de los datos publicados
• Descripcio´n: El usuario desea consultar la informacio´n publicada del proyecto
y como se realizan las consultas a e´stos.
• Precondicio´n: Se debe haber generado la informacio´n de realizar la ingenier´ıa
inversa del modelo de datos para poder listarse en el panel de administracio´n y
asociada la informacio´n RDF a los modelos.
• Actores: usuario externo y administrador
• Escenario principal:
1. El usuario accede al panel de informacio´n de datos publicados por el pro-
yecto en cuestio´n.
2. Visualiza la informacio´n publicada y el modo de acceso a ella.
3. Tras realizar la consulta el usuario abandona esta interfaz.
UC-0801 Integracio´n de la informacio´n RDF asociada al modelo en planti-
llas HTML generadas por el sistema (RDFa)
• Descripcio´n: El desarrollador esta desarrollando una plantilla del sistema y
desea integrar junto a los datos de un modelo su informacio´n RDF para generar
informacio´n RDFa.
• Precondicio´n: Se debe haber generado la informacio´n de realizar la ingenier´ıa
inversa del modelo de datos para poder listarse en el panel de administracio´n y
asociada la informacio´n RDF a los modelos.
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• Actores: desarrollador
• Escenario principal:
1. El desarrollador esta realizando las plantillas que renderizan los resultados
de las consultas de los usuarios de la aplicacio´n y desea integrar la informacio´n
RDF del modelo que esta mostrando.
2. El desarrollador invoca a las funciones de consulta de informacio´n RDF y
esta devuelve el resultado que se incrusta en co´digo HTML que se generara´.
3. Se repite el paso 2 hasta que se finaliza el desarrollo de la plantilla y
se integra toda la informacio´n necesaria para generar la informacio´n RDFa
completa a la respuesta que representa la plantilla.
3.4.2. Modelo conceptual de datos
Aqu´ı se muestra el modelo conceptual de datos. Este proyecto trata de una ampliacio´n
de proyectos desarrollados sobre Ruby on Rails, de aqu´ı la simpleza que presenta su modelo
conceptual frente al que puede tener una aplicacio´n completa que posea una gestio´n de
usuarios, sesiones, gestio´n de elementos propios de la aplicacio´n, y dema´s funcionalidades
que pudiese presentar.
Figura 3.9: Modelo conceptual de datos.
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3.4.3. Modelo de comportamiento del sistema
Diagrama de secuencia del sistema
Figura 3.10: Diagrama de Secuencia UC-0201.
Figura 3.11: Diagrama de Secuencia UC-0501.
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Figura 3.12: Diagrama de Secuencia UC-0502.
Figura 3.13: Diagrama de Secuencia UC-0601.
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Figura 3.14: Diagrama de Secuencia UC-0301.
Figura 3.15: Diagrama de Secuencia UC-0302.
Figura 3.16: Diagrama de Secuencia UC-0801.
Contrato de las operaciones del sistema
Operacio´n: acceder(usuario,clave)
Responsabilidades: Solicitar acceso a la interfaz de gestio´n de la informacio´n
RDF del modelo de datos.
Referencias cruzadas: UC-0201, UC-0501, UC-0502, UC-0601
Precondiciones:
Postcondiciones:
◦ El sistema redigira´ al usuario al panel de configuracio´n.
◦ En caso de ser erro´nea la autenticacio´n, mostrara´ un mensaje indicando el
error de autenticacio´n y solicitara´ el env´ıo de los datos de nuevo.
Operacio´n: seleccionar modelo(modelo)
Responsabilidades: Solicitar los datos del modelo, a saber, los atributos junto
con sus configuraciones.
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Referencias cruzadas: UC-0201, UC-0501, UC-0502, UC-0601
Precondiciones: Se ha generado la informacio´n resultado de realizar la operacio´n
de ingenier´ıa inversa al modelo de datos.
Postcondiciones: Devuelve el listado de atributos del modelo con sus propieda-
des.
Operacio´n: modo edicio´n(modelo)
Responsabilidades: Solicita el modo de edicio´n de un modelo.
Referencias cruzadas: UC-0201, UC-0501, UC-0502, UC-0601
Precondiciones: —
Postcondiciones: Devuelve el formulario de edicio´n de la informacio´n del modelo
en cuestio´n.
Operacio´n: datos rdf(modelo, atributo, namespace, propiedad)
Responsabilidades: Almacena los datos RDF asociados a un atributo
Referencias cruzadas: UC-0201
Precondiciones: Se ha generado la informacio´n resultado de realizar la operacio´n
de ingenier´ıa inversa al modelo de datos.
Postcondiciones: Almacena la informacio´n de namespace y “propiedad” asocia-
das al atributo del modelo de dato en cuestio´n.
Operacio´n: datos publicacio´n(modelo,atributo,privacidad)
Responsabilidades: Publica un atributo de un modelo para su consulta por
usuarios externos.
Referencias cruzadas: UC-0501
Precondiciones: El atributo no se encuentra publicado.
Postcondiciones:
◦ El atributo pasa a ser visible en las consultas de los usuarios externos que
cumplan los requisitos de la privacidad asociada.
◦ En caso de que el atributo se encontrase ya publicado, no realiza ninguna
operacio´n.
Operacio´n: datos publicacio´n(modelo, atributo,‘ocultar”)
Responsabilidades: Despublicacio´n de atributos de un modelo.
Referencias cruzadas: UC-0502
Precondiciones: El atributo se encuentra publicado.
Postcondiciones:
◦ El atributo pasa a ser oculto para las consultas de los usuarios externos.
◦ Si el atributo estaba ya oculto, no realiza ninguna operacio´n.
Operacio´n: datos privacidad(modelo, atributo, privacidad)
Responsabilidades: Establece un nivel de privacidad para el atributo del mo-
delo.
Referencias cruzadas: UC-0601
Precondiciones: Se ha generado la informacio´n resultado de realizar la operacio´n
de ingenier´ıa inversa al modelo de datos.
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Postcondiciones: Se asocia la privacidad indicada al atributo del modelo en
cuestio´n
Operacio´n: peticio´n datos(modelo,para´metros)
Responsabilidades: Realiza una peticio´n de datos sobre un modelo
Referencias cruzadas: UC-0301
Precondiciones: Se ha generado la informacio´n resultado de realizar la operacio´n
de ingenier´ıa inversa al modelo de datos y asociado la informacio´n RDF.
Postcondiciones:
◦ Devuelve el resultado de la peticio´n en formato XML basado en la informacio´n
RDF asociada a los datos de la respuesta.
◦ En caso de no producir respuesta devuelve en formato XML una respuesta
de error.
Operacio´n: solicitud informacio´n
Responsabilidades: Solicita la informacio´n acerca de los datos publicados del
proyecto.
Referencias cruzadas: UC-0302
Precondiciones: Se ha generado la informacio´n resultado de realizar la operacio´n
de ingenier´ıa inversa al modelo de datos.
Postcondiciones:
◦ Muestra la informacio´n acerca de los datos publicados y el modo de acceso a
e´stos.
◦ En caso de no cumplirse las precondiciones se mostrara´ un mensaje de aviso
de que aun no se ha generado la publicacio´n de datos.
Operacio´n: informacio´n rdf asociada modelo(modelo)
Responsabilidades: Solicita la informacio´n RDF asociada a un modelo concreto.
Referencias cruzadas: UC-0801
Precondiciones: Se ha generado la informacio´n resultado de realizar la operacio´n
de ingenier´ıa inversa al modelo de datos y asociado la informacio´n RDF.
Postcondiciones:
◦ Devuelve la informacio´n RDF asociada al modelo.
◦ En caso de no cumplirse las precondiciones se devolvera´ un valor vac´ıo.
3.5. Disen˜o del sistema
Siguiendo con el enfoque orientado a objetos, se va a proceder a realizar el disen˜o del
sistema software que dara´ una solucio´n a los problemas y requerimientos hasta ahora des-
critos.
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3.5.1. Arquitectura del sistema
A continuacio´n se muestra un esquema de la arquitectura del sistema y su papel dentro
de un proyecto anfitrio´n. El software pertenece al conjunto de gemas del que hara´ uso el
proyecto Ruby on Rails. Estas gemas pueden estar empaquetadas en el propio proyecto o
ser instaladas en el sistema junto al entorno de desarrollo Ruby on Rails.
Figura 3.17: Arquitectura software.
En el esquema podemos apreciar como la gema aporta una nueva interfaz al proyecto
independiente de la que se ha desarrollado para sus usuarios que permite el acceso a los
datos.
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3.5.2. Disen˜o de la capa de gestio´n de datos
Disen˜o conceptual
Entidades.
Las entidades representan cada una de los elementos contenidos en el modelo concep-
tual de datos.




Fuerte nombre, uri nombre
Dato Dato gestionado








Atributo Tipo de dato
gestionado por
el modelo.















Cuadro 3.4: Entidades del sistema
Relaciones.
A continuacio´n, la tabla recoge todas las relaciones establecidas entre las distintas
entidades del modelo conceptual de datos.
Relacio´n Descripcio´n Entidades












Tipo de Especializa la entidad dato en
atributo
Tipo de Especializa a la entidad dato
en asociacio´n
Cuadro 3.5: Relaciones del sistema
Atributos.
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• Modelo.
Los modelos recogen la informacio´n de privacidad y RDF asociada a cada modelo
de la aplicacio´n anfitriona de la gema EasyData.
Nombre Descripcio´n Tipo atribu-
to
Tipo dato Dominio Nulo Clave
nombre Nombre del
modelo
simple caracter alfanume´rico No nulo PK
uri URI asociada
al modelo




simple caracter alfanume´rico FK
privacidad Privacidad del
atributo
simple entero nume´rico No nulo
Cuadro 3.6: Atributos de la entidad Modelo
• Dato.
Dato representa a los atributos y asociaciones de los modelos de datos del proyecto
anfitrio´n.
Nombre Descripcio´n Tipo atributo Tipo dato Dominio Nulo Clave
nombre Nombre del dato
asociado al mo-
delo.
simple caracter alfanume´rico No nulo PK
modelo id Identificador del
modelo al que
pertenece
simple cara´cter alfanume´rio No nulo PK / FK
propiedad id Propiedad RDF
asociada al dato
simple caracter alfanume´rico FK
privacidad Privacidad del
atributo
simple entero nume´rico No nulo
Cuadro 3.7: Atributos de la entidad Dato
• Namespace.
Cada uno de los namespace que ofrece la gema para asignar informacio´n RDF al
modelo o a sus datos.
Nombre Descripcio´n Tipo atributo Tipo dato Dominio Nulo Clave
nombre Nombre del na-
mespace
simple caracter alfanume´rico No nulo PK
url ref Url de la referen-
cia del namespace
simple caracter alfanume´rico No nulo
Cuadro 3.8: Atributos de la entidad Namespace
• Propiedad.
Las propiedades componen los namespaces RDF anteriormente descritos.
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Nombre Descripcio´n Tipo atributo Tipo dato Dominio Nulo Clave
nombre Nombre de la
propiedad
simple cara´cter alfanume´rico No nulo PK
namespace id Namespace al
que esta asocia-
da la propiedad
simple caracter alfanume´rico No nulo PK / FK
Cuadro 3.9: Atributos de la entidad Propiedad
Restricciones.
1. No pueden existir dos modelos con el mismo nombre.
2. Debido a la restriccio´n 1, no pueden existir dos modelos con la misma uri.
3. No pueden existir dos datos asociados a un mismo modelo con igual nombre.
4. No pueden existir dos namespaces con igual nombre.
5. No pueden existir dos namespaces con igual url ref (url de referencia).










El almacenamiento de los datos f´ısicos se va ha realizar sobre ficheros en formato YAML.
Para generar la informacio´n inicial del sistema se va a utilizar un script que realiza una
ingenier´ıa inversa del modelo de datos y recopila la informacio´n de los distintos modelos y
sus atributos y asociaciones para almacenarla en e´ste fichero. Inicialmente, al no tener aun
informacio´n asociada, los atributos se inicializan de la siguiente forma:
1. Si el atributo contiene “ id”, se trata de una clave fora´nea la cual servira´ para cons-
truir los Linked Data pero no se publican como atributo normal. Luego no se podra´n
gestionar y sera´n ocultos a los usuario externos.
2. El resto de atributos se inicializan con a´mbito “pu´blico” y con propiedad “namespace”
y “propiedad” ambas iniciadas con el valor “Sin asignar”
3. Igual que los atributos anteriores, ocurre con las asociaciones del modelo.
Con esta configuracio´n inicial estamos en disposicio´n de poder realizar las operaciones de
lectura y escritura del archivo que supondra´n la ejecucio´n de las funcionalidades UC-0201,




En este apartado explicaremos las partes principales de la gema EasyData que se encar-
gan de implementar las principales funcionalidades.
3.6.1. Ingenier´ıa inversa
La primera operacio´n que EasyData debe realizar sobre el proyecto en el que ha sido
instalada, es generar el mapa de los modelos de datos de este proyecto. Para ello, mediante
la funcio´n que se mostrara´ a continuacio´n recorrera´ los ficheros que describen los distintos
modelos del sistema y obtendra´ sus nombres de manera que, obtengamos su informacio´n
posteriormente consultando sus definiciones.
La siguiente funcio´n recorre, como antes se ha indicado, los ficheros que contienen los
modelos de datos y devuelve una lista de e´stos:
Figura 3.18: Funcio´n recolectora de modelos del proyecto anfitrio´n.
Una vez obtenido el listado de los modelos, procedemos a generar la informacio´n de e´stos
que posteriormente podremos gestionar asigna´ndoles informacio´n RDF. Para ello, extraere-
mos de cada modelo sus atributos y todas sus asociaciones con otros modelos. Para obtener
la definicio´n de los atributos del modelo realizamos la siguiente operacio´n:
Figura 3.19: Obtencio´n de la informacio´n de los atributos de un modelo
A continuacio´n, obtenemos sus asociaciones con otros modelos mediante la siguientes
lineas:
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Figura 3.20: Obtencio´n de la informacio´n de las relaciones de un modelo.
Una vez generada la ingenier´ıa inversa al modelo de datos, almacenamos e´sta informacio´n
junto con unos valores iniciales de privacidad e informacio´n RDF en un fichero YAML que
sera´ el encargado de guardar la informacio´n RDF y de privacidad de los distintos modelos
de datos del proyecto. Para el almacenamiento necesitamos del uso de la gema homo´nima
para el manejo de ficheros YAML. En el siguiente apartado se muestra como se almacena y
gestiona esta informacio´n mediante el uso de archivos .yaml.
3.6.2. Almacenamiento y gestio´n de la informacio´n RDF
En este apartado, explicare´ como gestiona la entrada y salida de datos en archivos YAML
que almacenan la informacio´n del modelo de datos y su informacio´n RDF asociada. Ruby on
Rails usa este tipo de archivo tanto para almacenar informacio´n de la configuracio´n de sus
proyectos hasta para contener informacio´n de prueba para realizar el testeo de la aplicacio´n.
Por ello, para no comprometer el funcionamiento de EasyData compatible con el sistema de
almacenamiento usado por la aplicacio´n que, bajo mi experiencia, puede verse implementado
bajo una complicacio´n mayor en casos muy exclusivos. Se ha decidido el uso de e´ste tipo
de archivos comu´n en Ruby on Rails y que permitira´ trabajar abstrayendo a la gema del
sistema de base de datos usado en el proyecto instalada.
Una vez explicada la decisio´n de usar este tipo de archivos, se procede a mostrar el
me´todo de trabajo con e´stos. A continuacio´n, se muestra un ejemplo de escritura que, en
este caso, se trata de la informacio´n inicial del proyecto que se genera en la instalacio´n.
Figura 3.21: Funcio´n generadora de los datos RDF iniciales.
En el siguiente bloque de co´digo, se muestra la recuperacio´n y almacenamiento en un
objeto de la informacio´n almacenada en el archivo de informacio´n RDF. Este manejo de
datos sobre los archivos YAML se basa en el patro´n DAO (Data Access Object) que ofrece
una abstraccio´n en la capa presentacio´n de la gema de todo este proceso y, a su vez, tambie´n
integra las funcionalidades del patro´n DTO (Data Transfer Object) para la transferencia de
los datos desde la interfaz de usuario y el DAO para su actualizacio´n y/o almacenamiento.
Gestionando mediante un modelo, el manejo de e´sta informacio´n se hace muy sencilla para
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insercio´n en formularios y plantillas que sera´n consumidas por el administrador y terceros
usuarios de la interfaz ofrecida por EasyData.
Figura 3.22: Acceso a la informacio´n almacenada en el fichero rdf info.yml.
Estos dos ejemplos ilustran las entradas y salidas en archivos YAML que realiza la gema
de la informacio´n RDF y configuraciones de acceso e informacio´n ba´sica del proyecto.
3.6.3. Generacio´n de grafos de los Linked Data
La generacio´n de grafos que representan los Linked Data del proyecto permite visualizar
las relaciones de los distintos modelos del proyecto. De forma visual, el usuario puede conocer
los distintos modelos que extienden la informacio´n de un modelo en cuestio´n y as´ı tiene un
mayor conocimiento de la informacio´n publicada y que puede consumir del proyecto.
Esta generacio´n se realiza mediante la librer´ıa de gra´ficos Graphviz. E´sta permite transfor-
mar un archivo .dot que contiene la relacio´n entre nodos y aristas en una imagen del formato
que deseemos: jpg-jpeg, png, svg, etc... De esta forma, tenemos un grafo por cada modelo
que expresa sus relaciones con el resto almacenadas en la carpeta public/images/easy data
del proyecto Rails que integra EasyData.
A continuacio´n, se muestra la clase que se encarga de generar estas ima´genes.
Figura 3.23: Funcio´n generadora de los grafos Linked Data.
Esta generacio´n se realiza en la tarea de instalacio´n de la gema que se explica en el
manual de instalacio´n.
3.6.4. Generador de RDFa
El generador de informacio´n RDFa permite generar etiquetas HTML con informacio´n
RDF incrustada.
Para explicar el funcionamiento, primero debemos decir que se han tenido en cuenta en
la generacio´n de etiquetas HTML aquellas que son auto-cerradas, es decir, que acaban su
declaracio´n componie´ndose de 1 sola etiqueta. Por otro lado, se ha reservado un uso especial
para las etiquetas de listado ul y ol las cuales, pueden usarse para definir una instancia
completa de un modelo o, si se desea, tambie´n puede manipularse igual que el resto de
etiquetas.
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Teniendo esto, vamos a describir alguno de los posibles usos del constructor de etiquetas
HTML con informacio´n RDFa.
Queremos listar una instancia del modelo Usuario cuyo atributo id es igual a 1 y que
obtenga el estilo de la clase user.
Podemos usar la etiqueta ul para este propo´sito, en tal caso, solo debemos escribir:
1.- RDFa = RDFa.new
2.- @user = Usuario.find ’1’
3.- RDFa.ul(’Usuario ’,@user ,nil ,"class=’user ’")
Esta operacio´n devolvera´ una estructura de ul con los datos solicitados y su informacio´n
RDFa incrustada, en la etiqueta ul la referente al modelo y, en las etiquetas li la
referente a los atributos de e´ste.
Mostrar so´lo un atributo (por ejemplo nombre) concreto de una instancia de un mo-
delo (por ejemplo, Coche) en un elemento de una tabla tipo td.
1.- RDFa.td("Coche",@coche ,’name ’,"class=’coche ’")
Esto devolvera´ la etiqueta td con el nombre de la instancia del modelo coche siguiendo
el estilo marcado en la clase homo´nima y con la informacio´n RDF de dicho atributo.
3.6.5. Generacio´n de URI’s e interpretacio´n
La generacio´n e interpretacio´n de las URI’s para devolver informacio´n RDF del modelo
de datos es la principal funcionalidad de la gema. Se encarga de asociar a cada URI una
peticio´n de informacio´n concreta y devuelve el resultado en formato RDF. E´sta constituye
la base de la integracio´n y aprendizaje para su uso es el u´nico requerimiento que se le
exige a los usuarios externos para poder usar esta interfaz. Por ello, para facilitar esta fase
de aprendizaje, se ha generado la interfaz que informa de los datos publicados, los grafos
Linked Data y el uso de URI todo orientado a un aprendizaje ra´pido de estos usuarios.
A continuacio´n se muestra la extensio´n del manejador de rutas del proyecto Rails anfitrio´n,
que permite mapear la informacio´n RDF con URI’s desreferenciables.
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Figura 3.24: Extensio´n de las rutas del proyecto anfitrio´n para contener las propias de la gema.
Cada URI se interpreta, se asocia y se les extrae los para´metros para realizar la consulta
a trave´s del ORM y posteriormente cruzar el resultado con la informacio´n RDF y obtener
la respuesta deseada por el usuario.
Cada URI contiene en primer lugar el modelo al que se va a realizar la consulta. En caso
de indicar el nombre del modelo en plural, esto ser´ıa equivalente a hacer un Select * from
[model]; y devolvera´ todos los registros de base de datos asociados a dicho modelo. Por el
contrario, si el modelo viene en singular y acompan˜ado de una serie de para´metros, e´stos
ira´n en la parte de los condicionantes de la consulta, es decir, Select * From [model] Where
[para´metros];.
Para obtener los para´metros y el modelo en el controlador se consulta la variable request
que contiene toda la informacio´n de la URI usada. A continuacio´n el co´digo que realiza esta
funcio´n y devuelve los para´metros necesarios para la consulta.
Figura 3.25: Extraccio´n de los para´metros de la consulta.
4Evaluacio´n
4.1. Pruebas y validacio´n
El proyecto se ha sometido a varias pruebas necesarias para verificar y certificar cada
aspecto que e´ste contiene. Para ello, se ha utilizado un proyecto de prueba realizado en
Ruby on Rails, en concreto se trata de la aplicacio´n de gestio´n de proyectos Redmine. Se ha
instalado su u´ltima versio´n y se le ha incorporado la gema EasyData.
Los test que se han llevado a cabo a EasyData son los siguientes:
Pruebas de integracio´n
Pruebas de validacio´n de RDF
Pruebas de validacio´n de RDFa
Tanto para las pruebas de validacio´n de RDF como RDFa se han usado varias herramien-
tas de validacio´n, pero ninguna obtiene una relevancia a nivel global como lo puede establecer
la W3C y, por tanto, son sus validadores los principales que marcara´n la soluciones de las
pruebas para RDF y RDFa.
4.1.1. Pruebas de integracio´n
Las pruebas de integracio´n se dividen en dos partes, la primera comprueba que la gema
se instala e integra sus funcionalidades al proyecto anfitrio´n correctamente y la segunda,
comprobamos que realiza las tareas necesarias para su correcto funcionamiento, es decir que
obtiene correctamente la informacio´n del modelo de datos, genera la interfaz para la gestio´n
de informacio´n RDF de los modelos, los para´metros de configuracio´n y el acceso funciona
correctamente. Una vez comprobados y verificados estos dos grupos de pruebas podemos
decir que la gema se integra correctamente y validaremos esta parte del proyecto.
Validacio´n de instalacio´n
Para validar el proceso de instalacio´n de la gema realizaremos la integracio´n en varios
proyectos Ruby on Rails esperando obtener en todos un resultado va´lido. Para esta prueba
elegiremos como proyectos anfitriones a Redmine. La limitacio´n para la prueba de este
proyecto es que los sujetos de prueba usados han de usar la versio´n 2.x de Ruby on Rails.
Las pruebas que verificara´n los siguiente aspectos de la instalacio´n:
Comprobacio´n de que la gema se an˜ade a las lista de gemas disponibles en el entorno
del proyecto. Para ello ejecutamos el siguiente comando en la misma terminal donde
se ha realizado la instalacio´n:
> gem list
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Ampliacio´n de la lista de tasks o tareas del proyecto anfitrio´n tras la instalacio´n de
EasyData, con las tareas propias de la gema. Para esta comprobacio´n ejecutamos el
siguiente comando:
> rake -T | grep easy_data
Y comprobamos que nos devuelve la lista de tareas de la gema EasyData.
Correcta integracio´n de las rutas adicionales que EasyData an˜ade al proyecto anfitrio´n.
> rake routes | grep easy_data
Igual que en el caso anterior, comprobamos que el resultado de ejecutar el comando
anterior no esta vac´ıo y se listan las rutas pertenecientes a la gema EasyData.
Despue´s de estas tres comprobaciones podemos concluir que la instalacio´n se ha realizado
correctamente y podemos dar por va´lida esta prueba. Ahora se muestran los resultados
obtenidos tras la instalacio´n de la gema en los entornos de los proyectos anfitriones de
prueba.
Las pruebas realizadas finalizaron todas con e´xito en su instalacio´n. Podemos afirmar
que el proyecto EasyData concluye la evaluacio´n de instalacio´n satisfactoriamente.
Pruebas de configuracio´n inicial
Para las pruebas de configuracio´n inicial se usara´n los mismos proyectos de prueba que
en el apartado de validacio´n de instalacio´n. En este caso comprobaremos que la gema se
integra funcionalmente con el proyecto anfitrio´n comprobando los siguiente puntos:
Generacio´n de la interfaz de configuracio´n de la informacio´n RDF del modelo de datos.
Para ello comprobamos que se ha generado la interfaz accediendo a ella.
Obtencio´n de la informacio´n de los modelos de datos del proyecto anfitrio´n. Para ello
accedemos al archivo config/easy data/info rdf.yml, comprobamos que existe y que se
ha generado dentro la informacio´n inicial originada por la ingenier´ıa inversa realizada
al modelo de datos.
Comprobaciones relacionadas la configuracio´n de acceso y personalizacio´n de la in-
terfaz. Para llevar a cabo estas pruebas verificaremos los siguientes puntos sobre el
apartado settings de la interfaz de administracio´n de EasyData:
• Acceso mediante una IP no autorizada. Introduciremos una IP distinta a la que
tenemos y procederemos a desconectarnos, posteriormente, volvemos a intentar
acceder a la interfaz de administracio´n y comprobamos que nos da un error 404
de pa´gina no encontrada. Esto se debera´ a que la interfaz se oculta para IP no
autorizadas y aumentar la seguridad de acceso a esta interfaz.
• Control de acceso. Establecemos un usuario y contrasen˜a en la instalacio´n y com-
probamos que el acceso a la interfaz para este usuario se realiza correctamente.
• Personalizacio´n. Insertar nombre, email de contacto y logotipo del proyecto an-
fitrio´n y comprobar su inclusio´n en la interfaz de informacio´n sobre los datos
pu´blicos que ofrece EasyData.
Generacio´n de gra´ficos de Linked Data del modelo de datos. Para ello accedemos a
la interfaz de informacio´n de la publicacio´n de datos y comprobamos que el aparta-
do de Linked Data de cada modelo tiene su gra´fico con los Linked Data represen-
tados. Esto tambie´n lo podemos comprobar accediendo al archivo public/images/lin-
ked data graphs/ y comprobar que las ima´genes representativas de los Linked Data de
todos los modelos esta´n correctamente generadas.
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Tras comprobar estos puntos podemos verificar que la configuracio´n inicial se ha realizado
correctamente. Las pruebas realizadas sobre los proyectos de prueba fueron satisfactorias en
todos los casos, y se constata que la gema esta´ validada en su proceso de integracio´n.
4.1.2. Pruebas de validacio´n de RDF
Para validar la generacio´n de RDF en las respuestas se ha usado el validador de la W3C
(http://www.w3.org/RDF/Validator/). Las pruebas consistieron en realizar a la aplicacio´n
de prueba varias peticiones mediante la interfaz de EasyData y las respuestas en formato
RDF se copiaron al formulario del validador.
Las respuestas obtuvieron en su totalidad una correcta verificacio´n por parte del valida-
dor. Las respuestas RDF generadas por EasyData esta´n validadas por la W3C y, por tanto,
podemos afirmar que esta´n correctamente construidas y respetan las normas de la W3C
para la generacio´n de RDF.
Alguno de los ejemplos de respuestas dados por EasyData que se han utilizado para la
realizacio´n de las pruebas es la solicitud de la informacio´n de un usuario de la aplicacio´n de
prueba. Aqu´ı la respuesta en RDF dada por EasyData a dicha consulta:
<rdf:RDF xmlns:rdf="http ://www.w3.org /1999/02/22 -rdf -syntax -ns#"
xmlns:xsd="http ://www.w3.org /2001/ XMLSchema #"
xmlns:cert="http ://www.w3.org/ns/auth/cert#"
xmlns:foaf="http :// xmlns.com/foaf /0.1/"
xmlns:skos="http ://www.w3.org /2004/02/ skos/core#"
xmlns:dc="http :// purl.org/dc/elements /1.1/"
xmlns:rdfs="http ://www.w3.org /2000/01/ rdf -schema #"
xmlns:owl="http ://www.w3.org /2002/07/ owl#"
xmlns:cc="xmlns:cc=http :// creativecommons.org/ns#"
xmlns:sioc="http :// rdfs.org/sioc/ns#"
xmlns:geo="http ://www.w3.org /2003/01/ geo/wgs84_pos #"
xmlns:wot="http ://www.xmlns.com/wot /0.1/" >
<rdf:Description rdf:about="http :// localhost :3000/ User?id:1">
<xsd:language >Sat Oct 29 04:32:59 +0200 2011</xsd:language >
<owl:assertionProperty >admin </owl:assertionProperty >
<skos:inScheme >true </skos:inScheme >
<rdfs:domain >Admin </rdfs:domain >
<owl:disjointUnionOf >Sat Oct 29 04:32:59 +0200 2011</owl:disjointUnionOf >
<skos:related >en </skos:related >
<cc:legalcode >admin@example.net </cc:legalcode >
<rdfs:range >Sun Jun 19 07:02:34 +0200 2011</ rdfs:range >
<cert:decimal >User </cert:decimal >
<cc:attributionName >b9d0927def699f185e21780369ed7b349c3adc63 </cc:attributionName >
<cc:jurisdiction >Redmine </cc:jurisdiction >
<foaf:myersBriggs >all </foaf:myersBriggs >
<sioc:subscriber_of rdf:resource ="http :// localhost :3000/ UserPreference?id=2"/>
<foaf:name rdf:resource ="http :// localhost :3000/ Token?id=2"/>
</rdf:Description >
</rdf:RDF >
El resultado obtenido fue el siguiente:
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Figura 4.1: Resultado de la prueba de validacio´n de RDF.
4.1.3. Pruebas de validacio´n de RDFa
Para probar la integracio´n de informacio´n RDFa en la capa de Vista del proyecto de
prueba, se ha generado una plantilla que muestra la informacio´n de un usuario y la infor-
macio´n RDF asociada a cada uno de sus atributos y su descripcio´n general. Tras renderizar
la plantillas capturamos el archivo HTML generado y le pasamos el validador de marca-
do de la W3C (http://www.w3.org/2007/08/pyRdfa/Validator) obteniendo el siguiente
resultado:
Figura 4.2: Resultado de la prueba de validacio´n de RDFa.
El co´digo paso´ la prueba de validacio´n. El codigo HTML generado para la validacio´n
fue´ el siguiente:
#http :// localhost :3000/ users/show_all_users
<span class ="title">All aplication ’s users </span >
<ul xmls:cc=xmlns:cc=http :// creativecommons.org/ns#
xmls:rdfs=http ://www.w3.org /2000/01/ rdf -schema#
xmls:skos=http ://www.w3.org /2004/02/ skos/core#
xmls:dc=http :// purl.org/dc/elements /1.1/
xmls:owl=http ://www.w3.org /2002/07/ owl#
xmls:cert=http ://www.w3.org/ns/auth/cert#
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xmls:foaf=http :// xmlns.com/foaf /0.1/
xmls:xsd=http ://www.w3.org /2001/ XMLSchema#
xmls:wot=http ://www.xmlns.com/wot /0.1/
xmls:sioc=http :// rdfs.org/sioc/ns#
xmls:geo=http ://www.w3.org /2003/01/ geo/wgs84_pos#
xmls:dc=http :// purl.org/dc/elements /1.1/ typeof=’dc:contributor ’>
<li property=’cc:jurisdiction ’>7 ad6b9020f7ce8bfb6f19e30f70ed899 </li>
<li property=’rdfs:range ’>Sun Jun 19 07:02:34 +0200 2011</li>
<li property=’cc:attributionName ’>b9d0927def699f185e21780369ed7b349c3adc63 </li >
<li property=’skos:inScheme ’>true </li >
<li property=’skos:related ’>en </li>
<li property=’dc:instructionalMethod ’>1</li>
<li property=’rdfs:domain ’>Admin </li>
<li property=’cc:legalcode ’>admin@example.net </li>
<li property=’owl:disjointUnionOf ’>Sat Oct 29 16:37:56 +0200 2011</li>
<li property=’cert:decimal ’>User </li>
<li property=’cc:jurisdiction ’>Redmine </li >
<li property=’foaf:myersBriggs ’>all </li>
<li property=’owl:assertionProperty ’>admin </li >
<li property=’not defined:not defined ’>1</li >
<li property=’rdfs:isDefinedBy ’></li>
<li property=’xsd:language ’>Sat Oct 29 16:37:56 +0200 2011 </li >
</ul >
<a href=’http :// localhost :3000/s/User?id=1’ title=’Redmine Admin ’ typeof=’dc:contributor ’>
Redmine Admin
</a>
<ul xmls:cc=xmlns:cc=http :// creativecommons.org/ns#
xmls:rdfs=http ://www.w3.org /2000/01/ rdf -schema#
xmls:skos=http ://www.w3.org /2004/02/ skos/core#
xmls:dc=http :// purl.org/dc/elements /1.1/
xmls:owl=http ://www.w3.org /2002/07/ owl#
xmls:cert=http ://www.w3.org/ns/auth/cert#
xmls:foaf=http :// xmlns.com/foaf /0.1/
xmls:xsd=http ://www.w3.org /2001/ XMLSchema#
xmls:wot=http ://www.xmlns.com/wot /0.1/
xmls:sioc=http :// rdfs.org/sioc/ns#
xmls:geo=http ://www.w3.org /2003/01/ geo/wgs84_pos#
xmls:dc=http :// purl.org/dc/elements /1.1/ typeof=’dc:contributor ’>
<li property=’cc:jurisdiction ’>acbc2e901597abddf921c35ded60fa6a </li>
<li property=’rdfs:range ’>Sat Oct 29 04:32:35 +0200 2011</li>
<li property=’cc:attributionName ’>9 c2dc874d6ff95e9ec7cee1b7fe9aa5f4177d3b9 </li >
<li property=’skos:inScheme ’>false </li>
<li property=’skos:related ’>en </li>
<li property=’dc:instructionalMethod ’>3</li>
<li property=’rdfs:domain ’>Vazquez </li>
<li property=’cc:legalcode ’>jnillo9@gmail.com </li>
<li property=’owl:disjointUnionOf ’>Sat Oct 29 04:33:19 +0200 2011</li>
<li property=’cert:decimal ’>User </li>
<li property=’cc:jurisdiction ’>Juan </li >
<li property=’foaf:myersBriggs ’>only_my_events </li>
<li property=’owl:assertionProperty ’>jnillo </li >
<li property=’not defined:not defined ’>1</li >
<li property=’rdfs:isDefinedBy ’></li>
<li property=’xsd:language ’></li >
</ul >
<a href=’http :// localhost :3000/s/User?id=3’ title=’Juan Vazquez ’ typeof=’dc:contributor ’>
Juan Vazquez
</a>
Este co´digo es un ejemplo de los generados para realizar pruebas de validacio´n de RDFa
con el validador de W3C. Es un trozo del documento HTML y se trata de la parte donde se
genera la lista de usuarios del sistema con su informacio´n RDFa. Se pueden apreciar como
cada atributo posee meta-informacio´n que servira´ para identificar y describir cada atributo
de cada usuario listado en el documento.
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4.2. Pruebas de la aplicacio´n
Para probar las funcionalidades aportadas por EasyData a los proyetos Ruby on Rails
se van a realizar tres pruebas, cada una va a explotar de forma distinta las funcionalidades e
interfaces que EasyData integra en los proyectos RoR. Cada una de las pruebas esta´ enfocada
a un aspecto concreto de las funcionalidades de EasyData.
Integracio´n con una aplicacio´n externa mediante la interfaz de consulta en RDF.
Explotacio´n de la informacio´n RDFa que permite incrustar EasyData en la capa Vista
de los proyectos Ruby on Rails.
Y por u´ltimo, la explotacio´n de la informacio´n publicada por distintas aplicaciones que
integran EasyData bajo un indexador de datos.
Con estas pruebas podremos exponer lo que EasyData supone como valor an˜adido a las
aplicaciones que la integran. Estos casos son ejemplos de sus posibles usos pero no los u´nicos,
ya que, las posibilidades son muchas ma´s y tan simples de realizar como lo es integrar una
gema a un proyecto Ruby on Rails que en menos de cinco minutos ya es completamente
operativa.
4.2.1. Integracio´n de Redmine con Moodle
Para probar la integracio´n de la interfaz de EasyData para la integracio´n con otras
aplicaciones, se realizara´ un mo´dulo de Moodle a modo de prueba que integrara´ la infor-
macio´n de un determinado proyecto para su consulta en un curso concreto de Moodle. Se
instalara´ EasyData en Redmine y se publicara´n todos los datos referentes a los proyectos
gestionados por este, generando as´ı la interfaz de consulta mediante RDF que permitira´ rea-
lizar las consultas del proyecto que se de´ de alta para cada proyecto que active el uso del
modulo en cuestio´n dentro de Moodle.
Figura 4.3: Redmine integrado en Moodle mediante un mo´dulo que se sirve de EasyData.
El funcionamiento del mo´dulo sera´ muy trivial. Al dar de alta el modulo en un curso
se pedira´ las referencias para identificar el proyecto que se desea consultar. Tras esto, en
el panel de herramientas lateral aparecera´ el enlace a las consultas de Redmine, donde se
mostrara´n los distintos elementos que componen el proyecto: datos del proyecto, sus tareas,
sus usuarios, etc... De esta forma tendremos integrada la informacio´n de Redmine en Moodle
de una forma fa´cil y ra´pida, demostrando as´ı las amplias posibilidades que ofrece EasyData
a cualquier proyecto realizado en Ruby on Rails.
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4.2.2. Explotacio´n de la informacio´n RDFa
Usando el generador de informacio´n RDFa que ofrece EasyData, editaremos vistas de un
proyecto desarrollado bajo Ruby on Rails para que contenga, en el HTML final renderizado,
informacio´n RDFa que luego mediante herramientas de consulta de informacio´n RDFa se
realizara´ una introspeccio´n para extraer la informacio´n que el documento HTML ofrece.
Observaremos las ventajas aportadas por la informacio´n RDFa contenida en el co´digo HTML
generado y como los usuarios y desarrolladores pueden verse beneficiados de ella y, por
supuesto, la facilidad con la que EasyData permite realizar todo esto.
Figura 4.4: Extensio´n de Firefox para la explotacio´n de informacio´n RDFa.
4.2.3. Indexacio´n de informacio´n
Por u´ltimo, se realizara´ un indexador de informacio´n que se alimenta de aplicaciones que
ofrecen sus datos mediante la interfaz generada por EasyData. Esta te´cnica de “harvesting”
o cosechadora de datos, obtendra´ toda la informacio´n publica de las aplicaciones que se
den de alta y permitira´ realizar bu´squedas de informacio´n abstraye´ndonos de la aplicacio´n
que la contiene. E´ste sera´ un ejemplo del desarrollo que seguira´n los buscadores en la Web
Sema´ntica y podremos ver como herramientas como EasyData acercan a las aplicaciones
actuales y futuras hacia la la Web 3.0 de una forma sencilla y con un bajo coste para su
propietarios tanto en recursos como en tiempo.
Figura 4.5: Aplicacio´n de indexacio´n de informacio´n publicada con EasyData.
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5Conclusiones
5.1. Conclusiones Generales
Como resultado del desarrollo de la gema EasyData podemos decir que tenemos una
herramienta que sera´ capaz de desarrollar una interfaz funcional, que permitira´ la publicacio´n
de los datos del modelo de datos en aplicaciones Ruby on Rails. Esto no so´lo facilitara´ esta
interoperabilidad con otras aplicaciones externas sino que lo hara´ au´n coste insignificante si
lo comparamos con el coste que tendr´ıa realizar esta interfaz sin esta herramienta.
EasyData supone un nuevo camino en el desarrollo ra´pido de interfaces de comunicacio´n
y publicacio´n de datos que supondra´ la inclusio´n en la Web Sema´ntica de muchas aplicacio-
nes que, tal vez por el coste que supon´ıa o tiempo de desarrollo, no ten´ıan esta opcio´n entre
sus prioridades. Aumentando el nu´mero de aplicaciones que publican sus datos, podremos
construir buscadores que generen una informacio´n ma´s precisa, realizar integraciones entre
aplicaciones para conseguir entornos ma´s potentes y funcionales de cara a los usuarios fi-
nales de e´stos. En definitiva, conseguir una nueva perspectiva de la Web que permitira´ una
generacio´n de informacio´n y funcionalidades que el usuario final sera´ el principal benefactor
de todas ellas.
5.2. Futuros Trabajos
El camino a seguir para desarrollar futuras versiones de este software, tiene que ir orien-
tado a integrar aun ma´s los proyectos Ruby on Rails en la Web Sema´ntica. Por ello, a
continuacio´n se lista una serie de posibles caminos de actuacio´n para conseguir este propo´si-
to.
Desarrollar una comunicacio´n de dos sentidos. Esto hace referencia a que adema´s
de ofrecer informacio´n, la interoperabilidad con otras plataformas deba permitir la
insercio´n de datos considerando las restricciones que se han indicado en el modelo de
datos de la aplicacio´n.
Orientar la generacio´n de informacio´n a la lo´gica de negocios siguiendo las normas
BPEL.
De todos los trabajos futuros que puede seguir este proyecto y debido a que la base
del proyecto no depende de la tecnolog´ıa usada. Una vez madurada la gema y desplegado
su funcionamiento en entornos desarrollados bajo Ruby on Rails, el siguiente paso sera´ su
exportacio´n a otras tecnolog´ıas de desarrollo de aplicaciones Web como pueden ser Symfony,
Django o incluso buscar una solucio´n que permita abstraerse de la tecnolog´ıa usada en los
distintos proyectos donde se desee integrar, permitiendo as´ı incluir las funcionalidades que
con EasyData se llegan a ofrecer.
Esta u´ltima linea de trabajo es la ma´s ambiciosa y la ma´s compleja, pero sin duda, si se
consiguiese desarrollar una solucio´n con tales caracter´ısticas, obtendr´ıamos representado al
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completo la idea fundamental y para la que se ha desarrollado este proyecto. Obtendr´ıamos
una herramienta de gran valor para conseguir que proyectos de diferentes tecnolog´ıas se
introdujeran en la Web Sema´ntica con un coste de desarrollo muy reducido tanto en tiempo
como en recursos.
Sin embargo, la mejora ma´s inmediata que se aplicara´ a EasyData sera´ la posibilidad
de insercio´n de datos. Esta mejora permitira´ a usuarios registrados en el sistema y con
los permisos necesarios, insertar datos en la aplicacio´n a trave´s de la interfaz que ofrece
EasyData. Para llevar a cabo esta tarea, se generara´ un sistema de control de permisos de
usuarios basado en la identificacio´n mediante API KEY. Esta elemento es un identificador
u´nico que el proyecto asignara´ a cada usuario para que puedan insertar elementos a trave´s
de la interfaz de EasyData. A continuacio´n, se expone una posible solucio´n al control de
usuarios basado en API KEY para la insercio´n de datos.
La idea ser´ıa establecer un control intermedio previo y posterior a las acciones realizadas
en los controladores para comprobar que la peticio´n del usuario es correcta y que e´ste posee
los permisos necesarios para llevar la operacio´n a cabo. Esto se consigue de la siguiente
forma:
# app/controllers/api_controller.rb







return true unless controller.params [: api_key]






Con la clase ApiController, tenemos dos callbacks definidos que se ejecutara´n uno antes y
otro despue´s de la accio´n pertinente. La primera, comprueba previamente que el usuario con
la API KEY indicada existe y genera el controller.user con los datos del usuario que esta
ejecutando la accio´n, con esto comprobamos si tiene permisos para realizar dicha operacio´n.
En el segundo callback eliminamos el usuario para que no pueda realizar ma´s operaciones al
menos que vuelva a realizar una llamada con su API KEY correctamente insertada en ella.
Ahora el resto de controladores debera´n heredar de esta clase ApiController para poder
utilizar la interfaz de EasyData. Por ejemplo:
#app/controllers/users_controller.rb
class UsersController < ApiController
[Acciones]
end
De esta forma, todos los controladores poseen el paso previo que es el control de la
API KEY del usuario. Este ejemplo ha sido uno de las posibles implementaciones de la
solucio´n para la insercio´n de datos a trave´s de la interfaz proporcionada por EasyData a los
proyectos realizados en Ruby on Rails. La fuente de este ejemplo viene en la bibliograf´ıa y
es un buen ejemplo del posible desarrollo ha seguir en las pro´ximas versiones de la gema
EasyData.
APublicaciones
En este anexo se incluyen las publicaciones en las que ha participado el autor relacionados
con e´ste proyecto.
Open linked data model revelation and access for analytical web science
Juan Manuel Dodero, Iva´n Ru´ız-Rube, Manuel Palomo Duarte y Juan Va´zquez Murga.





El sistema tiene tres tipos de usuarios finales los cuales usara´n la aplicacio´n para dar
solucio´n a sus necesidades particulares. Por ello, se ha dividido el manual de usuario en tres
partes, cada una contempla a un usuario final de la aplicacio´n y se expondra´ las distintas
funcionalidades orientadas a ellos y su modo de uso.
B.2. Manual de Usuario: Administrador
Este usuario realiza sus operaciones en el sistema de forma visual, sin necesidad de acceder
al co´digo fuente del software. Sus funcionalidades se ejecutan en la interfaz de administracio´n
de sistema software y son las siguientes.
Administracio´n de los datos publicados.
Para administrar los datos publicados del proyecto, debemos acceder a la interfaz de
administracio´n de informacio´n RDF del proyecto. Para ello, accedemos a la siguiente
direccio´n:
> http ://[ host]/ custom_rdf
Figura B.1: Captura de la pantalla de login
Se nos pedira´ que nos autentifiquemos para comprobar que poseemos las credenciales
necesarias para llevar a cabo e´sta tarea. Una vez dentro, se nos listan los modelos del
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proyecto. Pinchando en el nombre de cada modelo, se desplegara´ la lista de atributos
y asociaciones de e´ste y su informacio´n asociada.
Figura B.2: Captura de la pantalla de la edicio´n de la informacio´n asociada al modelo de datos.
Para administrar esta informacio´n, en la parte inferior de la lista aparece el boto´n
“Editar” que, pinchando en e´l, aparecera´ el formulario de edicio´n de la informacio´n
asociada a los atributos. En e´l podremos, hacer las siguientes tareas:
• Publicar y ocultar datos. Estableciendo su privacidad a “Hidden”, ocultaremos
los datos contenidos en dicho atributo y, si le asignamos cualquier otra privacidad
lo publicaremos.
• Establecer la privacidad de datos. En el campo de caso anterior, podemos estable-
cer si el dato representado por el atributo es privado o pu´blico, lo cual repercute
en el estado del usuario externo para mostrarse o no, respectivamente.
• Asignar namespace y propiedad al atributo. De esta forma daremos una descrip-
cio´n basada en reglas RDF del dato contenido por el atributo.
Tras los cambios realizados, podemos guardarlos pinchando sobre el boto´n “Enviar” del
formulario. El sistema, si no se ha producido ningu´n error, el sistema nos devolvera´ a
la lista de atributos del modelo con la informacio´n actualizada.
Consulta de la informacio´n sobre los datos publicados. Este usuario al igual
que el usuario externo, puede comprobar el estado final de los datos publicados a
trave´s de la informacio´n asociada a e´stos. Esta funcionalidad va orientada a visualizar
y comprobar, por parte del administrador, el estado final de los datos publicados. Para
acceder a esta informacio´n, accedemos a trave´s de la siguiente url :
> http ://[ host]/ info_linked_data
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Figura B.3: Captura de la pantalla de listado de la informacio´n publicada del modelo de datos.
B.3. Manual de Usuario: Desarrollador
Este usuario que posee la tarea de desarrollar la capa Vista del proyecto, se encarga de
generar la informacio´n RDFa del proyecto basa´ndose en la informacio´n RDF asociada al
modelo de datos.
Inclusio´n de la informacio´n RDFa en la capa Vista del proyecto. La infor-
macio´n RDF asociada al modelo, se puede insertar en las etiquetas HTML mediante
el generador de informacio´n RDFa que dispone la gema.
B.4. Manual de Usuario: Usuario externo
Realizar consultas Para realizar consultas sobre la informacio´n publicada, este usua-
rio debe construir una URI desrefenciable siguiendo el siguiente patro´n:
http ://[ host]/s/[ Modelo ]/[ Parametros]
• host: host de la aplicacio´n.
• Model: Modelo a consultar, con el formato de primera letra de cada palabra en
mayu´scula y sin espacios.
• Para´metro: Son los para´metros de consulta, que siguen el formato [atribu-
to1]:[valor1]&[atributo2]:[valor2]... A modo de ejemplo, vamos a construir una
consulta al proyecto desplegado en local y escuchando en el puerto 3000 (el puer-
to por defecto usado por Ruby on Rails para desplegar) sobre el modelo Usuario
Particular con nombre “Juan” y apellidos “Tenorio”:
> http :// localhost :3000/s/User?name:Juan&apellidos:Tenorio
En caso de no indicar ningu´n para´metro e indicar el nombre del modelo en plural,
se listara´n todas las instancias del modelo almacenadas.
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> http :// localhost :3000/s/Users
Consulta de la informacio´n sobre los datos publicados. Esta funcionalidad es
compartida con el usuario administrador y su modo de actuacio´n es equivalente al
citado en la parte del manual asociada al usuario administrador. Se accede mediante
la siguiente URL:
> http :// localhost :3000/s/data_publications
CManual de instalacio´n
C.1. Requerimientos del sistema
Los requerimientos que el sistema debe tener para el correcto funcionamiento de la gema,
son los siguientes:
Ruby 1.8.7 o´ 1.9.x
Rails en su versio´n 2.3.x
Gema Hpricot igual o mayor a la versio´n 0.8.4
Yaml
Haml en su versio´n o mayor a 3.0.0
Biblioteca para la generacio´n de graficos Graphviz.
Biblioteca ftools para la gestio´n de archivos y directorios en el sistema.
C.2. Instalacio´n
Para la instalacio´n de gemas en un entorno Ruby, necesitamos de tener instalado el
paquete gem, que podemos encontrar en www.rubygem.org. Una vez instalado este paquete,
tendremos acceso a todo el repositorio de gemas que ofrece el repositorio RubyGem y, entre
e´stas, EasyData. Para instalarla necesitamos ejecutar el siguiente comando:
> gem install easy_data
Una vez descargada la gema de Rubygems, necesitamos incluirla en el proyecto. Para
ello, el primer paso es insertar las rutas de la interfaz de EasyData dentro del documento
de rutas del proyecto anfitrio´n para que dicha interfaz sea accesible. Para ello, insertamos la
siguientes lineas en las rutas del proyecto que se encuentran en el archivo config/routes.rb:
# config/routes.rb
EasyDataRouting.routes(map)
A continuacio´n, en el archivo Rakefile del proyecto, insertamos la siguiente cabecera:
require "easy_data/tasks"
Con esta linea, conseguimos an˜adir las tareas de la gema EasyData al proyecto anfitrio´n.
Estas nos hara´n falta en el siguiente paso para completar la configuracio´n inicial de la gema.
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C.3. Configuracio´n inicial
Una vez instalada la gema, debemos realizar la configuracio´n inicial necesaria para co-
menzar a usarla. Para ello, debemos ejecutar el script de instalacio´n de EasyData en el
proyecto. Este script realizara´ la ingenier´ıa inversa del modelo y almacenara´ la informacio´n
recopilada, copiara´ el archivo CSS necesario para la interfaz de configuracio´n al proyecto y
copiara´ al proyecto la informacio´n de inicializacio´n requerida por la gema.
Para realizar esta configuracio´n inicial, ejecutaremos el siguiente script :
> ruby easy_data:install RAILS_EVN =[ entorno]
C.4. Pruebas de instalacio´n
El contenido de esta seccio´n esta´ dedicado exclusivamente a comprobar que la instalacio´n
del software ha sido satisfactoria. Para ello se van a indicar una serie de operaciones mediante
la cual podremos saber que el proceso de instalacio´n se ha realizado correctamente.
Instalacio´n de la gema. Comprobamos que la gema se ha instalado correctamente
y se encuentra en la lista de gemas instaladas en el servidor:
> gem list
Generacio´n de rutas para las acciones de la gema EasyData. Para comprobar
que se han an˜adido satisfactoriamente las ruta propias de la gema, utilizaremos el
siguiente comando:
> rake routes
Incrusio´n de las tareas. Estas tareas se encargan de la generacio´n de la informa-
cio´n inicial requerida por el software. Para comprobar que este paso se ha realizado
correctamente ejecutaremos:
> rake -T
Interfaz de configuracio´n. Por u´ltimo, comprobamos que hay acceso a la interfaz
de configuracio´n:
http ://[ host]/ custom_rdf
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