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近年，社会経済活動における IT 利用度は，かつてないほど高まり，IT システムの障
害による業務・サービスの停止や機能低下の社会的影響は日々，深刻化してきている．
これらの中で特に，受注開発で構築されたシステムに，問題が発生するケースが多い． 
2003 年 4 月のみずほ銀行再編に伴う大規模システム障害では，自動現金預入払出機の
障害と口座振替の遅延が生じ，連鎖的に生じたトラブルの収拾に約 1 か月を要した．こ
れは，顧客と請負会社の間のシステム統合上の要求決定の遅れが，開発期間を圧迫し，
十分なシステム検証が行えなかったことが原因である．2007 年 10 月の PASMO/Suica 窓




























































































































研究 1 及び研究 2 に関しては，製品分野を絞り，その分野の開発上の特性に注目する
ことで，実用性の高い技術開発を行った後，各研究のまとめの項で他の製品分野への適
用可能性について議論する． 












研究 3 は，受注開発型システム全般を扱う．  
 
1.2.2 対象プロセス 


























図 1-1 受注開発型のソフトウェア開発プロセス 
 




































































図 1-2 要求分析プロセス 
  


































































































































第 3 章から第 5 章は，3 つの研究成果に対応している．第 3 章は，研究 1 の成果に対
応して，オブジェクト指向仕様に基づくプロトタイピングシステムの提案と適用評価に
ついて述べる．第 4 章は，研究 2 の成果に対応して，状態遷移仕様に基づくテスト自動























トタイピングの 3 つのカテゴリに分類される[1]．以下でそれぞれについて述べる． 
 































































Visual Works®やVisual Basic® for Application がこのカテゴリに入る．もう一つは，要求仕
様記述言語でシステムのふるまいを記述し，その仕様とGUI 仕様とを関連付けてプロト
タイプを作成するタイプのシステムである（仕様プロトタイパと呼ぶ[82]）．拡張状態遷
移図に基づく Statemate® [9]，オブジェクト指向の仕様に基づく Rhapsody® [10]，






と共同で進める作業である．この視点から捉えると，図 2-1 に示すような 2 つの作業形



























































































































































































































 効果＝検知率D/ R 












































































































[目標１]  既存要求仕様への誘導 
[目標 2]  オンライン作業の効率的実施 





































来システムの特徴は，以下の 2 点である． 


































































































































































































































[要件 1] 要求仕様の部品化と組み立て （問題 1 と問題 2 の解決） 
監視・制御オブジェクトの要求仕様（ふるまい仕様とGUI 仕様）を部品化し，それ
らを組み立てることでプロトタイプを定義できること． 
[要件 2] プロトタイプデータのインタプリタ実行（問題 2 の解決） 
コード生成及びコンパイル・リンクを経ずに，実行可能なプロトタイプを構築でき
るように，プロトタイプデータを，直接インタプリタ実行できること． 





図 3-5 に提案システムのシステム構成と，解決すべき技術課題を示す． 










提案システムにおいて解決すべき技術課題は，以下の 2 つである． 
[技術課題 1] 要求仕様（ふるまいとGUI）をクラス単位でパッケージ化する方式 
[技術課題 2] ダイナミクスを含むふるまい仕様の直接実行方式 
















































スレベルで行う．図 3-6 に，要求仕様部品内でのふるまい仕様とGUI 仕様との対応関係
を示す． 
提案方式では，要求仕様部品定義における「関連づけ情報」を，以下の 4 種類に整理
































② クラス属性⇔値表示・設定用GUI 部品 














































































































⑤ 制御パネル上での値表示・設定用GUI 部品とインスタンスの属性値との関連づけ 





・ インスタンスの属性値変化から，値表示・設定用GUI 部品での「値」の表示変化 














































































































































    )(tfAxxdt
d += (3-1) 
 
 
ここで，A は n×n の定数行列，f(t)は n 個の時間関数のベクトル[f1(t), f2(t)…fn(t)]Tである． 

















図 3-10 PTSの記述例 
 

























図 3-11 提案方式におけるPTSの近似的な記述例 
 





















































z 外部オブジェクトの動きをビジュアル化して模擬  
z 外部オブジェクトの属性値（制御状態値）が閾値を超えたことをトリガとした
制御の開始 
提案方式で，どのように，上記 2 点を満たすかを，図 3-13 のエレベータの例を使って
示す． 


























































提案システムの試作（ROAD/EE と呼ぶ）を行った．ROAD/EE は，UNIX ワークステ
ーション上に，X Window/Motif，C++言語を用いて実装している．そのふるまい仕様の
記述モデルとしてオブジェクト指向分析設計手法 OMT(Object-Oriented Modeling 
Technique)[56]を採用した．  
図 3-14 に試作システムの構成を示す． 
ROAD/EEのふるまい仕様エディタは，クラス図エディタと状態図エディタからなり，

















































 表 3-2 にROAD/EE を用いたプロトタイプ構築の作業項目と設定項目の概要を示す． 
 
表 3-2 プロトタイプ構築における定義項目 
作業項目 設定項目 No. 
属性 1 




状態図  4 
アイコン  5 GUI仕様 








インスタンス 初期化 11 
レイアウト 12 プロトタイプ定義 
関連リンク  13 
  
 





制御パネルを定義するGUI 仕様定義，及びそれらの間の関連付けからなる．図 3-6 上の





 ・ふるまい仕様定義(クラス定義と対応する状態図)  ⇒ ふるまい仕様エディタ 
 ・1 つの制御パネル ⇒ 制御パネルエディタ 
 ・1 組のアイコン集合 ⇒ アイコンエディタ 
 ・ふるまい仕様とGUI 仕様の間の関係付け 














 state-transition :=  trigger | trigger ‘/’ actions 
 trigger := event-name | ‘[’ condition ‘]’ | 
   event-name  ‘[’ condition’]’ | timeout ‘(’ literal-number ‘)’ | done 
 condition := boolean-expression 
 actions := action | actions ‘;’ action 
 action := assignment | event-sending | messaging 
 assignment := attribute-name ‘=’ expression 
 event- sending := instance ‘!’event-name // インスタンスへのイベント送付 
 messaging := instance ‘.’ operation-name ‘(‘ argument-list ‘)’ 
  // インスタンスのオペレーションの実行 
 argument-list := expression | argument-list ‘,’ expression 
 instance := association-name |SELF // 関連名により関係リンク先を参照 
  // SELF はそのインスタンス自身を参照 
アクティビティの構文 
 activities := activity | activities ‘;’ activity 
 activity := activity-type-name ‘/’ operation-name 
 activity-type-name := entry | exit | do | doing  // entry, exit, do はUML の定義と同じ 























図 3-7 上のNo は，表 3-2 の「プロトタイプ定義」における設定項目に対応している． 
 プロトタイパには，「要求仕様部品定義」であらかじめ定義されている要求仕様部品が
登録されている．インスタンスの初期化では，要求仕様部品を表す「クラスアイコン」


































対する以下の 2 つの参照法を許している． 
z 「属性名」： ステップ実行中の副作用結果を反映した現在値 




















































R1) システム記述力の十分さ  [目標 3] 
  R1.1) システムの見かけ 
  R1.2) システムのふるまい(外部刺激に対するシステム応答) 
   R1.3) システムの外部環境及びそれによる制約 
R2) 要求の反映と確認作業の短縮化 [目標 2] 
 R2.1) 要求の追加・修正作業が顧客にもわかりやすい簡単な操作でできること 
 R2.2) プロトタイプのビルド処理で待たされないこと 
R3) オフライン作業とのデータ共有  [目標 1] 
R4) 要求仕様の部品化と組立機能  [目標 1] 
 
(4) プロトタイプ構築結果 




























































図 3-17 監視画面プロトタイプ 
35 
 
図 3-17 は，ROAD/EE で作成した監視システムのプロトタイプである．図 3-17 上部はセ
ンサからの情報を基に装置の状態を表示する監視画面部分 (Monitoring Display Part) で
あり，下部は監視者が制御パネルを用いてプラントを制御する制御パネル部分 (Control 





























表 3-4 は，表 3-1 の計算方法を用いて，図 3-17 監視画面プロトタイプにおける従来方
式と提案方式でのプロトタイパ上の操作数の差異を求めた結果である．従来方式は，操







表 3-3 要求変更に対して必要な設定項目 
  修正する設定項目 








a 圧延機の鋼材許容枚数の増減 初期値の修正    11 
b 装置の順番入れ替え レイアウト、関連リンクの追加    12,13 
c 圧延機の追加 インスタンス、関連リンクの追
加 
   11,12,13
d 鋼材番号の表示 制御パネルで既存の属性を表示  6 8  
e 異常時に圧延機アイコンを警告表
示する 
アイコンを既存の状態に追加  5 10  
f 巻取機が鋼材を巻き取るアニメー
ションの追加 




2, 4 5 10  
h 圧延機が鋼材を圧延するアニメー
ションの追加 
1, 2, 3, 4 5 10 11 


















項目 SimManager Material TrackingZone FinishingMill DownCoiler 計
GUI構成部品数 アイコン Ni 2 2 2 2 4 12
表示用属性 Na 3 0 5 4 4 16
操作ボタン Ne 3 0 0 0 0
インスタンス数 Nins 1 5 1 1 1
操作数 従来方式 生成　ANins(2+Ni+Na+Ne) 10 20 9 8 10 57
関連付け　B
Nins(Ni+Na+Ne) 8 10 7 6 8
提案方式 生成　A'Nins 1 5 1 1 1










































 表 3-2 の j は，鋼材を画面上にアイコンとして表示し，時間の経過とともに，それ
が Zone 上を移動するという動作表示の追加である．変更以前は，鋼材処理中の Zone
の色が変化する要求仕様であった．この変更は，ROAD/EE 上では，鋼材の「移動中」
状態に対して，鋼材の位置属性 x のダイナミクスを表現する差分方程式： 
















(7) UML との関係 
ROAD/EE がふるまい仕様記述モデルとして用いている OMT は，UML の母胎となっ
た仕様記述モデルである．ROAD/EE がプロトタイピングで使用するクラス図及び状態












z ふるまい仕様とGUI 仕様の関連付けの柔軟化 
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信号レベルで，テスト実行を自動化するシステムである．図 4-3 に ADO のシステム構
成を示す． 








 ADO の問題点は，以下の 2 つである． 
 
[問題 1] テストデータを自動生成できる適切なテスト界面を設定できない． 
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図 4-4 要求仕様例の入出力装置 
 
 例えば，図4-4に示すような時刻を表示する4個のLED(Light Emitting Diode)に対して，
キーマトリックスを操作して，時刻設定をする機能を想定する．この機能に対して，



























[要件 1] 状態遷移表仕様に基づくテスト自動化機能を提供すること 
[要件 2] テスト界面への入出力に専用ハードウェアを使わないこと 
 
4.3.2 提案システムの構成と解決すべき技術課題 
図 4-5 に，提案するテスト自動化システムのシステム構成を示す． 





                                                 







































































































































及び要求変更に伴う再テスト用の設定作業量の 3 点について評価を行った． 
 
(3-1) 要求仕様との対応の取り易さの評価 




が 3 層のモジュール構造をとるケースが多いことがわかっている． 
② ソフトウェア工学上の知見 
 実績のある設計手法は，3 層のモジュール分解法を採用している．GUI プログラムの
設計指針である Model-View-Controller モデル[96], 複合／構造化設計法[97]がそれにあた


















































































 被テストプログラムが 3 層のモジュール構造をとるならば，入出力デバイスドライバ





・出力：(KEY0～9 が押された結果)「n 番目の LED の表示がその KEY 値になる」
は，LED 表示モジュール(出力デバイスドライバ)に受け渡す前に，LED の値を格
納するメモリ配列の n 番目にKEY 値を設定する」に相当する． 




イベント： KEY0～9 を押した 
・ブレーク時 KEY 検査モジュール通過後 
・入力コマンド 有効入力フラグ=ON 
    KEY 値保存メモリ=KEY 値 
【照合ブレーク】 
アクション： 1 番目の LED の表示がそのKEY 値になる 
・ブレーク時 LED 表示モジュールの出口 








 (3-2) 被テストプログラムの網羅度の評価 
次に，被テストプログラムの網羅度について評価する．本方式が被テストプログラム
に対して課す制約は次の 3 つである． 
① 可制御制約: イベントに相当する擬似入力状態を，ICE による複数回のメモリ値
設定(イベントに対して 1 組定義)で行えなければならない． 
② 処理タイミング制約: イベントに相当する入力処理がアクションに相当する出
力処理の開始前に終了しなければならない． 



































































イベント数を m，状態数を n とすると，従来方式では，1 つのイベントの追加は状態










































提案システムの試作（testCASE と呼ぶ）を行った．testCASE は，PC 上に C，C++，


































































































図 4-10 状態遷移表エディタ／シミュレータの画面例 
 























































 自動テスタの動作を図 4-11 に示す．自動テスタは，ICE との通信の設定，テスト対象





















































































60×120 の表で単純に 7200 個のテスト項目がある．手作業では，１項目あたり 20 秒
































































































ニアリングプロセスの各フェーズの検知誤り量から，図 5-1 に示すような Rayleigh 曲線
を外挿することで，出荷後残存誤り量を推定できることを示した．これによれば，出荷
後残存誤り量の抑制は，次の２つの戦略に集約できる． 
〔戦略 1〕 混入誤り量が同じなら，誤りをより早期に検知 






























































り，戦略 1 を実現する．  
次の 2 つの施策は，それぞれ戦略 1 と戦略 2 の達成に寄与する改善事項の盛り込みで
ある． 
[施策2] 品質プロセスの誤り検知効率の向上 

















































































システムは，品質計画支援を行う上で 2 つの問題をもつ． 
[問題 1] コストの見積り結果を出力しない． 
[問題 2] 誤り検知効率を決定する誤り種別に，誤り混入フェーズを考慮していない． 


































































[要件 1] 品質プロセスコストとリワークコストの見積り機能をもつこと 
[要件 2]  誤り種別に混入フェーズを考慮すること 
 
5.3.2 提案システムの構成と解決すべき技術課題 
































































































図 5-5 エンジニアリングプロセスに対するIDEF0 の記法 
 



































プロセスをフェーズと呼ぶ．フェーズ i に関し，Ai はフェーズ成果物，Ii は残存誤り量
とする．エンジニアリングプロセス全体は，誤り量 Ioを含む初期仕様 Aoを入力として，









CA = CD + Co (5-1) 






















図 5-7 エンジニアリング各フェーズの詳細化 
 
フェーズ i は，技術プロセス i，品質プロセス i，及びリワークプロセス i の 3 つのプ
ロセスからなる．技術プロセス iは，前フェーズの成果物 Ai-1から成果物 Ai*を作成する
プロセスであり，前フェーズから流出してきた誤り量 Ii-1及び技術プロセスの実施に伴う
新たな誤り量 FIiを成果物 Ai*に混入させる．品質プロセス iは，成果物 Ai*に含まれる誤
りを検知するプロセスであり，Ii-1+FIiを検知誤り量 FOiと残存誤り量 Iiとに分離する．
リワークプロセス iは，検知誤り量 FOiを含む成果物 Ai*を修正し，成果物 Aiを出力する
プロセスである．Vdiは技術プロセス i，Vqiは品質プロセス i に対する施策であり，それ
ぞれ混入誤り量 FIiの抑制と，誤り除去率 biの増大に寄与する．ここで，フェーズ i での
誤り除去率 biを次式で定義する．  
bi = FOi /(Ii-1+FIi) (5-2) 
誤り除去率は，フェーズ i に混入あるいは流入した誤り量の内，そのフェーズ i で検
知される誤り量の割合である． 
フェーズ i の作業コストCiは，次式となる． 
Ci = Cdi + Cqi + Cri (5-3) 
ここで，Cdi ，Cqi ，Criは，それぞれ技術プロセス i，品質プロセス i，リワークプロセ














CD = ΣCi (5-4)  
また，エンジニアリングプロセス全体で各作業コストを総和したものについて，Cd(=
ΣCdi) を技術プロセスコスト，Cq(=ΣCqi) を品質プロセスコスト，Cr(=ΣCri) を開発リ
ワークコストと呼ぶこととする．品質プロセスコストCq と開発リワークコストCr の間
の依存関係を直接扱うための指標として，開発品質コストCDQを以下のように定義する．  
CDQ = Cq + Cr (5-5)  
さらに，製品品質コスト CAQを，開発品質コストCDQに出荷後ロスコストCoを加えたも
のとして定義する． 
CAQ = CDQ + Co (5-6) 
フェーズ i の品質プロセスコストCqiが増えれば，品質プロセス i の誤り除去率 biが高
くなる．それによって，その検知誤り量 FOiが増え，後フェーズへの流出誤り量 Iiが減
少する． 
bi = f(Ii-1+FIi, Cqi, Vqi)  (5-7) 
FOi  = (Ii-1+FIi) × bi  (5-8) 
Ii = Ii-1 + FIi - FOi  (5-9) 
一方，検知誤り量 FOi が増加すれば，その修正を行うためにリワークコスト Criが増大
する．  
Cri = g (FOi)  (5-10) 
フェーズ i における Cqiへの投資は，Cqi と Criの増大をもたらし，(5-3)式により，その
フェーズの作業コストCiを増大させる． 










誤り総量管理モデル[42]は，フェーズ i の混入誤り量 FIiを所与のものとして，フェー
ズ j の検知誤り量 FOjから，後フェーズへの流出誤り量 Ijを，(5-9)式に従い順次計算す
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るモデルである．フェーズ j の品質目標としては，(5-2)式で表わされる誤り検出率 bjを
用いる．この目標を実現するのに必要な品質プロセスコスト Cqj の見積り値は，フェー
ズ j の誤り検知効率の組織能力値 kj0 [件/ Mh]を利用して，次式により計算する． 







実績データを得るために用いる．表 5-１では，その混入フェーズ i と検知フェーズ j 別
に検知誤り件数を，検知誤り量の実績値Dijとしてカウントする．をこの実績データより，
混入誤り量のプロジェクト実績値 FIipと検知誤りのプロジェクト実績値 FOjpを求める．
また，次式を使って，各フェーズの誤り検知効率のプロジェクト実績値 kjpを算出する．  
kjp = FOjp / Cqjp  (5-12) 
組織能力値 FOj0 及び kj0は，複数のプロジェクト実績値からスクリーニング等をかけ
決定する． 
 













ｿﾌﾄｳｪｱ要求分析（ﾚﾋﾞｭｰ) 1 D 11 62 62
ｿﾌﾄｳｪｱ方式設計（ﾚﾋﾞｭｰ) 2 D 12 10 D 22 98 108
ｿﾌﾄｳｪｱ詳細設計（ﾚﾋﾞｭｰ) 3 D 13 3 D 23 57 D 33 120 180
コーディング（ﾚﾋﾞｭｰ) 4 D 14 1 D 24 5 D 34 15 D 44 340 361
単体テスト 5 D 15 0 D 25 3 D 35 30 D 45 140 173
ｿﾌﾄｳｪｱ結合テスト 6 D 16 0 D 26 17 D 36 2 D 46 12 31
ｿﾌﾄｳｪｱ適格性確認テスト 7 D 17 2 D 27 2 D 37 1 D 47 5 1
受け入れテスト 8 D 18 1 D 28 0 D 38 1 D 48 1 3
出荷後 9 D 19 0 D 29 0 D 39 1 D 49 2 3
計 R 11 79 R 22 182 R 33 170 R 44 500 931
3 4
　　　　　　　   　　混入フェーズ i




































ズ別に誤り 1 件あたりのリワークコストの組織能力値 を求め，誤り量の推定値 FOi
と掛けることで，リワークコストの見積り値を求める方法を用いている． 









る品質プロセスコストCqiから見積る．図 5-8 に，提案モデルの全体像を示す． 
 提案する見積りモデルは，検知誤り量の見積りモデル及びリワークコストの見積りモ
デルの 2 つのモデル要素からなる．従って，提案モデルを実現するために解決すべき課
題は，以下の 2 点である． 
[課題 1] 検知誤り量の見積りモデル，及びそのパラメータの決定方法 
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[課題 2] リワークコストの見積りモデルと，及びそのパラメータの決定方法 






















図 5-8 提案見積りモデルの全体像 
 










入した誤りをフェーズ j で検知する量をDijとして，Dijを推定する関数 f を決定すること
である． 
),,( jjijij SCqRfD =  (5-14) 
ここで，Rijはフェーズ i で混入した誤りの内フェーズ j に流入した誤り量(i=j のときはフ
ェーズ内で混入する誤り量)，Cqj は投入する品質プロセスコスト，Sj は対象ソフトウェ


































要件 1： f は Cqjに関して，Cqj=0 で Dij=0，かつ Cqjの増加に伴って Dij=Rijに漸近
する単調増加関数であること． 




ijijij ESrD ××=  (5-16) 
ここで， S は開発プログラムの規模[KSLOC]である．rijは，各フェーズの規模ファクタ




−−= 1  (5-17) 
ここで，cqjは，Cqjを S で正規化した品質プロセスコストの密度[Mh/KSLOC]であり，
これ以降，品質プロセス密度と呼ぶこととする．kijは，混入フェーズ i の誤りに対する
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図 5-9 誤り検知率のグラフ形状 















z 誤り検知率 Eij は，残存誤り密度の初期値 rij には依存せず，品質プロセス密度 cqj
の関数である． 
(5-16)-(5-18)式で表される採用モデルは，誤り種別に誤りデータマトリクス以上の分解能




密度 riiと誤り検知効率係数ｋijの 2 つである． 






























品質計画策定時に用いる個別プロジェクトの rii は，組織能力値 rii0 に，個々のプロジ
ェクト特性（問題の難しさ，設計技法，要員能力等）を考慮して決定する．  





























































を求めておく．品質計画策定時において， kjj0を参考に kjjを決定し，その他の kijは，kjj
の値を使って次式で計算するものとした．  
kij = kjj×αij (5-21) 

















 kij = 0 (i < j’) (5-22) 
 kj’j (i = j’) 
 kj’j×βij (i > j’) 






















フェーズ i，検知フェーズ j における検知誤り量 Dijが与えられたとき，リワークコスト
Crjを推定する関数 g を決定することである．  
),..,,( 21 Njjjj DDDgCr =  (5-23) 
ここで，N は誤り混入フェーズの最後のフェーズとする(表 5-1 では｢コーディング｣フェ
ーズでN=4)．Crjが決定できれば，開発リワークコストCr はすべての開発フェーズにつ


































(5-24)式のCrjの計算に必要なパラメータは crijである．  
crijの組織能力値 crij0は，組織内の複数プロジェクトで，混入フェーズ i，検知フェー
ズ jの誤り１件に対するリワークコスト実績値 crijpを収集し，それらを平均して求める． 
 
表 5-2 誤り１件あたりのリワークコストの組織能力値例 
  
ｿﾌﾄｳｪｱ要求分析（ﾚﾋﾞｭｰ) 1 cr 11
0 0.00
ｿﾌﾄｳｪｱ方式設計（ﾚﾋﾞｭｰ) 2 cr 12
0 0.40 cr 22
0 0.00
ｿﾌﾄｳｪｱ詳細設計（ﾚﾋﾞｭｰ) 3 cr 13
0 1.60 cr 23
0 0.80 cr 33
0 0.00
コーディング（ﾚﾋﾞｭｰ) 4 cr 14
0 3.20 cr 24
0 1.60 cr 34
0 0.30 cr 44
0 0.00
単体テスト 5 cr 15
0 3.30 cr 25
0 1.70 cr 35
0 0.50 cr 45
0 0.10
ｿﾌﾄｳｪｱ結合テスト 6 cr 16
0 9.60 cr 26
0 6.00 cr 36
0 2.50 cr 46
0 2.00
ｿﾌﾄｳｪｱ適格性確認テスト 7 cr 17
0 29.00 cr 27
0 13.00 cr 37
0 7.00 cr 47
0 5.00
受け入れテスト 8 cr 18
0 90.00 cr 28
0 28.00 cr 38
0 20.00 cr 48
0 16.00
出荷後 9 cr 19
0 200.00 cr 29
0 100.00 cr 39
0 70.00 cr 49
0 50.00
3 4
　　　　　　　   　 混入フェーズ i




























表 5-2 は，組織能力値としての crij0を格納したマトリクスの例である．例えば，ソフ
トウェア要求分析フェーズ(i=1)で混入した誤りがソフトウェア結合テストフェーズ(j=6)




せの実装可能性，及び定量的な基盤としての適切性の 3 点について評価を行った． 
 
(1) V 字モデルへの適合性 
 受注開発型ソフトウェア開発においては， V 字モデルが品質保証の枠組みとしてよく





































































  ・誤りが検出されたフェーズ 
  ・誤りが混入したフェーズ 




















要求分析 方式設計 詳細設計 ｺｰﾃﾞｨﾝｸﾞ








































































































































QualityPlanner のユースケース図を図 5-13 に示す．  
ユースケースは以下の２つである． 
名称： 品質計画を策定する 
アクタ： PM，SQA(ソフトウェア品質保証) [81] 
主フロー： １．PM が，開発規模，計画コスト，及びフェーズ別要求変更発生予測を入
力する． 
  ２．PM が，品質計画を入力する． 
  ３．システムが，品質とコストの推定値を出力する．  
  ４．PM が，品質とコストの推定値から，品質計画の妥当性を確認する． 




主フロー： １．SEPG が，プロセス実績DB より，組織能力値を更新する． 













































































の見積り機能，及び改善施策立案機能が対応する．施策 2 及び施策 3 の計画は，改善施
策立案機能が対応する． 




































































































図 5-16 品質計画策定手順 
Plan シート:  品質計画策定上の主なパラメータの設定（図 5-17, 図 5-18, 図 5-20, 図
5-23），及び見積り結果のグラフ表示(図 5-22 図 5-24, 図 5-25) 
Design シート: 設計各フェーズにおける混入誤り密度(図 5-19)及びレビュー検知効率
係数を決定する上での目論見の設定 
Test シート:  テスト各フェーズにおけるテスト検知効率係数及びテスト時間効率
を決定する上での目論見の設定 
 
 (4) 品質計画策定の手順 











規模 新規 ① 1500 KSLOC
改造 ② 100 KSLOC
完全流用 ③ 0 KSLOC
開発規模 ④＝①+② 1600 KSLOC
製品規模 ⑤＝④+③ 1600 KSLOC
見積りコスト 標準生産性 ⑥ 7 SLOC/Mh 計画生産性 ⑥'=④/⑦' 10.0
標準生産性での
総コスト ⑦＝④/⑥ 228,571 Mh
計画コスト
(Mh) ⑦' 160,000













図 5-17 規模とコストの見積りの設定(Planシート) 
 
 図 5-18 は，混入誤りの表示画面（Plan シート）である．この画面上では，フェーズ別
要求変更発生予測を，要求変更密度として設定することもできる．シミュレーション上，
要求変更密度分の要求変更量が，指定したフェーズで必ず生じるものとして扱い，要求












残存誤り (Ii+1: Ii+FIi-FOi) 0 0.16 1.01 2.35 
誤り密度 混入誤り密度 (FIi) 1.70 0.78 4.62 7.60 15.36 
(件/KSLOC) 検知誤り密度 (FOi) 0.62 3.77 6.26 14.08 
S/W要求分析（ﾚﾋﾞｭｰ) 0.00 0.62 
S/W方式設計（ﾚﾋﾞｭｰ) 0.10 0.07 3.70 
S/W詳細設計（ﾚﾋﾞｭｰ ) 0.20 0.02 0.42 5.82 
コーディング（ﾚﾋﾞｭｰ) 0.20 0.01 0.15 0.91 13.01 
単体テスト 0.00 0.00 0.00 0.78 2.10 
S/W結合テスト 0.40 0.00 0.31 0.04 0.12 
S/W適格性確認テスト 0.30 0.05 0.03 0.03 0.09 
受け入れテスト 0.50 0.00 0.00 0.00 0.01 


















図 5-19 は要求分析フェーズに関する目論見の設定例である．図 5-19 では，混入誤り
密度の組織能力値 r11 0を 1.19 件/KSLOC と表示している．その上部に，シートの別の部
分で設定した規模あたりの要求仕様書の頁数を用いて換算した，頁あたりの混入誤り密













要求分析 混入誤り密度 0.60 件/頁 0.39 件/頁 1 頁中の誤り 0.60 件









図 5-19 要求分析中の混入誤り密度の設定と目論見(Designシート) 
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 (3) フェーズ毎の品質プロセス密度の設定 




毎のレビュー密度（図 5-20 の 2 行目）及びテスト密度（図 5-20 の 6 行目）を設定する．






























品質施策 品質プロセス コス ト(Mh/KSLOC) 0.80 1.60 6.00 7.00 6.65 5.00 8.55 1.00
レビュー密度(Mh/KSLOC） 0.8 1.6 6 7
基準レビュー密度(Mh/KSLOC) 0.80 1.60 6.67 6.00
レビュー検知効率係数 2.01 1.01 0.24 0.27
レビュー誤り検知率 80.0% 80.0% 76.5% 84.7%
テスト密度(項目/KSLOC) 35 5 4.5 0.8
基準テスト密度(項目/KSLOC) 36 5 2.4 0.84
テスト検知検知効率係数 0.06 0.46 0.96 1.25
テスト誤り検知率 89.3% 90.0% 98.7% 63.2%
テスト時間効率(Mh/項目) 0.19 1 1.9 1.25















残存誤り (Ii+1: Ii+FIi-FOi) 0 0.16 1.01 2.35
誤り密度 混入誤り密度 (FIi) 0.00 0.78 4.62 7.60 15.36
(件/KSLOC) 検知誤り密度 (FOi) 0.62 3.77 6.26 14.08
ｿﾌﾄｳｪｱ要求分析（ﾚﾋﾞｭｰ) 0.00 0.62 
ｿﾌﾄｳｪｱ方式設計（ﾚﾋﾞｭｰ) 0.00 0.07 3.70 
ｿﾌﾄｳｪｱ詳細設計（ﾚﾋﾞｭｰ) 0.00 0.02 0.42 5.82 
コーディング（ﾚﾋﾞｭｰ) 0.00 0.01 0.15 0.91 13.01
単体テスト 0.00 0.00 0.00 0.78 2.10
ｿﾌﾄｳｪｱ結合テスト 0.00 0.00 0.31 0.04 0.12
ｿﾌﾄｳｪｱ適格性確認テスト 0.00 0.05 0.03 0.03 0.09
受け入れテスト 0.00 0.00 0.00 0.00 0.01



































図 5-21 フェーズ毎混入誤り密度の表示(Planシート) 
図 5-19 及び図 5-20 の設定を行うと，QualityPlanner は，図 5-21 に示す誤りデータマト
リクスに，フェーズ毎混入誤り密度の目論見値を転記し，検知フェーズ j における流入
誤り密度 rij及び検知誤り密度 dijの推定値を自動計算する． 
 
(4) 品質目標の達成度の確認 
































計画コスト コスト比率(比率配分を入力） 1 2.5 4.5 7 2.5 1.2 1 0.5
5.0% 12.4% 22.3% 34.7% 12.4% 5.9% 5.0% 2.5%
標準総コスト比率 10.0% 20.0% 20.0% 20.0% 10.0% 10.0% 5.0% 5.0%
①フェーズ別コスト（総コストを配分） 7,921 19,802 35,644 55,446 19,802 9,505 7,921 3,960
管理 ②管理コスト(Mh)　　①×管理配分 396 990 1,782 2,772 990 475 396 198
品質プロセス ③品質プロセスコスト(Mh) 1,280 2,560 9,600 11,200 10,640 8,000 13,680 1,600
リワーク ④リワークコスト(Mh) 0 48 600 881 964 3,560 4,004 365
技術プロセス ⑤技術プロセスコスト ①-(②+③+④) 6,245 16,204 23,661 40,592 7,208 0 0 1,798
標準作成ドキュメント頁数 3,200 頁 6,400 頁 32,000 頁
作成ドキュメント頁数 A 3,200 頁 6,400 頁 32,000 頁
純粋作成効率 A/④ 0.51 頁/h 0.39 頁/h 1.35 頁/h 39.4 line/h
累計 計画コスト累積(Mh) 7,921 27,723 63,366 118,812 138,614 148,119 156,040 160,000
リワークコスト累積(Mh) 0 48 648 1,529 2,493 6,053 10,057 10,422


















図 5-23 計画コストのフェーズ配分の設定と技術プロセスコストの確認(Planシート) 
(5) 計画コストのフェーズ配分の決定と技術プロセスコストの確認 
 PM は，(1)で決定した投入コストを，標準総コスト比率を参考に各フェーズに振り分
ける．図 5-23 の例では，3 行目が標準コスト比率を参考に，１行目でコスト比 1, 2.5, 4.5, 
…, 0.5 と入力することで，2 行目のフェーズ毎のコスト比率が決定される．次に目論見
で設定するドキュメント・コード比より計算した標準作成ドキュメント頁数を参考に，





Cdi  = Cpi ×(1－γm)－Cqi －Cri (5-25) 













































図 5-24 フェーズ毎コスト配分(Planシート) 
 














している．技術プロセスコスト Cd は，開発フェーズ全体に関して(5-25)式の Cdiを総計
したものである．技術プロセスコストが実施可能な範囲を下回っているならば，開発コ
ストは計画コストを超過する可能性が高くなる． 



















































① 出荷後残存誤り密度： 各プロジェクトの目標値を設定 













表 5-4 5 つの適用プロジェクトの開発規模と計画コスト超過率 
ﾌﾟﾛｼﾞｪｸﾄ A B C D E 
開 発 規 模
[KSLOC] 
350 170 110 92 76 
計画コスト超
過率 
+11% +33% +49% +19% +13% 
 
 













































































































































本論文は，筆者が 1996 年から 1998 年にかけて三菱電機（株）情報技術総合研究所（旧
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