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Na tomto mı´steˇ bych ra´d podeˇkoval vedoucı´mu pra´ce Ing. Radoslavu Fasugovi, Ph.D
nejen za vedenı´ a cenne´ rady prˇi tvorbeˇ te´to pra´ce, ale take´ za to, zˇe meˇ zapojil do procesu
veˇdecke´ho ba´da´nı´, cozˇ vedlo k me´mu rozhodnutı´ da´le pokracˇovat v navazujı´cı´m studiu.
V neposlednı´ rˇadeˇ bych velice ra´d podeˇkoval sve´ rodineˇ a zejme´na rodicˇu˚m, za jejich
dlouhodobou podporu a du˚veˇru v pru˚beˇhu cele´ho me´ho studia.

Abstrakt
Tato diplomova´ pra´ce se zameˇrˇuje na problematiku zpracova´nı´ obrazu˚ mincı´, pro u´cˇely
jejich ulozˇenı´ a na´sledne´ho vyhleda´va´nı´. Je rozcˇleneˇna do dvou hlavnı´ch cˇa´stı´. V prvnı´
polovineˇ je prˇedstaven implementovany´ na´stroj, ktery´ by meˇl usnadnit modelova´nı´ a
testova´nı´ novy´ch komplexneˇjsˇı´ch metod, sestaveny´ch ze za´kladnı´ch operacı´. V druhe´
cˇa´sti se nacha´zı´ popis navrzˇeny´ch metod, vcˇ. dosazˇeny´ch vy´sledku˚. Veˇtsˇina metod je
zalozˇena na principu normova´nı´ natocˇenı´ mince v obraze. Na zacˇa´tku druhe´ poloviny
jsou prˇestaveny prˇı´stupy, pomocı´ ktery´ch toho lze dosa´hnout. Vsˇechny metody jsou
vza´jemneˇ porovna´ny a je diskutova´no, jak nastavenı´ jednotlivy´ch parametru˚, neˇktery´ch
klı´cˇovy´ch operacı´ ovlivnˇuje konecˇne´ vy´sledky vyhleda´va´nı´. U´plneˇ nakonec je prezento-
va´na metoda, zalozˇena na jine´m principu popisu obrazumince, ktery´ je neza´visly´ na jeho
natocˇenı´.
Klı´cˇova´ slova: Mince, vizua´lnı´ programova´nı´, vyhleda´va´nı´ v obrazovy´ch datech, zpra-
cova´nı´ obrazu.
Abstract
This master thesis is focused on the issue of image processing of coins with intention
to save it into a databse with the possibility of the next searching. It’s divided into two
main parts. In the first part is introduced the implemented tool for modeling and testing
of new more complex methods, which are composed from some basic operations. In the
second part we can find description of proposed including results of made tests. Most
methods are based on standardization rotation of coin. At the begining of second part
are introduced approaches which can help to achieve it. All of methods are tested and
compared to each other. It is conducted debate about, how the setting of parameters, from
some key operations, influences results of searching. At the end is presented method,
that is based on another approach which describes an image of coin independ on the his
rotation.
Keywords: Coins, visual programming, search in the image data, image processing.
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1 U´vod
Tato pra´ce je jizˇ cˇtvrtou v porˇadı´ v ra´mci projektu na rozpozna´va´nı´ pameˇtnı´ch a obeˇzˇny´ch
mincı´. Prvnı´ pracı´, ktera´ se touto te´matikou zacˇala, byla bakala´rˇska´ pra´ce [1] Ing. Petra
Kasˇpara. V ra´mci nı´ vytvorˇil prvnı´ verzi internetove´ho katalogu, ktery´ umozˇnˇoval vcelku
jednoduchou cestou, v male´ kolekci (rˇa´doveˇ stovky) dat, vyhleda´vat mince na za´kladeˇ
jejich fotografie.
Na tuto pra´ci jsem v minulosti nava´zal se svou bakala´rˇskou pracı´ [2], ktera´ se zameˇ-
rˇovala na proble´m natocˇenı´ mince v obraze. Proble´m se tehdy podarˇilo cˇa´stecˇneˇ vyrˇesˇit
a oproti pu˚vodnı´ pra´ci, kdy bylo pro jednu minci ukla´da´no 72 vzoru˚1, se tehdy novou
metodou normova´nı´ natocˇenı´, podarˇilo snı´zˇit pocˇet rotacı´ u stejne´ mince na 3 azˇ 5 ru˚z-
ny´ch verzı´. Snı´zˇenı´ pocˇtu ukla´dany´ch natocˇenı´ otevrˇelo cestu pro indexaci mnohem veˇtsˇı´
kolekce obra´zku˚ mincı´.
Vminule´m roce (2011) kolega Kasˇpar odevzdal diplomovou pra´ci, ve ktere´ vyuzˇil op-
timalizovane´metody normovanı´ natocˇenı´, tzv. metoda rozsˇı´rˇene´ho histogramu (kap. 6.1),
nava´zal na svou bakala´rˇskou pra´ci a vytvorˇil novou verzi internetove´ho katalogumincı´ 2.
V neˇm je nynı´ za indexovana´ kolekce cca. 140000 kusu˚ mincı´. Navı´c umozˇnˇuje vy´meˇnu
metody zpracova´vajı´cı´ obrazymincı´, cozˇ prˇina´sˇı´ mozˇnost s kazˇdou novou lepsˇı´ metodou,
aktualizovat vyhleda´vacı´ cˇa´st katalogu a zlepsˇovat tak vy´sledky vyhleda´va´nı´. V pra´ci se
take´ testoval pouzˇitelnost ru˚zny´ch druhu˚ databa´zı´ pro danou problematiku a ru˚zny´ch
zpu˚sobu˚ ukla´da´nı´ dat.
Hlavnı´m cı´lem te´to pra´ce, je poskytnout komplexnı´ na´stroj pro snadne´ vytva´rˇenı´ a
testova´nı´ novy´ch metod zpracova´vajı´cı´ obrazy mincı´, a ne jen jich. Proble´m metod zpra-
cova´vajı´cı´ obraz je, zˇe se skla´dajı´ z neˇkolika dı´lcˇı´ch operacı´, ru˚zneˇ spolu komunikujı´cı´mi
a psa´t pro kazˇdy´ novy´ na´pad novou verzi aplikace je neefektivnı´. Ve sve´ bakala´rˇske´ pra´ci
jsem tehdy vytvorˇil jednoduchy´ na´stroj, ktery´ umeˇl jednotlive´ operace rˇadit se´rioveˇ za
sebe. To se postupem cˇasu uka´zalo jako ne zcela dostacˇujı´cı´. Novy´ na´stroj bymeˇl umozˇnit
jednotlive´ operace seskupovat do slozˇiteˇjsˇı´ch struktur (orientovany´ch grafu˚). Navı´c by
meˇl by´t snadno rozsˇirˇitelny´ o dalsˇı´ moduly a spolecˇneˇ s katalogem, poskytnout jednotnou
vy´voja´rˇskou platformu pro dalsˇı´ studenty. Ti se budou moci zameˇrˇit, jizˇ pouze na imple-
mentaci novy´ch metod a nemuset programovat uzˇ hotove´ operace, nerˇesˇit proble´my s
komunikacı´, ukla´da´nı´m, atp. Je totizˇ za´meˇrem v projektu da´le pokracˇovat, rozsˇı´rˇit jej i o
rozpozna´va´nı´ bankovek a bylo by zˇa´doucı´, aby dalsˇı´ studenti mohli vyuzˇit jizˇ hotovy´ch
veˇcı´. Nova´ aplikace by meˇla umozˇnit snadneˇjsˇı´ pra´ci v ty´mu a urychlit a zefektivnit dalsˇı´
vy´voj.
Druhy´m zhlavnı´ch cı´lu˚ je vyuzˇı´t novou aplikaci a pokusit se vylepsˇit sta´vajı´cı´ metodu,
poprˇ. prˇijı´t s jiny´m prˇı´stupem, ktery´ by zlepsˇil vy´sledky vyhleda´va´nı´. Kolega skoncˇil ve
sve´ pra´ci s celkovou u´speˇsˇnostı´ vyhleda´va´nı´ 80%. Je tak da´le prostor pro dalsˇı´ zlepsˇova´nı´.
1Pro kazˇdou minci byla vypocˇtena vsˇechna natocˇenı´ v rozmezı´ 5◦.
2http://identifycoin.vsb.cz
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1.1 Struktura pra´ce
Pra´ce zacˇı´na´ u´vodem do historie pu˚vodnı´ aplikace, jsou definova´ny a rozebra´ny pozˇa-
davky na novou verzi, plus je navrzˇena jejı´ za´kladnı´ vizua´lnı´ podoba.
V druhe´ kapitole je definova´n pojem vizua´lnı´ho programova´nı´, jelikozˇ novy´ na´stroj je
mozˇne´ do te´to kategorie zarˇadit. Je zmı´neˇna historie dane´ho odveˇtvı´, vybra´no a popsa´no
neˇkolik za´stupcu˚ tohoto typu programu˚, od profesiona´lnı´ch a velmi drahy´ch rˇesˇenı´ azˇ po
open-source na´stroje. Je take´ ve strucˇnosti zmı´neˇn na´stroj vyvı´jeny´ na katedrˇe informatiky
VSˇB – TU Ostrava, ktery´ se zameˇrˇuje na problematiku modelova´nı´ paralelnı´ch u´loh.
Ve trˇetı´ nejobsa´hlejsˇı´ cˇa´sti, je popis noveˇ implementovane´ho na´stroje. Na zacˇa´tku je
aplikace prˇedstavena jako celek. Prˇicˇemzˇ popis smeˇrˇuje sta´le, k detailneˇjsˇı´m informacı´m
o tom, jak fungujı´ jejı´ jednotlive´ cˇa´sti a jak jsou implementova´ny. Ke konci kapitoly je
popsa´n zpu˚sob, jaky´m lze aplikaci rozsˇirˇovat o nove´ metody, cˇi jak definovat novou
lokalizaci.
Poslednı´ cˇa´st pra´ce se veˇnuje popisu metod, pouzˇity´ch ke zpracova´nı´ obrazu mincı´.
Je provedeno neˇkolik testu˚ s ru˚zny´mi modifikacemi pu˚vodnı´ metody, shrnuty jejich vy´-
sledky a diskutova´no, jak jednotliva´ nastavenı´ ovlivnˇujı´ fina´lnı´ vy´sledky vyhleda´va´nı´.
Nakonec je prˇedstavena metoda zalozˇena na jine´m principu, ktera´ se mı´sto normova´nı´
rotace, pokousˇı´ popsat minci neza´visle na jejı´m natocˇenı´. Vzhledem kmnozˇstvı´ prova´deˇ-
ny´ch testu˚, byla pokazˇde´ indexova´na kolekce 25000 na´hodneˇ vybrany´ch kusu˚, namı´sto
cele´ pu˚vodnı´ kolekce.
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2 Aplikace
Tato cˇa´st tvorˇı´ u´vod k implementovane´ aplikaci. Je zde zmı´neˇna jejı´ historie, du˚vody
a motivace ktere´ vedly k implementaci nove´ verze. Na´sleduje specifikace za´kladnı´ch
pozˇadavku˚, jejich strucˇna´ diskuze a hruby´ na´vrh uzˇivatelske´ho rozhranı´. Z toho vsˇeho
vyplyne, zˇe vy´sledny´ na´stroj spada´ do kategorie, tzv. vizua´lnı´ho programova´nı´. To co se
myslı´ pod pojmem vizua´lnı´ho programova´nı´ a jaky´ je aktua´lnı´ stav v te´to oblasti blı´zˇe
pojedna´va´ na´sledujı´cı´ kapitola (kap. 3).
V kapitole 4 jizˇ na´sleduje detailnı´ rozbor implementovane´ho na´stroje, od celkove´ho
pohledu na syste´m, azˇ po analy´zu jednotlivy´ch modulu˚. Jsou definova´ny mozˇnosti a
omezenı´ jeho pouzˇitı´. Na za´veˇr je provedeno srovna´nı´ s existujı´cı´mi rˇesˇenı´mi, diskuze
nad tı´m v cˇem jsou lepsˇı´, v cˇem by naopak mohla by´t horsˇı´ a co prˇina´sˇı´ implementovany´
na´stroj nove´ho, resp. v cˇem se vy´razneˇ od sta´vajı´cı´ch syste´mu˚ lisˇı´.
2.1 Historie
Pra´cenavazujenabakala´rˇskoupra´ci [2] anova´ aplikace je vlastneˇ druhouverzı´ pu˚vodnı´ho
na´stroje. K implementaci zcela nove´ho na´stroje se prˇistoupilo z du˚vodu postupne´ zmeˇny
pozˇadavku˚ na to co by meˇla aplikace umeˇt a na to jak by se s nı´ meˇlo pracovat.
Hlavnı´m nedostatkem pu˚vodnı´ verze bylo pouhe´ jednoduche´ se´riove´ rˇazenı´ jednot-
livy´ch operacı´ za sebe. To vycha´zelo z „prapu˚vodnı´ “ verze kdy aplikace meˇla slouzˇit
pro pra´ci s obra´zky v konzolove´m rezˇimu na serveru, kde jednotlive´ parametry tvorˇily
metody se svy´mi argumenty. Vzhledem k rˇesˇene´mu proble´mu, pocˇtu metod a jejich pa-
rametru˚, ktery´ se postupneˇ navysˇoval se prˇistoupilo k vytvorˇenı´ graficke´ nadstavby pro
snazsˇı´ sestavenı´ vy´sledne´ho postupu. Neˇkolik uka´zek z dane´ aplikace je mozˇne´ videˇt na
na´sledujı´cı´ch obra´zcı´ch (obra´zky 1 azˇ 3).
Jak je z obra´zku˚ videˇt aplikace se sesta´vala z neˇkolika kroku˚, ktere´ byly naskla´da´ny za
sebe ve formeˇ pru˚vodce. Za prve´ bylo trˇeba zadat inicializacˇnı´ parametry, jako adresa´rˇe
se vstupnı´mi a vy´stupnı´mi daty, plus dalsˇı´ dodatecˇne´ informace (obr. 1). Na´sledovany´ asi
nejdu˚lezˇiteˇjsˇı´m krokem, sestavenı´ vy´sledne´ho postupu z dı´lcˇı´ch metod (obr. 2). Nakonec
se nastavily parametry vybrany´ch metod, naprˇ. na poslednı´m obra´zku je videˇt okno pro
nastavenı´ Cannyho hranove´ho detektoru (obr. 3).
Druhy´m velky´m nedostatkem bylo neprˇı´lisˇ snadne´ rozsˇı´rˇenı´ o dalsˇı´ metody. Bylo to
da´no tı´m, zˇe pro prˇida´nı´ nove´metody semusel napsat ne jen samotny´ algoritmus, ale take´
vizua´lnı´ komponenta slouzˇı´cı´ pro nastavenı´ vsˇech jeho parametru˚ (viz. obr. 3). Nakonec
se to muselo zakomponovat do cele´ho na´stroje a aplikaci noveˇ zkompilovat. Tento fakt
by ovsˇem velice znesnadnˇoval mozˇnou budoucı´ spolupra´ci s dalsˇı´mi vy´voja´rˇi.
Pro na´s toto rˇesˇenı´ bylo vı´ce, cˇi me´neˇ dostacˇujı´cı´, ale ke konci se zacˇaly projevovat
nedostatky hlavneˇ se se´riovy´m zpracova´nı´m operacı´. Proto jsme prˇistoupily k implemen-
taci nove´ aplikace zalozˇene´ na zcela jine´m prˇı´stupu. Nicme´neˇ z pu˚vodnı´ verze zu˚stalo to
nejdu˚lezˇiteˇjsˇı´, cˇı´mzˇ jsou samotne´ metody na zpracova´nı´ obrazu.
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Obra´zek 1: Obrazovka s pr-
votnı´m nastavenı´m.
Obra´zek 2: Vy´beˇr posloup-
nosti funkcı´.
Obra´zek 3: Uka´zka nasta-
venı´ jedne´ z funkcı´.
2.2 Motivace
Du˚vody pro naprogramova´nı´ nove´ verze vyply´vajı´ z velke´ cˇa´sti z nedostatku˚ popsany´ch
v historii. Ovsˇem jednou z nejveˇtsˇı´ch motivacı´ je zcela jine´ za´kladnı´ pouzˇitı´ aplikace.
Prˇedchozı´ verze byla navrzˇena pro sestavenı´ vy´sledne´ho postupu z jednodusˇsˇı´ch
metod. Prˇicˇemzˇ se skryteˇ na zacˇa´tku prˇedpokla´dalo, zˇe dany´ postup bude „jednoduchy´“.
I vzhledem k tomu, zˇe se jedna´ o zpracova´nı´ obrazu myslelo se, zˇe bude stacˇit jaka´si
postupna´ aplikace neˇkolika ma´lo metod na vstupnı´ obra´zek. Podobneˇ jako naprˇı´klad u
maker v Photoshopu3. Tento prˇedpoklad se ovsˇem uka´zal by´t chybny´m a ve skutecˇnosti
docha´zelo a docha´zı´ k prˇı´padu˚m, kdy je trˇeba se vra´tit, cˇi zı´skat data z metody, na jejı´zˇ
vy´stup uzˇ byla aplikova´na jina´ operace.
Druhou motivacı´ je, zˇe projekt na rozpozna´va´nı´ a identifikaci mincı´ se stal docela
rozsa´hly´m, na ktery´ bude mozˇne´ v budoucnu urcˇiteˇ nava´zat, plus navı´c je v soucˇasne´
dobeˇ rozpracova´n projekt na rozpozna´va´nı´ bankovek. Novy´ na´stroj si pak klade za cı´l
spolecˇneˇ s katalogem4 vytvorˇit jednotne´ prostrˇedı´ pro dalsˇı´ vy´voj tak, aby dalsˇı´ nemusely
zacˇı´nat od zacˇa´tku, ale pokracˇovat v jizˇ zapocˇate´ pra´ci a vı´ce se soustrˇedit na jednotlive´
algoritmy a mozˇne´ prˇı´stupy. Zminˇovany´ katalog je soucˇa´st diplomove´ pra´ce [3] kolegy
Petra Kasˇpara.
2.3 Seznam pozˇadavku˚
Prˇedchozı´ rˇesˇenı´ napomohlo identifikovat slaba´ mı´sta a vlastneˇ i pouzˇitı´ a u´cˇel apli-
kace. Na´stroj se daleko vı´ce posune k uzˇivateli tak, aby meˇl du˚vod s nı´m spolupracovat a
za´rovenˇ, aby nebyl zbytecˇneˇ slozˇity´. Respektive aby byl pro uzˇivatele comozˇna´ jak nejjed-
nodusˇsˇı´. Jednoduchost je vlastneˇ jeden ze za´kladnı´ch pozˇadavku˚, ktery´ se pota´hne celou
aplikacı´, jako takova´ cˇervena´ nit’. Na´sledujı´cı´ vy´cˇet blı´zˇe definuje pozˇadavky, kladene´ na
vy´sledne´ rˇesˇenı´:
3http://success.adobe.com/cs/cz/sem/products/photoshop.html
4http://identifycoin.vsb.cz/
15
1. Uzˇivatelska´ prˇı´veˇtivost,
2. snadna´ ovladatelnost,
3. jednoducha´ rozsˇirˇitelnost,
4. mozˇnost paralelnı´ho zpracova´nı´,
5. modula´rnı´ implementace,
6. multiplatformnı´ rˇesˇenı´,
7. zachova´nı´ mozˇnosti spousˇteˇt vy´sledne´ postupy z prˇı´kazove´ rˇa´dky.
2.4 Rozbor pozˇadavku˚ a na´vrh rˇesˇenı´
Vzhledem k pozˇadavku˚m kladeny´ch na aplikaci bylo rozhodnuto, zˇe zrˇejmeˇ nejlepsˇı´
zpu˚sob jak modelovat slozˇiteˇjsˇı´ algoritmy bude formou neˇjake´ho orientovane´ho grafu.
To znamena´ zˇe jednotlive´ operace budou reprezentovat uzly grafu a hrany zna´zornˇovat
komunikaci mezi jejich vstupy a vy´stupy. Navı´c vyuzˇitı´ orientovane´ho grafu pro mode-
lova´nı´ algoritmu˚ si vı´ce, cˇi me´neˇ vynutı´ dodrzˇenı´ veˇtsˇiny bodu˚ ze seznamu pozˇadavku˚.
Uzˇivatelska´ prˇı´veˇtivost, je jednı´m ze za´kladnı´ch kamenu˚, protozˇe s aplikacı´ bymeˇli spo-
lupracovat dalsˇı´ uzˇivatele´ a programa´torˇi. Ani jednu z teˇchto skupin by aplikace
nemeˇla odrazovat, ale naopak nabı´zet takovy´ komfort, aby jim ulehcˇila pra´ci a chteˇli
s nı´ pracovat. Z pohledu uzˇivatele by na´stroj nemeˇl kla´st prˇehnane´ pozˇadavky na
neˇj a cˇloveˇk by se meˇl po chvı´li pra´ce v nı´ nebo prˇecˇtenı´ strucˇne´ho na´vodu snadno
zorientovat. Vyuzˇitı´ orientovane´ho grafu tomuto pozˇadavku vcelku nahra´va´. Jeli-
kozˇ uzˇivatel dostane k dispozici seznam dostupny´ch operacı´, z nichzˇ si vybere ty,
ktere´ potrˇebuje a pouhy´m zakreslenı´m komunikacemezimoduly definuje vy´sledny´
proces (algoritmus).
Jednoducha´ rozsˇirˇitelnost, je naopak spı´sˇe ota´zkou toho, co vsˇe bude vyzˇadova´no po
programa´torovi, aby naprogramoval pro prˇida´nı´ nove´homodulu (operace) do apli-
kace. V ra´mci zachova´nı´ jednoduchosti samozrˇejmeˇ co nejme´neˇ, tedy to co je ne-
zbytneˇ nutne´. Na druhou stranu jednotlive´ moduly mohou by´t vytvorˇeny ru˚zny´mi
programa´tory a programa´tor a uzˇivatel nemusı´ by´t vzˇdy jedna a ta sama´ osoba.
Proto i pro uzˇivatele musı´ existovat jednoducha´ cesta jak prˇidat jizˇ hotovy´ modul.
Mozˇnost paralelnı´ho zpracova´nı´, kdyzˇ uzˇ bude pouzˇı´t pro na´vrh a modelova´nı´ kom-
plexnı´ch algoritmu˚ orientovany´ graf, byla by sˇkoda nevyuzˇı´t jeho prˇirozeny´ch vlast-
nostı´ a tam kde to bude mozˇne´ nechat neˇktere´ operace beˇzˇet paralelneˇ.
Modula´rnost rˇesˇenı´, ta uzˇ vyply´va´ cˇa´stecˇneˇ z jednoduche´ rozsˇirˇitelnosti, avsˇak i cela´
aplikace by meˇla by´t tvorˇena z co nejveˇtsˇı´ho mnozˇstvı´ samostatny´ch modulu˚. Je to
da´no tı´m, zˇe ne vsˇe se da´ ze zacˇa´tku prˇedpoveˇdeˇt a udeˇlat dokonale. Pokud by se
v budoucnu uka´zalo, zˇe neˇktera´ cˇa´st aplikace nevyhovuje, meˇla by by´t jejı´ vy´meˇna
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co jak nejjednodusˇsˇı´. Tedy bez nutnosti prˇepisovat mnozˇstvı´ ko´du, ktery´ prˇı´mo z
danou cˇa´sti nesouvisı´.
Multiplatformnı´ rˇesˇenı´, semyslı´ takova´ aplikace, kterou budemozˇne´ spustit na ru˚zny´ch
operacˇnı´ch syste´mech. Z toho to du˚vodu byl zvolen programovacı´ jazyk Java, ktery´
by meˇl usnadnit spra´vu aplikace pro ru˚zne´ syste´my. Multiplatformnost se ovsˇem
ty´ka´ pouze na´stroje jako takove´ho. Tento pozˇadavek jizˇ nemu˚zˇe by´t zarucˇen u roz-
sˇirˇujı´cı´ch modulu˚ dodany´ch trˇetı´ stranou. Pokud naprˇı´klad autor dane´ho modulu
vyuzˇı´va´ neˇktere´ funkcionality specificke´ pro danou platformu nebo vyuzˇı´va´ pro-
strˇedku˚, ktere´ je trˇeba nutne´ doinstalovat,5 pak na´stroj nemu˚zˇe za to, zˇe ne vsˇechny
moduly bude mozˇne´ vyuzˇı´t na ktere´koli platformeˇ.
Zachova´nı´ mozˇnosti spousˇteˇt namodelovane´ postupy z prˇı´kazove´ rˇa´dky, prˇina´sˇı´ mozˇ-
nost spousˇteˇt hotova´ rˇesˇenı´ na serveru bez graficke´ho rozhranı´, ovsˇem navrzˇene´
postupy bude mozˇne´ poveˇtsˇinou pouze spousˇteˇt. Mozˇnost editace bez graficke´
nadstavby bude znacˇneˇ omezena. Du˚vodem zachova´nı´ te´to funkcionality je, zˇe
aplikace by meˇla komunikovat i s katalogem pameˇtnı´ch a obeˇzˇny´ch mincı´ [3], ktery´
beˇzˇı´ pra´veˇ na serveru bez graficke´ho rozhranı´.
2.4.1 Hruby´ na´vrh uzˇivatelske´ho rozhranı´
Z rozboru vsˇech pozˇadavku˚ definitivneˇ vyplynulo, zˇe pro modelova´nı´ algoritmu˚ sesta-
veny´ch z dı´lcˇı´ch modulu˚ bude pouzˇito neˇktere´ z forem orientovane´ho grafu. Na´stroju˚
pro kreslenı´ grafu˚ cˇi ru˚zny´ch technicky´ch sche´mat v dnesˇnı´ dobeˇ existuje neprˇeberne´
mnozˇstvı´. Takovy´m prˇı´kladem mohou by´t naprˇı´klad na´stroje typu MS Visio nebo ru˚zne´
formy case na´stroju˚ pro pra´ci s UML diagramy. V aplikaci vyvinute´ v ra´mci te´to pra´ce
pu˚jde prakticky o neˇco podobne´ho. Za´kladnı´ vzhled je tak do znacˇne´ mı´ry inspirova´n
teˇmito na´stroji.
Hruby´ na´vrh uzˇivatelske´ho rozhranı´ je mozˇne´ videˇt na obra´zku 4. Je rozdeˇlen do
cˇtyrˇech hlavnı´ch cˇa´stı´. V hornı´ cˇa´sti bude menu s panelem tlacˇı´tek cˇasto pouzˇı´vany´ch
funkcı´. Ve strˇedu zabı´ra´ nejveˇtsˇı´ cˇa´st pracovnı´ plocha, v ra´mci nı´zˇ budemozˇne´ modelovat
vy´sledne´ algoritmy. Po boku na leve´ straneˇ se bude panel s dostupny´mi operacemi, jezˇ
bude mozˇne´ rˇadit do ru˚zny´ch kategoriı´. A nakonec se zde bude nacha´zet take´ panel s
vlastnostmi jednotlivy´ch operacı´, ktere´ pomocı´ neˇj bude mozˇne´ meˇnit. Prvnı´ na´vrhy a
na´pady na aplikaci pocha´zı´ z roku 2010 a jsou cˇa´stecˇneˇ formulova´ny v [4].
Da´le tı´m, zˇe na´stroj bude pracovat s jednotlivy´mi algoritmy, ktery´ch bude mozˇne´
„nata´hnout“ na pracovnı´ plochu, je trˇeba neˇjak definovat jejich vizua´lnı´ podobu. Ta by
meˇla zachycovat vsˇechny du˚lezˇite´ informace tak, aby bylo mozˇne´ s metodou rozumneˇ
pouzˇı´vat. Takove´ informace jsoubezesporudefinovane´ vstupyavy´stupya jme´nooperace.
Navı´c je prˇida´na ikona pro kazˇdou operaci pro snazsˇı´ rozlisˇenı´ operacı´ na pracovnı´ plosˇe.
Na´vrh vizua´lnı´ reprezentace operace je videˇt na obra´zku 5.
Na´stroj ovsˇem nebude pouze neˇjaky´m „kreslı´tkem“, ale umozˇnı´ i navrzˇene´ algoritmy
spousˇteˇt. S tı´mto vsˇı´m dohromady spada´ aplikace do kategorie na´stroju˚ pro takzvane´
5Typicky tı´m mu˚zˇe by´t naprˇ. databa´ze.
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Jméno aplikace
Moduly
Vlasnosti
Pracovní plocha
Panel pro "často používáné" nástroje
Kategorie 1
Kategorie 2
Kategorie N
Menu
Obra´zek 4: Za´kladnı´ na´vrh kostry aplikace.
Jméno operace
Požadované vstupy
Nabízené výstupy
Ikona operace
Obra´zek 5: Za´kladnı´ na´vrh vizua´lnı´ reprezentace operace.
vizua´lnı´ programova´nı´. O tom, ocˇ se vlastneˇ jedna´ a jaky´ je aktua´lnı´ stav v te´to oblasti,
pojedna´va´ na´sledujı´cı´ kapitola.
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3 Aktua´lnı´ stav v oblasti vizua´lnı´ho programova´nı´
Tato cˇa´st se pokusı´ da´t odpoveˇd’ na ota´zku, co je to vizua´lnı´ programova´nı´ a vizua´lnı´
programovacı´ jazyky. Na zacˇa´tku bude trocha z historie te´to techniky, budou rˇecˇeny´
du˚vody, ktere´ vedly jejı´mu vzniku. Da´le se pokracˇuje fakticky´m popisem toho co je
a co nenı´ vizua´lnı´ programova´nı´, s kra´tky´m zamysˇlenı´m se nad mozˇnostmi ru˚zne´ho
cha´pa´nı´ toho pojmu. Na´sleduje seznam vybrany´ch za´stupcu˚ aktua´lneˇ dostupny´ch rˇesˇenı´.
U kazˇde´ho z nich je strucˇny´ popis a na´hled jak dane´ prostrˇedı´ vypada´. Nakonec je
diskutova´no vyuzˇitı´ teˇchto na´stroju˚ v dnesˇnı´ dobeˇ s u´vahou nad jejichmozˇnostmi vyuzˇitı´
v budoucnu.
3.1 Historie
Historie tohoto odveˇtvı´ je stara´ jizˇ vı´ce nezˇ trˇicet let [6]. Jejı´ zacˇa´tky sahajı´ do pocˇa´tku
osmdesa´ty´ch let minule´ho stoletı´. Ovsˇem prvotnı´ mysˇlenky jsou jesˇteˇ o neˇco starsˇı´. Pu˚-
vodnı´ motivacı´ bylo vyuzˇitı´ promasivnı´ paralelizaci u´loh [7], avsˇak pro paralelnı´ pocˇı´ta´nı´
nebyla zrovna vhodna´ vonNeunmannova architektura pocˇı´tacˇe. V druhe´ polovineˇ sedm-
desa´ty´ch let tak byl prˇedstaven alternativnı´ na´vrh, tzv. dataflow architektura. Dataflow
architektura se lisˇı´ v tom, zˇe obsahuje pouze loka´lnı´ pameˇti a operace prova´dı´ hned,
jakmile ma´ k dispozici data. Od teˇchto mysˇlenek jizˇ nenı´ daleko ke skutecˇny´m vizua´lnı´m
programovacı´m jazyku˚m. Formulaci toho, co by jazyk pro takovou architekturu meˇl spl-
nˇovat, sepsal W.B. Ackerman ve sve´m cˇla´nku:Data flow languages [8]. Jednı´m z vizua´lnı´ch
programovacı´ch jazyku˚, ktery´ zacˇal vznikat v prvnı´ polovineˇ osmdesa´ty´ch let a vyvı´jı´ se
azˇ do dnesˇnı´ doby je LabVIEW (viz. kap. 3.3.2).
3.2 Vizua´lnı´ programova´nı´
Existuje mnoho zpu˚sobu˚ jak cha´pat pojem vizua´lnı´ho programova´nı´. Takove´ intuitivnı´
vysveˇtlenı´ bymohlo by´t, zˇe se jedna´ o techniku, kdy uzˇivatel vytva´rˇı´ cˇi upravuje program
manipulacı´ s graficky´mi prvky, reprezentujı´cı´ urcˇite´ cˇa´sti programu. To jak velkou cˇa´st
ko´du jednotlive´ graficke´ prvky reprezentujı´, za´lezˇı´ na stupni abstrakce dane´ho prostrˇedı´.
Mu˚zˇe se jednat o objekty na nı´zke´ u´rovnı´, prˇedstavujı´cı´ primitivnı´ typy, podmı´nky, cykly,
atp. nebo naopak o komplexnı´ funkce, ktere´ komunikujı´ s okolı´m pomocı´ svy´ch vstupu˚ a
vy´stupu˚.
Definice vizua´lnı´ho programovacı´ho jazyka (VPL) je jizˇ na druhou stranu trochu vı´ce
jasna´ a da´va´ podklad pro to, jak oddeˇlit co do dane´ kategorie spada´, a co ne.
Definice 3.1 (VPL [9]) Vizua´lnı´ programovacı´ jazyk, je takovy´ jazyk, ktery´ umozˇnˇuje specifiko-
vat program pomocı´ dvou nebo vı´ce dimenzı´.
Ovsˇem i tak mu˚zˇe pojem pu˚sobit zmatky. Uka´zkou je naprˇı´klad prostrˇedı´ pro definici
uzˇivatelske´ho rozhranı´, kuprˇı´kladu JBuilder. Ota´zka znı´: Jedna´ se o vizua´lnı´ programovacı´
jazyk, a nebo ne? Odpoveˇd’ je ne. Protozˇe se sta´le jedna´ o textovy´ jazyk, ktery´ akora´t
pouzˇı´va´ graficky´ na´stroj pro snazsˇı´ za´pis ko´du.
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Vizua´lnı´ programovacı´ jazyky lze klasifikovat podle mnoha kriteriı´. Tyto kriteria byly
sepsa´na v cˇla´nku A Classification System for Visual Programming Languages [10]. Takove´
nejvı´ce rˇı´kajı´cı´ rozdeˇlenı´ by mohlo by´t podle vizua´lnı´ reprezentace. Jazyky nebo le´pe
rˇecˇeno jejich prostrˇedı´ lze tak rozdeˇlit do dvou za´kladnı´ch skupin:
• na ty zalozˇene´ na tabulka´ch
• nebo na ty zalozˇene´ na ru˚zny´ch forma´ch diagramu˚.
Prˇı´kladem prvnı´ skupiny je typicky neˇjaky´ tabulkovy´ procesor, naprˇ. MS Excel nebo
Calc6. Prˇı´kladem druhe´ skupiny mu˚zˇe by´t kuprˇı´kladu aplikace rˇesˇena´ v ra´mci te´to pra´ce
nebo neˇktere´ dalsˇı´ programy. V na´sledujı´cı´ cˇa´sti je neˇkolik vybrany´ch reprezentantu˚ te´to
kategorie strucˇneˇ popsa´no.
Na za´veˇr jesˇteˇ zdu˚vodneˇnı´, procˇ nepatrˇı´ klasicke´ textove´ jazyky do VPL. Protozˇe tyto
jazyky nejsou dvou-dimenziona´lnı´, jelikozˇ prˇekladacˇ nebo interpret je zpracova´va´ jako
jednorozmeˇrny´ tok dat.
3.3 Existujı´cı´ na´stroje
Na´sledujı´cı´ seznamprˇedstavuje neˇkolik vybrany´ch na´stroju˚, zaby´vajı´cı´ch se touto proble-
matikou. Vy´cˇet si neklade za cı´l postihnout vsˇe co existuje, ani to nenı´ mozˇne´. Naprˇı´klad
pouze na wikipedii je seznam cca. stovky aplikacı´. Seznam ma´ spı´sˇe prˇedstavit neˇktere´
dane´ na´stroje, rˇı´ci k cˇemu slouzˇı´ a co nabı´zejı´. Jsou v neˇm zahrnuti za´stupci od velky´ch
komercˇnı´ch rˇesˇenı´, typu all-in-one, azˇ po mensˇı´, vı´ce specifiky zameˇrˇene´ projekty.
3.3.1 Agilent VEE
http://www.agilent.com/find/vee
Agilent VEE neboli Visual Engineering Environment je graficke´ programovacı´ pro-
strˇedı´ optimalizovane´ pro pouzˇitı´ s elektronicky´mi prˇı´stroji. Jedna´ se o profesiona´lnı´
plnohodnotny´ vizua´lnı´ programovacı´ na´stroj, ktery´ je zalozˇen na paradigmatu dataflow
programming.
Je urcˇen pro platformuMSWindows, beˇzˇı´ na .NET frameworku a celkoveˇ velmi dobrˇe
spolupracuje s vy´vojovy´mi na´stroji microsoftu. Take´ umozˇnˇuje spolupraci s Matlabem,
a to tak zˇe je mozˇne´ v jednotlivy´ch blocı´ch prˇı´mo volat matlabovske´ funkce. Nicme´neˇ
nejveˇtsˇı´ sı´la na´stroje spocˇı´va´ v tom zˇe umı´ komunikovat s externı´mi elektronicky´mi zarˇı´-
zenı´mi, meˇrˇı´cı´mi prˇı´stroji, atd. Meˇl by lidem pomoci s tvorbou programu˚ pro zpracova´nı´
vy´sledku˚ meˇrˇenı´, jejich vizualizaci cˇi samotnou simulaci meˇrˇenı´.
Jak aplikace zhruba vypada´ je mozˇne´ videˇt na dvou na´sledujı´cı´ch obra´zcı´ch. Pro-
strˇedı´ je znacˇneˇ podobne´ klasicky´m vy´vojovy´m prostrˇedı´m, akora´t mı´sto cˇa´sti s editacı´
zdrojove´ho ko´du je pracovnı´ plocha kde jsou vkla´da´ny jednotlive´ komponenty.
Prvnı´ obra´zek (obr. 6) obsahuje jednoduchy´ prˇı´klad z tutoria´lu, ktery´ ukazuje neˇjakou
za´kladnı´ pra´ci se signa´ly. Na druhe´m obra´zku (obr. 7) je videˇt zˇe mozˇnosti pouzˇitı´ se
6http://www.openoffice.cz/calc
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meze nekladou a pomocı´ tohoto na´stroje jemozˇne´ vytva´rˇet i „standardnı´“ aplikace jaky´mi
mohou by´t naprˇı´klad hry.
Obra´zek 6: Prˇı´klad jednoduche´ho pro-
gramu.
Obra´zek 7: Uka´zka aplikace - hleda´nı´
min.
Za´kladnı´ pohled na to jak na´stroj pracuje je takovy´, zˇe jednotlive´ bloky reprezentujı´
akce ktere´ je mozˇne´ spousˇteˇt. Kazˇdy´ blok ma´ neˇkolik druhu˚ pinu˚, tj. rozhranı´ pomocı´
ktery´ch blok komunikuje se svy´m okolı´m. Teˇmi nejdu˚lezˇiteˇjsˇı´mi jsou vstupnı´ a vy´stupnı´
piny. Jednotlive´ bloky je mozˇne´ na´sledneˇ propojovat mezi sebou a toto propojenı´ re-
prezentuje prˇena´sˇena´ data. Takto vytvorˇeny´ obra´zek pak tvorˇı´ hotovy´ program, ktery´ je
mozˇne´ rovnou spustit.
DoAgilent VEE jemozˇne´ prˇida´vat i vlastnı´ funkce cˇı´ uzˇivatelske´ objekty. Prvnı´ zpu˚sob
je vytvorˇit novy´ uzˇivatelsky´ objekt prˇı´mo v prostrˇedı´, definujı´ se jeho vstupy, vy´stupy a
vnitrˇnı´ cˇa´st je opeˇt tvorˇen graficky´mi komponentami. Druhy´m zpu˚sobem je naprogramo-
vat komponentu v neˇktere´m z klasicky´ch textovy´ch programovacı´ch jazyku˚. Agilent VEE
podporuje Visual Studio .NET assemblies, takzˇe je mozˇne´ vyzˇı´t jaky´koliv jazyk, ktery´ je
dostupny´ ve Visual Studiu.
Zhodnocenı´: jedna´ se oprofesiona´lnı´ na´stroj pro vizua´lnı´ programova´nı´, cˇemuzˇ odpovı´da´
i cena, ktera´ cˇı´nı´ $1836 za licenci. Subjektivneˇ na´stroj nepatrˇı´ zrovna mezi user friendly
aplikace. Chce to svu˚j cˇas se s nı´m naucˇit pracovat, ovsˇem kdyzˇ to cˇloveˇk zvla´dne veˇrˇı´m
zˇe to mu˚zˇe zrychlit a ulehcˇit pra´ci.
3.3.2 LabVIEW
http://www.ni.com/labview
Na´zevaplikaceLabVIEWje zkratkouproLaboratyVirtual InstrumentationEngineering
Workbench. Jak na´zev napovı´da´ jedna´ se o jakousi virtua´lnı´ laboratorˇ umozˇnujı´cı´ virtu-
a´lneˇ pracovat s ru˚zny´mi elektronicky´mi zarˇı´zenı´mi.Ovsˇem tonenı´ vsˇechnove skutecˇnosti
se jedna´ opeˇt o plnohodnotny´ vizua´lnı´ programovacı´ jazyk, jehozˇ vy´voj zapocˇal v roce
1983. Prvnı´ verze vysˇla o trˇi roky pozdeˇji, tehdy pro Apple Macintosh [11]. V dnesˇnı´
dobeˇ se jedna´ o komplexnı´ profesiona´lnı´ na´stroj s obrovsky´m mnozˇstvı´m rozsˇirˇujı´cı´ch
knihoven.
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Jazyk ktery´ LabVIEWpouzˇı´va´ se nazy´va´G a je opeˇt zalozˇen na paradigmatu dataflow
programming. Vy´vojove´ prostrˇedı´ se skla´da´ ze dvou hlavnı´ch oken. Prvnı´ slouzˇı´ pro
tvorbu uzˇivatelske´ho rozhranı´ (obr. 8) a do druhe´ho se kreslı´ blokovy´ diagram popisujı´cı´
chova´nı´ aplikace (obr. 9). Vy´voj uzˇivatelske´ho rozhranı´ a logicke´ cˇa´sti aplikace je tak
sva´za´n dohromady.
Obra´zek 8: Definice uzˇivatelske´ho roz-
hranı´.
Obra´zek 9: Okno s blokovy´m diagra-
mem.
Za´kladnı´ jednotkou cˇi komponentou je vizua´lnı´ zarˇı´zenı´ (visual instrument -VI). Jedna´
se vlastneˇ o funkcˇnı´ programy nebo male´ rutiny, ktere´ se vyuzˇı´vajı´ jako komponenty ve
slozˇiteˇjsˇı´ch syste´mech. Plneˇ modula´rnı´ charakter zajisˇt’uje znovupouzˇitelnost hotovy´ch
programu˚ v jiny´ch projektech bez nutnosti dalsˇı´ch u´prav.
Velkou vy´hodou aplikace je podpora sˇiroke´ sˇka´ly ovladacˇu˚ pro prˇı´stup k hardwaro-
vy´m zarˇı´zenı´m. Navı´c jizˇ zmı´neˇne´ velke´ mnozˇstvı´ knihoven s matematicky´mi funkcemi,
statisticky´mi, genera´tory signa´lu, zpracova´nı´ signa´lu, ale i trˇeba rozsa´hlou knihovnou
pro tvorbu aplikacı´ zaby´vajı´cı´ se strojovy´m videˇnı´m. Na´stroj je plneˇ podporova´n na sys-
te´mu MS Windows, cˇa´stecˇneˇ pak na Mac OS X a Linuxu (Red Hat Enterprise, SUSE).
Na zby´vajı´cı´ch dvou platforma´ch nemusı´ by´t dostupne´ vsˇechny ovladacˇe a rozsˇirˇujı´cı´
moduly.
Zhodnocenı´: na´stroj je obdobou prˇedchozı´ aplikace, ovsˇem osobneˇ jej hodnotı´m jako
lepsˇı´ a propracovaneˇjsˇı´ verzi. Hlavneˇ co se ty´cˇe tvorby programu oddeˇlenı´m vizua´lnı´
a logicke´ cˇa´sti napoma´ha´ k lepsˇı´mu porozumeˇnı´ diagramu a i po vizua´lnı´ stra´nce se
zda´ by´t zdarˇilejsˇı´m. Na druhou stranu se nejedna´ vu˚bec o levnou za´lezˇitost. Sice je k
dispozici neˇkolik druhu˚ licencı´, rozdeˇleny´ch podle zpu˚sobu pouzˇitı´ a mozˇnostmi ktere´
na´stroj nabı´zı´. Ale i tak cena za za´kladnı´ verzi je 29900 Kcˇ. Verze professional pak vyjde
na 106900 Kcˇ. Navı´c za velkou veˇtsˇinu rozsˇirˇujı´cı´ch modulu˚ se take´ platı´. Ceny modulu˚
se pohybujı´ v rˇa´dech od jednotek azˇ po neˇkolik stovek tisı´c.
3.3.3 Microsoft VPL
http://msdn.microsoft.com/en-us/library/bb483088.aspx
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Dalsˇı´m prˇı´kladem z oblasti dataflow programming je Microsoft Visual Programming
Language, ktery´ je soucˇa´stı´ jejichRoboticsDeveloper Studia.Na´stroj je urcˇenpro zacˇı´najı´cı´
programa´tory, kterˇı´ majı´ za´kladnı´ poveˇdomı´ o programova´nı´ a pro programa´tory robotu˚,
pro ktere´ nabı´zı´ mnozˇstvı´ jizˇ hotovy´ch funkcı´. Ve srovna´nı´ s prˇedchozı´mi prostrˇedı´mi
je na´stroj opravdu jednoduchy´ a cˇloveˇk se v neˇm relativneˇ snadno zorientuje. Prostrˇedı´
je rozdeˇleno do neˇkolika cˇa´stı´, ve strˇedu je hlavnı´ pracovnı´ panel a na leve´ straneˇ dva
panely s dostupny´mi bloky, pomocı´ nichzˇ se sestavuje vy´sledny´ program. Jak prostrˇedı´
vypada´ je mozˇne´ videˇt na obra´zku 10.
Obra´zek 10: Microsoft Robotics Developer Studio.
Stavebnı´m kamenem jsou bloky (aktivity), ktere´ je mozˇne´ da´le spojovat do slozˇiteˇjsˇı´ch
celku˚. Za´kladnı´ aktivity ktere´ je mozˇne´ pouzˇı´t jsou bloky pro definici dat (data), rˇı´zenı´
toku˚ (if a switch), kombinaci zpra´v (join a merge), prova´deˇnı´ vy´pocˇtu˚ (calculate) a ulozˇenı´
promeˇnne´ (variable). Plus navı´c je definova´na aktivita, ktera´ obsahuje neˇjaky´ diagram.
Tak je mozˇne´ shlukovat neˇktere´ celky do samostatny´ch aktivit a znovu je pouzˇı´t. Jedna´ se
o jeden ze zpu˚sobu˚ jak definovat vlastı´ bloky. Druhou mozˇnostı´ je vyuzˇı´t DSS services.
Jedna´ se vlastneˇ o zkompilovany´ ko´d napsany´ v C# vyuzˇı´vajı´cı´ vcelku jednoduche´ komu-
nikacˇnı´ rozhranı´. Vsˇechny bloky nacha´zejı´cı´ se ve spodnı´ cˇa´sti leve´ho panelu jsou takto
naprogramova´ny. Dı´ky podporˇe asynchronnı´ho vola´nı´ v DSS je take´ mozˇne´ vy´sledny´
program prova´deˇt paralelneˇ.
Zhodnocenı´: jedna´ se o opravdu jednoduchy´ a snadno pochopitelny´ na´stroj, cozˇ hodno-
tı´m oproti prˇedchozı´m dveˇma prostrˇedı´m jako bonus. Take´ to k cˇemu je urcˇen a tedy pro-
gramova´nı´ robotu˚ si myslı´m zˇe mu˚zˇe ulehcˇit pra´ci. Navı´c s sˇirokou paletou jizˇ hotovy´ch
funkcı´ mu˚zˇe v celku jednodusˇe vytvorˇit programpro robota ime´neˇ zkusˇeny´ programa´tor.
Co uzˇ se mi moc pouzˇitelne´ nezda´ je pokusit se vytvorˇit program pouze ze za´kladnı´ch
komponent. Zde vidı´m vyuzˇitı´ jako demonstracˇnı´ na´stroj pro vy´uku programova´nı´. V
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te´to situaci je efektivneˇjsˇı´ napsat zdrojovy´ ko´d v neˇktere´m z klasicky´ch programovacı´ch
jazyku˚. Na za´veˇr mile prˇekvapilo zjisˇteˇnı´, zˇe na´stroj je bezplatneˇ7 k dispozici jak pro
komercˇnı´ tak nekomercˇnı´ vyuzˇitı´.
3.3.4 Vision
http://mgltools.scripps.edu/packages/vision
Jedna´ se o dalsˇı´ vizua´lnı´ programovacı´ prostrˇedı´, ve ktere´m mohou uzˇivatele´ pomocı´
modulu˚ interaktivneˇ vytva´rˇet sı´t’ popisujı´cı´ novou kombinaci vy´pocˇetnı´ch metod, bez
nutnosti psa´t ko´d. Na´stroj je soucˇa´stı´ balı´ku MGLTools, ktery´ se zameˇrˇuje na vizualizaci
a analy´zu molekula´rnı´ch struktur. Vision [12] je napsa´n v Pythonu a TCL/TK.
Obra´zek 11: Uka´zka na´stroje Vision.
Za´kladem jsou opeˇt moduly, ktere´ je mozˇne´ mezi sebou propojovat. V tomto prˇı´padeˇ
tvorˇı´ moduly jen jaky´si obal pro funkcionalitu, ktera´ je jinak dostupna´ v Pythonu, C
nebo Fortranu. Tento fakt umozˇnˇuje aplikaci rozsˇirˇovat o jizˇ hotove´ funkce a knihovny
napsane´ v dany´ch jazycı´ch. Na´stroj tak obsahuje naprˇı´klad knihovnu s moduly pracujı´-
cı´mi s OpenGL. Da´le jsou dostupne´ hlavneˇ knihovny pro pra´ci s daty reprezentujı´cı´mi
molekula´rnı´ struktury a z pohledu te´to pra´ce meˇ osobneˇ zaujala knihovna Imaging pro
pra´ci s obra´zky. Ta ovsˇem obsahuje za´kladnı´ kolekci funkci, jako jsou nacˇtenı´ a ulozˇenı´
obra´zku, aplikace filtru˚ a za´kladnı´ geometricke´ transformace.
Zhodnocenı´: jedna´ se o celkem zajı´mavy´ na´stroj, ktery´ je dostupny´ na vsˇechny za´kladnı´
platformy. Jako takovy´ ho je mozˇne´ pouzˇı´t i pro komercˇnı´ u´cˇely, ovsˇem ne tak vsˇechny
jeho knihovny. Co je v celku zajı´mave´, je to zˇe na´stroj po vizua´lnı´ stra´nce pu˚sobı´ jako by se
7http://msdn.microsoft.com/en-us/robotics/aa731520
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jednalo o uzˇ nevyvı´jeny´ projekt neˇkdy z druhe´ poloviny devadesa´ty´ch let, ale skutecˇnost
je prˇesneˇ opacˇna´. V dobeˇ psanı´ te´to pra´ce je poslednı´ dostupna´ verze z u´nora 2012.
3.3.5 OpenAlea
http://openalea.gforge.inria.fr
OpenAlea [13] je open-source software napsany´ v Pythonu, ktery´ je urcˇen pro mode-
lova´nı´ rostlin. Obsahuje moduly pro analy´zu, vizualizaci a model ru˚stu rostlin. Je mozˇne´
doprogramovat vlastnı´ moduly. K dispozici jsou jazyky C, C++, Python a Fortran. Na
na´sledujı´cı´m obra´zku (obr. 12) je mozˇne´ videˇt jak prostrˇedı´ vypada´. Za´kladnı´ rozvrzˇenı´
je velmi podobne´ jako v prˇedchozı´ch aplikacı´ch.
Obra´zek 12: Vizua´lnı´ prostrˇedı´ syste´mu OpenAlea.
Zhodnocenı´: jedna´ se na prvnı´ pohled o vcelku zajı´mavy´ na´stroj, bohuzˇel po instalaci
uzˇivatele prˇekvapı´ spousta neprˇı´jemny´ch prˇekvapenı´. Prvneˇ v panelu s moduly je po
instalaci neprˇeberne´ mnozˇstvı´ ru˚zny´ch funkcı´. Ty jsou sice neˇjak kategorizova´ny, ale je-
jich pojmenova´nı´ v mnoha prˇı´padech vypada´ jako jme´na zı´skana´ prˇı´mo ze zdrojove´ho
ko´du. Sice jsou k nim k dispozici kra´tke´ popisky, ale ani ty neˇkdy nepomohou. Druhy´m
nedostatkem je zˇe spousta uka´zek a demo programu˚ obsazˇeny´ch v aplikaci po instalaci
nelze spustit. Hlavneˇ takove´ ty zajı´maveˇjsˇı´, ktere´ autorˇi uva´deˇjı´ na webu projektu. Jed-
nı´m z ma´la programu˚, ktery´ se mi podarˇilo spustit po instalaci je vy´pocˇet posloupnosti
Fibonacciho cˇı´sel, jehozˇ diagram je i na uka´zkove´m obra´zku (obr. 12).
3.3.6 OpenWire
http://www.mitov.com/products/openwire
Jedna´ se o open-source knihovnu rozsˇirˇujı´cı´ funkce Delphi nebo C++ Builderu. Je-
jı´m hlavnı´m cı´lem je poskytnout relativneˇ jednoduchou cestu jak prˇena´sˇet data mezi
rozdı´lny´mi VCL nebo Firemonkey komponentami.
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Za´kladem jsou opeˇt bloky, ktere´ mohou obsahovat jeden cˇı´ vı´ce vstupu˚ a vy´stupu˚.
Vstupy a vy´stupy jsou v terminologii OpenWire nazy´vany´ piny. Existujı´ trˇi druhy pinu˚:
vstupnı´, vy´stupnı´ piny pro prˇenos dat a stavovy´ pin, ktery´ je v knihovneˇ od verze 2.
Stavove´ piny jsou prima´rneˇ navrzˇeny pro vy´meˇnu informacı´ o stavu komponent. Pro-
pojova´nı´ mezi vstupnı´mi a vy´stupnı´mi piny je mozˇne´ pouze v prˇı´padeˇ, zˇe jsou datoveˇ
kompatibilnı´. Piny totizˇ nesou v sobeˇ informaci o typu dat, pro ktery´ jsou urcˇeny.
Ke knihovneˇ jsou dostupne´ i rozsˇı´rˇenı´ urcˇena´ pro ru˚zne´ specificke´ oblasti pouzˇitı´.
Pro nekomercˇnı´ pouzˇitı´ je mozˇne´ prˇidat: AudioLab, VideoLab, VisionLab, InstrumentLab,
IntelligenceLab, SignalLab a PlotLab. Uka´zka ja vypada´ knihovna OpenWire instalova´na do
prostrˇedı´ Delphi 7 je mozˇne´ videˇt na na´sledujı´cı´m obra´zku8 (obr. 13).
Obra´zek 13: Graficky´ edi-
tor OpenWire ve vy´vojo-
ve´m prostrˇedı´ Delphi 7.
Obra´zek 14:Uka´zkovy´ prˇı´-
klad z tutoria´lu, jednodu-
chy´ aritmeticky´ vy´pocˇet.
Obra´zek 15: Rea´lny´ stav
OpenWire editoru.
Zhodnocenı´:Acˇ se jedna´ o open-source projekt je nutne´ mı´t pro jeho pouzˇitı´ nainstalova´n
bud’C++ Builde XE2 nebo Delphi XE2. Obeˇ tyto vy´vojova´ prostrˇedı´ jsou vsˇak jizˇ placena´
a jejich cena se pohybuje od C199 za verzi starter azˇ po C3499 za plnou verzi.9
Nevy´hodou je, zˇe to co je videˇt na obra´zku 13 a ostatneˇ i na oficia´lnı´ch stra´nka´ch
projektu je pouze uka´zka toho, jak by to meˇlo v budoucnu cele´ fungovat. OpenWire edi-
tor se totizˇ sta´le vyvı´jı´. Nynı´ pokud uzˇivatel nahraje knihovnu do jednoho z vy´vojovy´ch
prostrˇedı´, tak ma´ sice k dispozici dane´ komponenty, ktere´ mu˚zˇe vkla´dat na okno tvo-
rˇı´cı´ program (builder graficke´ho uzˇivatelske´ho rozhranı´), ale uzˇ nema´ mozˇnost vizua´lneˇ
programovat, tak jak to naznacˇuje obra´zek 13 a uka´zky na oficia´lnı´ch stra´nka´ch. Prˇı´klad
jednoduche´ho programu z tutoria´lu s vyuzˇitı´m OpenWire komponent je videˇt na ob-
ra´zku 14. To co je na´sledneˇ mozˇne´ videˇt v OpenWire editoru ukazuje obra´zek 15. Editor
nynı´ zobrazı´ pouze neˇktere´ z objektu˚ pouzˇity´ch v okneˇ s na´vrhem aplikace a mozˇnost
propojovat mezi sebou jednotlive´ vstupy a vy´stupy zatı´m nelze. Jediny´ zpu˚sob jak nynı´
piny propojit je v tabulce s vlastnostmi dane´ho objektu, kde se ke konkre´tnı´mu pinu
vybere jeho proteˇjsˇek ze seznamu vsˇech pouzˇity´ch pinu˚.
8Zdroj: http://en.wikipedia.org/wiki/File:OpenWireEditorD7.jpg
9Ceny z oficia´lnı´ho e-shopu https://store.embarcadero.com
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Co hodnotı´m ovsˇem velmi negativneˇ, je fakt, zˇe informace o tom, zˇe se jedna´ pouze o
uka´zku editoru, ktery´ nenı´ plneˇ funkcˇnı´, je uvedena jednou veˇtou v manua´lu. Cely´ web
projektu ovsˇem pu˚sobı´ tak, zˇe by vsˇe meˇlo fungovat.10
3.3.7 Kaira
http://verif.cs.vsb.cz/kaira
Jedna´ se o na´stroj vyvı´jeny´ na katedrˇe informatiky VSˇB – TUO, jehozˇ hlavnı´m autorem
je Ing. Stanislav Bo¨hm. Kaira [14] je vizua´lnı´ vy´vojove´ prostrˇedı´ pro tvorbu paralelnı´ch
aplikacı´, zalozˇene´ na barevny´ch Petriho sı´tı´ [15]. Na´stroj cı´lı´ na uzˇivatele´, kterˇı´ by chteˇli
neˇjaky´m jednoduchy´m zpu˚sobem vytvorˇit paralelnı´ verzi svojı´ aplikace a v danou chvı´li
to bud’ neumeˇjı´ nebo nechteˇjı´, naprˇ. kvu˚li slozˇitosti. Prˇı´kladem takove´ho pouzˇitı´ mu˚zˇe
by´t paralelizace algoritmu ant colony optimization [16], kdy byla k dispozici se´riova´
implementace a bylo trˇeba ji neˇjak jednodusˇe paralelizovat.
Obra´zek16:Kaira - prostrˇedı´ prodefinici
sı´teˇ.
Obra´zek 17: Kaira - simulace beˇhu sı´teˇ.
Kaira se programuje tak, zˇe se vytvorˇı´ sı´t’, ktera´ popisuje komunikaci v modelu.
Takovouto sı´t’jemozˇne´ videˇt na obra´zku 16. Jedna´ se o jednoduchy´ programzdostupny´ch
uka´zkovy´ch prˇı´kladu˚, kdy je trˇeba rozdeˇlit neˇjaky´ u´kol na neˇkolik dı´lcˇı´ch u´kolu˚, ty
jednotneˇ zpracovat a vy´sledek da´t zase dohromady.
Kolecˇka na obra´zku reprezentujı´ mı´sta, to jsou zpracova´vana´ data a obde´lnı´ky prˇe-
chody, cozˇ jsou funkce, ktere´ data zpracova´vajı´. Prˇechody v Kairˇe mohou obsahovat
libovolny´ ko´d (prozatı´m C/C++). Takto namodelovany´ program je na´sledneˇ mozˇne´ od-
simulovat (obr. 17), poprˇ. zkompilovat a da´le spousˇteˇt jizˇ samostatneˇ bez nutnosti pouzˇı´t
Kairu.
10Testova´no 17.3.2012, kdy poslednı´ aktua´lnı´ verze knihovny je z rˇı´jna 2011.
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3.4 Souhrn
Vizua´lnı´ programovacı´ jazyky tvorˇı´ zajı´mavou alternativu prˇı´stupu k programova´nı´, ale
jejich vyuzˇitı´ nenı´ vhodne´ na vsˇechno. Textovy´ popis je vlastneˇ pro veˇtsˇinu u´kolu˚ sta´le
lepsˇı´ variantou, o cˇemzˇ se zminˇuje i tzv. Deutsch limit [17]. Naprˇı´klad nevhodne´ pouzˇitı´
te´to techniky je pokousˇet se pomocı´ nı´ naprogramovat obycˇejny´ trˇı´dı´cı´ algoritmus cˇi
pouhy´ pru˚chod cyklem. Pro tyto situace a mnohe´ dalsˇı´ je porˇad nejefektivneˇjsˇı´ pouzˇitı´
klasicke´ho textove´ho programovanı´. I toto mu˚zˇe by´t du˚vod, procˇ se mu˚zˇe zda´t, zˇe vy´voj
v te´to oblasti se na delsˇı´ dobu usta´lil. Nejveˇtsˇı´ boom vy´zkumu a vy´voje byl od pocˇa´tku
osmdesa´ty´ch let minule´ho stoletı´, azˇ po zhruba prvnı´ polovinu let devadesa´ty´ch. Z te´
doby pocha´zı´ nejvı´ce cˇla´nku˚ na toto te´ma a mnoho ru˚zny´ch aplikacı´. Od druhe´ poloviny
devadesa´ty´ch let pak za´jem o danou problematiku klesal.
Ovsˇem v poslednı´ch letech, zhruba od roku 2006, se zda´, zˇe se vizua´lnı´ho progra-
mova´nı´ opeˇt dosta´va´ do poprˇedı´ a vyvı´jı´ se nove´ na´stroje. Tento fakt mu˚zˇe by´t da´n tı´m,
zˇe vzrostl vy´pocˇetnı´ vy´kon osobnı´ch pocˇı´tacˇu˚ a proble´my spadajı´cı´ kdysi do katego-
rie super-pocˇı´ta´nı´ se pomalu dosta´vajı´ do osobnı´ch pocˇı´tacˇu˚ blı´zˇe k beˇzˇne´mu uzˇivateli.
Prˇı´kladem mu˚zˇe by´t zpracova´nı´ videa, cˇi tvorba realisticky´ch sce´n. Sice i dnes je trˇeba
velky´ vy´kon, ktery´ nenı´ dostupny´ v kdejake´m doma´cı´m pocˇı´tacˇi, ale naprˇı´klad v ra´mci
filmove´ho pru˚mysly a mezi firmami zaby´vajı´cı´mi se filmovy´mi efekty, je takto vy´kona´
technika beˇzˇneˇ dostupna´. Za touto pracı´ zcela urcˇiteˇ nestojı´ programa´torˇi, ale umeˇlci,
lide´ zaby´vajı´cı´ se animacı´, atp. Pro ty a ne jen pro neˇ, mu˚zˇou by´t podobne´ na´stroje velmi
zˇa´doucı´ a ani nemusı´ veˇdeˇt, zˇe pra´veˇ „programujı´ “.
Na´stroj vyvı´jeny´ v ra´mci te´to pra´ce se pak pohybuje neˇkde na pomezı´ mezi progra-
ma´tory a uzˇivateli. Meˇl by by´t dostatecˇneˇ jednoduchy´ na to, aby s nı´m mohl pracovat
i beˇzˇny´ uzˇivatel bez programa´torsky´ch znalostı´. Ale na druhou stranu i prˇı´veˇtivy´ pro
programa´tory, aby pro neˇ nebylo teˇzˇke´ na´stroj da´le rozsˇirˇovat.
Budoucnost te´to techniky je mozˇna´ skryta v samotne´ definici na jejı´m pocˇa´tku. Cˇı´mzˇ
je dataflow architektura a dataflow programovacı´ jazyky. S tı´m rozdı´lem, zˇe tyto „plo-
voucı´mi data“ nebudou prote´kat mezi jednoduchy´mi primitivnı´mi operacemi. Ale mezi
komplexnı´mi funkcemi a stanou se z nich tak na´stroje pro definici a spra´vu komuni-
kace. Cozˇ je mozˇne´ videˇt i dnes, naprˇ. MSVPL 3.3.3 umozˇnˇuje graficky naprogramovat i
za´kladnı´ konstrukty, ovsˇem je to dobre´, mozˇna´ tak pro uka´zku prˇi vy´uce. Pro prakticke´ rˇe-
sˇenı´ je to minima´lneˇ bud’ velmi neefektivnı´ nebo zcela nepouzˇitelne´. Proto je v prostrˇedı´
robotics studia jizˇ prˇedprogramova´na velka´ sˇka´la funkcı´ a metod pro pra´ci s roboty.
MSVPL tak spı´sˇe poma´ha´ jednodusˇe definovat toky dat mezi jednotlivy´mi funkcemi.
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4 Despr
Despr je na´zev programu, ktery´ byl vyvinut v ra´mci te´to pra´ce. Jak jizˇ bylo v prˇedchozı´ch
cˇa´stech naznacˇeno jedna´ se o na´stroj pro na´vrh a spousˇteˇnı´ slozˇiteˇjsˇı´ch algoritmu˚, poskla´-
dany´ch z jednodusˇsˇı´ch bloku˚. Tato cˇa´st postupneˇ prˇedstavı´ celou aplikaci, od celkove´ho
pohledu, azˇ po detailnı´ popis jednotlivy´ch komponent, z ktery´ch se aplikace skla´da´.
Uzˇivatelske´ rozhranı´ se vı´ceme´neˇ drzˇı´ pu˚vodnı´ho na´vrhu, navı´c byl pouze prˇida´n
panel, do ktere´ho je prˇesmeˇrova´n standardnı´ vy´stup. To je z toho du˚vodu, zˇe uzˇivatelske´
operace mohou neˇco na standardnı´ vy´stup vypisovat. Kdyzˇ se tak stane je vhodne´, aby
o tom uzˇivatel veˇdeˇl a nebylo to schova´no neˇkde v konzoly, ktera´ nemusı´ by´t ani spusˇ-
teˇna´. Take´ byl prˇesunut panel s vlastnostmi jednotlivy´ch operacı´ pod pracovnı´ plochu,
protozˇe sˇı´rˇka postrannı´ho panelu je pro neˇj mala´ a nevyhovujı´cı´. Fina´lnı´ vzhled aplikace,
s vyznacˇenı´m hlavnı´ch komponent, je mozˇne´ videˇt na na´sledujı´cı´m obra´zku (obr. 18).
MenuČasto používané funkce
Stavový panel Dostupné operace
Pracovní plocha
Vlastnosti vybrané operace
Standardní výstup
Obra´zek 18: Despr - na´hled, vcˇ. vyznacˇenı´ za´kladnı´ch komponent.
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V obra´zku s na´hledem aplikace (obr. 18) si je mozˇne´ povsˇimnout, zˇe i vizua´lnı´ repre-
zentace operace se trochu lisˇı´ od pu˚vodnı´ho na´vrhu. Du˚vody teˇchto drobny´ch u´prav jsou
podrobneˇji rozebra´ny v kapitole obecneˇ se zaby´vajı´cı´ operacemi.
4.1 Celkovy´ pohled
Aplikace byla navrzˇena tak, aby bylo mozˇne´ ji v budoucnu da´le upravovat, s co nejmensˇı´
na´mahou. Pro tyto u´cˇely byl vyuzˇit na´vrhovy´ vzor MVC11 [18]. Dany´ prˇistup je dodrzˇen
hlavneˇ u komponent ty´kajı´cı´ch se grafu12, ve ktere´m jsou modelova´ny a operacı´, kdy
jsou od sebe oddeˇleny, model, pohled (view) a ovla´da´nı´ (controller). U zby´vajı´cı´ch cˇa´stı´ je
spı´sˇe vyuzˇit syste´mModel-Delegate tak, jak je to zna´me´ z Javy a implementace Swingu [19].
Jedna´ se o syste´m, kdy ovla´da´nı´ a pohled jsou zkombinova´ny do jednoho objektu, do tzv.
delega´ta (delegate). Je to vhodne´ pro situace kdy ovla´da´nı´ pohledu je natolik specificke´
pro danou komponentu, zˇe je zbytecˇne´ jej oddeˇlovat a striktneˇ se drzˇet MVC. Ostatneˇ
v cele´ aplikaci je vyuzˇı´va´no neˇkolik na´vrhovy´ch vzoru˚, avsˇak nikdy nejsou bra´ny jako
dogma. Je na neˇ pohlı´zˇeno, jako na doporucˇeny´ postup a pro konkre´tnı´ situaci jsou bud’
modifikova´ny nebo ru˚zneˇ kombinova´ny.Naprˇı´klad pro definici grafu je vyuzˇitoMVC, ale
urcˇita´ cˇa´st ovla´da´nı´, ktera´ je specificka´ pro manipulaci s pohledem, je do neˇj prˇesunuta.
O tom ale podrobneˇ v kapitole zaby´vajı´cı´ se implementacı´ pracovnı´ plochy.
JVM
Resources LibrariesDespr-API
Editor Extensions
Despr
Operační systém
Obra´zek 19: Pohled na to z cˇeho se aplikace skla´da´ a jak komunikuje s okolı´m.
Naobra´zku19 je videˇt z cˇeho se aplikace skla´da´ dohromadya jakkomunikuje s okolı´m.
Z obra´zku je patrne´, zˇe ja´dro aplikace (blok Despr) jako takove´ je multiplatformnı´, resp.
11Model-View-Controller, jedna´ se o velmi zna´my´ prˇı´stup k tvorbeˇ programu˚ a v te´to pra´ci nenı´ nijak da´l
teoreticky´ nerozebı´ra´n.
12Pod pojmem graf se cha´pe model pracovnı´ plochy.
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funguje tamkde je kdispozici virtua´lnı´ stroj javy13. Ja´dro je slozˇeno z editoru, cozˇ je vlastneˇ
cela´ aplikace bez jaky´koliv rozsˇı´rˇenı´. Ty jsou ulozˇeny externeˇ (blok Extensions) a myslı´ se
pod nimi vsˇechny operace a rozsˇı´rˇenı´ datovy´ch typu˚. Editor si je pak umı´ nacˇı´st a pracovat
s nimi. Ovsˇem jak je videˇt, rozsˇı´rˇenı´ mohou vyuzˇı´vat neˇktery´ch syste´movy´ch prostrˇedku˚,
ktere´ jsou jizˇ specificke´ pro ten cˇi onen operacˇnı´ syste´m nebo dokonce pro konkre´tnı´
instalaci, resp. to co je nainstalova´no na dane´m pocˇı´tacˇi. V takove´ prˇı´padeˇ za´lezˇı´ cˇisteˇ na
programa´torovi dane´ komponenty, jak moc ji vytvorˇı´ multiplatformnı´. Na druhou stranu
tento pozˇadavek nemusı´ by´t u rozsˇı´rˇenı´ ani zˇa´doucı´ a bylo by chybou uzˇivateli explicitneˇ
zaka´zat vyuzˇı´vat plneˇ syste´movy´ch prostrˇedku˚. Prˇı´kladem takove´ho uzˇitı´ mohou by´t
funkce, ktere´ komunikujı´ s databa´zı´. Ty prosteˇ na pocˇı´tacˇi bez nainstalovane´ databa´ze
fungovat nebudou a pokud je uzˇivatel chce vyuzˇı´vat musı´ si databa´zi nainstalovat.
O u´rovenˇ nı´zˇe jsou bloky Resources a Libraries. Prvnı´ blok patrˇı´ cˇisteˇ k editoru a
reprezentuje zdroje nutne´ pro jeho spusˇteˇnı´. Teˇmito zdroji jsou ikony, konfiguracˇnı´ a
lokalizacˇnı´ soubory. Druhy´ blok prˇedstavuje knihovny, ktere´ mohou by´t sdı´lene´ nebo
taky soukrome´, tzn. patrˇı´cı´ bud’ editoru nebo konkre´tnı´mu rozsˇı´rˇenı´. Tak jako tak jsou
vsˇechny knihovny k aplikaci ulozˇeny v jednom spolecˇne´m adresa´rˇi.
V bloku Libraries je vypı´chnuta jedna du˚lezˇita´ knihovna -Despr-API. Jedna´ se o verˇejne´
rozhranı´ na´stroje, pomocı´ neˇjzˇ je mozˇne´ vytva´rˇet vlastnı´ operace a prˇida´vat je do neˇj.
Kazˇde´ nove´ rozsˇı´rˇenı´, ktere´ tvorˇı´ at’jizˇ novou operaci nebo rozsˇı´rˇenı´ datove´ho typu musı´
implementovat urcˇita´ rozhranı´ z te´to knihovny. O tom ktera´ to jsou a jak se s nimi pracuje,
ale blı´zˇe v cˇa´sti o mozˇnostech rozsˇirˇova´nı´.
Jak rozsˇı´rˇenı´, tak knihovny jsou „obycˇejne´“ jar balı´ky. Jediny´ rozdı´l mezi nimi je, zˇe
knihovny jsou vyzˇadova´ny prˇi kompilaci a rozsˇı´rˇenı´ mohou by´t prˇida´va´na do editoru za
beˇhu.
4.2 Verˇejne´ rozhranı´ – API
S aplikacı´ je publikova´no i jejı´ verˇejne´ rozhranı´,14 ktere´ poskytuje vsˇe nutne´ pro definici
vlastı´ch rozsˇı´rˇenı´. Jedna´ se o knihovnu definovany´ch trˇı´d, rozhranı´ a anotacı´ distribuova-
nou jako samostatny´ jar balı´k (despr-api.jar). Co vsˇechno je soucˇa´stı´ API ukazuje
na´sledujı´cı´ diagram, ktery´ je rozdeˇlen do dvou obra´zku˚ (obr. 20 a 21). K rozhranı´ je do-
stupna´ i javadoc dokumentace, v ktere´ je mozˇne´ nale´zt, mimo jine´ prˇı´klady implementace
konkre´tnı´ch rozsˇı´rˇenı´.
Na prvnı´ pohled si je mozˇne´ povsˇimnout, zˇe neˇktera´ rozhranı´ jsou barevneˇ odlisˇena.
Jedna´ se o ty, ktere´ prˇı´mo reprezentujı´ mozˇna´ rozsˇı´rˇenı´ tak, jak byly zminˇova´ny jizˇ v
prˇedchozı´m textu. Zeleneˇ oznacˇena´ rozhranı´ prˇedstavujı´ typy operacı´, na za´kladeˇ nichzˇ
mu˚zˇe uzˇivatel doprogramovat nove´ vlastnı´ metody. Zˇluteˇ oznacˇena´ jsou pak ty, ktere´
tvorˇı´ rozsˇı´rˇenı´ datovy´ch typu˚.
V prvnı´ cˇa´sti diagramu (obr. 20) jsou balı´cˇky view, model a types. Balı´k view
obsahuje definice trˇı´d a rozhranı´ ovlivnˇujı´cı´ vizua´lnı´ cˇa´st editoru. Pro operace je defi-
nova´no rozhranı´ Displayable, ktere´ umozˇnı´ zobrazit na´hled vy´sledku dane´ operace.
13Prˇi implementaci byla pouzˇita verze Java SE 6
14API je distribuovane´ v archivu despr-api 1.0.zip. Kromeˇ samotne´ knihovny jsou k dispozici i
zdrojove´ ko´dy a javadoc dokumentace, adresa´rˇe src a doc.
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view
operation
+getThumbnail() : Image
<<Interface>>
Displayable
inputparameters
<<Interface>>
ParameterCellRenderer
<<Interface>>
javax.swing.table.TableCellRenderer
ParameterCellEditor
<<Interface>>
javax.swing.table.TableCellEditor
javax.swing.AbstractCellEditor
model
operationparameter
+INNER
+OUTER
<<enumeration>>
EInputParameterType
-value : EInputParameterType
-enteringAs : int = 100
-lock : boolean = false
<<annotation>>
AINputParameter
-depends : String = ""
-enteringAs : int = 100
<<annotation>>
AOutputParameter
+execute()
+getLocalizeMessage(key : String) : String
<<Interface>>
IOperation
+init()
+wasInit() : boolean
+getCount() : int
+hasNext() : boolean
+setNext()
+resetIterator()
<<Interface>>
IRootOperation
java.awt.image.BuﬀeredImagetypes
+getAllPosibilities() : T []
+getChoosedValue() : T
+setChoosedValue(chooseValue : T)
<<Interface>>
Chooseable
+makeCopy(o : T) : T
<<Interface>>
Copier
+copy() : T
<<Interface>>
Copyable
images
+wrapp(obj : T)
+unwrap() : T
+getWrapType() : Class
<<Interface>>
Wrapper
+ColorImage()
+ColorImage(img : BuﬀeredImage)
+ColorImage(width : int, height : i...
+getRed(x : int, y : int)
+getGreen(x : int, y : int)
+getBlue(x : int, y : int)
+getAlpha(x : int, y : int)
+copy() : ColorImage
ColorImage
+GrayscaleImage()
+GrayscaleImage(img : BuﬀeredImage)
+GrayscaleImage(width : int, height : int)
+getBrightness(x : int, y : int)
+setBrightness(x : int, y : int, b : int)
+copy() : GrayscaleImage
GrayscaleImage
+BinaryImage()
+BinaryImage(img : BuﬀeredImage)
+BinaryImage(width : int, height : int)
+isBlack(x : int, y : int) : boolean
+setBlack(x : int, y : int)
+isWhite(x : int, y : int) : boolean
+setWhite(x : int, y : int)
+copy() : BinaryImage
BinaryImage
T : Enum
T : Object
T : Object
T : Object
Obra´zek 20: Struktura API
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Pokud chce uzˇivatel da´t k dispozici tento na´hled, musı´ by´t schopen dany´ vy´sledek neˇja-
ky´m zpu˚sobem graficky vizualizovat. Pro parametry operacı´, mysˇleno jejich datove´ typy
(⇒ rozsˇı´rˇenı´ datove´ho typu), je mozˇne´ definovat, tzv. editor (ParameterCellEditor) a
renderer (ParameterCellRenderer). Oba dva slouzˇı´ pro pra´ci se vstupnı´mi parame-
try operace. Prvnı´ poskytuje komponentu pro editaci hodnoty parametru, druhy´ pak pro
jejı´ vyobrazenı´. Nakonec je pouzˇı´va´ tabulka vlastnostı´ v editoru, kterou je mozˇne´ videˇt
na obra´zku 18 – vlastnosti vybrane´ operace.
Balı´cˇekmodelnabı´zı´ jizˇ zminˇovana´ rozhranı´ prodefinici vlastnı´choperacı´ (IOperation
aIRootOperation). Proparametry jsouzdekdispozici dveˇ anotace (AInputParameter
a AOutputParamtetr), slouzˇı´cı´ k oddeˇlenı´ vstupnı´ch a vy´stupnı´ch parametru˚ a vy´cˇtovy´
(EInputParameterType), ktery´ navı´c jesˇteˇ rozdeˇluje vstupnı´ parametr na vnitrˇnı´ a
vneˇjsˇı´. O tom jak tohle vsˇe dohromady vyuzˇı´t pro vytvorˇenı´ vlastnı´ operace, blı´zˇe v
samostatne´ kapitole, ktera´ se veˇnuje rozsˇirˇitelnosti na´stroje.
Trˇetı´ balı´k types poskytuje dalsˇı´ dveˇ rozhranı´ pro rozsˇı´rˇenı´ datovy´ch typu˚ a hlavneˇ
definuje typy obra´zku˚. Na´stroj je od pocˇa´tku silneˇ inspirova´n operacemi pro zpracova´nı´
obrazu a typy, ktere´ java nabı´zı´ pro pra´ci s obrazy nerozlisˇuje mozˇne´ varianty. Proto jsou
pro obra´zky definovane´ trˇi nove´ typy, na za´kladeˇ ktery´ch jemozˇne´ jednodusˇe rozlisˇit, zda
se jedna´ o obra´zek barevny´ (ColorImage), v odstı´nech sˇedi (GrayscaleImage) nebo
cˇernobı´ly´ (BinaryImage). Jednotlive´ typy jsou hierarchicky serˇazeny od obecneˇjsˇı´ho po
konkre´tneˇjsˇı´, cozˇ umozˇnˇuje v aplikaci pracovat naprˇı´klad s cˇernobı´ly´m obra´zkem jako
s barevny´m nebo s obra´zkem v odstı´nech sˇedi, ale ne opacˇneˇ. Toto nabı´zı´ veˇtsˇı´ variabi-
litu pouzˇitı´ jednotlivy´ch operacı´ a navı´c zava´dı´ urcˇitou syntaktickou kontrolu. Rozhranı´
Copyable a Copier se pouzˇı´vajı´ pro vytvorˇenı´ kopie (nove´ instance) parametru se shod-
ny´m nastavenı´m. Tato vlastnost na´sledneˇ umozˇnˇuje vy´stupu˚m operacı´, aby byly pouzˇity
vı´ce nezˇ jedenkra´t. Rozdı´l je v tom, zˇe prvnı´ je mozˇne´ vyuzˇı´t prˇi definici nove´ho typu s
tı´m, zˇe je za´rovenˇ naprogramova´na metoda, ktera´ umı´ takovouto kopii vytvorˇit. Druhy´
je vhodny´ pro typy, ktere´ jizˇ existujı´, naprˇ. jaky´koliv javovsky´ typ. Proto je toto rozhranı´
oznacˇeno jako rozsˇı´rˇenı´ datove´ho typu. Poslednı´m takovy´mto rozsˇı´rˇenı´m je Wrapper.
Ten je vhodny´ pro typy vstupnı´ch parametru˚, jejichzˇ hodnoty majı´ by´t ulozˇeny a pozdeˇji
znovu nacˇteny. Despr umozˇnˇuje namodelovany´ postup ulozˇit a pozdeˇji i s nastaveny´mi
hodnotami nacˇı´st. K tomu je nutne´, aby typy objektu˚ reprezentujı´cı´ vstupnı´ parametry,
meˇli definova´ny prˇı´stupove´ metody (get/set) pro vsˇechny sve´ vnitrˇnı´ polozˇky, na za´-
kladeˇ jejichzˇ hodnot je mozˇne´ hodnotu dane´ho parametru zrekonstruovat. Pokud typ
takto definova´n nenı´ je mozˇne´ pro to vyuzˇı´t praveˇ Wrapper, ktery´ tyto nutne´ polozˇky
„vyta´hne“, definuje k nim prˇı´stupove´ metody, plus metody pro zabalenı´ a rozbalenı´ ob-
jektu. Nakonec zby´va´ rozhranı´ Chooseable usnadnˇujı´cı´ pra´ci s typy parametru˚, ktere´
nabı´zejı´ vy´beˇr jedne´ polozˇky z konecˇne´ho pocˇtumozˇny´ch, typicky naprˇ. vy´cˇtovy´ typ. Pro
tyto typy je definova´n univerza´lnı´ editor s rendererem a uzˇivatel je tak nemusı´ pro kazˇdy´
novy´ vy´cˇet definovat zvla´sˇt’, pokud by je chce pouzˇı´t jako vstupnı´ parametry, ale pouze
stacˇı´ namapovat ty univerza´lnı´.
V druhe´ cˇa´sti diagramu, ktery´ pokracˇuje na obra´zku 21 se nacha´zejı´ balı´ky s neˇktery´mi
uzˇitecˇny´mi funkcemi a strukturami. V prvnı´m balı´ku events je k dispozici podpora pro
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structures
+LocalizeMessages()
+LocalizeMessages(props : Properties)
+getKeys() : Set<String>
+getString(key : String) : String
+getString(key : String, default : String) : String
+putMessage(key : String, value : String)
+putValues(lms : LocalizeMessages)
+putValues(props : Properties)
LocalizeMessages
utils
+createNewInstance(superType : Class,
subType : Class,
parameters : Object[]) : Object
DependsType
+POINT_GENERATOR : int
+getNextID() : int
+getNextID(generatorId : int)
+addId(id : int) : boolean
+addId(id : int, generatorId : int) : boolean
+resetIds()
+resetIds(generatorId : int)
+createNewIDGenerator() : int
ID
exceptions
IncompatibleDataTypeException
+ IncompatibleDataTypeException(t1 : Class, t2 : Class)
+ IncompatibleDataTypeException(msg : String, t1 : Class, t2 : Class)
+ IncompatibleDataTypeException(msg : String, cause : Throwable,
t1 : Class, t2 : Class)
+ IncompatibleDataTypeException(cause : Throwable,
t1 : Class, t2 : Class)
+ getType1() : Class
+ getType2() : Class
events
+catchMessage(evt : MessageEvent)
<<Interface>>
MessageListener
#message : String
+MessageEvent(message : String, source : Object)
+getMessage() : String
MessageEvent
+MessageSupport(source : Object)
+getSource() : Object
+sendMessage(message : String)
+addMessageListener(listener : MessageListener)
+removeMessageListener(listener : MessageListener)
MessageSupport
0..*
1
<<use>>
<<use>>
Obra´zek 21: Struktura API
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zası´lanı´ textovy´ch zprav mezi ru˚zny´mi objekty. Funguje podobneˇ jako mechanismus
vy´meˇny informacı´ o zmeˇneˇ vlastnosti v jave.15
Druhy´ balı´k utils obsahuje dva uzˇitecˇne´ na´stroje. Prvnı´ DependsType, poskytuje
jednoduchou cestu jak vytvorˇit novou instanci za´visle´ho parametru. Jedna´ se o takovy´
vy´stupnı´ parametr, jehozˇ datovy´ typ za´visı´ na datove´m typu vstupnı´ho parametru te´zˇe
operace. Jelikozˇ aplikace umozˇnˇuje na konkretizovane´ datove´ typy pohlı´zˇet jako na jejich
obecneˇjsˇı´ definice,16 pak pokud se te´to vlastnosti vyuzˇije je vhodne´ obecny´ typ zkonkreti-
zovat. Tato konkretizace se na´sledneˇ mu˚zˇe projevit na neˇktery´ch vy´stupnı´ch parametrech
operacı´. Naprˇı´klad metoda pro zmeˇnu velikosti obra´zku na vstupu prˇijı´ma´ obecneˇ ja-
ky´koliv barevny´ obra´zek, ovsˇem pokud jı´ je prˇeda´n obra´zek cˇernobı´ly´ pak je vhodne´ a
zˇa´doucı´, aby i na vy´stupu bylo videˇt zˇe je cˇernobı´ly´ obra´zek, nikoliv barevny´. Druhy´m
uzˇitecˇny´m na´strojem je genera´tor jednoznacˇny´ch ID cˇı´sel, resp. seznam genera´toru˚, kde
kazˇdy´ zvla´sˇt’ poskytuje jednoznacˇna´ ID, ne vsˇak mezi sebou. Tento genera´tor ve velke´
mı´rˇe vyuzˇı´va´ editor, naprˇ. pro jednoznacˇne´ odlisˇenı´ operacı´. Avsˇak v neˇktery´ch prˇı´padech
se hodı´ i v operacı´ch a pro to byl zarˇazen do API.
15PropertyChangeLisntener a PropertyChangeSupport.
16S cˇernobı´ly´m obra´zkem je mozˇne´ pracovat jako s barevny´m, atp.
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Ve trˇetı´m balı´ku exceptions je definice vy´jimky zachycujı´cı´ prˇı´pad, kdy je pokus
spojit dohromady nekompatibilnı´ datove´ typy. Vy´jimka je zde pouze z toho du˚vodu, zˇe
je pouzˇita v DepensType. Jinak ji vyuzˇı´va´ pouze editor a pro pouzˇitı´ v operaci by byla
vhodna´ pouze v prˇı´padeˇ, pokud by uzˇivatel potrˇeboval rˇesˇit vytva´rˇenı´ instancı´, za´visly´ch
parametru˚, sa´m.
Poslednı´ balı´k structures obsahuje strukturu slouzˇı´cı´ k uchova´nı´ lokalizacˇnı´ch
zpra´v. Ta je vhodna´ zejme´na v prˇı´padech, kdy je trˇeba seznam lokalizacˇnı´ch zpra´v ak-
tualizovat, cozˇ neumozˇnˇuje klasicky´ ResourceBundle definovany´ v jave. Mozˇnost ak-
tualizovat seznam lokalizacˇnı´ch zpra´v je vhodna´ zejme´na v prˇı´padech, kdy lokalizacˇnı´
zpra´vy pocha´zı´ z vı´ce lokalizacˇnı´ch souboru˚. Naprˇı´klad lokalizacˇnı´ soubor neˇjake´ speci-
fikovane´ trˇı´dy, obsahuje pouze zpra´vy pro noveˇ prˇidane´ vlastnosti a zbyle´ zpra´vy nacˇte
z lokalizacˇnı´ho souboru rodicˇovske´ trˇı´dy.
4.3 Definice algoritmu˚ – graf
Despr umozˇnˇuje vytva´rˇet (sestavovat) nove´ algoritmy za pouzˇitı´ jednodusˇsˇı´ch operacı´
tı´m, zˇe se vybrane´ operace nata´hnou na pracovnı´ plochu a definuje se, pomocı´ oriento-
vany´ch hran, komunikace mezi nimi. Na tuto strukturu je mozˇne´ pohlı´zˇet, jako na formu
orientovane´ho grafu. Pro popis v textu pra´ce i v ra´mci aplikace se tak pouzˇı´vajı´, bez
dalsˇı´ho zava´deˇnı´ a vysveˇtlova´nı´, termı´ny z teorie grafu˚.
Ona pracovnı´ plocha nebo te´zˇ pla´tno grafu je vlastneˇ vizua´lnı´ reprezentace algoritmu,
cozˇ je pouze jedna z cˇa´stı´. Cely´ koncept respektuje architekturu MVC. Je tak zvla´sˇt’defi-
nova´n model grafu, ktery´ postihuje jeho strukturu. Da´le je oddeˇleno ovla´da´nı´ (controller)
starajı´cı´ se o vyhodnocenı´ grafu, cˇı´mzˇ je mysˇleno spusˇteˇnı´ algoritmu. Na konec jizˇ zmi-
nˇovane´ pla´tno grafu, ktere´ poskytuje graficky´ na´hled a mozˇnost jednoduche´ modifikace.
4.3.1 Model
V te´to kapitole je vysveˇtleno, jak je namodelovany´ algoritmus (graf) reprezentova´n na
pozadı´ aplikace, tedy to ktere´ trˇı´dy tvorˇı´ tzv.model grafu a jake´ jsou vazbymezi nimi. Na
obra´zku 22 je trˇı´dnı´ diagram popisujı´cı´ pra´veˇ tyto vazby. V diagramu jsou videˇt pouze
jme´na trˇı´d a rozhranı´ a to hlavnı´, jake´ jsou vazby mezi nimi. Detaily o tom, co je v nich
obsazˇeno, je mozˇne´ vycˇı´st v javadoc dokumentaci, ktera´ je soucˇa´stı´ prˇı´loh.
Velka´ cˇa´st toho co tvorˇı´ model grafu se nacha´zı´ v balı´ku model. Ten na nejvysˇsˇı´
u´rovni reprezentuje rozhranı´ IGraph, ktere´ definuje metody pro pra´ci s operacemi a
hranami. Jeho implementaci prˇedstavuje trˇı´da DefaultGraph. Ta v sobeˇ uchova´va´ dva
seznamy operacı´, v prvnı´m se nacha´zı´ vsˇechny pouzˇite´ operace IOperationModel a v
druhe´m jsou zvla´sˇt’ulozˇeny vsˇechny korˇenove´ operace IRootOperationModel pro snazsˇı´
pra´ci s nimi. Nakonec trˇı´da obsahuje seznam vsˇech definovany´ch hran IEdge. Mimo
balı´k si je mozˇne´ povsˇimnout dvou rozhranı´ vyznacˇeny´ch zelenou barvou. Jedna´ se o
rozhranı´, ktera´ jsou obsazˇena v API a prˇedstavujı´ uzˇivatelske´ operace. Zde je videˇt jak
tyto uzˇivatelske´ operace zapadajı´ do cele´ho konceptu.
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V leve´ polovineˇ balı´ku se nacha´zı´ trˇı´dy a rozhranı´ vztahujı´cı´ se k parametru˚m operacı´.
Du˚lezˇite´ je, zˇe se deˇlı´ na vstupnı´ (IInputParameter) a vy´stupnı´ (IOutputParameter)
parametry. Blı´zˇe o nich, ale azˇ samostatne´ kapitole zaby´vajı´cı´ se parametry operacı´.
model
<<Interface>>
java.beans.PropertyChangeListener
java.beans.PropertyDescriptor
<<Interface>>
IGraph
DefaultGraph
<<Interface>>
IOperationModel
<<Interface>>
IRootOperationModel
#op : IOperation
OperationModel RootOperationModel
<<Interface>>
java.util.concurent.Callable
<<Interface>>
java.lang.Comparable
<<Interface>>
IParameter
<<Interface>>
IEdge
DefaultEdge
<<Interface>>
IInputParameter
<<Interface>>
IOutputParameter
<<Interface>>
OutputParameterChangeListener
<<Interface>>
InputParameterDataTypeChangeListener
AbstractParameter
InputParameter OutputParameter
collections
<<Interface>>
IParameters
Prameters
<<Interface>>
java.lang.Iterable
<<Interface>>
IOperation
<<Interface>>
IRootOperation
T : IParameter
T : IParameter
CopyableObjects
<<use>>
1
1
0..*
1
1
0..*
1
0..*
1
2
1
0..*
1
1
Obra´zek 22: Struktura modelu.
4.3.2 Vyhodnocenı´ grafu – controller
O zpracova´nı´ grafu se stara´ trˇı´da GraphController, kterou je mozˇne´ najı´t v balı´ku
controller, diagramnaobra´zku23. Pro trˇı´du jedefinova´no i rozhranı´ (IGraphController)
pomocı´ neˇjzˇ je naprˇı´kladmozˇne´, relativneˇ snadno, zmeˇnit zpu˚sob jaky´m je graf vyhodno-
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cen.17Vbalı´ku senacha´zı´ jesˇteˇ dalsˇı´ dveˇ rozhranı´,ExecutableaProgressChangeListener.
Prvnı´ prˇedstavuje komponenty, ktere´ je mozˇne´ spustit a sledovat to, jak daleko se vy´pocˇet
nacha´zı´. Druhe´ rozhranı´ pak implementuje objekt, starajı´cı´ se o zobrazenı´ stavu vy´pocˇtu.
Aplikace tohoto mechanismu samozrˇejmeˇ vyuzˇı´va´ a poskytuje informace o stavu zpra-
cova´nı´, nejen grafu, ve stavove´ lisˇteˇ (obr. 18 – stavovy´ panel). V te´to lisˇteˇ se vpravo prˇi
spusˇteˇnı´ zpracova´nı´ objevı´ progressbar. Rozhranı´ Executable se take´ vyuzˇı´va´ v akcı´ch
pro spusˇteˇnı´ operace a nacˇtenı´ grafu ze souboru, kdy progressbar informuje o tom, zˇe se
neˇco deˇje.
controller
+execute()
+getLengthOfExecute() : int
+addProgressChangeListener(l : ProgressChangeListener)
+removeProgressChangeListener(l : ProgressChangeListener)
<<Interface>>
Executable
+progressChange(prog : int, time : long)
<<Interface>>
ProgressChnageListener
+verifyGraph()
+stopExecutiong()
<<Interface>>
IGraphController
GraphController
0..*
1
Obra´zek 23: Ovla´danı´ grafu – struktura trˇı´d.
Aby bylo mozˇne´ graf vyhodnotit, je trˇeba aby splnˇoval urcˇite´ na´lezˇitosti. Teˇmi jsou:
1. Graf nesmı´ obsahovat cykly,
2. vsˇechny vstupnı´ porty musı´ by´t vyuzˇite´ (musı´ do nich ve´st hrana),
3. vsˇechny vnitrˇnı´ parametry musı´ mı´t nastaveny´ korektnı´ hodnotu,
4. musı´ existovat, alesponˇ jedna pocˇa´tecˇnı´ operace (operace bez vstupnı´ch portu˚),
Graf by meˇl by´t acyklicky´ hned z neˇkolika du˚vodu˚. Tı´m prvnı´m, cˇisteˇ prakticky´m, je
snadne´ rozdeˇlenı´ operacı´ do skupin, ktere´ je mozˇne´ prova´deˇt paralelneˇ. Druhy´m je,
zˇe to vylucˇuje uva´znutı´ (dead-lock) aplikace, pokud tedy nedojde k uva´znutı´ v ra´mci
neˇktere´ z operacı´. To by mohlo nastat pouze v prˇı´padeˇ, kdy by se vy´pocˇet v ra´mci
operace take´ prova´deˇl paralelneˇ. Poslednı´m je, zˇe beˇhem vy´voje a pouzˇı´va´nı´ aplikace
nebylo narazˇeno na jediny´ prˇı´pad, kdy by se hodilo cykly zave´st. Navı´c na´stroj dokonce
17Takova´to zmeˇna se ovsˇem neobejde bez znovu zkompilova´nı´ aplikace. Podpora prˇida´va´nı´ novy´ch grafu˚,
jako je tomu u operacı´ v na´stroji nenı´.
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neumozˇnˇuje ani veˇtvenı´, tj. podmı´nky. Je cˇisteˇ navrzˇenpro snadne´ definova´nı´ komunikace
mezi jednotlivy´mi operacemi, ne na rˇı´zenı´ beˇhu algoritmu.
Vstupnı´ porty operacı´ musı´ by´t vyuzˇity, protozˇe pokud by tomu tak nebylo, operaci
by chybeˇla prˇed spusˇteˇnı´m potrˇebna´ data. Ze stejne´ho du˚vodu musı´ by´t take´ nastaveny
vsˇechny vnitrˇnı´ parametry18 operaci. Jelikozˇ vstupnı´ parametry se deˇlı´ na vnitrˇnı´ (sta-
ticke´, nastavene´ uzˇivatelem) a vneˇjsˇı´ (vstupnı´ porty, do ktery´ch posı´lajı´ data jine´ operace)
je pak jasne´, zˇe operace potrˇebuje zna´t prˇed spusˇteˇnı´m vsˇechny vstupnı´ hodnoty. Druha´
a trˇetı´ podmı´nka tak vı´ceme´neˇ vyjadrˇujı´ to stejne´, kazˇda´ ovsˇem z trochu jine´ho pohledu.
Poslednı´ podmı´nka zdu˚raznˇuje to, zˇe namodelovany´ postup musı´ neˇkde zacˇı´nat, tzn.
musı´ existovat alesponˇ jedna operace bez vstupnı´ch portu˚. Jedna´ se o tzv. operace na
nulte´ u´rovni. Na´sledujı´cı´ trˇi obra´zky (obr. 24 azˇ 26) ukazujı´ prˇı´klady korektnı´ch grafu˚.
Obra´zek 24: Jeden vstup,
jeden vy´stup.
Obra´zek 25: Dva vstupy. Obra´zek 26: Dva „separa´tnı´“ grafy.
Prvnı´ prˇı´klad (obr. 24) zna´zornˇuje takovou tu standardnı´ situaci, kdy jedna pocˇa´tecˇnı´
operace poskytne data ke zpracova´nı´, na´sledneˇ probı´ha´ samotny´ vy´pocˇet, ktery´ se mu˚zˇe
rozveˇtvit na vı´ce kroku˚ a na konec se jednotlive´ vy´sledky seskupı´ dohromady a ulozˇı´ cˇi
jinak prezentujı´ uzˇivateli. Druha´ situace (obr. 25) ukazuje prˇı´pad, kdy je na vstupu vı´ce
dat. To se hodı´ v situacı´ch, jsou-li naprˇ. jizˇ neˇjaka´ data prˇipravena prˇedem. Algoritmus tak
prˇedstavuje, pokracˇova´nı´ neˇktere´ho z prˇedchozı´ch vy´pocˇtu˚. Nebo jina´ situace mu˚zˇe by´t,
kdy jedna z korˇenovy´ch operacı´ tvorˇı´ genera´tor dat (naprˇ. genera´tor jednoznacˇny´ch ID).
Z trˇetı´ho prˇı´padu (obr. 26) je videˇt, zˇe pokudma´ graf vı´ce korˇenovy´ch operacı´, nemusı´ by´t
nutneˇ souvisly´. Takovy´ch situacı´ ovsˇem rea´lneˇ moc nenasta´va´, mohou sice vzniknout a
pravidla to nezakazujı´, avsˇak i takovy´to graf s dveˇmakomponentami ve skutecˇnosti u´plneˇ
nesouvisly´ nenı´. Operace na nulte´ u´rovnı´ se totizˇ nevyhodnocujı´ zcela neza´visle. Vy´pocˇet
je mozˇne´ spustit pokud vsˇechny pocˇa´tecˇnı´ operace poskytnou data ke zpracova´nı´, stacˇı´
aby to jedna z nich neudeˇlala a vy´pocˇet koncˇı´. Tuto skrytou vazbu v obra´zcı´ch zna´zornˇuje
prˇerusˇovana´ linka mezi pocˇa´tecˇnı´mi operacemi. Vzhledem k tomu, zˇe mohou existovat
i korˇenove´ operace, ktere´ nikdy neskoncˇı´ (ony zminˇovane´ genera´tory), pak minima´lneˇ
jedna z teˇchto operacı´ musı´ obsahovat konecˇny´ pocˇet dat ke zpracova´nı´. Cˇı´mzˇ je zajisˇteˇna
18Ty ovsˇem nenı´ mozˇne´ zkontrolovat prˇed spusˇteˇnı´m grafu. O jejich validaci se stara´ uzˇivatelsky´ ko´d a
za´lezˇı´ na neˇm zda si data na vstupu validuje cˇi nikoli.
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konecˇnost vy´pocˇtu, prosteˇ v urcˇitou chvı´li jedne´ z korˇenovy´ch operacı´ dojdou data a
vy´pocˇet nemu˚zˇe da´le pokracˇovat.
Nynı´ jizˇ k tomu, jak probı´ha´ samotne´ vyhodnocenı´ grafu, resp. spusˇteˇnı´ namodelova-
ne´ho algoritmu, a ktere´ cˇa´sti se prova´deˇjı´ paralelneˇ. Na na´sledujı´cı´m obra´zku (obr. 27) je
prˇı´klad, jak by mohl takovy´ namodelovany´ postup vypadat. Prˇed spusˇteˇnı´m je trˇeba, aby
kazˇda´ s operacı´ „veˇdeˇla“ na jake´ u´rovnı´ (levelu) se nacha´zı´. Zarˇazenı´ operacı´ do jednotli-
vy´ch u´rovnı´ se deˇje jizˇ, prˇi vytva´rˇenı´ grafu. Vsˇechny korˇenove´ operace a norma´lnı´ operace
bez vstupnı´ch portu˚ se nacha´zı´ na u´rovnı´ nula (L. 0). Na´sledneˇ po kazˇde´m prˇidanı´ hrany,
dana´ operace zkontroluje zda ma´ obsazeny vsˇechny vstupnı´ porty. Je-li tomu tak, vybere
na za´kladeˇ vsˇech prˇedchozı´ch operacı´, ktere´ jsou na nı´ napojeny, tu s nejvysˇsˇı´m cˇı´slem
u´rovneˇ, prˇicˇte jednicˇku a zapamatuje si ji. Pokud jaky´koliv vy´stup z dane´ operace byl
jizˇ prˇipojen na jinou operaci, zmeˇna u´rovneˇ se propaguje da´le tak, aby vsˇechny operace
meˇly sta´le aktua´lnı´ informaci o tom kde se nacha´zı´. Prˇed spusˇteˇnı´m je tak zajisˇteˇno, zˇe
vsˇechny operace jsou zarˇazeny do spra´vny´ch u´rovnı´.
L. 0
L. 1
L. 2
L. 3
L. 4
t
Obra´zek 27: Pru˚beˇh zpracova´nı´, rozrazˇenı´ do jednotlivy´ch u´rovnı´.
Jak je z obra´zku 27 videˇt rozrˇazenı´ do jednotlivy´ch u´rovnı´ vytvorˇı´ seznamneza´visly´ch
operacı´, ktere´ je mozˇno v jednom kroku spustit paralelneˇ. Vyhodnocenı´ pak probı´ha´ tak,
jak naznacˇuje cˇasova´ osa. Seznam se projde od shora dolu˚ a vsˇechny operace nacha´zejı´cı´
se na dane´ u´rovni se spustı´ najednou a cˇeka´ se dokud nejsou vsˇechny dokoncˇeny. Doba
vy´pocˇtu jedne´ u´rovneˇ je tak urcˇena nejpomalejsˇı´ operacı´. Tı´mto zpu˚sobem je zajisˇteˇno,
zˇe jsou vzˇdy spousˇteˇny pouze operace, ktere´ majı´ vsˇechna vstupnı´ data a nejsou na sobeˇ
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nikterak za´visle´. To a nemozˇnost vytva´rˇenı´ smycˇek zarucˇuje, zˇe beˇhem pru˚beˇhu zpra-
cova´nı´ nemu˚zˇe dojı´t k uva´znutı´. Na´sledujı´cı´ algoritmus (alg. 1) prˇedstavuje pseudoko´d,
ktery´ detailneˇji a hlavneˇ prˇesneˇji popisuje onen pru˚beˇh zpracova´nı´.
Algoritmus 1 Pru˚beˇh zpracova´nı´ grafu.
1: procedure EXECUTE(operations, root operations, edges)
2: if VEFIFY GRAPH(operations, root operations, edges) is OK then
3: for all root operations do
4: root op.iterator ← 0 ◃ Resetuje itera´tor korˇenove´ operaci.
5: end for
6: for all operations do ◃ Seskupenı´ operacı´ podle hodnoty: level.
7: levels[op.level][count[op.level]]← op
8: count[op.level]← count[op.level] + 1
9: end for
10: repeat
11: for i← 0, count levels do
12: INVOKE ALL(levels[i]) ◃ Paralelneˇ spustı´ vsˇechny operace na dane´ u´rovni.
13: end for
14: until some root op doesn’t have next data ◃ Koncˇı´ pokud jaka´koli korˇenova´ operace nema´
dalsˇı´ data.
15: end if
16: end procedure
Jako u´plneˇ prvnı´ krok se provede kontrola grafu, zda splnˇuje vsˇechny na´lezˇitosti. O to
se stara´ funkce VERIFY GRAPH, jejı´zˇ pseudoko´d je mozˇne´ videˇt v dalsˇı´m vy´pisu (alg. 2).
Pokud je graf v porˇa´dku nastavı´ se itera´tory vsˇem korˇenovy´m operacı´m na pocˇa´tecˇnı´
hodnotu. V druhe´m kroku se rozrˇadı´ operace do skupin podle hodnoty u´rovneˇ, na ktere´
se nacha´zı´. Nynı´ je jizˇ vsˇe prˇipraveno pro samotne´ spusˇteˇnı´ namodelovane´ho algoritmu.
V cyklu se projdou vsˇechny u´rovneˇ, kde operace na stejne´ u´rovneˇ se prova´dı´ para-
lelneˇ. O paralelnı´ spusˇteˇnı´ operacı´ se stara´ metoda INVOKE ALL, ktera´ je soucˇa´stı´ objekty
typu java.util.concurrent.ExecutorService19. Proces zpracova´nı´ se opakuje v
cyklu, typu do-while, do te´ doby dokud majı´ vsˇechny korˇenove´ operace k dispozici
data. Kontrola korˇenovy´ch operacı´ je azˇ na konci cyklu z toho du˚vodu, zˇe seznam teˇchto
operacı´ mu˚zˇe by´t i pra´zdny´. Avsˇak na nulte´ u´rovnı´ muzˇe by´t jedna cˇi vı´ce norma´lnı´ch
operacı´, na jejichzˇ za´kladeˇ se jedna´ o korektnı´ graf, ktery´ je mozˇne´ spustit.
Co vsˇechno musı´ graf splnˇovat, aby bylo mozˇne´ zaha´jit jeho zpracova´nı´ je videˇt v
druhe´m pseudoko´du (alg. 2). Jako prvnı´ se zjistı´ zda existuje alesponˇ jedna korˇenova´
operace s konecˇny´m pocˇtem dat ke zpracova´nı´ (rˇa´dek 4.). Kazˇda´ takova´ operace si pama-
tuje pocˇet dat, ktere´ ma´ poskytnout. Pokud se jedna´ o genera´tor, ktery´ mu˚zˇe poskytovat
potencia´lneˇ nekonecˇne´ mnozˇstvı´ dat, pak ma´ operace nastavenou hodnotu na: −1. Nynı´
je provedena kontrola (rˇa´dek. 9) zda graf obsahuje neˇjake´ korˇenove´ operace a pokud ano,
musı´ alesponˇ jedna z nich obsahovat konecˇny´ pocˇet dat. Je-li to v porˇa´dku pak se da´le
19Jakokonkre´tnı´ implementace jepouzˇita trˇı´da:java.util.concurrent.ScheduledThreadPoolExecutor.
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Algoritmus 2 Kontrola grafu prˇed spusˇteˇnı´m.
1: function VERIFY GRAPH(operations, root operations, edges)
2: exists final root op← false
3: for all root operations do
4: if root op.count items > −1 then
5: exists final root op← true
6: break
7: end if
8: end for
9: if exists final root op = false ∧ root operations isn’t emty then
10: return false ◃ Pokud existujı´ neˇjake´ korˇenove´ operace a ani jedna z nich nema´ konecˇny´ pocˇet prvku˚
ke zpracova´nı´.
11: end if
12: exists zero level op← false
13: for all operations do
14: if op isn’t root operation ∧ op.level = 0 then
15: exists zero level op← true
16: end if
17: for all op.input parameters do ◃ Kontrola zda jsou vyuzˇity vsˇechny vstupnı´ porty.
18: if parameter.type = OUTER ∧ parameter isn’t used then
19: return false
20: end if
21: end for
22: end for
23: if root operations is emty ∧ exists zero level op = false then
24: return false ◃ Pokud neexistuje zˇa´dna´ korˇenova´ operace a za´rovenˇ neexistuje zˇa´dna´ jina´ operace na
nulte´ u´rovnı´.
25: end if
26: for all edges do ◃ Oveˇrˇenı´ zda se v grafu nenacha´zı´ nekorektnı´ hana.
27: if edge.incorrect = true then
28: return false
29: end if
30: end for
31: return true
32: end function
zjistı´ zda se na nulte´ u´rovni nacha´zı´ i neˇjake´ norma´lnı´ operace. Pokud ano je mozˇne´ graf
prohla´sit za korektnı´ i kdyby neexistovala zˇa´dna´ korˇenova´ operace (rˇa´dek 23). V ra´mci
procha´zenı´ seznamu operacı´ se take´ kontroluje jsou-li vsˇechny vstupnı´ porty operacı´ vy-
uzˇity, tzn. vede do nich hrana (rˇa´dky 17 – 21). Jako poslednı´ se oveˇrˇı´ zda vsˇechny hrany v
grafu jsou korektnı´20 (rˇa´dky 26 – 30). Dojde-li kontrola azˇ na konec, je mozˇne´ graf spustit.
20Nekorektnı´ hrany mohou vzniknout mezi nekompatibilnı´ typy.
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4.3.3 Pohled
Interakci s uzˇivatelem zajisˇt’uje pracovnı´ plocha nebo te´zˇ pla´tno grafu. V ko´du jej repre-
zentuje trˇı´da GraphCanvas, ktera´ se nacha´zı´ v balı´ku view. Jedna´ se vlastneˇ pouze o
graficky´ kontejner,21 ktery´ spravuje vizua´lnı´ komponenty reprezentujı´cı´ operace a hrany.
Podporuje takovou tu za´kladnı´ funkcionalitu, kterou by uzˇivatel cˇekal od podobne´ho
programu. S prvky lze na pla´tneˇ hy´bat, mazat je, prˇida´vat, atp.
Pla´tno uchova´va´ jednotlive´ graficke´ komponenty ve trˇech ru˚zny´ch vrstva´ch. Na nej-
nizˇsˇı´ vrstveˇ se nacha´zı´ hrany.Nadnimi jsou za´chytne´ body hran, pomocı´ ktery´ch jemozˇne´
meˇnit vzhled hrany. Na nejvysˇsˇı´ vrstveˇ, te´ nejblı´zˇe k uzˇivateli, jsou samotne´ operace. Na´-
sledujı´cı´ obra´zek (obr. 28) ukazuje vizua´lnı´ reprezentaci jednoho z prˇı´kladu˚22, kde jsou
videˇt vsˇechny zminˇovane´ komponenty, ktere´ pla´tno spravuje. Pla´tno je pro na´zornost
vysˇrafova´no a ohranicˇeno. Rea´lneˇ se vsˇak jedna´ pouze o bı´lou plochu.
Obra´zek 28: Uka´zka grafu, porovna´nı´ dvou obra´zku˚.
V te´to kapitole je jesˇteˇ podrobneˇji popsa´na´ struktura trˇı´d, ktere´ implementujı´ pohle-
dovou cˇa´st grafu. Trˇı´dnı´ diagram je zna´zorneˇn na obra´zku 29. Jsou v neˇm vyobrazeny
pouze nezbytne´ trˇı´dy a rozhranı´, vztahujı´cı´ se bezprostrˇedneˇ ke grafu tak, aby byla za-
chova´na srozumitelnost a cˇitelnost diagramu. Modrˇe vyznacˇene´ rozhranı´ pocha´zı´ z API.
21Podobneˇ jako JPanel.
22Prˇedstavuje algoritmus, ktery´ porovna´va´ dva obra´zky tak, zˇe je od sebe odecˇte a vy´sledek zase ulozˇı´.
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Balı´k ovsˇem ve skutecˇnosti obsahuje daleko veˇtsˇı´ mnozˇstvı´ trˇı´d a rozhranı´, mj. take´ im-
plementace dalsˇı´ch graficky´ch komponent pouzˇity´ch v aplikaci, jako jsou naprˇ. strom s
operacemi nebo tabulka pro pra´ci s vlastnostmi operacı´.23 V diagramu take´ nejsou za-
hrnuty implementace spolecˇny´ch funkcı´, jako naprˇ. MovableHandler, ktery´ umozˇnˇuje
pohybovat s komponentami typu Movable.
view
-model : IGraph
GraphCanvas
AbstractPortsPanel
-model : IEdge
Edge
EdgeUtils
InputPortsPanel
<<Interface>>
Movable
-model : IOperationModel
Operation
OutputPortsPanel
PointView
-model : T
Port
<<Interface>>
PortViewListener
<<Interface>>
Selectable
SelectableObjects
javax.swing.JPanel
<<Interface>>
MessageListener
javax.swing.JComponent
<<Interface>>
java.beans.PropertyChangeListener
java.beans.ExceptionListener
portvisualization
+pviChanged()
<<Interface>>
PVIChangeListener
T : IParameter
+getPVI(type : Class) : PortVisualInformation
Types
<<use>>
0..*
1
1
1
1
1
0..*
1
0..*
1
0..*
1
0..*
1 0..*1
1
1
<<use>>
Obra´zek 29: Pohled – struktura trˇı´d.
Trˇı´dy Operation a Edge tvorˇı´ komponenty grafu a jak je v nich naznacˇeno prˇı´mo
komunikujı´ se svy´mi proteˇjsˇky v modelu. Pla´tno (GraphCanvas) si navı´c uchova´va´
odkazy na za´chytne´ body hran (komponenty typu PointView). Jeden z nich je videˇt na
23Tyto komponenty nebudou ani da´le v textu podrobneˇ rozebı´ra´ny. Na jejich implementaci nenı´ vcelku nic
azˇ tak zajı´mave´ho. Vı´ce cˇi me´neˇ podrobne´ popisy ke vsˇem trˇı´da´m je mozˇne´ nale´zt v javadoc dokumentaci
nebo prˇı´mo v komenta´rˇı´ch ve zdrojovy´ch ko´dech.
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obra´zku 28, cˇerny´ cˇtverecˇek se zeleny´m ora´mova´nı´m. Za´chytne´ body se zobrazujı´ pouze,
je-li hrana vybra´na.
Da´le jsou definova´na dveˇ du˚lezˇita´ rozhranı´, Selectable a Moveable. Prvnı´ ozna-
cˇuje komponenty, ktere´ je mozˇne´ vybrat. Ty spravuje objekt typu SelectedObjects,
ktery´ rozesı´la´ informace o zmeˇneˇ vybrany´ch komponent registrovany´m posluchacˇu˚m24.
Takovy´m posluchacˇem je naprˇ. tabulka vlastnostı´, ktera´ poskytuje vstupnı´ parametry
pra´veˇ vybrane´ operace. Druhe´ rozhranı´ tvorˇı´ objekty, s ktery´mi je mozˇne´ po pla´tneˇ po-
hybovat. Jsou jimi operace a za´chytne´ body hran. Je tak videˇt, zˇe s hranou jako takovou
hy´bat nelze. Meˇnit jejı´ polohu je mozˇne´ pouze bud’zmeˇnou pozice operace nebo za´chyt-
ne´ho bodu. Tı´m je zarucˇeno, zˇe se hrana bude vzˇdy nacha´zet mezi dveˇma porty a nemu˚zˇe
tak „viset“ neˇkde uprostrˇed pla´tna. Zbyle´ trˇı´dy vyznacˇene´ v diagramu budou podrobneˇji
popsa´ny v na´sledujı´cı´ch kapitola´ch, ktere´ rozebı´rajı´ jednotlive´ komponenty grafu.
4.4 Operace
Operace tvorˇı´ za´kladnı´ stavebnı´ kameny namodelovany´ch algoritmu˚. Jedna´ se o uzˇiva-
telsky definovane´ funkce, ktere´ mohou by´t uvnitrˇ ru˚zneˇ slozˇite´. Na jednotlive´ operace se
pohlı´zˇı´ jako na atomicke´ bloky a je k nim take´ tak prˇistupova´no. Je-li operace naprogra-
mova´na paralelneˇ, jejı´ beˇh je povazˇova´n za ukoncˇeny´ po dokoncˇenı´ metody execute.
Zodpoveˇdnost za korektnı´ ukoncˇenı´ spusˇteˇny´ch procesu˚ cˇi vla´ken je na autorovi operace.
S operacı´ se v ra´mci aplikace pracuje za pomocı´ neˇkolika komponent. Jedna´ se o
trˇı´ vrstvou architekturu, kde vespod se nacha´zı´ vlastnı´ ko´d uzˇivatelske´ operace, nahorˇe
komponenta prˇedstavujı´cı´ jejı´ grafickou reprezentaci v pohledu a mezi nimi cˇa´st, ktera´
zprostrˇedkova´va´ komunikaci mezi pohledem a uzˇivatelskou operacı´. Architekturu a ko-
munikaci mezi jednotlivy´mi vrstvami je videˇt na obra´zku 30. Plna´ sˇipka znacˇı´ prˇı´my´
prˇı´stup. Prˇerusˇovana´ sˇı´pka oznacˇuje komunikaci rˇesˇenou podle na´vrhove´ho vzoru pozo-
rovatel (observer).
(IOperation)
Uživatelská operace
(IOperationModel)
Mezivrstva
(Operation)
Pohled
Obra´zek 30: Jednotlive´ vrstvy operace.
24Objekty typu SelectObjectsChangeListener. Rozhranı´ v obra´zku nenı´ vyznacˇeno.
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4.4.1 Uzˇivatelska´ operace
Prˇedstavuje ko´d, ktery´ musı´ uzˇivatel napsat, pokud chce rozsˇı´rˇit na´stroj o novou operaci.
Jak jizˇ bylo v u´vodu rˇecˇeno za´kladnı´m heslem, ktere´ se celou aplikacı´ ta´hne jako cˇervena´
nit’ je jednoduchost. Vy´voja´rˇ, ktery´ chce prˇidat novou operaci do aplikace by tak nemeˇl
vynalozˇit veˇtsˇı´ u´silı´, nezˇ je nezbytneˇ nutne´, pro jejı´ naprogramova´nı´. Z toho vyply´va´, zˇe
ko´d se musı´ co nejvı´ce podobat ko´du, ktery´ by musel by´t tak jako tak napsa´n.
Kdyzˇ je polozˇena´ ota´zka: Cˇı´m je kazˇda´ operace (funkce) definova´na? Odpoveˇd’ je, zˇe
operaci tvorˇı´ vstupnı´, vy´stupnı´ parametry a vy´kona´ metoda, ktera´ na za´kladeˇ vstupnı´ch
parametru˚ vypocˇte hodnoty teˇch vy´stupnı´ch. Vı´ce nenı´ trˇeba a po prˇı´padne´m vy´voja´rˇi
take´ nenı´ omoc vı´ce vyzˇadova´no.Uka´zku jednoduche´ operace jemozˇne´ videˇt ve vy´pisu 1.
Uka´zkova´ operace slouzˇı´ jako genera´tor jedne´ na´hodne´ celocˇı´selne´ hodnoty.
public class RandomValue implements IOperation {
private Random rnd;
public RandomValue() {
rnd = new Random();
modulo = 10;
}
@AInputParameter(EInputParameterType.INNER)
private Integer modulo;
@AOutputParameter
private Integer rndValue;
public void execute() throws Exception {
rndValue = rnd.nextInt () % modulo;
}
public String getLocalizeMessage(String key) {
return null ;
}
public Integer getModulo() {return modulo;}
public void setModulo(Integer modulo) {this.modulo = modulo;}
public Integer getRndValue() {return rndValue;}
public void setRndValue(Integer rndValue) {this.rndValue = rndValue;}
}
Vy´pis 1: Uka´zka zdrojove´ho ko´du uzˇivatelske´ operace; genera´tor na´hodne´ho cˇı´sla.
Ko´d operacı´ se nechal inspirovat Java Bean konvencı´ a na prvnı´ pohled jı´ i dost
prˇipomı´na´. Operace musı´ obsahovat bezparametricky´ konstruktor, ktery´ je mozˇne´ pouzˇı´t
pro nastavenı´ vy´chozı´ch hodnot promeˇnny´ch. Ovsˇem hlavnı´ du˚vod je ten, zˇe operace
jsou v aplikaci iniciova´ny podle jejich jme´na a je trˇeba, aby bylo mozˇne´ vytvorˇit novou
instanci, konkre´tnı´ operace, bez jaky´koliv dalsˇı´ch informacı´. Da´le je nutne´ pro vsˇechny
vstupnı´ a vy´stupnı´ parametry implementovat prˇı´stupove´ metody – get (is) a set.
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V rozhranı´ (IOperation), ktere´ definuje uzˇivatelske´ operace se nacha´zı´ dveˇ me-
tody. Metoda execute prˇedstavuje onu vy´konou metodu, prova´deˇjı´cı´ samotny´ vy´pocˇet.
Druha´ metoda getLocalizeMessage se v operacı´ch nacha´zı´ jelikozˇ je cela´ aplikace
lokalizova´na. A je vhodne´, aby pro jme´na parametru˚ a operacı´ existovaly tzv. „cˇitelne´
na´zvy“. Tı´m jsou mysˇleny takove´ na´zvy, aby v aplikaci naprˇ. parametr rndValue byl pre-
zentova´n jako Na´hodna´ hodnota a ne naopak. Ovsˇem pokud se vy´voja´rˇ nechce zaby´vat
lokalizacı´ nenı´ to nutneˇ vyzˇadova´no. Vra´tı´-li metoda hodnotu null, tak jako je tomu v
uka´zkove´m prˇı´kladu, bude v aplikaci pro jme´na parametru˚ pouzˇito jejich pojmenova´nı´
v ko´du. Meˇlo by tak by´t minima´lneˇ dodrzˇeno jake´si „slusˇne´“ pojmenova´nı´ promeˇnny´ch
tak, aby se uzˇivateli nezobrazil naprˇ. na´zev parametru prom1, z ktere´ho nenı´ mozˇne´ urcˇit
o co se jedna´.
Pro rozlisˇenı´ vstupnı´ch a vy´stupnı´ch parametru˚ slouzˇı´ anotace. Pro vstupnı´ parame-
try se pouzˇı´va´ anotace AInputParameter. U nı´ je trˇeba, navı´c jesˇteˇ rˇı´ci, zda se jedna´ o
vnitrˇnı´ (INNER) nebo vneˇjsˇı´ (OUTER) parametr. Vnitrˇnı´ parametry jsou konstanty, jejichzˇ
hodnoty se nastavı´ na zacˇa´tku vy´pocˇtu, prˇed spusˇteˇnı´m. Naopak vneˇjsˇı´ parametry prˇed-
stavujı´ vstupy, ktere´ jsou zası´la´ny vy´stupy jiny´ch operacı´ v pru˚beˇhu vy´pocˇtu. V pohledu
je prˇedstavuje hornı´ rˇada portu˚. Pro oznacˇenı´ vy´stupnı´ch parametru˚ slouzˇı´ druha´ ano-
tace, AOutputParameter. Na promeˇnne´ ktere´ nejsou oznacˇeny ani jednou z anotacı´ se
pohlı´zˇı´, jako na soukrome´ cˇi pomocne´ promeˇnne´ operace, jezˇ vyuzˇı´va´ pouze ona sama a
nejsou nikterak prˇı´stupne´ zvencˇı´. V prˇı´kladu je to promeˇnna´ rnd, z ktere´ jsou generova´ny
na´hodna´ cˇı´sla. Pro takove´to parametry nenı´ nutne´ definovat prˇı´stupove´ metody.
4.4.1.1 Korˇenove´ operace Vzhledem k tomu zˇe aplikace ma´ take´ slouzˇit pro hro-
madne´ zpracova´nı´ dat, byly definova´ny tzv. korˇenove´ operace. Ty jsou reprezentova´ny
rozhranı´m IRootOperation. To rozsˇirˇuje pu˚vodnı´ rozhranı´ IOperation o metody,
ktere´ umozˇnı´ zpracovat celou kolekci dat. Fungujı´ tak, zˇe pro jeden pru˚chod grafem vzˇdy
poskytnou jeden z prvku˚ kolekce ke zpracova´nı´. Jakmile je beˇh na konci zjistı´ se, prˇed
u´plny´m ukoncˇenı´m, zda kolekce korˇenove´ operace obsahujı´ dalsˇı´ prvky ke zpracova´nı´,
pokud ano beˇh se opakuje s novy´m prvkem. Lze si tak prˇedstavit, zˇe graf beˇzˇı´ v cyklu a
dokud vsˇechny korˇenove´ operace poskytujı´ dalsˇı´ data ke zpracovanı´, jsou na neˇ apliko-
va´ny jednotlive´ operace. Tı´mto zpu˚sobem se navrzˇeny´ algoritmus aplikuje na vsˇechny
prvky dane´ kolekce. Metody, ktere´ korˇenove´ operace definujı´ navı´c jsou:
• hasNext, zjistı´ zda existuje dalsˇı´ prvek ke zpracova´nı´.
• setNext, posune ukazatel na dalsˇı´ prvek v kolekci.
• resetIterator, posune ukazatel na prvnı´ prvek.
• getCount, zjistı´ kolik prvku˚ je trˇeba zpracovat (velikost kolekce). Pokud metoda
vra´tı´:−1, aplikace pohlı´zˇı´ na operaci jako na genera´tor, ktery´ je schopny´ poskytovat
nove´ a nove´ data do nekonecˇna.
• init, prˇipravı´ kolekci tak, aby mozˇne´ volat cˇtyrˇi prˇedchozı´ metody. Naprˇı´klad prˇi
zpracova´nı´ obrazu nacˇte cesty ke vsˇem souboru˚m, ktere´ se majı´ zpracovat a iniciuje
itera´tor.
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• wasInit, zjistı´ zda byla operace inicializova´na. Korˇenova´ operacemu˚zˇe by´t beˇhem
zˇivota konkre´tnı´ instance inicializova´na neˇkolikra´t. To je da´no tı´m, zˇe zmeˇna neˇkte-
ry´ch z jejich vstupnı´ch parametru˚ mu˚zˇe zaprˇı´cˇinit zmeˇnu kolekce a je tak trˇeba ji
znovu inicializovat.
public class RandomValues implements IRootOperation {
private Random rnd;
private boolean wasInit;
private int idx ;
public RandomValues() {
rnd = new Random();
wasInit = false;
modulo = size = 10; // default value
}
@AInputParameter(value=EInputParameterType.INNER, lock=true)
private Integer size;
@AInputParameter(value=EInputParameterType.INNER, lock=true)
private Integer modulo;
@AOutputParameter
private Integer rndValue;
public void execute() throws Exception {
if (! wasInit) init () ;
rndValue = rnd.nextInt () % modulo;
}
public String getLocalizeMessage(String key) {return null;}
public boolean hasNext() {return idx < size;}
public void setNext() {idx++;}
public void resetIterator () {idx = 0;}
public int getCount() {return size;}
public void init () {
resetIterator () ;
wasInit = true;
}
public boolean wasInit() {return wasInit;}
public Integer getModulo() {return modulo;}
public void setModulo(Integer modulo) {this.modulo = modulo; wasInit = false;}
public Integer getSize() {return size;}
public void setSize(Integer size) {this.size = size; wasInit = false;}
public Integer getRndValue() {return rndValue;}
public void setRndValue(Integer rndValue) {this.rndValue = rndValue;}
}
Vy´pis 2: Uka´zka zdrojove´ho ko´du korˇenove´ operace.
V druhe´m prˇı´kladu (vy´pis. 2) je videˇt ko´d jednoduche´ korˇenove´ operace. Opeˇt se
jedna´ o genera´tor na´hodny´ch cˇı´sel, ale v tomto prˇı´padeˇ generuje kolekci na´hodny´ch cˇı´sel,
nikoli jedno cˇı´slo. Namodelovany´ postup tak bude aplikova´n na vsˇechna vygenerovana´
cˇı´sla.
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Oproti prˇedchozı´mu prˇı´kladu (vy´pis. 1) prˇibyl vstupnı´ parametr size urcˇujı´cı´ veli-
kost kolekce. Navı´c v metoda´ch pro nastavenı´ vstupnı´ch parametru˚ ovlivnˇujı´cı´ velikost
kolekce a rozsah hodnot je rˇa´dek, ktery´ anuluje inicializaci (wasInit = false). To za-
prˇı´cˇinı´ znovu-inicializova´nı´ prˇi jejich zmeˇneˇ, cˇı´mzˇ je vzˇdy vygenerova´na takova´ kolekce,
ktera´ splnˇuje vstupnı´ podmı´nky. V tomto jednoduche´m prˇı´padeˇ je sice pouze vynulova´n
itera´tor, ale ve slozˇiteˇjsˇı´ch prˇı´padech, naprˇı´klad operace pro nacˇı´tanı´ souboru˚ je trˇeba prˇi
zmeˇneˇ adresa´rˇe znova nacˇı´st adresy souboru˚, zjistit kolik jich je a resetovat itera´tor.
Nakonec si je mozˇne´ povsˇimnout v anotaci vstupnı´ho parametru, zˇe je pouzˇit „novy´“
argument lock a je nastaven na true. Anotace ve skutecˇnosti obsahujı´ vı´ce parametru˚
ovlivnˇujı´cı´ pra´ci a zobrazenı´ parametru˚, ovsˇem majı´ sve´ vy´chozı´ hodnoty, ktere´ poveˇtsˇi-
nou dostacˇujı´. Jednotlive´ argumenty anotacı´ jsou detailneˇji popsa´ny v kapitole zaby´vajı´cı´
se parametry. Pouzˇite´ nastavenı´ znacˇı´ to, zˇe nelze prˇepı´nat typ vstupnı´ho parametru a
je tak zafixova´n jeho pocˇa´tecˇnı´ typ, tedy jedna´ se pouze o vnitrˇnı´ argument operace (⇒
nelze jej pouzˇı´t jako port). Takove´to chova´nı´ je u korˇenovy´ch operacı´ doporucˇeno. Sice
je mozˇne´ mı´t i tento typ operace neˇkde na nizˇsˇı´ u´rovni (tzn. ma´ vstupnı´ porty), ale pro
tento u´cˇel nebyl nalezen vhodny´ prˇı´klad. Pokud se da´le v praxi takove´ prˇı´pady objevı´, je
mozˇne´ pouzˇı´t korˇenove´ operace i tı´mto zpu˚sobem. Ovsˇem tak jako tak, jsou vsˇechny tyto
operace vyhodnocova´ny spolecˇneˇ. Tedy sta´le platı´, zˇe vsˇechny musı´ mı´t k dispozici data,
pro dalsˇı´ beˇh algoritmu.
4.4.2 Mezivrstva
Mezivrstva zaobaluje uzˇivatelske´ operace, obohacuje je o spolecˇnou funkcionalitu a za-
jisˇt’uje jednotny´ prˇı´stup k jejı´m parametru˚m. Je navrzˇena dle na´vrhove´ho vzoru sluzˇebnı´k
(servant) [18]. Lze na nı´ pohlı´zˇet jako na rozsˇı´rˇeny´ model operace, se ktery´m da´le spo-
lupracuje aplikace. Vesˇkery´ prˇı´stup k uzˇivatelsky´m operacı´m je rˇesˇen skrze ni, proto
mezivrstva.
Implementace mezivrstvy obsahuje metodu, ktera´ pomocı´ reflexe „prˇecˇte“ uzˇivatel-
skou operaci. Ta jednotlive´ parametry roztrˇı´dı´ do dvou seznamu˚, na vstupnı´ a vy´stupnı´,
podle pouzˇite´ anotace. Parametry ktere´ nemajı´ anotaci jsou aplikaci skryte´ a vyuzˇı´va´ je
pouze uzˇivatelska´ operace. Jsou to jejich soukrome´ parametry. Pomocı´ seznamu˚ se vstup-
nı´mi/vy´stupnı´mi parametry, je na´sledneˇ mozˇne´ prˇistupovat k jake´mukoliv parametru
dane´ operace jednotny´m zpu˚sobem.
Pro kazˇdy´ parametr je vytvorˇena instance typu IParameter25. V nı´ jsou ulozˇeny
vsˇechny du˚lezˇite´ informace o parametru, jako jsou: jme´no, prˇı´stupove´ metody, datovy´
typ, hodnoty pouzˇite´ v anotaci, atd. Navı´c jsou v mezivrstveˇ uchova´ny dalsˇı´ pomocne´
informace k operaci, jako jsou: jednoznacˇne´ ID, cˇı´slo u´rovneˇ (levelu), na ktere´m se v
ra´mci grafu nacha´zı´ nebo te´zˇ seznam zaka´zany´ch operacı´, kam nesmı´ dana´ operace
posı´lat data26.
Jak se mezivrstva pouzˇı´va´ je videˇt na obra´zku 31. Mezivrstvu reprezentuje rozhranı´
IOperationModel. Jeho implementace (OperationModel) pak pouzˇı´va´ objekty typu
25Respektive IInputParameter/IOutputParameter, podle anotace.
26Vyuzˇı´va´ se prˇi detekci vzniku cyklu, ktere´mu tak zabra´nı´.
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<<Interface>>
IOperation
<<Interface>>
IOperationModel
OperationModel
Operation_1
Operation_2
<<Interface>>
IRootOperation
<<Interface>>
IRootOperationModel
RootOperationModel
Root_Op_1
Root_Op_2
Client
Obra´zek 31: Pouzˇitı´ mezivrstvy.
IOperation, ktere´ rozsˇirˇuje a zprostrˇedkova´va´ komunikaci mezi uzˇivatelskou operacı´
a klientem (Client). Klient mu˚zˇe by´t naprˇ. model grafu nebo graficka´ komponenta
vizualizujı´cı´ operaci. Jelikozˇ existujı´ dva typy operacı´, je definova´na i mezivrstva pro
korˇenove´ operace. Tu reprezentuje rozhranı´ IRootOperationModel.
4.4.3 Pohled
Graficka´ podoba operace se od na´vrhu (obr. 5) mı´rneˇ lisˇı´. Fina´lnı´ rozvrzˇenı´ je videˇt na
obra´zku 32. Hlavnı´ zmeˇnou bylo, zˇe ohranicˇenı´ operace je navrzˇeno tak, aby procha´zelo
strˇedem portu˚. Je to da´no tı´m, zˇe na porty jsou napojova´ny hrany. Situace kdy se hrany
napojovaly na ohranicˇenı´ operace s tı´m, zˇe porty byly uvnitrˇ pu˚sobila krkolomny´m do-
jmem. Proto se porty prˇesunuly jakoby na ohranicˇenı´ operace, i kdyzˇ ve skutecˇnosti se
jinak vykresluje ohranicˇenı´. Operace tak na pla´tneˇ rea´lneˇ zabı´ra´ vı´cemı´sta, nezˇ je na prvnı´
pohled patrne´. Kolik mı´sta fakticky operace zabı´rajı´ je naznacˇeno v ilustraci (obr. 32), kde
modrˇe vyznacˇene´ panely s porty majı´ nastaveno pru˚hledne´ pozadı´. Druhou zmeˇnou
bylo, zˇe prˇibyla tlacˇı´tka pro ovla´da´nı´ operace. Tlacˇı´tko spustit obsahuje kazˇda´ s operacı´
a umozˇnˇuje uzˇivateli si projı´t graf (prokrokovat), operaci po operaci. Druhe´ tlacˇı´tko na´-
hled, ktere´ se zobrazı´ pouze u operacı´ implementujı´cı´ch rozhranı´ Displayable, umozˇnı´
uzˇivateli videˇt vy´sledek operace. Okno s na´hledem je mozˇne´ videˇt na obra´zku 33.
Komponenta je generova´na na za´kladeˇ mezivrstvy. Na hornı´ straneˇ se nacha´zejı´
vstupnı´ porty, na spodnı´ pak vy´stupnı´. Vstupnı´ porty jsou ulozˇeny vInputPortsPanel,
ktery´ komunikuje s panelem s vy´stupnı´mi porty, OutputsPortPanel. To zˇe existujı´ pro
vstupnı´ a vy´stupnı´ porty dva ru˚zne´ panely si bylo mozˇne´ vsˇimnout jizˇ v diagramu posti-
hujı´cı´ trˇı´dy starajı´cı´ se o pohledovou cˇa´st grafu (obr. 29). Je to da´no tı´m, zˇe je mozˇne´ prˇepı´-
nat typy vstupnı´ch parametru˚ a ovlivnˇovat tak kolik vstupnı´ch portu˚ a zda vu˚bec neˇjake´
se na hornı´ straneˇ operace objevı´. Tyto zmeˇnymohoumeˇnit i rozmeˇry komponenty a to za-
prˇı´cˇinı´, zˇe se v ra´mci pla´tna zmeˇnı´ i pozice vy´stupnı´ch portu, nikoliv vsˇak v ra´mci panelu,
ve ktere´m se nacha´zı´. Panel s vy´stupnı´mi porty tak nasloucha´ tomu se vstupnı´mi a pokud
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Obra´zek 32: Graficka´ reprezentace operace.
nastane takova´ zmeˇna, ktera´ ovlivnı´ rozmeˇry operace, panel (OutputPortsPanel) in-
formuje vsˇechny sve´ vy´stupnı´ porty. Jsou-li na neˇ napojene´ neˇjake´ hrany, jsou prˇekresleny
tak, aby byly sta´le prˇipojeny k prˇı´slusˇny´m portu˚m a nezacˇı´naly neˇkde kousek od nich.
Obra´zek 33: Okno s na´hledem na vy´sledek operace.
Jak jizˇ bylo rˇecˇeno operace implementujı´cı´ rozhranı´ Displayable mohou po zpra-
cova´nı´ i zobrazit grafickou reprezentaci vy´sledku. K tomu slouzˇı´ okno s na´hledem, ktere´
je mozˇne´ videˇt na obra´zku 33. Okno nenabı´zı´ pouze na´hled, ale take´ tabulku s vnitrˇnı´mi
parametry operace, ktera´ se nacha´zı´ vzˇdy pod obra´zkem. Vnitrˇnı´ parametry je tak mozˇne´
meˇnit prˇı´mo prˇi zobrazene´m na´hledu a pomocı´ tlacˇı´tka spustit, vlevo od nı´, se rovnou po-
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dı´vat na vy´sledek. Okno s na´hledem tedy hlavneˇ slouzˇı´ jako lepsˇı´ mozˇnost, jak nastavovat
vnitrˇnı´ parametry operacı´. Uzˇivatel hned vidı´, jak neˇktere´ parametry ovlivnˇujı´ vy´sledek
a nemusı´ cˇekat na zpracova´nı´ grafu, poprˇ. si neˇkde bokem ukla´dat mezi vy´sledky, aby
veˇdeˇl co se vlastneˇ stalo.
Rozhranı´ Displayable definuje jedinou metody, ktera´ vracı´ vy´sledek ve formeˇ ob-
ra´zku. Mohlo by se tak na prvnı´ pohled zda´t, zˇe slouzˇı´ pouze pro zobrazova´nı´ obra´zku.
Ve skutecˇnosti je mozˇne´ takto prezentovat cokoliv co lze nakreslit, naprˇ. grafy. To zˇe vy´-
sledkem funkce je obra´zek je jen usnadnˇuje pouzˇitı´ tohoto rozhranı´. V aplikaci jsou, ale i
prˇı´pady, kdy funkce vracı´ vektor cˇı´sel, ktery´ je prezentova´n jako histogram. Mozˇnostem
pouzˇitı´ se tak meze nekladou, je trˇeba je umeˇt vy´sledek „nakreslit“.
Na za´veˇr te´to kapitoly je jesˇteˇ uka´za´no, jak vypadajı´ vizualizovane´ operace ze dvou
prˇedchozı´ch prˇı´kladu˚ (vy´pisy 1 a 2). V obra´zku 34 jsou videˇt operace zobrazene´ ve
stromeˇ operacı´. Je mozˇne´ si povsˇimnout, zˇe operace definovane´ jako korˇenove´ jsou ve
stromeˇ odlisˇeny pomocı´ tucˇne´ho pı´sma. Naopak na pracovnı´ plosˇe je mozˇne´ je od sebe
rozlisˇit uzˇ jen pouze na´zvu, poprˇı´padeˇ ikony. Jak ve vy´sledku vypadajı´ ony operace na
pracovnı´ plosˇe ukazuje obra´zek 35. Tı´m, zˇe ani jedna z operacı´ neimplementuje rozhranı´
Displayable, majı´ na prave´ straneˇ pouze tlacˇı´tko, ktere´ spustı´ metodu execute.
Obra´zek 34: Operace ve stromeˇ operacı´. Obra´zek 35: Operace na pracovnı´ plosˇe.
4.5 Parametry
V prˇedchozı´m textu se v neˇkolika souvislostech psalo o vstupnı´ch a vy´stupnı´ch paramet-
rech operacı´. Tato kapitola podrobneˇ rozebı´ra´, jak se s parametry v aplikaci pracuje a jaka´
omezenı´ jsou na neˇ kladena.
Prvneˇ parametry se deˇlı´ na vstupnı´ a vy´stupnı´. Vstupnı´ parametry jsou v ko´du ozna-
cˇova´ny pomocı´ anotace AInputParameter. Pro vy´stupnı´ parametry se pouzˇı´va´ druhe´
anotace AOutputParameter. Obeˇ dveˇ je mozˇne´ pouzˇı´t pouze nad promeˇnny´mi dane´
trˇı´dy, nikoli nad metodami, samotny´mi trˇı´dami a jiny´mi konstrukty. Kazˇda´ z anotacı´
obsahuje neˇkolik parametru˚, ktere´ ovlivnˇujı´ dalsˇı´ pracı´ cˇı´ pouzˇitı´ konkre´tnı´ho vstupnı´-
ho/vy´stupnı´ho parametru. U obou anotacı´ je definova´na vlastnost: enteringAs, jejı´zˇ
defaultnı´ hodnota je 100. Ta ovlivnˇuje rˇazenı´ jednotlivy´ch parametru˚, at’ jizˇ v ra´mci ta-
bulky s nastavenı´m vstupnı´ch parametru˚ operace nebo v serˇazenı´ portu˚ na operaci.27
27Porty jsou rˇazeny klasicky zleva doprava.
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Hodnoty, ktere´ se zde zada´vajı´, jsou cela´ kladna´ cˇı´sla, vcˇ. nuly. Parametry, ktere´ pouzˇı´vajı´
vy´chozı´ hodnotu nebo majı´ nastavenu stejnou hodnotu, jsou da´le rˇazeny lexikograficky
podle jme´na. V prvnı´ rˇadeˇ je ale uprˇednostnˇova´no nastavene´ porˇadı´.
Anotace pro vstupnı´ parametry obsahuje navı´c dalsˇı´ dveˇ vlastnosti, value a lock.
Prvnı´ nema´ zˇa´dnou vy´chozı´ hodnotu a je potrˇeba ji nastavit vzˇdy. Hodnota je typu
EInputParameterType a mu˚zˇe naby´vat dvou hodnot: INNER a OUTER. Rozrˇazuje tak
vstupnı´ parametry na vnitrˇnı´ a vneˇjsˇı´. Rozdı´l mezi nimi je videˇt na obra´zcı´ch 36 a 37.
Obra´zek 36: U´hel jako vnitrˇnı´ parametr. Obra´zek 37: U´hel jako vneˇjsˇı´ parametr.
Pro prˇepı´na´nı´ typu vstupnı´ch parametru˚ slouzˇı´ prostrˇednı´ sloupec typ v tabulce vlast-
nostı´ operace. Prˇepı´nacˇ ma´ dveˇ mozˇnosti korespondujı´cı´ s hodnotami vy´cˇtove´ho typu
EInputParameterType. Mozˇnost vlevo reprezentuje vnitrˇnı´ typ (INNER), mozˇnost
vpravo typ vneˇjsˇı´ (OUTER). Jak je videˇt v obra´zku 37 zmeˇna typu u parametru u´hel z vnitrˇ-
nı´ho na vneˇjsˇı´ zaprˇı´cˇinı´, zˇe mozˇnost nastavenı´ hodnoty v tabulce vlastnostı´ se uzamkne28
a objevı´ se jako novy´ vstupnı´ port operace. Prˇepı´na´nı´ typu je samozrˇejmeˇmozˇne´ i naopak,
s opacˇny´mi na´sledky. Tato mozˇnost prˇina´sˇı´ velmi velkou variabilitu pouzˇitı´ jednotlivy´ch
operacı´. Stacˇı´ vytvorˇit novou operaci s neˇjaky´m defaultnı´m nastavenı´m29 typu vstupnı´ch
parametru˚ a da´le jizˇ za´lezˇı´ na uzˇivateli, jak vstupypouzˇije.Motivacı´ pro tuto funkcionalitu
byla pra´veˇ operace pro natocˇenı´ obrazu. V kontextu te´to pra´ce se totizˇ tato operace pou-
zˇı´va´ spı´sˇe ve druhe´m tvaru (obr. 37), jelikozˇ natocˇenı´ mincı´ na obra´zku je trˇeba normovat
a normujı´cı´ u´hel je zı´ska´n jako vy´sledek jine´ operace30. Na druhou stranu ocˇeka´vaneˇjsˇı´
(pravdeˇpodobneˇjsˇı´) zpu˚sob pouzˇitı´, ze strany jiny´ch uzˇivatelu˚, je operace ve tvaru tak,
jak je na obra´zku 36. Pro to, aby nebylo nutne´ na pozadı´ (v modelu) definovat dveˇ ope-
race natocˇenı´ pro dva prˇı´pady pouzˇitı´, byla zavedena mozˇnost prˇepı´nat typ vstupnı´ch
parametru˚.
Poslednı´ vlastnost lock ma´ nastavenu vy´chozı´ hodnotu na false a slouzˇı´ pro
uzamcˇenı´ prˇepı´na´nı´ typu vstupnı´ch parametru˚. Pokud autor operace zmeˇnı´ vy´chozı´
28Sloupec s hodnotou zesˇedne a hodnotu nelze editovat.
29Nejspı´sˇe podle odhadu nejcˇetneˇjsˇı´ho pouzˇitı´ konkre´tnı´ operace.
30Operace: normova´nı´ rotace
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hodnotu na true, pak ona mozˇnost prˇepı´na´ni vnitrˇnı´ch parametru˚ na vneˇjsˇı´ a naopak je
potlacˇena. Parametr lze v takove´m prˇı´padeˇ pouzˇı´t pouze v podobeˇ, jaka´ byla defaultneˇ
nastavena. Tedy pokud autor rozhodl, zˇe se jedna´ o vstupnı´ port (vneˇjsˇı´ parametr) a
mozˇnost prˇepnutı´ uzamkne, nenı´ mozˇne´ jej prˇepnout na vnitrˇnı´ a nastavit konstantnı´
hodnotu. Te´to mozˇnosti se prˇeva´zˇneˇ vyuzˇı´va´ u korˇenovy´ch operacı´, kdy jsou naopak
uzamcˇeny vnitrˇnı´ parametry tak, aby nebylo mozˇne´ pouzˇit operaci nikde jinde nezˇ, na
nulte´ u´rovnı´ v grafu.
Anotace pro vneˇjsˇı´ parametry (AOutputParameter) obsahuje navı´c oproti spolecˇne´
vlastnosti, jesˇteˇ vlastnost depends. Ta urcˇuje datoveˇ typovou za´vislost na neˇktere´m ze
vstupnı´ch parametru˚. Jako vy´chozı´ hodnota je pouzˇit pra´zdny´ rˇeteˇzec, ktery´ znacˇı´, zˇe
datovy´ typ vy´stupnı´ho parametru neza´visı´ na zˇa´dne´m ze vstupnı´ch parametru˚. Nastavı´-
li autor operace neˇjakou za´vislost vy´stupnı´mu parametru, tzn. zada´ jme´no vstupnı´ho
parametru, na ktere´m ten vy´stupnı´ za´visı´, na´sledkem je, zˇe zmeˇna (konkretizace) dato-
ve´ho typu vstupnı´ho parametru se promı´tne na specifikovany´ vy´stupnı´ parametr. Zmeˇna
datove´ho typu vstupnı´ho parametru je mozˇna´ pouze tak, zˇe se prˇenese tato informace
jako vy´stup z jine´ operace. Za´vislost lze tedy definovat mezi vstupnı´mi a vy´stupnı´mi
porty. Te´to funkcionality vyuzˇı´va´ naprˇı´klad operace pro zmeˇnu velikosti obrazu. Ta jako
jeden ze vstupu prˇijı´ma´ barevny´ obra´zek a na vy´stupu je takte´zˇ barevny´ obra´zek. Co se
ale stane, kdyzˇ na vstup bude posla´n cˇernobı´ly´ obra´zek? Pokud by nebyla definova´na
za´vislost vy´stupnı´ho obra´zku na vstupnı´m, pak datovy´ typ vy´stupnı´ho obra´zku by zu˚stal
jako barevny´ obra´zek, cozˇ nenı´ to co se prˇirozeneˇ ocˇeka´va´. Proto je definova´na za´vislost a
nynı´ kdyzˇ prˇijde na vstup cˇernobı´ly´ obra´zek, objevı´ se cˇernobı´ly´ obra´zek i na vy´stupu. Jak
vypada´ pouzˇitı´ za´visly´ch typu˚ v aplikaci ukazujı´ dva na´sledujı´cı´ obra´zky (obr. 38 a 39).
Obra´zek 38: Vy´chozı´ stav vstupnı´ho a vy´-
stupnı´ho portu operace pro zmeˇnu veli-
kosti.
Obra´zek 39: Zmeˇna datove´ho typu prˇi-
cha´zejı´cı´ z operace prˇeva´deˇjı´cı´ obraz do
stupnˇu˚ sˇedi.
Na obra´zku 38 je videˇt vy´chozı´ stav portu˚ operace, slouzˇı´cı´ ke zmeˇneˇ velikosti ob-
razu. Operace je schopna´ zmensˇit, cˇi zveˇtsˇit jaky´koliv typ obra´zku a tı´m nejobecneˇj-
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sˇı´m je barevny´ obra´zek (ColorImage). Avsˇak jak je videˇt v druhe´m prˇı´kladu (obr. 39)
pokud je na vstup prˇiveden blı´zˇe specifikovany´ typ, naprˇ. obra´zek ve stupnı´ch sˇedi
(GrayscaleImage), je zmeˇna typu propagova´na i na vy´stup, cozˇ prˇina´sˇı´ i urcˇitou syn-
taktickou kontrolu. Ovsˇem samotne´ oznacˇenı´ za´visle´ho parametru nestacˇı´. Je trˇeba navı´c
zajistit korektnı´ prˇetypova´nı´ vy´stupnı´ho parametru˚. K tomu jemozˇne´ vyuzˇı´t utilitu zAPI,
ktera´ se jmenuje DependsType a jejı´ metodu createNewInstance. Vlastnost depends
totizˇ pouze sva´zˇe vy´stupnı´ typ se vstupnı´m a zajistı´ prˇeda´nı´ informace o zmeˇneˇ datove´ho
typu, ktere´ se projevı´ zmeˇnou vizua´lnı´ reprezentace portu. Avsˇak o samotne´ vytvorˇenı´
nove´ instance, korektnı´ho datove´ho typu se musı´ postarat uzˇivatel v metodeˇ execute.
4.5.1 Datove´ typy
Na datove´ typy jednotlivy´ch parametru˚ operacı´ nejsou kladeny te´meˇrˇ zˇa´dna´ omezenı´.
Jedine´ co by se jako omezenı´ dalo nazvat, je za´kaz pouzˇı´t primitivnı´ datove´ typy pro pa-
rametry oznacˇene´ anotacemi AInputParameter a AOutputParameter. Cozˇ prakticky
azˇ tak omezenı´ nenı´, jelikozˇ kazˇdy´ z primitivnı´ch typu˚ ma´ svou objektovou reprezentaci.
V pu˚vodnı´m na´vrhu se tato mozˇnost explicitneˇ nezakazovala, ale v pru˚beˇhu imple-
mentace to prˇina´sˇelo mnohem vı´c proble´mu˚ nezˇ uzˇitku. V ra´mci jednotne´ho prˇı´stupu
k parametru˚m, tak byla mozˇnost pouzˇitı´ primitivnı´ch typu˚ zaka´za´na. Toto rozhodnutı´
navı´c prˇineslo nemale´ zjednodusˇenı´ ko´du a tı´m take´ redukci potencia´lnı´ch chyb, ktere´ v
neˇm mohly vznikat. Te´to vlastnosti si ji mozˇne´ povsˇimnout i v uka´zka´ch s ko´dy operacı´
RandomValue a RandomValues (vy´pisy 1, 2), kde u soukromy´ch (pomocny´ch) promeˇnny´ch
operace, bez anotace, jsou pouzˇity klasicke´ primitivnı´ datove´ typy, avsˇak pro promeˇnne´
oznacˇene´ anotacemi jsou pouzˇity objektove´ verze datovy´ch typu˚.
Aplikace vyuzˇı´va´ typove´ho syste´mu javy, vcˇ. vy´hod spojeny´ch s deˇdicˇnostı´ typu˚.
Tento fakt byl nastı´neˇn, jizˇ v minule´m prˇı´kladeˇ se za´visly´mi parametry. Ono totizˇ nelze
prˇetypova´vat parametry jen tak libovolneˇ, ale musı´ splnˇovat podmı´nky javy31 pro prˇe-
typova´nı´. To znamena´, zˇe konkretizovany´ typ lze oznacˇit jeho obecneˇjsˇı´ formou, ale
ne obra´ceneˇ! To je du˚vod, procˇ je mozˇne´ na vstupnı´ port, ktery´ ocˇeka´va´ barevny´ obra´zek
poslat obra´zek cˇernobı´ly´. Operace, ktera´ umı´ pracovat s barevny´m obra´zkem, pracuje
stejneˇ s obra´zkem cˇernobı´ly´m cˇi v odstı´nech sˇedi. Naopak operace, ktera´ pracuje pouze
s cˇernobı´ly´m typem obra´zku˚ nemusı´ umeˇt, a zpravidla ani neumı´, pracovat s obra´zky
barevny´mi.
Peˇkny´m prˇı´kladem teto vlastnosti je operace prˇeveˇd na rˇeteˇzec (to string). Jedna´ se o
velice jednoduchou operaci, ktera´ na vstupu ocˇeka´va´ libovolny´ objekt (typu Object) a
jako vy´stup poskytne textovy´ rˇeteˇzec reprezentujı´cı´ dany´ objekt. Metoda execute te´to
operace neudeˇla´ nic jine´ho, nezˇ zˇe pouze zavola´ metodu toString na objekt prˇedany´
na vstupu. Na takto definovany´ vstup je mozˇne´ poslat prakticky cokoli a metoda si s tı´m
vzˇdy poradı´. Uka´zka jak to vypada´ v praxi je videˇt na na´sledujı´cı´ch obra´zcı´ch (obr. 40
azˇ 42).
Na prvnı´m obra´zku (obr. 40) je operace bez prˇivedene´ho vstupu. Z tooltipu je videˇt,
zˇe vstup je vskutku datove´ho typu Object. Dalsˇı´ dva obra´zky (obr. 41 a 42) ukazujı´ co se
31Nejen javy, ale obecneˇ podmı´nky objektovy´ch programovacı´ch jazyku˚.
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Obra´zek 40: Operace bez
prˇivedene´ho vstupu.
Obra´zek 41: Operace prˇi-
jı´ma´ vstup typu File.
Obra´zek 42: Operace prˇi-
jı´ma´ vstup typu Integer.
stane po prˇivedenı´ konkre´tnı´ hodnoty urcˇite´ho datove´ho typu. Nejen zˇe dojde k onomu
prˇetypovanı´, jak naznacˇujı´ tooltipy v obra´zcı´ch, ale take´ dojde k vizua´lnı´ zmeˇneˇ portu,
ktera´ informuje, jaky´ typ je aktua´lneˇ na port prˇiveden.
4.5.1.1 Porty Port prˇedstavuje vizua´lnı´ prezentaci typu IParameter. Jedna´ se o spo-
lecˇne´ rozhranı´, ktere´ implementujı´ jak vstupnı´, tak vy´stupnı´ parametry. Rozhranı´ a trˇı´dy
tvorˇı´cı´ parametry jsou videˇt na diagramu s modelem grafu (orb. 22). V neˇkolika prˇedcho-
zı´ch uka´zka´ch bylo videˇt, zˇe porty jsou ru˚zneˇ barevne´, objevujı´ se na nich cˇı´sla, pı´smena
a ve strˇedu se nacha´zı´ bı´ly´ cˇi cˇerny´ obde´lnı´cˇek. V te´to cˇa´sti je vysveˇtleno, co vsˇechno dana´
symbolika znacˇı´, jak se cˇte a jak je mozˇne´ toho vyuzˇı´t.
Číslo Řetězec
Barva Ikona využítí
Pole
Obra´zek 43: Vizualizace portu.
Na obra´zku 43 je ilustrace portu, kde je popsa´no, co vsˇe mu˚zˇe port obsahovat. Vesˇkere´
informace, azˇ na ikonu vyuzˇitı´, jsou ulozˇeny v prˇepravce32 PortVisualInformation,
ktera´ se generuje ke kazˇde´mu datove´mu typu, resp. ke kazˇde´mu datove´mu typu pou-
zˇite´ho v ra´mci neˇktere´ho z portu˚, operace vlozˇene´ na pracovnı´ plosˇe. To znamena´, zˇe
32Na´vrhovy´ vzor prˇepravka z [18].
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tyto informace se generujı´ azˇ kdyzˇ jsou potrˇeba. Co jednotlive´ informace znamenajı´, je
popsa´no v na´sledujı´cı´m vy´cˇtu.
Pole Pokud se jedna´ o pole urcˇite´ho typu ma´ zdvojene´ ora´mova´nı´. Zby´vajı´cı´ informace
se jinak vztahujı´ k datove´mu typy polem. Je ovsˇem trˇeba da´t pozor, protozˇe nejsou
rozlisˇeny ru˚zne´ dimenze polı´, zdvojene´ ora´mova´nı´ pouze upozornˇuje na fakt, zˇe se
jedna´ o neˇjake´ pole, nic vı´c o neˇm nerˇı´ka´. Rozdı´l mezi portem reprezentujı´cı´m pole
prvku˚ a jeden prvek je videˇt na obra´zcı´ch 44 a 45.
Obra´zek 44: Port reprezentujı´cı´ pole
prvku˚ typu Float.
Obra´zek 45: Port reprezentujı´cı´ je-
den prvek typu Float.
Barva Barva od sebe oddeˇluje, na prvnı´ pohled, zcela nesouvisejı´cı´ typy. Pro kazˇdy´
datovy´ typ, resp. pro jeho nejobecneˇjsˇı´ definici je vybra´na barva, ktera´ by jej meˇla
odlisˇit od ostatnı´ch. Jako na specia´lnı´ typ se pohlı´zˇı´ na datovy´ typ Object. Ten je
ulozˇen mimo strukturu typu˚ a ma´ prˇirˇazeny bı´lou barvu. Je to da´no tı´m, zˇe kdyby
byl zarˇazen do struktury, jaky´koliv dalsˇı´ datovy´ typ zdeˇdil by barvu prˇedka. Tı´m
pa´dem by meˇli vsˇechny porty stejnou barvu.
java.lang.Object Ostatní datové typy
Konkretizace typu
Obra´zek 46: Prˇı´stup k datoveˇ typove´ strukturˇe.
Na obra´zku 46 je videˇt, jak se prˇistupuje k datovy´m typu˚m. Je vytvorˇen seznam
obecny´ch datovy´ch typu˚ (ostatnı´ datove´ typy) s vyloucˇeny´m typem Object. Odlisˇna´
barva je prˇirˇazena kazˇde´mu z typu˚ v seznamu. Pokud se najde datovy´ typ, ktery´
je konkretizacı´ jizˇ neˇktere´ho typu v seznamu, je zarˇazen jako potomek do stromu
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(konkretizace typu). Seznam tak obsahuje odkazy na korˇeny stromu˚, ktere´ prˇedsta-
vujı´ nejobecneˇjsˇı´ definici datove´ho typu. Podle barvy pozadı´ je take´ urcˇena barva
poprˇedı´, tak aby byla kontrastnı´. Proto se mu˚zˇe sta´t, zˇe neˇktere´ porty majı´ text
psany´ bı´lou barvou a jine´ zase cˇernou. Toto nema´ zvla´sˇtnı´ vy´znam, pouze zvysˇuje
cˇitelnost.
Cˇı´slo Cˇı´slo vyjadrˇuje mı´ru specifikace typu nebo-li jinak hloubku v jake´ se v dane´m
stromeˇ nacha´zı´. Typy s cˇı´slem nula (nejobecneˇjsˇı´ typy) jej nezobrazujı´. Uzˇivatel tak
mu˚zˇe spojovat porty se stejnou barvou a navı´c take´ mu˚zˇe ve´st hrany z portu˚ z
vysˇsˇı´m cˇı´slem do portu˚ s cˇı´slem nizˇsˇı´m33.
Rˇeteˇzec Vzhledem k tomu, zˇe vztahy mezi datovy´mi typy mohou obecneˇ vytva´rˇet stro-
movou strukturu, je trˇeba od sebe rozlisˇit ru˚zne´ typy majı´cı´ spolecˇne´ho prˇedka,
avsˇak nacha´zejı´cı´ se na stejne´ u´rovni. K tomu slouzˇı´ specifikacˇnı´ rˇeteˇzec. Ten tvorˇı´
pı´smeno cˇi vı´ce pı´smen vedle sebe, pokud by bylo na jedne´ u´rovnı´ vı´ce typu˚ nezˇ je
pı´smen v abecedeˇ. Ma´-li neˇktery´ z typu˚ prˇedka, ktery´ byl oznacˇen specifikacˇnı´m rˇe-
teˇzcem, zdeˇdı´ jej (podobneˇ jako barvu). Pokud se na´sledneˇ nacha´zı´ na stejne´ u´rovnı´
s vı´ce typy je za rˇeteˇzec prˇedka prˇida´na tecˇka a novy´ specifikacˇnı´ rˇeteˇzec.
1 A
1 AC
1 AB
1 A2
2 C.A
1 A2 C.B
Obra´zek 47: Souvislost mezi vizua´lnı´ re-
prezentacı´ portu a jeho datovy´m typem.
Obra´zek 48: Okno se strukturou pouzˇi-
ty´ch typu˚
Na obra´zku 47 je uka´zka, jak by mohlo vypadat neˇjake´ rozveˇtvenı´ typu˚. Porty na
nizˇsˇı´ u´rovni je pak mozˇne´ spojovat s teˇmi na vysˇsˇı´ u´rovni, podle smeˇru sˇipky.
33Ne nutneˇ o jedna nizˇsˇı´m. Nenı´ trˇeba se vracet jakkoli v posloupnosti zpeˇt nahoru. Prosteˇ a jednodusˇe
naprˇı´klad z portu s cˇervenou barvou a cˇı´slem deset mu˚zˇe ve´st hrana do portu s cˇervenou barvou bez cˇı´sla (s
cˇı´slem nula) nebo do cˇervene´ho portu s cˇı´slem sˇest, atp. Avsˇak ne naopak!
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To znamena´, zˇe naprˇı´klad z portu (2 C.A) je mozˇne´ ve´st hranu, jak do stejneˇ
oznacˇene´ho portu, tak do portu oznacˇene´ho (1 C) nebo do korˇenove´ho portu bez
oznacˇenı´. Druhy´ obra´zek (obr. 48) je videˇt okno se strukturou aktua´lneˇ pouzˇity´ch
typu˚.34 Uzˇivatel ma´ tak mozˇnost podı´vat se jak aktua´lnı´ struktura vypada´. Navı´c je
take´ mozˇne´ v ra´mci tohoto okna zmeˇnit barvu vybrane´mu typu, pokud by nebyla
vyhovujı´cı´.
Vsˇechny vy´sˇe zminˇovane´ informace se generujı´ automaticky. Trˇı´dy a rozhranı´ o to se
starajı´cı´ se nacha´zı´ v balı´ku view.portvizualization. Tento balı´k jizˇ bylo mozˇne´
videˇt v diagramu popisujı´cı´ pohled (obr. 29). Prˇed tı´m, ale byly uvedeny pouze ty
cˇa´sti, ktere´ komunikujı´ s okolı´m. Kompletnı´ strukturu balı´ku prˇedstavuje na´sledujı´cı´
diagram (obr. 49).
view.portvizualizationt
+getPVI(type : Class) : PortVisualInformation
Types
+pviChanged()
<<Interface>>
PVIChangeListener
+getPVI() : PortVisualInformation
<<Interface>>
ITypeNode
<<Interface>>
javax.swing.tree.TreeNode
+PortVisualInformation(typeInfo : ITypeNode)
+getColor() : Color
+getDeep() : int
+getSpciﬁed() : String
+isArray() : boolean
PortVisualInformation
TypeNodeTypesTree
javax.swing.JTree
TypesTreeRenderer
<<Interface>>
javax.swing.tree.TreeCellRenderer
1
1
<<use>>
parent 11
child 0..*1 0..*
1
<<use>>
0..*
1
Obra´zek 49: Struktura trˇı´d a rozhranı´ starajı´cı´ se o vizualizaci portu˚.
Trˇı´da Types v sobeˇ uchova´va´ onu zminˇovanou strukturu na obra´zku 46. Definuje
verˇejnou statickoumetodu getPVI(Class type), ktera´ poskytne informace nutne´ pro
vizualizaci portu. V prvnı´ rˇadeˇ se pokusı´ dany´ typ nale´zt, pokud se to nepodarˇı´ zarˇadı´
jej. Pra´veˇ prˇi tomto zarˇazova´nı´ jsou generova´ny vsˇechny potrˇebne´ informace. Z toho je
videˇt, zˇe datoveˇ typova´ struktura se buduje dynamicky, v za´vislosti na datovy´ch typech,
ktere´ se zrovna pouzˇı´vajı´ u portu˚. Aby po kazˇde´m spusˇteˇnı´ nemeˇly porty ru˚zne´ barvy,
je vygenerovana´ barva spa´rova´na s konkre´tnı´m datovy´m typem a ulozˇena do externı´ho
souboru35. Tı´m je zajisˇteˇnaurcˇita´ konzistence tak, zˇe kdyzˇ uzˇivatel spustı´ aplikaci pokazˇde´
uvidı´ „stejny´ graf“. Ovsˇem v ra´mci dvou ru˚zny´ch instalacı´ mohou by´t pouzˇite´ barvy
ru˚zne´. Vsˇe za´lezˇı´ na tom, jak se barvy a typy na pocˇa´tku spa´rujı´.
Jednotlive´ stromy datovy´ch typu˚, resp. jejich uzly, reprezentuje rozhranı´ ITypeNode
a jeho implementace TypeNode. Vsˇechny informace k datove´mu typy, vcˇ. informacı´ nut-
34Nacha´zı´ se v menu: Na´stroje → Struktura pouzˇity´ch typu˚.
35resources/SavedColors.properties
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ny´ch pro vizualizaci portu jsou ulozˇeny pra´veˇ v neˇm. Portu je pak poskytnuta struktura
PortVisualInformation, ktera´ mu zprˇı´stupnı´ pouze ty informace jezˇ potrˇebuje veˇ-
deˇt. Trˇı´da TypesTree prˇedstavuje grafickou komponentu vizualizujı´cı´ aktua´lnı´ typovou
strukturu. Je pouzˇita v okneˇ, ktere´ bylo videˇt na obra´zku 48.
Na ilustraci portu (obr. 43) byla jesˇteˇ vyznacˇena ikona vyuzˇitı´. Ta da´va´ informaci o tom,
je-li mozˇne´ port pouzˇı´t, tzn. zda lze z neˇj nebo do neˇj ve´st hrana, resp. zda je schopny´
prˇijmout nebo poskytnout data. Ikonu tvorˇı´ ve vy´chozı´m stavu bı´ly´ obde´lnı´k s cˇerny´m
nebo bı´ly´m ora´mova´nı´m. Barva ora´mova´nı´ je zvolena podle barvy pozadı´, stejneˇ jako
u popisku˚ uvnitrˇ portu. Bı´la´ ikona znacˇı´, zˇe port je volny´ a k dipozici. Naopak ma´-li
port cˇernou ikonu pouzˇitı´, nenı´ schopen dalsˇı´ data prˇijmout nebo v prˇı´padeˇ vy´stupnı´ho
portu data poskytnout. Na obra´zcı´ch 50 a 51 jsou videˇt prˇı´klady, jak vypadajı´ nepouzˇite´
a pouzˇite´ porty. Jsou uvedeny obeˇ varianty, jak s cˇerny´m tak bı´ly´m ora´mova´nı´m.
Obra´zek 50: Uka´zka nepouzˇity´ch portu˚. Obra´zek 51: Uka´zka pouzˇity´ch portu˚.
Jaka´ jsou pravidla pro urcˇenı´ toho, zda je port pouzˇity´ cˇi nikoli? U vstupnı´ch portu˚ to je
jednoduche´, ty jemozˇne´ pouzˇı´t pouze jednou. To znamena´, zˇe jakmile je donichprˇivedena
hrana, jevı´ se jako pouzˇite´. Proto nelze do jednoho portu prˇive´st vı´ce hran, ale vzˇdy pouze
jen jednu. U vy´stupnı´ch portu˚ je to trochu jine´. Na prvnı´ pohled by se mohlo zda´t, zˇe
nenı´ du˚vod, procˇ by z vy´stupnı´ch portu˚ nemohlo ve´st pokazˇde´ libovolne´ mnozˇstvı´ hran.
Proble´m je v tom, zˇe jak vstupnı´ tak vy´stupnı´ parametry jsou reprezentova´ny objektem a
jsou tak prˇeda´va´ny odkazem na objekt, nikoli hodnotou. Proto nelze ze vsˇech vy´stupnı´ch
portu˚ automaticky rozesı´lat data do ru˚zny´ch vstupnı´ch portu˚. Mu˚zˇe se tak sta´t, zˇe u
neˇktery´ch typu˚ vy´stupnı´ch portu˚ se po vytazˇenı´ jedne´ hrany port uzamkne a jizˇ z neˇj
nepu˚jdou zı´skat data pro jiny´ vstup. Toto zabranˇuje situacı´m, aby dveˇ nebo vı´ce operacı´
pracovalo na jedneˇch datech a vza´jemneˇ si je tak meˇnily „pod rukama“.
Nicme´neˇ bez popisovane´ funkcionality by aplikace te´meˇrˇ degradovala na to, zˇe by
jednotlive´ operace bylo mozˇne´ poskla´dat pouze se´rioveˇ za sebe. Je tak trˇeba zajistit
mechanismus, ktery´ bude umeˇt vytvorˇit kopii (kopie)36 dat na vy´stupnı´m portu, jezˇ
bude mozˇne´ prˇeposlat na jiny´ vstupnı´ port. Pro tento ucˇel jsou v API definova´na dveˇ
rozhranı´:
1. Copyable,
2. Copier.
Obeˇ dveˇ majı´ stejny´ u´cˇel, avsˇak ru˚zna´ pouzˇı´tı´. Prvnı´ slouzˇı´ pro noveˇ definovane´ uzˇi-
vatelske´ typy u nichzˇ je mozˇnost prˇi vytva´rˇenı´ implentovat dane´ rozhranı´ a automa-
ticky tak bez dalsˇı´ch za´sa´hu˚ z vy´stupnı´ch portu˚ tohoto typu ve´st vı´ce hran. Prˇı´kladem
mohou by´t typy rozlisˇujı´cı´ ru˚zne´ druhy obra´zku˚ (ColorImage, GrayscaleImage a
BinaryImage), ktere´ jsou takte´zˇ soucˇa´stı´ API. Rozhranı´ Copyable definuje jedinou,
36Hlubokou kopii (deep copy), tzn. dva odkazy na ru˚zne´ objekty se stejny´mi daty.
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bezparametrickou metody copy, ktera´ by se meˇla postarat o vytvorˇenı´ nove´ instance
dane´ho objektu. Prˇı´klad pouzˇitı´ je v na´sledujı´cı´m vy´pisu (vy´pis 3).
public class ColorImage extends BufferedImage implements Copyable<ColorImage> {
...
@Override
public ColorImage copy() {
int width = getWidth();
int height = getHeight();
ColorImage copyImg = new ColorImage(width, height);
for ( int x = 0; x < width; x++) {
for ( int y = 0; y < height; y++) {
copyImg.setRGB(x, y, getRGB(x, y));
}
}
return copyImg;
}
}
Vy´pis 3: Uka´zka pouzˇitı´ rozhranı´ Copyable.
Druhe´ rozhranı´ slouzˇı´ jako rozsˇı´rˇenı´ pro jizˇ existujı´cı´ datove´ typy. Jak java tak ru˚zne´
externı´ moduly definujı´ mnoho ru˚zny´ch typu˚ a nebylo by zrovna vhodny´m rˇesˇenı´m, aby
autor komponenty pokazˇde´ musel definovat Copyable verze typu˚, ktere´ chce vyuzˇı´t.
Proto existuje rozhranı´ Copier, pomocı´ neˇhozˇ je mozˇne´ ke konkre´tnı´mu typu neza´visle
definovat tzv. „kopı´rku“. V aplikaci je na´sledneˇ mozˇne´ tento typ, s danou „kopı´rkou“
sva´zat, cˇı´mzˇ je opeˇt mozˇne´ bra´t z takove´hoto typu vy´stupnı´ho portu data pro vı´ce vstupu˚.
Nevy´hoda tohoto prˇı´stupu je, zˇe je nutne´ typ a objekt umozˇnujı´cı´ vytvorˇit jeho kopii
sva´zat dohromady. Nenı´ tak mozˇne´ bra´t automaticky z dane´ho portu vı´ce dat, jako
je tomu u typu Copyable. Na druhou stranu ono spojenı´ se prova´dı´ pouze jednou a
vsˇechny operace, ktere´ majı´ na vystupu porty typ pro ktery´ je jizˇ definova´na kopı´rujı´cı´
objekt, jej vyuzˇı´vajı´ automaticky. Vy´hoda je ta, zˇe uzˇivatel tak mu˚zˇe pouzˇı´vat standardnı´
typy, ktera´ ma´ k dispozici a pokud zjistı´, zˇe by potrˇeboval data dane´ho typu rozesı´lat
do vı´ce mı´st, pouze definuje objekt typu Copier, ktery´ bude umeˇt kopii vytvorˇit nebo
pouzˇije jizˇ hotovy´ objekt, ktery´ by bylo mozˇne´ na dany´ typ aplikovat. Pokud by takovou
funkcionalitu ani nepotrˇeboval, nemusı´ vu˚bec objekt definovat.
Rozhranı´ Copier definuje, podobneˇ jako to prˇedchozı´, jednu metodu, ktera´ umı´
objekt zkopı´rovat. Metoda makeCopy(T object) ovsˇem prˇebı´ra´ jako parametr objekt,
jehozˇ kopii ma´ vytvorˇit. Tyto kopı´rujı´cı´ objekty jsou v aplikaci defaultneˇ definova´ny
pro vsˇechny objektove´ verze primitivnı´ch typu˚, rˇetezce (String) a soubory (File).
V na´sledujı´cı´m prˇı´kladeˇ (vy´pis 4) je videˇt ko´d objektu FileCopier, ktery´ slouzˇı´ jako
kopı´rka pro soubory. Z neˇj je patrne´, zˇe veˇtsˇinu teˇchto objektu˚ bude tvorˇit ko´d na pa´r
rˇa´dku˚, pokud se tedy nebude jednat o neˇjake´ prˇı´lisˇ slozˇite´ struktury, pro neˇzˇ by bylo
slozˇite´ danou metodu definovat. V ra´mci cele´ aplikace byla „nejslozˇiteˇjsˇı´“ kopı´rovacı´
metodou, metoda kopı´rujı´cı´ obra´zek.
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public class FileCopier implements Copier<File> {
@Override
public File makeCopy(File t) {
String path = t .getPath();
return new File(path);
}
}
Vy´pis 4: Prˇı´klad pouzˇitı´ rozhranı´ Copier pro kopı´rova´nı´ objektu˚ typu File.
Propojenı´ typu s dany´m kopı´rujı´cı´m objektem, se prova´dı´ v aplikaci pomocı´ na´stroje
spravujı´cı´ho rozı´sˇrˇenı´. O neˇm, ale azˇ v samostatne´ kapitole, protozˇe v na´sledujı´cı´m textu
budou jesˇteˇ prˇed tı´m popsa´na dalsˇı´ trˇi typova´ rozsˇı´rˇenı´, podobne´mu rozhranı´ Copier,
ktere´ je prvnı´m z nich.
4.5.1.2 Editace vstupnı´ch (vnitrˇnı´ch) parametru˚ Pro editaci vstupnı´ch parametru˚
operace slouzˇı´ tabulka vlastnosti. Tu bylo mozˇne´ videˇt jizˇ v neˇkolika uka´zka´ch, naprˇ. v
celkove´m na´hledu na aplikaci (obr. 18) nebo v prˇı´kladu s prˇepı´na´nı´m vnitrˇnı´ch a vneˇjsˇı´ch
vstupnı´ch parametru˚ (obr. 36 a 37). V neˇm byl take´ vysveˇtlen rozdı´l mezi teˇmito dveˇma
typy vstupnı´ch parametru˚. Tato cˇa´st se zameˇrˇı´ praveˇ na vnitrˇnı´ parametry a popı´sˇe co je
trˇeba udeˇlat, aby bylo mozˇne´ editovat jejich hodnoty.
Vnitrˇnı´ vstupnı´ parametry jsou ty, ktere´ netvorˇı´ porty v hornı´ cˇa´sti operace. Pro to,
aby je bylo mozˇne´ hodnoty nejen editovat, ale i rozumneˇ prezentovat je trˇeba definovat
dalsˇı´ dveˇ typova´ rozsˇı´rˇenı´. Prvnı´ slouzˇı´ pro zobrazenı´ hodnoty a druhe´ pro jejı´ editaci.
Pro prezentaci hodnoty je v API definova´no rozhranı´ ParameterCellRenderer,
ktere´ nenı´ nic jiny´m, nezˇ prˇejmenova´nı´m rozhranı´TableCellRenderer37. Je to kvu˚li ty-
pove´ kontrole prˇi prˇida´va´nı´ tohoto rozsˇı´rˇenı´ tak, abybylo jasne´ zˇema´ by´t pouzˇito v tabulce
vlastnosti a nevztahuje se naprˇ. k neˇjake´ z komponent, ktera´ nesouvisı´ se zobrazenı´mvnitrˇ-
nı´ho parametru. Prˇı´kladem takove´hoto rendereru mu˚zˇe by´t ChoosableCellRenderer
(vy´pis 5), ktery´ slouzˇı´ pro prezentaci hodnot typu Choosable38.
ParameterCellRenderer
Obra´zek 52: Uka´zka operace obsahujı´cı´ hned dva vnitrˇnı´ parametry typu Choosable.
37javax.swing.table.TableCellRenderer.
38Rozhranı´ Choosable je takte´zˇ dostupne´ v API, a v kombinaci s vy´cˇtovy´m typem, je mozˇne´ pomocı´ neˇj,
celkem jednodusˇe, vytvorˇit seznam konstant, z ktere´ho lze vybrat pra´veˇ jednu.
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Naobra´zku 52 jsou vyznacˇeny dva parametry, pro ktere´ je pouzˇit zminˇovany´ renderer.
Jedna´ se o dva ru˚zne´ typy (EMask a EVectorType) implementujı´cı´ stejne´ rozhranı´. Zde
je videˇt sı´la modula´rnı´ho prˇı´stupu, stacˇı´ aby dana´ funkcionalita byla naprogramova´na
jednou a da´le je mozˇne´ ji pouzˇı´t vsˇude kde se hodı´. Ko´d dane´ho rendereru ukazujı´cı´ jeden
z prˇı´kladu˚ pouzˇitı´ rozhranı´ ParameterCellRenderer, je videˇt ve vy´pisu 5. Pokud k
datove´mu typu nenı´ definova´n renderer, je pouzˇit defaultnı´, ktery´ pouze zavola´ na dany´
objekt metodu toString a vy´sledek vypı´sˇe v tabulce.
public class ChoosableCellRenderer implements ParameterCellRenderer {
private JLabel renderer;
public ChoosableCellRenderer() {
renderer = new JLabel();
Font f = renderer.getFont();
renderer.setFont(f .deriveFont(Font.BOLD));
}
@Override
public Component getTableCellRendererComponent(JTable table, Object value,
boolean isSelected, boolean hasFocus, int row, int column) {
if (value instanceof Choosable) {
Choosable choosable = (Choosable) value;
renderer.setText(choosable.getChoosedValue().name());
}
renderer.setBackground(table.getBackground());
boolean isEditable = table.isEnabled() & table.getModel().isCellEditable (row, column);
renderer.setEnabled(isEditable);
return renderer;
}
}
Vy´pis 5: Prˇı´klad pouzˇitı´ rozhranı´ ParameterCellRenderer.
Pro editaci hodnotparametru˚ je definova´na abstraktnı´ trˇı´daParameterCellEditor.
To rozsˇirˇuje abstraktnı´ trˇı´du AbstractCellEditor39, plus jesˇteˇ implementuje rozhranı´
TableCellEditor40. Jedna´ se opeˇt jako u rendereru o pojmenova´nı´ typu, pro typovou
Obra´zek 53: Pouzˇitı´ editoru pro editaci typu Choosable.
39javax.swing.AbstractCellEditor.
40javax.swing.table.CellEditor.
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kontrolu. Jakouka´zka je pouzˇitChoosableCellEditor, prodokoncˇenı´ cele´hoprˇı´kladu.
Na obra´zku 53 je videˇt jak probı´ha´ editace. Ko´d editoru je pak videˇt v na´sledujı´cı´m vy´pisu
(vy´pis 6). V prˇı´padeˇ editoru je trˇebamyslet na to, zˇe editor nenı´ pouha´ komponenta, ktera´
prezentuje hodnotu, ale upravuje ji. Proto je pro nı´ nutne´ definovat akci, ktera´ obsluhuje
zmeˇnuhodnoty.Nakonci te´to akce bymeˇla by´t zavola´nametodafireEditingStopped
informujı´cı´ tabulku, zˇe editace hodnoty byla dokoncˇena. Jedna´ se o metodu, ktera´ je im-
plementova´na v ra´mci abstraktnı´ trˇidy AbstracCellEditor. Nakonec, pokud nenı´ pro
dany´ datovy´ typ definova´n editor, pak je editace hodnoty zaka´za´na.
public class ChoosableCellEditor extends ParameterCellEditor {
private Choosable choisedValue;
private JComboBox editor;
public ChoosableCellEditor() {
editor = new JComboBox();
editor .addActionListener(new EditorAction());
}
@Override
public Object getCellEditorValue() {
return choisedValue.getChoosedValue();
}
@Override
public Component getTableCellEditorComponent(JTable table, Object value,
boolean isSelected, int row, int column) {
if (value instanceof Choosable) {
choisedValue = (Choosable) value;
editor .setModel(new DefaultComboBoxModel(choisedValue.getAllPossibilities()));
editor .setSelectedItem(choisedValue.getChoosedValue());
}
return editor ;
}
class EditorAction implements ActionListener {
@Override
public void actionPerformed(ActionEvent e) {
Object o = e.getSource();
if (o instanceof JComboBox) {
JComboBox combobox = (JComboBox) o;
Object selected = combobox.getSelectedItem();
choisedValue.setChooseValue((Enum) selected);
fireEditingStopped() ;
}
}
}
}
Vy´pis 6: Prˇı´klad pouzˇitı´ abstraktnı´ trˇı´dy ParameterCellEditor.
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4.6 Hrany
Hrany jsou v aplikaci reprezentova´ny, jak v modelu (IEdge) tak v pohledu (Edge).
Avsˇak samotne´ propojenı´ mezi porty je rˇesˇeno pomocı´ na´vrhove´ho vzoru pozorovatel
(observer) [18], kdy pokud jsou dva porty propojeny hranou, pak jemodel vstupnı´ho portu
(IInputParameter) registrova´n u modelu vy´stupnı´ho portu (IOutputParameter)
jako posluchacˇ. Ten je reprezentova´n rozhranı´m OutputParameterChangeListener,
ktere´ definuje trˇi metody:
1. outputParameterValueChange,
2. outputParameterDataTypeChange,
3. outputParameterTabuListChange.
Hrany tak slouzˇı´ nejen k prˇenosu dat, ale i dalsˇı´ch informacı´.
Prvnı´ metoda slouzˇı´ pro prˇenos dat z vy´stupnı´ho portu na asociovane´ vstupnı´ porty.
Prˇenos se prova´dı´ vzˇdy, po dokoncˇenı´ metody execute dane´ operace. Jelikozˇ v tu dobu
bymeˇly vsˇechny vy´stupnı´ porty (parametry) jizˇ obsahovat data. O prˇeposı´la´nı´ dat se stara´
mezivrstva, autor operace musı´ pouze dodrzˇet to, zˇe v ra´mci metody execute budou
naplneˇny daty vsˇechny vy´stupnı´ parametry.
Druha´ metoda rozesı´la´ informaci o zmeˇneˇ datove´ho typu vy´stupnı´ho portu. Tato
situacemu˚zˇe nastat v prˇı´padeˇ za´visly´ch parametru˚, kdy zmeˇna datove´ho typu vstupnı´ho
parametru zaprˇı´cˇinı´ zmeˇnu datove´ho typu neˇktere´ho z vy´stupnı´ch parametru˚. Za´visle
parametry byly detailneˇji popsa´ny v kapitole 4.5. Metoda tedy pouze propaguje zmeˇnu
do dalsˇı´ch operacı´, proto se v pohledu hrany nacha´zı´ vzˇdy mezi stejny´mi typy portu˚, i
kdyzˇ pu˚vodneˇ meˇly parametry operacı´ definova´ny datove´ typy jinak.
Poslednı´ trˇetı´ metoda prˇeposı´la´ seznam zaka´zany´ch operacı´. Ten je posla´n vzˇdy, kdyzˇ
je hrana mezi dveˇma porty prˇida´na nebo smaza´na. V prvnı´m prˇı´padeˇ si na´sledujı´cı´
operace prˇida´ seznam ke sve´mu, v druhe´m jej odstranı´. Seznam zaka´zany´ch operacı´
zabranˇuje vytvorˇenı´ cyklu v grafu. Kazˇda´ operace si tak musı´ pamatovat seznam operacı´,
do ktery´ch ma´ zaka´za´no posı´lat data.
4.6.1 Model
Model hrany je tvorˇen rozhranı´m IEdge a jeho implementacı´ DefaultEdge. Hrana
obsahuje krom odkazu na vstupnı´ a vy´stupnı´ parametr, ktere´ spojuje take´ jednoznacˇne´
ID, pomocı´ neˇjzˇ je mozˇne´ identifikovat hranu mezi ostatnı´mi, plus informaci zda je cˇi
nenı´ hrana korektnı´.
Vzniku nekorektnı´ch hran je snaha prˇedejı´t jizˇ, prˇi jejich zada´va´nı´, naprˇ. hrany vytva´-
rˇejı´cı´ cykly. Ovsˇem urcˇitou posloupnostı´ kroku˚ lze dosa´hnout toho, zˇe v grafu se objevı´
hrana spojujı´cı´ nekorektnı´ typy. Jak k tomumu˚zˇe dojı´t je videˇt na obra´zku 54, kde v prave´
cˇa´sti je jedna takova´ vyznacˇena, cˇervenou barvou. Tato hrana nemu˚zˇe vzniknout prˇı´mo,
to je zaka´za´no a je vyvola´na vy´jimka podobneˇ jako v prˇı´padeˇ pokusu vytvorˇit cyklus.
Ovsˇemdı´ky za´visly´mparametru˚m amozˇnosti prˇetypova´vat vstupnı´ parametry, zasla´nı´m
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Obra´zek 54: Posloupnost kroku˚ vedoucı´ ke vzniku nekorektnı´ hrany.
konkretizovane´ho typu do obecne´ho, mu˚zˇe vzniknout jedna cˇı´ vı´ce nekorektnı´ch hran
prˇi smaza´nı´ jine´ hrany.
Obra´zek 54 ukazuje posloupnost kroku˚, ktera´ vyu´stı´ vznikem nekorektnı´ hrany.
Za prve´ je trˇeba ve´st hranu z konkretizovane´ho typu do neˇjake´ operace s obecnou verzı´
dane´ho datove´ho typu, ktera´ zmeˇnu navı´c promı´tne na jeden ze svy´ch vy´stupnı´ch para-
metru˚. Podobneˇ jak ukazuje prostrˇednı´ cˇa´st v obra´zku 54. To ma´ za na´sledek, zˇe nynı´ je
mozˇne´ ve´st hranu z vy´stupnı´ho portu operace rotace do vstupnı´ho portu operace praho-
va´nı´, i kdyzˇ to prˇed tı´m nebylo mozˇne´.41 Avsˇak pokud je smaza´na hrana (odstı´ny sˇedi→
rotace), ktera´ meˇla zmeˇnu na sveˇdomı´, jsou parametry prˇetypova´ny zpeˇt do vy´chozı´ho
datove´ho typu. Nekorektnı´ hrany z grafu nejsou automaticky maza´ny. Jsou pouze vy-
znacˇeny a je ponecha´no na uzˇivateli, jak se s danou situacı´ vyporˇa´da´. Tento stav mu˚zˇe
totizˇ nastat nechteˇny´m smaza´nı´ hrany, majı´cı´ toto za na´sledek a jejı´m vra´cenı´m se da´ opeˇt
vsˇe do porˇa´dku. Graf obsahujı´cı´ nekorektnı´ hrany, nelze samozrˇejmeˇ spustit, protozˇe
neprojde kontrolou.
4.6.2 Pohled
Pohled tvorˇı´ trˇı´da Edge prˇedstavujı´cı´ grafickou komponentu. Hrana je reprezentova´na
lomenou cˇarou zakoncˇenou sˇı´pkou zdu˚raznˇujı´cı´ smeˇr. Co je na pohledu zajı´mave´, je zˇe
tvorˇı´ klasickou swingovskou komponentu42, cozˇ prˇina´sˇı´ v prˇı´padeˇ hrany urcˇite´ proble´my.
Na´sledujı´cı´ ilustrace (obr. 55) ukazuje, jak kazˇda´ hrana vypada´ ve skutecˇnosti.
41Toto je hlavnı´ du˚vod procˇ si parametry pamatujı´ datovy´ typ aktua´lnı´ hodnoty a ne pouze ten obecneˇ
definovany´ prˇi vytva´rˇenı´ operace.
42Deˇdı´ z trˇı´dy JComponent
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Obra´zek 55: Ilustrace komponenty prˇedstavujı´cı´ hranu.
Jak je videˇt hranu tvorˇı´ obde´lnı´kova´ komponenta v ra´mci nı´zˇ je hrana vykreslena.
Hlavnı´m proble´mem je, zˇe k takove´to komponenteˇ nelze prˇidat prˇı´mo reakce na akce
mysˇi, protozˇe ta reaguje na celou oblast komponenty, vcˇ. vyznacˇene´ho pozadı´. To je ovsˇem
nezˇa´doucı´, jelikozˇ na mysˇ by meˇla reagovat pouze vykreslena´ hrana. Dalsˇı´m du˚vodem
je, zˇe se jednotlive´ hrany mohou ru˚zneˇ prˇekry´vat a hrana, ktera´ by byla neˇkde u´plneˇ
vespod, by na mysˇ nereagovala vu˚bec. Reakce mysˇi, na ktere´ zda´nliveˇ reagujı´ hrany,
jsou ve skutecˇnosti registrova´ny u pracovnı´ho pla´tna GraphCanvas. To vyuzˇı´va´ trˇı´dy
EdgeUtils43 poskytujı´cı´ metody, ktere´ umı´ zjistit zda se kurzor mysˇi nacha´zı´ na hraneˇ,
poprˇ. i danou hranu vybrat. Vy´beˇr hrany se prova´dı´ na za´kladeˇ vy´pocˇtu vzda´lenosti
kurzoru od vsˇech hran, hrana ktera´ je nejblı´zˇe kurzoru je vybra´na. Tato oklika rˇesˇı´ to, zˇe
„hrany reagujı´“ na uda´losti mysˇi tak, jak uzˇivatel prˇirozeneˇ ocˇeka´va´, i kdyzˇ ve skutecˇnosti
se o jejich obsluhu stara´ pracovnı´ pla´tno.
4.7 Ukla´da´nı´, nacˇı´tanı´ grafu
Namodelovane´ postupy, vcˇetneˇ nastavenı´ jednotlivy´ch operacı´, je mozˇne´ ulozˇit a pozdeˇji
znovunacˇı´st. Graf je ulozˇen ve dvou samostatny´ch souborech. Vprvnı´m se nacha´zı´model
grafu, tedy operace se svy´m nastavenı´m a definovane´ hrany. V druhe´m jsou ulozˇeny
informace nutne´ pro rekonstrukci pohledove´ cˇa´sti, to jsou pozice jednotlivy´ch operacı´,
pozice hran vcˇ. sourˇadnic vsˇech bodu˚, ze ktery´ch je hrana slozˇena. Prˇed ulozˇenı´m jsou
nakonec oba soubory zabaleny do jednoho zip archivu. Pro za´kladnı´ kontrolu obsahu a
struktury XML souboru˚ jsou definova´ny dva XSD soubory.44
Trˇı´dy starajı´cı´ se oukla´da´nı´ a nacˇı´ta´nı´ grafu jsouvbalı´kuutils.persistanceGraph,
jeho struktura je videˇt na obra´zku 56. Za´kladnı´ trˇı´dy jsou GraphSaver a GraphLoader,
obeˇ poskytujı´ dveˇ verˇejne´ staticke´ metody. Jedna slouzˇı´ pro pra´ci s modelem, druha´ s po-
hledem. GraphPersistance obsahuje jme´na vsˇech elementu˚ a atributu˚, ktere´ mohou
by´t pouzˇity v ra´mci XML souboru˚.
Trˇı´da ObjectProperties ma´ na starost nacˇtenı´ vsˇech parametru˚, ktere´ majı´ by´t
ulozˇeny nebo nacˇteny. Vyuzˇı´va´ introspekce pro prozkouma´nı´ konkre´tnı´ho datove´ho typu
a na za´kladeˇ neˇj sestavı´ strukturu se jme´ny parametru˚ a odkazy na jejich prˇı´stupove´
metody. Da´le obsahuje metody get a set, ktere´ zı´skajı´ nebo nastavı´ hodnotu parametru
konkre´tnı´ instance dane´ho datove´ho typu. Jsou prˇeskakova´ny parametry oznacˇene´ jako
43Bylo ji mozˇne´ videˇt v diagramu na obra´ku 29.
44Pro model: resources/graph model.xsd, pro pohled:resources/graph view.xsd.
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utils.persistanceGraph
+saveGraphModel(mode : IGraph) : ByteArrayOutputStream
+saveGraphView(view : GraphCanvas) : ByteArrayOutputStream
GraphSaver
+loadGraphModel(f : File) : IGraph
+loadGraphView(f : File, m : IGraph) : Pair<List<Operation>, List<Edge>>
GraphLoader
+accept(f : Filed) : boolean
<<Interface>>
FieldFilter-props : Map<String, ReadWriteMethod>
-ﬁlter : FieldFilter
ObjectProperties
GraphPersistance
+getWrapper(cls : Class) : Wrapper
WrappedObjets
11
Obra´zek 56: Struktura trˇı´d starajı´cı´ se o ulozˇenı´ a nacˇtenı´ grafu.
static, transient a ty, ktere´ neprojdou filtrem. Filtr je vyuzˇı´va´n pouze prˇi pra´ci s
operacemi, kdy jsou filtrova´ny pouze vnitrˇnı´ vstupnı´ parametry. U obecne´ho objektu
jsou bra´ny vsˇechny parametry, vyjma teˇch staticky´ch a neviditelny´ch. Je tak nutne´, aby
pro zby´vajı´cı´ parametry, ktere´ majı´ by´t ulozˇeny byly definova´ny get/set metody ve
forma´tu Java Beans. Ono obecneˇ, abymohla by´t ulozˇena nebo nacˇtena hodnota neˇktere´ho
zparametru˚,musı´ datovy´ typ splnˇovat urcˇite´ na´lezˇitosti. Prˇı´mo lzeukla´dat a nacˇı´tat pouze
parametry s primitivnı´m datovy´m typem, textove´ rˇeteˇzce (String) nebo vy´cˇtove´ typy
enum. Da´le jemozˇne´ ukla´dat a nacˇı´tat kolekce45 obsahujı´cı´ jizˇ vyjmenovane´ typy. Proble´m
nasta´va´ obecneˇ s objekty, ale i ty jsou rˇesˇeny.
K objektu˚m se prˇistupuje podobneˇ jako ke kolekcı´m. Za´kladnı´ ota´zka znı´: „Cˇı´m mu˚zˇe
by´t objekt tvorˇen?“. Odpoveˇd’ je, zˇe objekt je tvorˇen svy´mi parametry urcˇujı´cı´mi stav a
operacemi poskytujı´cı´ neˇjakou funkcionalitu. Du˚lezˇite´ je, zˇe aktua´lnı´ stav objektu je za-
chycen pomocı´ hodnot jeho parametru˚. Jake´ho typu mohou by´t tyto parametry? Zase jen
primitivnı´ datove´ typy, jine´ objekty nebo kolekce. Z te´to mysˇlenky vycha´zı´ mechanismus
a pozˇadavky na komplexnı´ datove´ typy, jejichzˇ hodnoty majı´ by´t ulozˇeny nebo nacˇteny.
Nejjednodusˇsˇı´ komplexnı´ datove´ typy jsou ty, ktere´ sdruzˇujı´ dohromady neˇkolik pri-
mitivnı´ch typu˚. Aby mohl by´t takovy´ objekt ulozˇen a znovu nacˇten musı´ obsahovat
bezparametricky´ konstruktor a mı´t pro vsˇechny sve´ parametry definova´ny prˇı´stupove´
metody.46 Da´le se postupuje rekurzivneˇ, obsahuje-li komplexnı´ typ jeden cˇi vı´ce parame-
tru˚, ktere´ netvorˇı´ primitivnı´ datovy´ typ, pak tymusı´ takte´zˇ splnˇovat prˇedchozı´ podmı´nky.
Takove´to komplexnı´ typy lze samozrˇejmeˇ pouzˇı´vat i v kolekcı´ch, apod. Tı´mto zpu˚sobem
mohou vznikat opravdu slozˇite´ a komplexnı´ datove´ typy, jejichzˇ hodnoty bude mozˇne´
ukla´dat a znovu nacˇı´tat. Prˇı´klad mozˇna´ azˇ prˇı´lisˇ slozˇite´ho datove´ho typu je uka´za´n v
prˇı´loze E.1. Z neˇj je videˇt, zˇe se neomezujı´ meze, toho co je a co nenı´ mozˇne´ ulozˇit a
45Typy odvozene´ z Collection, pole a slovnı´ky (Map).
46Opeˇt se jedna´ o Java Beans konvenci.
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znovu nacˇı´st. Pouze je trˇeba u definice datovy´ch typu˚, ktere´ budou ukla´da´ny myslet na
pa´r podmı´nek, ktere´ musı´ splnˇovat.
Co ovsˇem s typy, ktere´ jizˇ existujı´ a nesplnˇujı´ dane´ podmı´nky? Pro ty je definova´no
poslednı´ datove´ rozsˇı´rˇenı´, ktere´ je reprezentova´no rozhranı´m Wrappper. Pomocı´ neˇj je
mozˇne´ jizˇ existujı´cı´ typ obalit, resp. z neˇj vyta´hnout informace, ktere´ urcˇujı´ jeho stav. Ty
ulozˇit a pozdeˇji na za´kladeˇ nich rekonstruovat pu˚vodnı´ hodnotu instance dane´ho typu.
Trˇı´da WrappedObjects pak stı´ra´ rozdı´l mezi konkre´tnı´m typem a wrapperem s nı´m
spojeny´m. V operacı´ch se pouzˇı´vajı´ pu˚vodnı´ typy a pouze v dobeˇ, kdy se hodnota dane´
instance ukla´da´ nebo nacˇı´ta´ je vyuzˇit wrapper. Dokonce i v ulozˇene´m XML souboru
se nacha´zı´ odkaz na pu˚vodnı´ typ. Datovy´ typ, ktery´ byl motivacı´ pro tento prˇı´stup, byl
java.io.File. Ten obsahuje jedinou vlastnost urcˇujı´cı´ jeho stav a tı´m je cesta k souboru.
Ovsˇem je mozˇne´ ji nastavit pouze skrze konstruktor. Trˇı´da tak nema´ bezparametricky´
konstruktor a metodu set pro jejı´ nastavenı´. Proto je definova´n FileWrapper, ktery´
„doplnı´ chybeˇjı´cı´ vlastnosti“. Jeho ko´d je videˇt ve vy´pisu 7.
public class FileWrapper implements Wrapper<File> {
private String path;
public FileWrapper() { }
public void setPath(String path) { this .path = path; }
public String getPath() { return path; }
@Override
public void wrap(File f ) { this .path = f .getAbsolutePath(); }
@Override
public File unwrap() { return new File(path); }
@Override
public Class<File> getWrapType() { return File.class; }
}
Vy´pis 7: Prˇı´klad pouzˇitı´ rozhranı´ Wrapper.
V ko´du je videˇt, zˇe wrapper nedeˇla´ nic jine´ho, nezˇ zˇe pouze vyta´hne z konkre´tnı´ in-
stance dane´ho typu parametry urcˇujı´cı´ jejı´ stav, v tomto prˇı´padeˇ cestu k souboru, definuje
prˇı´stupove´metody a bezparametricky´ konstruktor. Zbyle´metody jsou implementace roz-
hranı´ Wrapper. Metoda wrap provede, jizˇ zminˇovane´, vyta´hnutı´ du˚lezˇity´ch parametru˚
do wrapperu. Metoda unwrap naopak rekonstruuje pu˚vodnı´ typ s dany´m nastavenı´m.
Poslednı´ metoda getWrapType poskytne informaci o pu˚vodnı´m datove´m typu.
Pokud je k datove´mu typu definova´n wrapper je mozˇne´ na neˇj pohlı´zˇet jako na typ,
ktery´ splnˇuje vsˇechny vy´sˇe zminˇovane´ podmı´nky. A pouzˇı´vat jej bez obav ve vlastnı´ch
typech, ktere´ jsou pouzˇı´va´ny jako vnitrˇnı´ parametry operacı´.
4.7.1 Struktura XML souboru˚
Jak pro model, tak pro pohled je za´kladnı´ struktura XML souboru stejna´. Prˇı´klad pra´zd-
ne´ho grafu je videˇt ve vy´pisu 8. Z vy´pisu je jasneˇ patrne´, zˇe graf tvorˇı´ pouze seznam
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operacı´ a hran. Ve strukturˇe se jesˇteˇ zhodujı´ jme´na elementu˚ pro operace a hrany, avsˇak v
souborech s pohledem a modelem se lisˇı´ v ru˚zny´ch atributech, ktere´ dane´ elementy majı´.
<?xml version=”1.0” encoding=”UTF−8” standalone=”no”?>
<graph>
<operations/>
<edges/>
</graph>
Vy´pis 8: Za´kladnı´ struktura XML souboru popisujı´cı´ho graf.
Celkoveˇ soubor s pohledovou cˇa´stı´ je znacˇneˇ jednodusˇsˇı´ nezˇ ten uchova´vajı´cı´ model.
Jelikozˇ v pohledu se ukla´dajı´ pouze informace o pozicı´ch operacı´ a hran. Hrany navı´c
ukla´dajı´ pozice bodu˚ ze ktery´ch jsou slozˇeny. Kdezˇto vmodelu jsou ukla´da´ny informace o
nastaveny´ch hodnota´ch parametru˚ a ty mohou by´t neˇkdy dosti obsa´hle´. Jak vypadajı´ oba
typy souboru˚ je uka´za´no na jednoduche´m prˇı´kladu grafu, ktery´ je videˇt na na´sledujı´cı´m
obra´zku (obr. 57).
Obra´zek 57: Jednoduchy´ prˇı´klad grafu.
I u takto jednoduche´ho prˇı´kladu jsou vy´sledne´ soubory dost rozsa´hle´, proto byly
prˇesunuty do prˇı´lohy E.2. Na za´veˇr jen pa´r drobny´ch informacı´ k ukla´da´nı´ hran. Hrany
v modelu jsou ukla´da´ny tak, zˇe se ulozˇı´ jme´no zdrojove´ho a cı´love´ho parametru, plus ID
operace, ke ktere´ parametr na´lezˇı´. V pohledove´ cˇa´sti pak mu˚zˇe by´t trochu matoucı´, procˇ
je mı´sto poslednı´ho bodu, ulozˇeno ohranicˇenı´ cı´love´ho portu. Je to z toho du˚vodu, zˇe u
cı´lovy´ch portu˚ jsou hrany prˇichyta´va´ny na okraj portu, kvu˚li ukoncˇenı´ hrotem sˇipky. Z
ohranicˇenı´ portu se na´sledneˇ pocˇı´ta´ sourˇadnice bodu, kde se hrana dotkne portu.
Dı´ky ukla´da´nı´ grafu˚ do XML souboru˚, je mozˇne´ namodelovat algoritmus pouze rucˇ-
nı´m napsa´nı´m oneˇch souboru˚ (hlavneˇ souboru popisujı´cı´ho model). To ale samozrˇejmeˇ
nenı´ za´meˇr, k tomu slouzˇı´ graficka´ nadstavba. Du˚vod procˇ jsou grafy ukla´da´ny do cˇitelne´
podoby je ten, zˇe uzˇivatel, ktery´ spousˇtı´ graf bez graficke´ho rozhranı´ neˇkde na serveru,
mu˚zˇe chtı´t zmeˇnit hodnoty neˇktery´m parametru˚m operacı´. Typicky to mohou by´t adre-
sa´rˇe se zdrojovy´mi daty, nebo prˇihlasˇovacı´ u´daje do databa´ze. Tı´m je umozˇneˇna jaka´si
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primitivnı´ editace navrzˇene´ho postupu, bez nutnosti mı´t k dispozici, na dane´m stroji,
nainstalova´no graficke´ rozhranı´.
4.8 Rˇesˇenı´ rozsˇirˇitelnosti
Tato kapitola shrnuje vsˇechny typy rozsˇı´rˇenı´, ktere´ je mozˇne´ do aplikace prˇidat. Je prˇed-
staven spra´vce rozsˇı´rˇenı´, majı´cı´ na starost jejich spra´vu.
V prˇedchozı´ch cˇa´stech, byly postupneˇ prˇestaveny vsˇechny druhy rozsˇı´rˇenı´, s ktery´mi
si aplikace umı´ poradit a zakomponovat je do sebe. Jednu trˇı´du rozsˇı´rˇenı´ tvorˇı´ dva druhy
operacı´:
• obycˇejne´ operace, rozhranı´ IOperation (vy´pis 1),
• korˇenove´ cˇi iterovatelne´ operace, rozhranı´ IRootOperation (vy´pis 2).
Druhou trˇı´du rozsˇı´rˇenı´ jsou tzv. typova´ rozsˇı´rˇenı´, ktere´ umozˇnˇujı´ zobrazovat a edito-
vat vnitrˇnı´ parametry operacı´ nebo prˇida´vajı´ novou funkcionalitu k typu (trˇı´deˇ), kterou
pu˚vodneˇ nemeˇl, jsou jimi:
• Rozhranı´ Copier (vy´pis 4), umozˇnujı´cı´ posı´lat data z jednoho vy´stupnı´ho portu do
vı´ce vstupnı´ch.
• Rozhranı´ ParameterCellRenderer (vy´pis 5), ktere´ se stara´ o zobrazenı´ (vykres-
lenı´) hodnoty parametru v tabulce vlastnostı´.
• Abstraktnı´ trˇı´da ParameterCellEditor (vy´pis 6), prˇina´sˇejı´cı´ mozˇnost editace
hodnoty parametru v tabulce vlastnostı´.
• Rozhranı´ Wrapper (vy´pis 7), ktery´ obalı´ konkre´tnı´ trˇı´du tak, aby splnˇovala Java
Beans konvenci a bylo mozˇne´ konkretnı´ instanci ulozˇit do souboru a pozdeˇji z neˇj
nacˇı´st.
Vsˇechny vy´sˇe zminˇovane´ typy, je na´sledneˇ mozˇne´ pomocı´ spra´vce rozsˇı´rˇenı´ spravovat.
Ten se nacha´zı´ v menu Na´stroje → Spra´vce rozsˇı´rˇenı´. Jednotliva´ rozsˇı´rˇenı´ jsou
zverˇejnˇova´ny jako samostatne´ jar balı´ky. Ten obecneˇ mu˚zˇe obsahovat libovolny´ pocˇet
operacı´ a typovy´ch rozsˇı´rˇenı´.47 Aplikace je identifikuje a nabı´dne k dalsˇı´mu zpracova´nı´
uzˇivateli, ktery´ je mu˚zˇe, ale i nemusı´, zprˇı´stupnit pro pra´ci v hlavnı´m okneˇ aplikace. Balı´k
navı´c mu˚zˇe obsahovat dalsˇı´ trˇı´dy a rozhranı´, ktere´ nerozsˇirˇujı´ vy´sˇe zmı´neˇne´ typy. Mohou
jimi by´t vlastnı´ uzˇivatelske´ typy nebo funkce, jezˇ vyuzˇı´vajı´ operace cˇi typova´ rozsˇı´rˇenı´. I
ty jsou nacˇteny do classpath aplikace.
Ono prˇida´nı´ rozsˇı´rˇenı´ nenı´ nic jine´ho, nezˇ zˇe jsou z balı´ku vybra´ny vsˇechny soubory
s prˇı´ponou .class a prˇida´ny do classpath tak, aby o nich aplikace veˇdeˇla. Pro to je
definova´n vlastnı´ class loader, ktery´ umı´ za beˇhu aplikace classpath modifikovat. Vsˇechna
rozsˇı´rˇenı´ tohoto typu se nacha´zı´ v slozˇce extensions. V adresa´rˇi s aplikacı´ se nacha´zı´
take´ slozˇka lib. Ta slouzˇı´ pro balı´ky (knihovny), ktere´ jsou nutne´ prˇi kompilaci aplikace.
47Neplatı´, zˇe by jedno rozsˇı´rˇenı´ muselo by´t v jednom jar balı´ku.
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Zde se nacha´zı´ naprˇ. balı´k s verˇejny´mAPI48 nebo ovladacˇ k prˇı´stupu doMySQLdataba´ze.
Pokud rozsˇı´rˇenı´ vyuzˇı´va´ neˇktere´ z knihoven trˇetı´ch stran, pak i ty je nutne´ zahrnout do
adresa´rˇe lib.49
4.8.1 Spra´vce rozsˇı´rˇenı´
Jak spra´vce rozsˇı´rˇenı´ vypada´ je videˇt na obra´zku58. Po spusˇteˇnı´ se uka´zˇe okno, kdevhornı´
cˇa´sti je mozˇno vybrat a importovat jar balı´k s novy´m rozsˇı´rˇenı´m. Pod nı´m se nacha´zı´
seznam vsˇech rozsˇı´rˇenı´, ktere´ jsou v aplikaci instalova´na. Pomocı´ neˇj je take´ mozˇne´ opeˇt
vybrany´ balı´k odstranit, ovsˇemdrˇı´ve je nutne´ vsˇechna rozsˇı´rˇenı´ v neˇmobsazˇena´ „odpojit“
z aplikace.
Obra´zek 58: Prvnı´ pohled na spra´vce rozsˇı´rˇenı´.
V za´lozˇka´ch jsou okna obsluhujı´cı´ konkre´tnı´ typy rozsˇı´rˇenı´. V prvnı´m se nacha´zı´
seznam importovany´ch nepouzˇity´ch operacı´, ktere´ lze prˇetazˇenı´m vlozˇit do stromu ve
vedlejsˇı´m panelu. V ra´mci tohoto okna je take´ mozˇne´ upravovat strukturu stromu, resp.
ji celou vytvorˇit nebo smazat. V cˇiste´ instalaci aplikace, bez jaky´chkoliv rozsˇı´rˇenı´ je strom
pra´zdny´. Nejsou tedy s aplikacı´ publikova´ny neˇjake´ „vy´chozı´“ operace cˇi typy. Za´lezˇı´
pouze na uzˇivateli, ktere´ s rozsˇı´rˇenı´ zvolı´ a nainstaluje. Vzhled za´lozˇky Operace ukazuje
obra´zek 59.
Sˇipka v obra´zku 59 naznacˇuje, zˇe jednotlive´ operace se pomocı´ funkce Drag & Drop
prˇida´vajı´ do stromu. Operace je mozˇne´ vlozˇit na konkre´tnı´ pozici ve stromu nebo prˇe-
tazˇenı´m na slozˇku agregujı´cı´ vı´ce operacı´, je prˇida´na na konec. Take´ jednotlive´ polozˇky
ve stromu lze mezi sebou ru˚zneˇ prˇetahovat, operace mezi kategoriemi cˇi cele kategorie
do jiny´ch. Za´lezˇı´ pouze na uzˇivateli, do jake´ struktury si operace ulozˇı´. Jedine´ co je za-
48despr-api.jar
49Na tento fakt upozornı´ spra´vce prˇi prˇida´va´nı´ nove´ho rozsˇı´rˇenı´ a to na za´kladeˇ parametru Class-Path
v manifest souboru dane´ho balı´ku.
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Kategorie Operace
Obra´zek 59: Spra´vce rozsˇı´rˇenı´ – spra´va operacı´.
ka´zane´, je modifikace korˇenove´ operace (Operace50), navı´c do nı´ nenı´ mozˇne´ vkla´dat
prˇı´mo operace, pouze nove´ kategorie a azˇ do nich lze prˇida´vat operace. Je-li operace nebo
cela´ kategorie smaza´na, operace v nı´ obsazˇene´ jsou prˇesunuty do panelu nepouzˇite´ operace.
Z neˇj jsou smaza´ny azˇ po odstraneˇnı´ cele´ho balı´ku v prvnı´ za´lozˇce (seznam rozsˇı´rˇenı´). Jak
vytvorˇeny´ strom, tak seznam nepouzˇity´ch operacı´ jsou ulozˇeny v externı´ch souborech
v adresa´rˇi resources. Strom je ulozˇen v souboru operations.xml a seznam nepo-
uzˇı´ty´ch typu˚ v unused operations.list. Tyto soubory by nemeˇly by´t upravova´ny
prˇı´mo uzˇivatelem. Ale pro prˇı´pad chyby, kdyby na´hodou byl smaza´n balı´k, avsˇak zmeˇna
se neprojevila do souboru˚, jsou v cˇitelne´ podobneˇ a je takmozˇne´ odstranit operace prˇı´mo.
Poslednı´, trˇetı´ za´lozˇka obsahuje spra´vu rozsˇı´rˇenı´ datovy´ch typu˚. Jak vypada´ ukazuje
obra´zek 60. Okno je rozdeˇleno opeˇt do dvou sloupcu˚. V leve´m sloupci se nacha´zı´ seznam
jmen typu˚, ke ktery´m jsou sva´za´na mozˇna´ rozsˇı´rˇenı´. V prave´m sloupci se nacha´zı´ seznam
vsˇech typovy´ch rozsˇı´rˇenı´, ktere´ se nacha´zı´ v neˇktery´ch z instalovany´ch balı´cˇku˚.
Jednotliva´ typova´ rozsˇı´rˇenı´ jsou od sebe odlisˇena pomocı´ barev. Co ktera´ barva zna-
mena´ vysveˇtluje legenda v hornı´ cˇa´sti. Take´ si je mozˇne´ vsˇimnout, zˇe vlevo od jme´na
typove´ho rozsˇı´rˇenı´ se nacha´zı´ podobna´ ikona jako na portech. Tato ikona ma´ velmi po-
dobny´ vy´znam jako u portu˚, informuje uzˇivatele zda je dane´ typove´ rozsˇı´rˇenı´ sva´zane´
s neˇjaky´m konkre´tnı´m typem. Pokud ano, ikona je cˇerna´ (typove´ rozsˇı´rˇenı´ je pouzˇito),
pokud ne typove´ rozsˇı´rˇenı´ nenı´ sva´za´no z zˇa´dny´m typem. Znacˇenı´ je zde z du˚vodu, zˇe
50Ve stromu s operacemi v hlavnı´m okneˇ je korˇenova´ kategorie skryta.
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Obra´zek 60: Spra´vce rozsˇı´rˇenı´ – spra´va typovy´ch rozsˇı´rˇenı´.
jeden typ rozsˇı´rˇenı´ mu˚zˇe by´t asociova´n na dva cˇi vı´ce ru˚zny´ch typu˚ a nelze tak podobneˇ
jako u operacı´ rozsˇı´rˇenı´ ze seznamu odstranit, musı´ by´t sta´le k dispozici. Uzˇivateli to take´
poma´ha´ prˇi kontrole, kdy chce smazat cely´ neˇktery´ z balı´ku˚ v prvnı´ za´lozˇce. Jak jizˇ bylo
rˇecˇeno musı´ odstranit vsˇechny za´vislost, tzn. odpojit typova´ rozsˇı´rˇenı´ a odstranit operace
ze stromu. Tak kdyzˇ mu spra´vce rozsˇı´rˇenı´ vypı´sˇe chybu, prˇi maza´nı´ balı´ku, zˇe je trˇeba
jesˇteˇ odpojit typove´ rozsˇı´rˇenı´, mu˚zˇe zkontrolovat podle ikony zda je cˇi nenı´ odpojene´.
Typove´ rozsˇı´rˇenı´ je odpojeno, azˇ kdyzˇ je odpojeno od vsˇech asociovany´ch typu˚. Pokud
tedy ikona zu˚sta´va´ sta´le cˇerna´ po smaza´nı´ z jednoho typu, znamena´ to zˇe je rozsˇı´rˇenı´
spojeno jesˇteˇ z jiny´m typem.
Pro prˇida´nı´ typu, s ktery´mmajı´ by´t spojova´ny jednotliva´ rozsˇı´rˇenı´ slouzˇı´ tlacˇı´tko prˇidat
novy´. Zobrazı´ jednoduchy´ dialog (obr. 61) do ktere´ho je trˇeba zadat jme´no existujı´cı´ trˇı´dy,
v u´plne´m forma´tu tak, jak je videˇt na obra´zku. Je to videˇt i prˇedchozı´m obra´zku (obr. 60),
kde jsou kvu˚li jednoznacˇnosti vypisova´ny u´plne´ na´zvy. Do dialogu lze zada´vat i jme´na
trˇı´d nacha´zejı´cı´ se v jar balı´cı´ch. Ty nemusı´ ani tvorˇit jake´koliv rozsˇı´rˇenı´, mu˚zˇe se jednat
naprˇ. o vlastnı´ datovy´ typ. Prˇi maza´nı´ balı´ku je pak trˇeba odstranit i tyto prˇidane´ typy.
Jako v prˇedchozı´m prˇı´padeˇ je i seznam typu˚ s asociovany´mi rozsˇı´rˇenı´mi a samotny´ se-
znamrozsˇı´rˇenı´ ulozˇenvexternı´ch souborech. Prvnı´ se jmenujeextensions of types.xml,
druhy´ pak available extensions.properties. Oba soubory se opeˇt nacha´zı´ ve slozˇce
resources v adresa´rˇi s aplikacı´. V souboru se seznamem rozsˇı´rˇenı´ je ulozˇen i pocˇet
pouzˇitı´ dane´ho typu, proto property soubor.
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Obra´zek 61: Spra´vce rozsˇı´rˇenı´ – prˇida´nı´ nove´ho typu.
4.8.2 Vytvorˇenı´ vlastnı´ho rozsˇirˇujı´cı´ho balı´ku
Na vytvorˇenı´ rozsˇı´rˇujı´cı´ho balı´ku nenı´ nic azˇ tak zvla´sˇtnı´ho. Meˇlo by se jednat o stan-
dardnı´ jar balı´k. Co je du˚lezˇite´ je, zˇe pokud trˇı´dy v balı´ku pracujı´ s neˇjaky´mi externı´mi
knihovnami51 meˇly by by´t ulozˇeny v adresa´rˇi lib na stejne´ u´rovni jako src, ve ktere´m
se obvykle nacha´zı´ zdrojove´ soubory. Odkazy na externı´ knihovny bymeˇly by´t ulozˇeny v
manifest souboru, s relativnı´mi cestami. Pokud by tomu tak nebylo, balı´k by nesˇel prˇidat.
Balı´k by meˇl by´t vzˇdy distribuova´n s adresa´rˇem lib, pokud jej potrˇebuje52, nejle´pe
zabalen v jednom archivu. Nejjednodusˇsˇı´ zpu˚sob jak vytvorˇit rozsˇirˇujı´cı´ balı´k, je zalozˇit
novy´ projekt v Netbeans53 nacˇı´st si verˇejne´ API programu a norma´lneˇ naprogramovat
vlastnı´ rozsˇı´rˇenı´. Jedine´ co pak stacˇı´, je v panelu s projekty kliknout, pravy´m tlacˇı´tkem
mysˇi, na dany´ projekt a vybrat build. Do adresa´rˇe dist dane´ho projektu se vygeneruje
vsˇe potrˇebne´ a novy´ balı´k je mozˇne´ importovat do aplikace.
4.9 Jazykove´ mutace a vzhled aplikace
Vra´mci aplikace jemozˇne´ prova´deˇt urcˇita´ uzˇivatelska´ nastavenı´, konkre´tneˇ zmeˇnit vzhled
a jazykovou mutaci. Zmeˇna vzhledu je vı´ceme´neˇ kosmetickou za´lezˇitostı´, avsˇak ne kazˇ-
de´mu uzˇivateli mu˚zˇe vyhovovat klasicky´ „javovske´“ te´ma. Proto je uzˇivateli umozˇneˇno si
vybrat takovy´ vzhled, ktery´ mu nejvı´ce vyhovuje. Vy´beˇr nemusı´ by´t prova´deˇn pouze na
za´kladeˇ vizua´lnı´ stra´nky, ale i naprˇı´klad ze strany rychlosti reakce prostrˇedı´, protozˇe ne
vsˇechna vizua´lnı´ prostrˇedı´ reagujı´ stejneˇ rychle. Z tohoto pohledu nejle´pe vycha´zı´ te´ma
Nimbus, ktere´ reaguje velmi svizˇneˇ a navı´c vypada´, jak v linuxu tak na windows stejneˇ.
Mnozˇstvı´ vizua´lnı´ch te´mat, z ktery´ch lze vybı´rat, za´lezˇı´ na konkre´tnı´ instalaci OS. Na
obra´zku 62 jsou naprˇ. videˇt te´mata dostupna´ v Ubuntu 11.10, v neˇmzˇ byl na´stroj vyvı´jen a
prˇeva´zˇneˇ i testova´n. K vy´beˇru vzhledu, jesˇteˇ doporucˇenı´, je lepsˇı´ vybrat na zacˇa´tku jedno
te´ma a to pouzˇı´vat, protozˇe vy´beˇr te´matu ma´ vliv na vzhled a hlavneˇ rozmeˇry operacı´.
Grafy ulozˇene´ prˇi pouzˇitı´ jednoho vzhledu, vypadajı´ jinak prˇi pouzˇitı´ jine´ho54. Z pohledu
funkcˇnosti to, ale vy´znam nema´.
51Jar balı´ky trˇetı´ch stran.
52Prakticky jej potrˇebuje vzˇdy, protozˇe pokud obsahuje nove´ operace nebo typova´ rozsˇı´rˇenı´, musı´ pouzˇı´vat
balı´k s verˇejny´m API (despr-api.jar).
53Netbeans byl pouzˇit prˇi vy´voji aplikace, proto je na neˇj odka´za´no. Bezesporu to pu˚jde podobneˇ jednodusˇe
naprˇ. v Eclipse. Navı´c nic nebra´nı´ autorovi rozsˇı´rˇenı´ vytvorˇit balı´k jinak, naprˇ. pouzˇitı´m Ant skriptu.
54Hlavneˇ sˇipky jsou posunute´ a nelı´cujı´ s porty, stacˇı´ vsˇak pohnout operacı´ a hrany se korektneˇ prˇichytı´
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Obra´zek 62: Look & Feel te´mata dostupne´ v Ubuntu 11.10
Aplikace podporuje v soucˇasne´ dobeˇ dveˇ jazykove´ mutace, cˇeskou a anglickou.
Zmeˇnu je mozˇne´ prove´st v menu, polozˇka Jazyk. Aplikace jako takova´ bere lokalizacˇnı´
informace z externı´ch textovy´ch souboru˚. Ty jsou ulozˇeny v adresa´rˇi pojmenovane´m ve
forma´tu: ko´d jazyka ko´d zemeˇ, ktery´ se nacha´zı´ ve slozˇce resource/lang. O loka-
lizaci operacı´ se stara´ autor a je na neˇm, jak k tomu prˇistoupı´. Vsˇechny rea´lne´ operace
pouzˇite´ v aplikaci, mimo teˇch z uka´zkovy´ch prˇı´kladu˚, jsou lokalizova´ny. Lokalizace pro-
bı´ha´ podobneˇ jako v prˇı´padeˇ aplikace, akora´t jsou lokalizacˇnı´ soubory distribuova´ny v
balı´ku s rozsˇı´rˇenı´mi. Pokud by tedy neˇkdo chteˇl prˇidat dalsˇı´ jazykovou mutaci, je to
mozˇne´ bez kompilace aplikace, ale je nutne´ prˇelozˇit vsˇechny lokalizacˇnı´ soubory a teˇch
nenı´ ma´lo. Napsat novou lokalizaci tak mu˚zˇe zabrat i cely den, ne-li vı´c. Nakonec je
trˇeba prˇidat za´znam o nove´ lokalizace do souboru resources/Despr.properties,
ve ktere´m jsou uchova´ny uzˇivatelska´ nastavenı´, plus seznampodporovany´ch jazykovy´ch
mutacı´.
S lokalizacı´ aplikace jesˇteˇ souvisı´ struktura LocalizeMessages, ktera´ se nacha´zı´ v
API. Ta oproti naprˇ. ResourceBundle umozˇnˇuje shlukovat informace s vı´ce lokalizacˇ-
nı´ch souboru˚. V ko´du aplikace a i v ko´du operacı´, je takto vyuzˇı´va´na v prˇı´padech, kdy
jedna trˇı´da rozsˇirˇuje jinou a obeˇ majı´ k sobeˇ prˇidruzˇeny´ lokalizacˇnı´ soubor. Pro to, aby se
nemusely v lokalizacˇnı´m souboru konkretizovane´ trˇı´dy duplikovat za´znamy z nadtrˇı´dy,
je mozˇne´ nacˇı´st lokalizacˇnı´ zpra´vy ze dvou cˇi vı´ce souboru˚ do te´to struktury.
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5 Zpracova´nı´ obrazu
Tato kapitola tvorˇı´ u´vod, k samotny´m metoda´m a navrzˇeny´m postupu˚m pro zpraco-
va´nı´, resp. prˇedzpracova´nı´ obrazu mincı´, s cı´lem mince vhodneˇ ulozˇit do databa´ze a
s mozˇnostı´ na´sledne´ho vyhledanı´. Pro u´cˇely katalogizace mincı´, s mozˇnostmi vizua´l-
nı´ho vyhleda´va´nı´, tj. na za´kladeˇ jejich obrazu , vytvorˇil Ing. Petr Kasˇpar, v ra´mci sve´
diplomove´ pra´ce [3], internetovy´ katalog. Funkcˇnı´ verze katalogu je dostupna´ na adrese
http://identifycoin.vsb.cz.
Zpracova´nı´ obrazu nenı´ proces na jeden krok. Jedna´ se o celou sekvenci jednotlivy´ch
kroku˚, ktere´ jsou aplikova´ny jeden za druhy´m, za u´cˇelem extrakce zajı´mavy´ch informacı´
z pozorovane´ sce´ny. Pro to byl navrzˇen vy´sˇe popsany´ na´stroj, ktery´ ma´ usnadnit skla´da´nı´
jednotlivy´ch operacı´ do komplexnı´ struktury popisujı´cı´ cely´ proces zpracova´nı´.
Zpracova´nı´ obrazu zacˇı´na´ jeho samotny´m porˇı´zenı´m. Veˇtsˇinou jako prvnı´ krok, po
porˇı´zenı´ obrazu, je pouzˇitı´ operacı´ opravujı´cı´ urcˇite´ nedokonalosti, jako jsou naprˇ. korekce
jasu cˇi kontrastu. Ty spadajı´ do cˇa´sti, tzv. prˇedzpracova´nı´ (preprocessing).
Cely´ rˇeteˇzec kroku˚ vede veˇtsˇinou k analy´ze a identifikaci objektu˚ v obraze. Jako jeden
z prvnı´ch kroku˚ v rˇeteˇzci je oddeˇlenı´ objektu˚ za´jmu v obraze od pozadı´. Pro toto se
pouzˇı´va´ segmentace obrazu.
5.1 Segmentace
Existuje neˇkolik vı´ce cˇi me´neˇ sofistikovany´ch prˇı´stupu˚ k segmentaci obrazu. Za´kladnı´
rozdeˇlenı´ je na metody zalozˇene´ na detekci:
1. cely´ch oblastı´,
2. hran.
Do prvnı´ skupiny metod patrˇı´ i jedna z nejjednodusˇsˇı´ch metod, zalozˇena´ pouze na
vlastnostech jednotlivy´ch pixelu˚ a to prahova´nı´. Princip spocˇı´va´ v tom, zˇe jednotlive´ body
jsou rozdeˇleny do dvou skupin podle velikosti jasu, na ty ktere´ patrˇı´ objektu (objektu˚m) a
na ty, ktere´ jsou soucˇa´stı´ pozadı´. Prahovou hodnotu lze urcˇit na za´kladeˇ rozlozˇenı´ hodnot
jasu v histogramu. Naprˇı´klad v prˇı´padeˇ bimoda´lnı´ch histogramu˚ (obr. 63) to by´va´ znacˇneˇ
jednoduche´ a prahova´nı´ da´va´ peˇkne´ vy´sledky. Naprˇ. prˇi oddeˇlenı´ obra´zku s textem od
pozadı´. Avsˇak v obrazech obsahujı´cı´ ru˚zneˇ jasne´ u´seky uzˇ to tak jednodusˇe nelze. V
takove´m prˇı´padeˇ je mozˇne´ pouzˇı´t jesˇteˇ adaptivnı´ prahova´nı´, kdy hodnota prahu nenı´
urcˇena globa´lneˇ, ale pro kazˇdy´ pixel se pocˇı´ta´ nova´ hodnota, na za´kladeˇ hodnot jasu v
blı´zke´m okolı´.
Druhy´m jizˇ slozˇiteˇjsˇı´m za´stupcem metod zalozˇeny´ch na hleda´nı´ cely´ch oblastı´ mu˚zˇe
by´t metoda sˇteˇpenı´ a spojova´nı´. Zde hraje velkou roli, tzv. krite´rium homogenity. Tı´m
mu˚zˇe by´t naprˇ. jas pixelu˚, barva nebo i slozˇiteˇjsˇı´ funkce. V prvnı´m kroku se obraz po-
stupneˇ sˇteˇpı´ namensˇı´ cˇa´sti, podle toho zda vsˇechny pixely v dane´ oblasti splnˇujı´ krite´rium
homogenity. Pokudneoblast je zpravidla rozsˇteˇpenadodalsˇı´ch cˇtyrˇechpodoblastı´. Proces
se opakuje tak dlouho dokud se sˇteˇpenı´ nezastavı´, tj. dokud vsˇechny podoblasti nesplnˇujı´
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Obra´zek 63: Urcˇenı´ hodnoty prahu z histogramu.
krite´rium homogenity nebo pokud bylo dosazˇeno limitu hloubky sˇteˇpenı´55. V dalsˇı´m
kroku jsou postupneˇ jednotlive´ oblasti spojova´ny, pokud spolu souvisı´ a pokud opeˇt spl-
nˇujı´ krite´rium homogenity. Tı´mto zpu˚sobem je obraz rozdeˇlen do vza´jemneˇ disjunktnı´ch
oblastı´. Prˇı´klad tohoto prˇı´stupu je postupneˇ uka´za´n na obra´zcı´ch 64 azˇ 65.
Obra´zek 64: Origina´lnı´ ob-
ra´zek
Obra´zek 65: Sˇteˇpenı´ Obra´zek 66: Sˇteˇpenı´ – spo-
jova´nı´
Segmentacˇnı´ metody zalozˇene´ na hrana´ch fungujı´ na prˇedstaveˇ, zˇe jednotlive´ objekty
v obraze jsou souvisle´ a kazˇdy´ z nich je obklopen hranicı´. Tento druh algoritmu˚ je zpra-
vidla rozdeˇlen na dveˇ cˇa´sti. V prvnı´ se naleznou informace o hrana´ch v obraze, naprˇ.
pomocı´ gradientnı´ch metod. Ty poskytujı´ loka´lnı´ informace, jako velikost a smeˇr hrany
v kazˇde´m bodeˇ. Druha´ cˇa´st procesu se pak snazˇı´ z teˇchto loka´lnı´ch informacı´ sestavit,
nejle´pe spojitou hranici, ohranicˇujı´cı´ neˇjaky´ objekt v obraze. Pro to se vyuzˇı´vajı´ metody
jako sledova´nı´ hrany nebo prolozˇenı´ mnozˇiny bodu˚ prˇı´mkou cˇi krˇivkou. Nebo metody
zalozˇene´ na parametricke´m popisu tvaru objektu, jako je Houghova transformace. Takto
jdou v obraze detekovat naprˇ. prˇı´mky, elipsy, atp.
5.2 Segmentace mincı´
Pro oddeˇlenı´ mince od pozadı´ je pouzˇito poloautomaticke´ho procesu prˇi nahra´va´nı´ ob-
ra´zku do katalogu. Je vyuzˇito pra´veˇ Houghovy transformace pro detekci ohranicˇenı´
55Pokud je limit hloubky sˇteˇpenı´ nastaven, nemusı´ se oblasti deˇlit azˇ na jednotlive´ pixely.
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mince. Takto zjisˇteˇna´ ohranicˇenı´ jsou nabı´dnuta uzˇivateli, ktery´ z nich mu˚zˇe vybrat to,
ktere´ nejle´pe obkresluje minci. Pokud ani jedno neohranicˇuje minci na obraze, mu˚zˇe ji
vybrat zcela manua´lneˇ, pomocı´ nastroje k tomu urcˇene´mu. Detailneˇji metodu vy´beˇru
mince z fotografie, je popsa´na v [3] - kap.3.1.
Dalsˇı´ segmentace minci je pak trivia´lnı´, protozˇe jako vstup vsˇech dalsˇı´ch algoritmu˚,
jsou obrazy mincı´ vycentrovane´ na strˇed obrazu a orˇı´znuty ke svy´m okraju˚m (obr. 67).
K urcˇenı´ ohranicˇenı´ mince pak stacˇı´ vytvorˇit kruzˇnici o polomeˇru poloviny de´lky strany
obrazu (obr. 68). Existuje i male´ procento mincı´, ktere´ majı´ nepravidelny´ tvar, avsˇak i k
teˇmto se prˇistupuje jako by byly kruhove´.
S
r = 1/2 šířky
Obra´zek 67: Vstupnı´ obraz. Obra´zek 68: Vy´beˇr mince
Kdalsˇı´ segmentacimincı´ jizˇ nedocha´zı´. Cı´lem te´to pra´ce totizˇ nenı´ identifikovat neˇjake´
mince na obraze a rˇı´ci tady v tomto mı´steˇ se nacha´zı´ obraz mince. Cı´lem je otestovat a
nale´zt postupy, jak mince vhodneˇ ulozˇit do databa´ze s mozˇnostı´ na´sledne´ho vyhleda´nı´.
Tedy klasifikovat jejich klasifikace. Tı´mto smeˇrem se take´ pra´ce da´le ubı´ra´.
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6 Aktua´lnı´ stav projektu
Tato pra´ce postupneˇ navazuje na mou bakala´rˇskou pra´ci [2], ve ktere´ byly da´ny za´klady
normovanı´ natocˇenı´ obrazu mince, cozˇ byl a sta´le je steˇzˇejnı´ krok a zpu˚sob ulozˇenı´
obrazu do databa´ze. Take´ navazuje na diplomovou pra´ci [3] Ing. Petra Kasˇpara, ktery´
vylepsˇil metodu normova´nı´ rotace a prˇisˇel s lepsˇı´m zpu˚sobem, jak minci do databa´ze
ulozˇit. Jednotlive´ kroky sta´vajı´cı´ho algoritmu vedoucı´ k vy´pocˇtu u´hlu natocˇenı´ ukazuje
na´sledujı´cı´ diagram (obr.69).
Změna velikosti Převod doodstínu šedi
Výpočet normujícího
úhlu
Vyrovnání
histogramu
Polární
transofrmaceDetekce hranPrahování
1. 2. 3.
4.5.6.
7.
Obra´zek 69: Posloupnost kroku˚ vedoucı´ k vy´pocˇtu normujı´cı´ho u´hlu natocˇenı´.
Nejprve se provede normova´nı´ velikosti obrazu na 255px. Obrazy mohou pocha´zet z
ru˚zny´ch zdroju˚, jako fotoapara´tu˚, skeneru˚, v ru˚zny´ch velikostech. V ra´mci prˇedchozı´ch
pracı´ a testu˚ byl stanoven tento rozmeˇr jako idea´lnı´. Na´sleduje prˇevod obrazu do odstı´nu
sˇedi, jelikozˇ da´le pracovat s barevny´mi obra´zky nenı´ vu˚bec vhodne´. Kvalita mincı´ mu˚zˇe
by´t totizˇ ru˚znoroda´, mohou by´t ru˚zneˇ zoxidovane´, sveˇtelne´ podmı´nky prˇi focenı´ mohou
zkreslit barevny´ odstı´n, apod. V testovacı´ databa´zi se nacha´zı´ mnoho vzoru˚ mincı´, ktere´
jsou v rea´lu identicke´, avsˇak jejich barva na obra´zku se velmi lisˇı´. Pro prˇı´klad je na
obra´zku 70 videˇt trojice mincı´, kde je videˇt, zˇe informace o barveˇ moc pouzˇitelna´ nenı´.
Obra´zek 70: Uka´zka „stejne´“ mince, pocha´zejı´cı´ z ru˚zny´ch zdroju˚.
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Jako dalsˇı´ krok je na obraz aplikova´na, tzv. pola´rnı´ transformace, ktera´ minci jakoby
rozmota´ a transformuje tak proble´m rotace na proble´m posunutı´. V tomto stavu je pro-
vedena detekce hran a vy´sledek je jesˇteˇ zprahova´n. Nynı´ se obraz nacha´zı´ ve stavu, kdy
jsou vyznacˇeny bı´ly´mi (cˇerny´mi) pixely body, zna´zornˇujı´cı´ nalezene´ hrany (obr. 71).
Obra´zek 71: Vstup do algoritmu pocˇı´tajı´cı´ho normujı´cı´ u´hel natocˇenı´, pro lepsˇı´ viditelnost
byla provedena inverze barev (postup byl aplikova´n na obra´zek 67).
6.1 Normova´nı´ rotace
V pu˚vodnı´ pra´ci [2], kde se poprve´ rˇesˇil proble´m, jak normovat natocˇenı´ mince, byla
nakonec pouzˇita metoda, kdy se z obra´zku (podobne´mu obr. 71) vytvorˇil histogram,
prˇedstavujı´cı´ cˇetnost bodu˚ v jednotlivy´ch sloupcı´ch. Z dane´ho histogramu se vybralo N
maxima´lnı´ch hodnot s tı´m, zˇe bylo zapocˇı´ta´no i blı´zke´ okolı´, kolem dane´homaxima.X-ova´
sourˇadnice hodnoty, ktera´ po prˇicˇtenı´ blı´zke´ho okolı´ byla nejveˇtsˇı´, se pouzˇila jako u´hel
normujı´cı´ natocˇenı´ dane´ho obrazu mince.56 Pro vyzdvizˇenı´, resp. potlacˇenı´, neˇktery´ch
hodnot v histogramu, byl histogram sestavova´n pouze z nejveˇtsˇı´ spojite´ oblasti hranovy´ch
bodu˚ mince. Na´sledujı´cı´ dva obra´zky ukazujı´, jak byl upraven obra´zek 71 (obr. 72 a jeho
histogram cˇetnostı´ (obr. 73).
Obra´zek 72: Nejveˇtsˇı´ spojita´ oblast v obraze 71, pro nalezenı´ byla pouzˇita maska pro osmi
okolı´ o velikosti 7× 7, tzn. mezi spojity´mi body, mu˚zˇe by´t 2px pra´zdna´ mezera.
Jak je z obra´zku 73 videˇt, v histogramu se cˇasto strˇı´dajı´ male´ a velke´ hodnoty, cozˇ
znesnadnˇuje korektnı´ urcˇenı´ normujı´cı´ho u´hlu. Proto bylo jizˇ tehdy pocˇı´ta´no s blı´zky´
okolı´m jednotlivy´ch maxim, jak je psa´no vy´sˇe. Nicme´neˇ i s touto metodou se podarˇilo
56Jak se urcˇuje nejveˇtsˇı´ spojita´ oblast, resp. oznacˇenı´ spojity´ch oblastı´ v obraze, je popsa´no v [2] – kap.4.1.
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Obra´zek 73: Histogram cˇetnosti hranovy´ch bodu˚ v obra´zku 72.
dosa´hnout toho, zˇe pro vsˇechna natocˇenı´ (po 1◦) obrazu jedne´ mince, byly nalezeny
pru˚meˇrneˇ 3 ru˚zna´ natocˇenı´, prˇicˇemzˇ zpravidla jedno z nich dominovalo. Avsˇak cı´lem
bylo dosa´hnout jedine´ho spolecˇne´ho natocˇenı´. Protozˇe teprve potom je mozˇne´ se pokusit
normovat stejne´ mince, resp. stejny´ typ, porˇı´zeny´ch z ru˚zny´ch zdroju˚.
Zlepsˇenı´ prˇinesl Ing. Petr Kasˇpar ve sve´ diplomove´ pra´ci, pouzˇitı´m metody tzv. roz-
sˇı´rˇene´ho histogramu [3] – kap.3.2.4. Ta se jizˇ pouzˇı´va´ pro normova´nı´ mincı´ porˇı´zeny´ch z
ru˚zny´ch zdroju˚. Jejı´m za´kladem je opeˇt histogram cˇetnostı´, ktery´ se ovsˇem pocˇı´ta´ z cele´ho
obra´zku a ne pouze nejveˇtsˇı´ spojite´ oblasti. Tento krok se totizˇ uka´zal by´t nevhodny´m,
pro pouzˇitı´ na obra´zky porˇı´zene´ z ru˚zny´ch zdroju˚ a proto byl z algoritmu vynecha´n.
Vsˇechny prˇedchozı´ kroky jsou stejne´, akora´t je tedy pocˇa´tecˇnı´ histogram cˇetnostı´
pocˇı´ta´n z cele´ho obra´zku (typ obr. 71). Takto vytvorˇeny´ histogram ukazuje obra´zek 74.
Obra´zek 74: Histogram cˇetnosti hranovy´ch bodu˚ v obra´zku 71.
Zlepsˇenı´ spocˇı´va´ ve „vyhlazenı´ histogramu“, ktere´ je prova´deˇno tak, zˇe se ke kazˇde´ z
hodnot se prˇicˇtou vsˇechny ostatnı´ hodnoty v jejı´m blı´zke´m okolı´, proto rozsˇı´rˇeny´ histogram.
Na´sledujı´cı´ algoritmus (alg. 3) ukazuje vy´pocˇet rozsˇı´rˇene´ho histogramu.
Algoritmus 3 Vy´pocˇet rozsˇı´rˇene´ho histogramu.
1: function GET EXTENDED HISTOGRAM(histogram, nearby area)
2: for i← 0, histogram.length do
3: sum← 0
4: for j ← i, j + nearby area do
5: x← j
6: if j ≥ histogram.length then
7: x← (j − histogram.length) ◃ Na histogram je pohlı´zˇeno jako periodickou funkci.
8: end if
9: sum← (sum+ histogram[x])
10: end for
11: extended histogram[i]← sum
12: end for
13: return extended histogra
14: end function
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Jak vypada´ rozsˇı´rˇeny´ histogram ukazuje obra´zek 75. Urcˇenı´ u´hlu nynı´ probı´ha´ trochu
jiny´m zpu˚sobem. Mı´sto hleda´nı´ maxim, je rozsˇı´rˇeny´ histogram rozdeˇlen na dveˇ cˇa´sti, kde
spodnı´ polovina tvorˇı´ 85% bodu˚ v histogramu. Na deˇlı´cı´ u´rovni se provede rˇez a hleda´ se
nejdelsˇı´ spojita´ oblast (cˇervena´ linka v obra´zku 75) a podle x-ove´ sourˇadnice jejı´ho pocˇa´tku
se urcˇı´ normujı´cı´ u´helϕ. Beˇhemvy´pocˇtu nejdelsˇı´ spojite´ oblasti se prova´dı´ jesˇteˇ filtrova´nı´ a
spojova´nı´ prˇı´lisˇ maly´ch oblastı´. Detailneˇjsˇı´ popis toho, co vsˇechno se zohlednˇuje je mozˇne´
nale´zt v [3].
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Obra´zek 75: Rozsˇı´rˇeny´ histogram.
Metoda rozsˇı´rˇene´ho histogramu ovsˇem sta´le nenı´ stoprocentnı´. Dokonce sem tam
vyvsta´vajı´ chyby prˇi normova´nı´ ru˚zny´ch natocˇenı´ jednoho obrazu mince. Ty jsou ale
vetsˇinou da´ny symetricky´m vzorem na minci, ktery´ mu˚zˇe zpu˚sobit, zˇe mince je sice
„spra´vneˇ“ natocˇena, avsˇak se 180◦ odchylkou.
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7 Metody zpracova´vajı´cı´ obrazy mincı´ a jejich testova´nı´
Tato kapitola postupneˇ prˇedstavuje metody, ktere´ byly pouzˇity pro zpracova´nı´ obrazu
mincı´, jejich ulozˇenı´ do databa´ze, na´sledne´ vyhleda´nı´ a vy´sledky provedeny´ch testu˚.
Kapitola je rozdeˇlena do cˇtyrˇech hlavnı´ch cˇa´stı´. V prvnı´ rˇadeˇ je provedeno srovna´nı´
nove´ verze aplikace s pu˚vodnı´ verzı´, se zameˇrˇenı´mna srovna´nı´ vy´konu a rychlosti zpraco-
va´nı´. Da´le je prˇedstaven zpu˚sob testova´nı´ navrzˇeny´ch metod a popsa´na testovacı´ kolekce
dat. Testy jsou v tomto prˇı´padeˇ jizˇ zameˇrˇeny hlavneˇ na prˇesnost vyhleda´va´nı´. V trˇetı´
cˇa´sti se nacha´zı´ rozbor cele´ metody s rozsˇı´rˇeny´m histogramem vcˇ. ulozˇenı´ dat do data-
ba´ze a metody, resp. zpu˚soby, jak jsou data na´sledneˇ vyhleda´va´na. Jsou identifikova´na
potencia´lneˇ slaba´ mı´sta, navrzˇeno jejich zlepsˇenı´ a provedeny testy, ktere´ by meˇly rˇı´ci
zda navrzˇene´ korekce vedou k lepsˇı´m vy´sledku˚m cˇi nikoliv. Poslednı´ cˇa´st popisuje od-
lisˇny´ prˇistup ke zpracova´nı´ mincı´. Jeho odlisˇnost spocˇı´va´ v tom, zˇe se nesnazˇı´ normovat
natocˇenı´ mince, ale pokousˇı´ se popsat obrazy mincı´ neza´visle na jejich natocˇenı´.
U obou hlavnı´ch testovany´chmetod jizˇ, nejsou podrobneˇ rozepisova´ny vsˇechny kroky
algoritmu. Jsou popsa´na pouze mı´sta, ktera´ jsou meˇneˇna nebo ty noveˇ prˇidana´.
7.1 Srovna´nı´ s prˇedchozı´ verzı´ aplikace
Srovna´vat pu˚vodnı´ aplikaci (obr. 1 azˇ 2) s novou verzı´, at’ jizˇ z pohledu funkcionality,
uzˇivatelske´ho prostrˇedı´ nebo pra´ce s nı´, nenı´ ani moc mozˇne´. Ve vsˇech teˇchto ohledech je
nova´ verze lepsˇı´, propracovaneˇjsˇı´ a hlavneˇ univerza´lneˇjsˇı´. Pocˇı´ta´ se i s tı´m, zˇe s nı´ budou
pracovat dalsˇı´ lide´ a nenı´ tak omezena uzavrˇena na danou problematiku, i kdyzˇ ji je
bezesporu motivova´na a ovlivneˇna. Co nova´ verze prˇina´sˇı´ jesˇteˇ navı´c, oproti te´ pu˚vodnı´,
je mozˇnost paralelnı´ho zpracova´nı´ operacı´ (kap. 4.3.2). Tento fakt tak vybı´zı´ k porovna´nı´
rychlosti zpracova´nı´ dat obou verzı´.
Pro u´cˇely katalogu, byla naprogramova´na „odlehcˇena´“ verze pu˚vodnı´ aplikace, ktera´
obsahovala pouze tymetody, jezˇ byly pouzˇity ve vy´sledne´m postupu. Navı´c byla pouzˇita
u´cˇelova´ spousˇteˇcı´ metoda, ktera´ volala jednotlive´ operace tak, jak sˇly prˇesneˇ za sebou.
Tato verze meˇla by´t rychlejsˇı´ verzı´ pu˚vodnı´ho univerza´lnı´ho rˇesˇenı´ a s nı´ bude take´
porovna´va´na nova´ aplikace.
Mnozˇina obra´zku˚, ktera´ poslouzˇı´ pro tento test, bude prˇedstavovat vsˇechna natocˇenı´
(po 1◦) na´sledujı´cı´ch cˇtyrˇech obra´zku˚ (obr. 76). Tedy rychlost bude testova´na celkem na
1440 obra´zcı´ch. Jedna´ se o stejne´ cˇtyrˇi obra´zky, ktere´ pouzˇil kolega ve sve´ pra´ci [3] pro
otestova´nı´ metody rozsˇı´rˇene´ho histogramu. Vy´sledky tak poslouzˇı´ nejen pro porovna´nı´
obou aplikacı´, ale i pro oveˇrˇenı´, zˇe nova´ verze da´va´ stejne´ vy´sledky jako ta stara´.
Za´kladnı´ posloupnost kroku˚, ktera´ vede k vy´pocˇtu normujı´cı´ho u´hlu je videˇt v dia-
gramu na obra´zku 69. S tı´m zˇe na´sledujı´cı´ diagram (obr. 77 jej rozsˇirˇuje a ukazuje vsˇechny
kroky pu˚vodnı´ metody. Poslednı´ dveˇ metody (11. a 12.) nebyly v textu jesˇteˇ nijak vysveˇt-
leny, hlavneˇ tedy metoda aplikace masky.
Metoda prˇeva´deˇjı´cı´ bina´rnı´ obra´zek na vektor cˇı´sel funguje tak, zˇe je prˇes obraz mince
prˇelozˇena maska a v kazˇde´m ze segmentu˚ je spocˇı´ta´n pocˇet hranovy´ch bodu˚ (bı´ly´ch
pixelu˚). Nejedna´ se o obycˇejne´ cˇtvercove´ masky jake´ byly pouzˇity v [2], ale o masky
zohlednˇujı´cı´ tvar mince. S nimi poprve´ prˇisˇel kolega v ra´mci sve´ pra´ce. Podrobneˇjsˇı´ popis
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Obra´zek 76: Za´kladnı´ vzory, ze ktery´ch je vygenerova´na testovacı´ kolekce 1440 obra´zku˚.
je mozˇne´ nale´zt [3]-kap.4.2.2. Maska ktera´ je pouzˇita prˇi testova´nı´ je videˇt na obra´zku 78,
obsahuje 69 segmentu˚.
Metoda ukla´dajı´cı´ vektor do databa´ze, navı´c ukla´da´ i jme´no obra´zku, cestu ke zdroji a
u´hel, ktery´ byl pouzˇit pro natocˇenı´. V pu˚vodnı´ verzi byla, kazˇda´ hodnota vektoru ulozˇena
v jednom sloupci tabulky. V aktua´lnı´ verzi, je vektor ukla´da´n jako textovy´ rˇeteˇzec, kvu˚li
ktere´mu byly doprogramova´ny dveˇ nativnı´ metody, jedna pro vy´pocˇet vzda´lenosti mezi
vektory a druha´ pro jejich porovna´nı´. Blı´zˇe o nich v prˇı´loze D zaby´vajı´cı´mi se popisem
jednotlivy´ch operacı´. Nacha´zı´ se zde i na´vod, jak metody do databa´ze nainstalovat.
Výpočet normujícího
úhlu
Načtení seznamu
obrázků Změna velikosti
Převod do 
odstínu šedi
Natočení obrazuDetekce hran
Zápis do
databázeAplikace maskyPrahování
obrázek
obrázek
úhel
<0, 359>
obrázek
maska
vektor
0. 1. 2.
8.9.
10. 11. 12.
7.
Obra´zek 77: Pu˚vodnı´ metoda prˇedzpracova´nı´ obrazu˚ mincı´.
Nynı´ zby´va´ jizˇ pouze rˇı´ci, jake´ je nastavenı´ jednotlivy´ch operacı´ v pu˚vodnı´ metodeˇ.
U operacı´ jsou uvedeny pouze klı´cˇove´ parametry, ktere´ ovlivnˇujı´ vy´sledky zpracova´nı´.
Operace ktere´ zˇa´dne´ parametry neobsahujı´ a operace ukla´dajı´cı´ vy´sledky do databa´ze
nejsou ani uvedeny ve vy´pisu. Parametry pouzˇite´ v pu˚vodnı´m rˇesˇenı´:
Zmeˇna velikosti, vsˇechny obra´zky jsou normova´ny na velikost 255× 255px.
Pola´rnı´ transformace, sˇı´rˇka obra´zku po pola´rnı´ transformaci je nastavena na 412px.
Detektor hran, pro detekci hran je pouzˇit Cannyho hranovy´ detektor, s na´sledujı´cı´m nasta-
venı´m:
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• Velikost masky: 3,
• u´hel: 0.45 (25.8◦)
• spodnı´ pra´h: 6,
• hornı´ pra´h: 25,
• scale: 1.0,
• offset: 0.
Prahova´nı´, hodnota prahu je nastavena na 25.
Vy´pocˇet normujı´cı´ho u´hlu, tato operace obsahuje dva parametry. Prvnı´m je procentu-
a´lnı´ urcˇenı´, ktere´ rozdeˇlı´ rozsˇı´rˇeny´ histogram na dveˇ poloviny (obr. 75), ten je na-
staven na hodnotu 85%. Druhy´ parametr urcˇuje minima´lnı´ velikost nejdelsˇı´ spojite´
oblasti, ten je nastaven na hodnotu 10.
Aplikace masky, jak jizˇ bylo rˇecˇeno tato metoda pouzˇı´va´ masku, pomocı´ ktere´ prˇevede
bina´rnı´ obraz na vektor. Jednı´m z parametru˚ je samotny´ typmasky, ta je videˇt na ob-
ra´zku 78, druhy´m parametrem je pak informace o tom, zda majı´ by´t jednotlive´ hod-
noty vektoru ukla´da´ny v absolutnı´ch hodnota´ch nebo v relativnı´ch (procentua´lnı´
zastoupenı´ hranovy´ch pixelu˚ v dane´ oblasti). Ve vektoru ukla´dane´m do databa´ze
se nacha´zı´ absolutnı´ hodnoty.
Obra´zek 78: Maska s 69 segmenty.
7.1.1 Testovacı´ hardware
Vsˇechny testy byly prova´deˇny na notebooku HP6510b.
• Procesor Intel Core 2 Duo T7500,
• operacˇnı´ pameˇt’3GB DDR2 667 MHz,
• Pevny´ disk 250GB, 5400 RPM,
• OS Ubuntu 11.10/32bit, DB: MySQL v5.1.62.
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7.1.2 Vy´sledky testu˚
Byly provedeny dva testy. V prvnı´m se ukla´daly te´meˇrˇ vsˇechny mezivy´sledky, konkre´tneˇ
u operacı´: 1, 2, 3, 4, 5, 6, 8 (obr. 69 a 77). V druhe´m prˇı´padeˇ se ukla´dal, pouze vy´sledek ope-
race 8. (natocˇenı´ obrazu). Du˚vod k tomuto oddeˇlenı´ je srovna´nı´ paralelnı´ a se´riove´ verze.
Ukla´da´nı´ mezivy´sledku˚ je totizˇ v nove´ verzi prova´deˇno paralelneˇ s dalsˇı´mi operacemi.
Hlavnı´m cı´lem teˇchto testu˚ je srovna´nı´ rychlostı´ obou aplikacı´ a porovna´nı´ vy´sledku˚,
tzn. zˇe obeˇ verze by meˇly, prˇi stejne´m nastavenı´ parametru˚, poskytnout stejne´ vy´sledky.
Vsˇechny testy byly prova´deˇny jizˇ na zminˇovane´ kolekci 1440 obra´zcı´ch. Oba dva namode-
lovane´ testy je mozˇne´ nale´zt na prˇilozˇene´m CD v adresa´rˇi: prilohy, korekcni test 1
a korekcni test 2.
7.1.2.1 Prvnı´ srovna´nı´ Vy´sledky prvnı´ho srovna´nı´ jsou vı´ce nezˇ prˇekvapive´:
• Stara´ verze, doba zpracova´nı´: 1 hodina, 1 minuta a 23 sekund.
• Despr, doba zpracova´nı´: 13 minut a 43 sekund.
Takovy´to rozdı´l v cˇasech nebyl v zˇa´dne´mprˇı´padeˇ vu˚bec ocˇeka´vany´ a nenı´ ani du˚vod k
takove´muvelke´mu zrychlenı´. Vy´sledek naznacˇuje jedine´, bud’se v prvnı´ verzi pocˇı´ta´ neˇco
navı´c nebo je zde obsazˇena chyba. Po blizˇsˇı´m prozkouma´nı´ se uka´zalo zˇe jsou pravdive´
obeˇ varianty. Hned v prvnı´ chvı´li bylo zjisˇteˇno, zˇe se nepocˇı´ta´ jedna verze algoritmu,
ale hned trˇi. Mı´sto detekce hran a prahova´nı´, jsme tehdy jesˇteˇ zkousˇeli navı´c variantu
s adaptivnı´m prahova´nı´m obrazu mince a metodu, kdy se obraz ponechal v odstı´nech
sˇedi a vypocˇetla se pru˚meˇrna´ hodnota jasu v dane´m segmentu masky. Obeˇ tyto metody
nedosahovaly valny´ch vy´sledku˚. Po vypnutı´ teˇchto vy´pocˇtu˚ byl cˇas zpracova´nı´ stare´
verze aplikace: 29 minut a 23 sekund, ktere´mu by uzˇ se dalo veˇrˇit, avsˇak druhe´ srovna´nı´
ukazuje, zˇe tomu tak nenı´.
7.1.2.2 Druhe´ srovna´nı´ Prˇi provedenı´ druhe´ho srovna´nı´, kdy se ukla´daly pouze vy´-
sledky po normova´nı´ natocˇenı´, ovsˇem vysˇly opeˇt necˇekane´ vy´sledky:
• Stara´ verze, doba zpracova´nı´: 21 minut a 22 sekund.
• Despr, doba zpracova´nı´: 10 minut a 19 sekund.
V obou prˇı´padech se totizˇ jedna´ o te´meˇrˇ se´riove´ zapojenı´ operacı´ a dveˇ operace, ktere´
jsou v nove´ verzi prova´deˇny paralelneˇ by nemeˇly dvojna´sobneˇ zrychlit vy´pocˇet. Tentokra´t
se opeˇt jednalo o vy´pocˇet navı´c, ktery´ mu˚zˇe mı´t ovsˇem neblahe´ na´sledky na vy´sledky
vyhleda´va´nı´ a jedna´ se tak fakticky o chybu v aplikaci.
Pu˚vodnı´ aplikace se totizˇ skla´da´ ze dvou cˇa´stı´ (verzı´). Prvnı´ slouzˇı´ pro prˇedzpraco-
va´nı´ cele´ kolekce dat a vytvorˇenı´ databa´ze. Druha´ verze se pak pouzˇı´va´ pro transformaci
jednoho obrazu mince na vektor, podle ktere´ho se na´sledneˇ vyhleda´va´ mince v databa´zi.
Proble´m je v tom, zˇe obeˇ dveˇ verze prova´dı´ normova´nı´ natocˇenı´ s tı´m, zˇe prvnı´ verze
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vyuzˇı´va´ metodu te´ druhe´, ktera´ prova´dı´ transformaci obrazu mince na vektor. Ve skutecˇ-
nosti se tak prova´dı´ normova´nı´ natocˇenı´ 2×, jedno na vstupnı´ minci, podruhe´ jizˇ na tu
normovanou. Dı´ky tomu, zˇe metoda normova´nı´ natocˇenı´ nenı´ stoprocentnı´, mu˚zˇe tento
fakt deˇlat ve vyhleda´va´nı´ proble´my.
7.1.2.3 Srovna´nı´ po odstraneˇnı´ chyby vy´sledky po odstraneˇnı´ chyb jsou na´sledujı´cı´:
Prvnı´ test:
• Stara´ verze, doba zpracova´nı´: 22 minut a 5 sekund.
• Despr, doba zpracova´nı´: 13 minut a 43 sekund.
Druhy´ test:
• Stara´ verze, doba zpracova´nı´: 14 minut a 25 sekund.
• Despr, doba zpracova´nı´: 10 minut a 19 sekund.
Dosazˇene´ vy´sledky jizˇ vı´ce odpovı´dajı´ realiteˇ. Sice jsou sta´le videˇt nezanedbatelne´
rozdı´ly v obou testech, avsˇak to mu˚zˇe by´t da´no ru˚znou efektivitou ko´du, jak prostrˇedı´
ktere´ spousˇtı´ jednotlive´ operace, tak samotny´ch operacı´. Beˇhem prˇı´pravy nove´ verze
aplikace, byly totizˇ vsˇechny pu˚vodnı´ operace prˇepsa´ny a prˇi tom byla snaha jejich ko´d
optimalizovat, pokud to bylo mozˇne´.
Co je zajı´mave´, je porovna´nı´ obou beˇhu˚ stare´ verze mezi sebou a stejneˇ tak u nove´.
V prvnı´m prˇı´padeˇ je rozdı´l 7 minut a 40 sekund, v druhe´m pak 3minuty a 24 sekund. Zde
je videˇt jasne´ zlepsˇenı´ paralelnı´ho prˇı´stupu a prˇi sˇikovne´m namodelova´nı´ u´loh v nove´
verzi, lze vy´razneˇ zkra´tit dobu zpracova´nı´. Pro zajı´mavost byl jesˇteˇ otestova´n beˇh nove´
verze v prostrˇedı´ bez graficke´ nadstavby (prostrˇedı´ serveru). V tomto prˇı´padeˇ byly sice
cˇasy o neˇco ma´lo lepsˇı´, ale uzˇ pouze zanedbatelneˇ.
Nakonec byly porovna´ny vy´sledky obou aplikacı´. Ty dopadly dobrˇe a shodovaly
se. Prˇi prˇepisova´nı´ operacı´, tak nebyly do jejich ko´du zaneseny dalsˇı´ chyby. Do tohoto
srovna´nı´ se nasˇteˇstı´ vy´sˇe zminˇovana´ chyba nepromı´tla, protozˇe ulozˇenı´ obra´zku probeˇhlo
po prvnı´ aplikaci normova´nı´ rotace. V tuto chvı´li je mozˇne´ prova´deˇt dalsˇı´ testovanı´ s tı´m,
zˇe bude mozˇne´ srovna´vat nove´ vy´sledky z teˇmi, ktery´ch dosa´hl Ing. Petr Kasˇpar a rˇı´ci
zda se podarˇilo metodu vylepsˇit cˇi nikoli. Take´ bude proveden referencˇnı´ test se stejny´m
nastavenı´m, jako v teˇchto testech, ktery´ by meˇl uka´zat zda chyba nalezena ve stare´
verzi aplikace meˇla vliv na konecˇne´ vy´sledky. Navı´c referencˇnı´ test poda´ velmi dobrou
informaci o metodeˇ normujı´cı´ natocˇenı´ mince, jelikozˇ i s touto chybou dosa´hl kolega
docela zajı´mavy´ch vy´sledku˚.
7.2 Metodika testova´nı´ a popis testovacı´ kolekce dat
Testova´nı´ bude prova´deˇno velmi podobny´m zpu˚sobem jako v pra´ci [3] – kap.8. Z cele´
kolekce te´meˇrˇ dvou set tisı´c obra´zku˚ mincı´ je pro testy na´hodneˇ vybra´na kolekce dvaceti
peˇti tisı´c obra´zku˚. Z nı´ je pak vybra´no osmdesa´t vzoru˚, ktere´ poslouzˇı´ jako vyhleda´vacı´
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mnozˇina. Navı´c oproti prˇedchozı´ pra´ci, je vybra´no dvacet obra´zku˚ mincı´, ktere´ se v
testovane´ mnozˇineˇ prˇı´mo nenacha´zı´. Jedna´ se o obra´zky, na ktery´ch se nacha´zı´ stejny´ typ
mince. Ve skutecˇnosti se tak jedna o jinou minci, naprˇ. s jiny´m letopocˇtem, focenou nebo
skenovanou jiny´m prˇı´strojem, za jiny´ch sveˇtelny´ch podmı´nek, atd.
V prvnı´ fa´zi vzˇdy probeˇhne prˇedzpracova´nı´ cele´ kolekce danou metodou a vytvorˇenı´
databa´ze. Na´sledneˇ je provedeno vyhleda´nı´ s pouzˇitı´m dane´ metody, s tı´m zˇe mince ve
vyhleda´vacı´ mnozˇineˇ jsou otocˇeny o na´hodny´ u´hel, kvu˚li korektnı´mu otestova´nı´ cele´ho
postupu, vcˇ. normova´nı´ natocˇenı´. Vyhodnocenı´ pak probı´ha´ tak, zˇe je prˇi hleda´nı´ vybra´no
prvnı´ch deset nejlepsˇı´ch vy´sledku˚ a zjisˇt’uje se, zda se mince v TOP 10 objevila a pokud
ano, tak na ktere´m mı´steˇ. Celkoveˇ je test povazˇova´n za u´speˇsˇny´, pokud se mince ve
vy´sledcı´ch objevı´ do desa´te´ pozice vcˇetneˇ.
7.2.1 Testovacı´ mnozˇina
Vsˇechny obra´zky v testovacı´ kolekci jsou prˇipraveny pro prˇedzpracova´nı´ a ulozˇenı´ do
databa´ze. Obra´zky majı´ ru˚zne´ rozlisˇenı´, nejcˇasteˇji se nacha´zı´ mezi, cca. 280 × 280 px a
600 × 600 px, jsou vycentrova´ny na strˇed a orˇı´znuty. Nenı´ tak trˇeba minci na obra´zku
hledat. V rea´lu se o tento proble´m stara´ poloautomaticky´ syste´m na vstupu katalogu.
Metody pouzˇite´ pro prˇedzpracova´nı´ a vyhleda´vanı´ pocˇı´tajı´ s tı´m, zˇe vstupnı´ data jsou v
korektnı´ podobeˇ.
Pro prˇı´klad na´sledujı´cı´ dveˇ cˇtverˇice obra´zku˚ (obr. 79) ukazujı´, v jak rozdı´lny´ch kva-
lita´ch se mohou mince nacha´zet. Toto nenı´ proble´m fotografie avsˇak samotne´ho stavu
mince. Jednotlive´ mince mohou by´t ru˚zneˇ zkorodovane´, potlucˇene´, atd.
Obra´zek 79: Uka´zka toho, jak mohou vypadat data v testovacı´ mnozˇineˇ.
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7.2.2 Vyhleda´va´nı´
Pro vyhleda´vanı´ se pouzˇı´va´ prakticky stejny´ SQL dotaz jako v [3] – kap. 5.2.4, akora´t
vyuzˇı´va´ dvou dodefinovany´ch funkcı´ v MySQL databa´zi a to: compute distance a
compare vectors. Prvnı´ spocˇı´ta´ vzda´lenost dvou vektoru57. Druha´ porovna´ vektory s
tı´m, zˇe rˇekne pouze, zda jsou cˇi nejsou vektory podobne´. Aby si byly vektory podobne´,
nesmı´ se jednotlive´ polozˇky na stejny´ch pozicı´ch lisˇit o ±c, c ∈ N ∧ c ≥ 0.
Pro u´cˇely vyhleda´va´nı´ mincı´ v databa´zı´ se v aplikaci nacha´zı´ metoda hledej minci. Ta
v sobeˇ skry´va´ onen SQL (vy´pis 9) dotaz a jako jeden z parametru˚, je relativnı´ prah, ktery´
prˇedstavuje zminˇovanou hodnotu c. Druhy´ parametr, ktery´ ovlivnˇuje prˇesnost hleda´nı´
je absolutnı´ prah, ktery´ rˇı´ka´, zˇe soucˇet vsˇech hodnot hledane´ho vektoru se nesmı´ lisˇit o
±absolutnı´ prah se soucˇtem vsˇech hodnot porovna´vane´ho vektoru. Neboli musı´ platit, zˇe:
N
i=0
vDBi −
N
i=0
vSi
 ≤ abs threshold (1)
kde index DB znamena´ vektor ulozˇeny´ v databa´zi a S hledany´ vektor. Prˇi vyhle-
da´va´nı´ jsou nejprve vektory odfiltrova´ny podle vztahu 1 a po te´ porovna´ny metodou
compare vectors. Nakonec je mnozˇina serˇazena podle vzda´lenosti a vybra´no neˇkolik
prvnı´ch reprezentantu˚. Pseudoko´d dotazu ukazuje na´sledujı´cı´ vy´pis (vy´pis 9).
SELECT *, abs(sum(v db) − sum(v s)) as total tolerance, compute distance(v db, v s) as distance
FROM tableName WHERE
total tolerance < abs threshold AND compare vectors(v db, v s)
ORDER BY distance, total tolerance
LIMIT 0, max;
Vy´pis 9: Pseudoko´d SQL dotazu pro vyhleda´va´nı´.
7.3 Metody zalozˇene´ na rozsˇı´rˇene´m histogramu a jejich vy´sledky
V te´to kapitole jsou sepsa´ny vy´sledky testu˚ metod, zalozˇeny´ch na metodeˇ rozsˇı´rˇene´ho
histogramu. Jako prvnı´ je proveden referencˇnı´ test, se stejny´m nastavenı´m jako ve srovna´-
vacı´ch testech s tı´m, zˇe byla odstraneˇ nalezena´ chyba. Dalsˇı´ testy zalozˇene´ na te´to metodeˇ
se jizˇ lisˇı´ v nastavenı´ parametru˚ neˇktery´ch operacı´ cˇi modifikacı´ postupu, za pouzˇitı´ jiny´ch
metod. Du˚vody zmeˇn jsou vzˇdy rozebrany´ na zacˇa´tku kazˇde´ho z testu˚.
7.3.1 Vy´sledky referencˇnı´ho testu
Vy´sledky referencˇnı´ho testu po odstraneˇnı´ nalezene´ chyby, dopadly velmi dobrˇe. Kolegou
zı´skane´ vy´sledky dosahovaly 65% u´speˇsˇnosti nalezenı´ hledane´ mince na prvnı´ pozicı´. Po
zapocˇtenı´ nalezeny´ch vy´sledku˚ do desa´te´ pozice se u´speˇsˇnost zvedla 78.5%. Navı´c byla,
jako alternativa, prˇi neu´speˇchu pouzˇita metoda vyuzˇı´vajı´cı´ tzv. masku s prˇesahy (vı´ce
v [3] – kap.4.3.7). Te´ se minci podarˇilo nale´zt v 2.5% prˇı´padu˚, ale jizˇ nenı´ uvedeno na jake´
pozicı´. Celkovou u´speˇsˇnost Ing. Petr Kasˇpar uda´va´ 81%.
57Jemozˇne´ vybratmezi euklidovskounebo city blockdistance, pro testy se pouzˇı´va´ euklidovska´ vzda´lenost
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Nove´ vy´sledky referencˇnı´ho testu vy´razneˇ prˇedstihly ty prˇedchozı´ a ne jen co se
ty´cˇe u´speˇsˇnosti, ale i prˇesnostı´. Vy´sledky jsou shrnuty v tabulce 1 a vyneseny do grafu
(obr. 80), poslednı´ dveˇ hodnoty odlisˇeny cˇerveny´mi barvami se nescˇı´tajı´. Prvnı´ vyznacˇuje
chybovost prˇi hleda´nı´ 100% shody. Druha´ uda´va´ pocˇet mincı´, u ktery´m nebyla nalezena
ani alternativa na prvnı´ch deseti pozicı´ch.
Pořadí hledaných mincí
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Obra´zek 80: Vy´sledky vyhleda´vanı´ referencˇnı´ho testu.
Porˇadı´ 1. 2. 3. 4. 5. 6. 7. 8. 9. 10. >
Shoda 60 0 1 0 0 0 0 0 0 0 19
Alternativa 14 1 0 0 0 0 0 0 0 0 4
Soucˇet 74 1 1 0 0 0 0 0 0 0 –
Absolutnı´
hodnoty
Celkem 76 –
Shoda 75 0 1.25 0 0 0 0 0 0 0 23.75
Alternativa 17.5 1.25 0 0 0 0 0 0 0 0 5
Soucˇet 92.5 1.25 1.25 0 0 0 0 0 0 0 –[%]
Celkem 95 –
Tabulka 1: Vy´sledky vyhleda´va´nı´ referencˇnı´ho testu.
Jak je z vy´sledku˚ videˇt, oprava chyby v pu˚vodnı´m programu vedla k dosti velke´mu
zlepsˇenı´. Mince jsou veˇtsˇinou nalezeny hned na prvnı´ pozici nebo nejsou nalezeny vu˚bec.
V takove´m prˇı´padeˇ se ovsˇem ve 14ti prˇı´padech objevila na prvnı´m mı´steˇ alternativnı´
mince, tzn. stejna´ mince akora´t z jine´ho zdroje. To znamena´ 92.5% u´speˇsˇnost nalezenı´
mince hned na prvnı´m mı´steˇ. Mince se take´ nasˇly v ojedineˇly´ch prˇı´padech na dalsˇı´ch
pozicı´ch. Celkoveˇ tak s cele´ kolekce, osmdesa´ti hledany´ch vzoru˚, nebyly nalezeny pouze
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4mince, cozˇ je 5%nespeˇsˇnost.Neu´speˇsˇnost 23.75%znamena´ neu´speˇsˇne´ hleda´nı´, co se ty´cˇe
stoprocentnı´ shody. Nakonec kdyzˇ se secˇnou vy´sledky na vsˇech pozicı´ch bylo dosazˇeno
celkove´ 95% u´speˇsˇnosti.
U druhe´ho testu s obra´zky, ktere´ nebyly prˇı´mo ulozˇeny v databa´zi dopadly vy´sledky
take´ velmi dobrˇe. Jak ukazuje druhy´ graf (obr. 81) podobna´ mince byla nalezena v 80%
hned na prvnı´mmı´steˇ. Dveˇmince byly nalezeny na jiny´ch pozicı´ch a dveˇ nebyly nalezeny
vu˚bec. Je take´ zajı´mave´, zˇe kdyzˇ uzˇ byla podobna´ mince nalezena, tak veˇtsˇinou nebyla
jedina´. V 50% prˇı´padu˚ se dokonce podobna´ mince objevila na vsˇech deseti pozicı´ch.
Ostatneˇ jake´ byly pocˇty nalezeny´ch podobny´chmincı´, ukazuje trˇetı´ graf (obr. 82). Z teˇchto
vy´sledku plyne, zˇe navrzˇena´ metoda je vcelku robustnı´ a zvla´da´ korektneˇ zarˇazovat i
obra´zky, ktere´ nejsou prˇı´mo ulozˇeny v databa´zi.
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Obra´zek 81: Procentua´lnı´ rozlozˇenı´ porˇadı´, nalezenı´ prvnı´ podobne´ mince (test 1).
60 1080 109872 10101 4 101010101010
1.2.3.4.5.6.7.8.9.10.11.12.13.14.15.16.17.18.19.20.
Celkový počet nalezených mincí
max.
Počty nalezených podobných mincí
(refereneční test)
Hle
da
né
 m
inc
e
Obra´zek 82: Celkove´ pocˇty nalezeny´ch podobny´ch mincı´ (test 1).
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7.4 Prvnı´ cˇa´st modifikacı´ referencˇnı´ metody
Prvnı´ modifikace spocˇı´va´ v jedne´ u´praveˇ namodelovane´ho postupu a v jedne´ zmeˇneˇ pa-
rametru. U zmeˇny parametru, se jedna´ o zmeˇnu sˇı´rˇky obra´zku po pola´rnı´ transformaci.
Pu˚vodnı´ hodnota 412px byla stanovena tak, aby obsah obra´zku po pola´rnı´ transformaci
byl prˇiblizˇneˇ stejny´ jako obsahkruhuopolomeˇru 127px.Nicme´neˇ z vy´sledku˚ ru˚zny´chma-
ly´ch testu˚, zameˇrˇeny´ch na normova´nı´ natocˇenı´ se zda´ by´t lepsˇı´ hodnota 360px. Vy´sledne´
normovane´ obra´zky jsou pak vı´ce stabilneˇjsˇı´ a „nekmitajı´ “ tolik. U pu˚vodnı´ metody sice
obra´zky na prvnı´ pohled vypadaly, zˇe jsou normova´ny na stejny´ u´hel, ale po podrobneˇj-
sˇı´m prozkouma´nı´ se jednotlive´ vy´sledky drobneˇ lisˇı´ a v neˇktery´ch prˇı´padech i vı´ce, jak
o 5◦. Tento fakt je mozˇne´ zdu˚vodnit tı´m, zˇe jako normujı´cı´ u´hel se pouzˇı´va´ x-ova´ sou-
rˇadnice nalezene´ho maxima v rozsˇı´rˇene´m histogramu (kap. 6.1), ktery´ vznika´ z obra´zku
po pola´rnı´ transformaci. Prˇi pouzˇitı´ sˇı´rˇky 360px je histogram o 52 pixelu˚ (sloupcu˚) uzˇsˇı´
a je tak mensˇı´ pravdeˇpodobnost vzniku drobne´ odchylky. Navı´c se prˇi tomto rozmeˇru
nemusı´ prˇepocˇı´ta´vat u´hel do rozsahu 0◦ azˇ 359◦. Z teˇchto du˚vodu˚ byl zvolen a testova´n,
v dalsˇı´ch metoda´ch, rozmeˇr 360px.
Druha´ zmeˇna vyply´va´ z jiste´ nekonzistence posloupnosti neˇktery´ch kroku˚. Konkre´tneˇ,
se 2× aplikuje hranovy´ detektor se stejny´m nastavenı´m, jednou na obraz po pola´rnı´
transformaci a jednou na pu˚vodnı´ obraz po normova´nı´ natocˇenı´, jenzˇe vstupnı´ obrazy
jsou v teˇchto krocı´ch ru˚zne´. Tento fakt byl odhalen pouzˇitı´m nove´ verze aplikace, kde je
mozˇne´ si te´meˇrˇ okamzˇiteˇ vsˇimnout, zˇe neˇco nenı´ v porˇa´dku.
Obra´zek 83: Vyznacˇenı´ nekonzistence v pu˚vodnı´ metodeˇ.
Na obra´zku 83 je videˇt posloupnost bloku˚ s vyznacˇenı´m toho, co nesedı´. Jedna detekce
hran je aplikova´na na obraz, u ktere´ho bylo jizˇ prˇed tı´mprovedeno vyrovna´nı´ histogramu,
ovsˇem ta druha´ se aplikuje na obraz, ktery´ byl pouze prˇeveden do odstı´nu sˇedi. Detektor
hran by meˇl by´t, v druhe´m prˇı´padeˇ, pouzˇit azˇ na obraz po vyrovna´nı´ histogramu, nikoli
prˇedtı´m. Procˇ tomu tak nenı´ ukazuje obra´zek 84. Jak je z neˇj videˇt, pouzˇitı´m klasicke´
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metody vyrovna´nı´ histogramu na cely´ obraz, vzniknou okolo mince nezˇa´doucı´ artefakty,
ktere´ negativneˇ ovlivnı´ detekci hran. Tehdy, asi kvu˚li jednoduchosti, byl pouzˇit obra´zek
pouze po prˇevodu do odstı´nu sˇedi a postupem cˇasu se na to pozapomneˇlo. Nynı´ je tento
rest napraven a mı´sto klasicke´ metody vyrovna´nı´ histogramu je pouzˇita metoda, ktera´
danou operaci provede pouze na oblasti mince. Vy´sledek je mozˇne´ videˇt na obra´zku 85.
Na prvnı´ pohled si je mozˇne´ vsˇimnout znatelne´ho zlepsˇenı´, ne jen co se ty´cˇe vzniku
artefaktu˚, ale celkoveˇ je obra´zek vı´ce prokreslen. To naznacˇuje, zˇe i hrany by mohly by´t
le´pe detekova´ny a tı´m pa´dem by mohla cela´ metoda poskytovat lepsˇı´ vy´sledky.
Obra´zek 84: Vy´sledek klasicke´ho
vyrovna´nı´ histogramu.
Obra´zek 85: Vyrovna´nı´ histogramu
aplikovane´ho pouze na oblast
mince.
7.4.1 Nastavenı´ metod
S dany´m nastavenı´m byly provedeny dveˇ verze testu˚. Prvnı´ pouze se zmeˇnou popsanou
vy´sˇe. Diagram na obra´zku 86 ukazuje, jak se metoda lisˇı´ od pu˚vodnı´ verze (obr. 77). Je
v neˇm videˇt, zˇe byl vymeˇneˇn blok vyrovna´vajı´cı´ histogram obrazu, na jehozˇ vy´sledky je
pozdeˇji aplikova´na detekce hran (v obou prˇı´padech tak na stejny´ typ vstupu˚). Take´ byla
zmeˇneˇna sˇı´rˇka obrazupopola´rnı´ transformaci na 360px, kvu˚li veˇtsˇı´ stabiliteˇ normovany´ch
obra´zku˚. Zbytek zu˚sta´va´ stejny´.
V druhe´ verzi je navı´c vyhlazen rozsˇı´rˇeny´ histogram za pomoci Gaussovy funkce
(vzorec. 2). Pro tyto u´cˇely byl pu˚vodnı´ blok 7. (Vy´pocˇet normujı´cı´ho u´hlu) nahrazen sek-
vencı´ kroku˚ (obr. 87), kdy prvnı´ blok (7.1) vytvorˇı´ z bina´rnı´ho obra´zku histogram, druhy´
blok (7.2) vytvorˇı´ rozsˇı´rˇeny´ histogram (alg. 3). Ten je nynı´ vyhlazen pomocı´ Gaussovy
funkce s nastavenı´m σ = 2 (blok 7.3) a azˇ z tohoto vy´sledku je pocˇı´ta´n u´hel natocˇenı´ (blok
7.4). Samotne´ vyhlazenı´ se prova´dı´ konvolucı´ vektoru s histogramem a maskou, ktera´ je
vygenerova´na pomocı´ vzorce 2.
G(x) =
1
σ
√
2π
e−
x2
2σ2 (2)
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Obra´zek 86: U´prava metody po vy´meˇneˇ bloku vyrovna´vajı´cı´ histogram obrazu.
Poslednı´ metoda (blok. 7.4) ma´ stejne´ parametry jako ta pu˚vodnı´, tedy procentua´lnı´
vyja´drˇenı´ plochy, ktera´ rozdeˇlı´ histogram na dveˇ poloviny a prahovou hodnotu odstranˇu-
jı´cı´ prˇı´lisˇ male´ spojite´ oblasti. Prvnı´ z hodnot byla zvy´sˇena z 85% na 90%, jelikozˇ vyhlazenı´
histogramu zpu˚sobı´ urcˇity´ pokles a histogram je tak nutne´ „rˇı´znout“ ve vysˇsˇı´ cˇa´sti, aby
nevznikla jedna velka´ spojita´ oblast, prˇes cely´ obra´zek, cˇı´mzˇ by metoda u´plneˇ selhala.
Druha´ hodnota zu˚sta´va´ stejna´, tedy 10.
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Výpočet normujícího
úhlu
7.4.
vektor
Obra´zek 87: Vyhlazenı´ rozsˇı´rˇene´ho histogramu.
7.4.2 Vy´sledky testu prvnı´ modifikovane´ metody
Vy´sledky vyhleda´va´nı´ prvnı´ modifikovane´ metody (graf na obr. 88) se na prvnı´ pohled
mohou zda´t horsˇı´ nezˇ u vy´sledku referencˇnı´ho testu. Co se ty´cˇe celkove´ u´speˇsˇnosti tak
ta klesla jen o 2.5%. Horsˇı´ je to v prˇı´padeˇ schopnosti hledat mince na prvnı´ pozici kde je
5% pokles. Zvedl se vsˇak podı´l mincı´ nalezeny´ch na dalsˇı´ch pozicı´ch, cozˇ ztra´tu jisty´m
zpu˚sobem kompenzuje.
Pozitivnı´ efekt te´to zmeˇny se projevil v druhe´ verzi testu, kdy jsou hleda´ny podobne´
mince. Nynı´ nebyla podobna´ mince nalezena, pouze v jedine´m prˇı´padeˇ. A celkovy´ pocˇet
nalezeny´ch podobny´ch mincı´ je 149 z 200 mozˇny´ch. Oproti pu˚vodnı´ metodeˇ, se nejen
zvy´sˇil pocˇet podobny´ch kusu˚ (sice nepatrneˇ), ale i prˇesnost. Kromeˇ jedne´ nenalezene´
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Obra´zek 88: Vy´sledky vyhleda´vanı´ prvnı´ modifikovane´ metody.
mince, byly v ostatnı´ch prˇı´padech nalezeny podobne´ mince vzˇdy na prvnı´m mı´steˇ (graf
na obr. 89).
Porˇadı´ 1. 2. 3. 4. 5. 6. 7. 8. 9. 10. >
Shoda 56 0 0 1 0 0 0 0 0 0 23
Alternativa 14 1 0 2 0 0 0 0 0 0 6
Soucˇet 70 1 0 3 0 0 0 0 0 0 –
Absolutnı´
hodnoty
Celkem 74 –
Shoda 70 0 0 1.25 0 0 0 0 0 0 28.75
Alternativa 17.5 1.25 0 2.5 0 0 0 0 0 0 7.5
Soucˇet 87.5 1.25 0 3.75 0 0 0 0 0 0 –[%]
Celkem 92.5 –
Tabulka 2: Vy´sledky vyhleda´va´nı´ prvnı´ modifikovane´ metody.
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Obra´zek 89: Procentua´lnı´ rozlozˇenı´ porˇadı´, nalezenı´ prvnı´ podobne´ mince (test 2).
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Obra´zek 90: Celkove´ pocˇty nalezeny´ch podobny´ch mincı´ (test 2).
7.4.3 Vy´sledky vyhleda´vanı´ metody s vyhlazeny´m rozsˇı´rˇeny´m histogramem
Prˇida´nı´m metody, ktera´ prˇed vy´pocˇtem normujı´cı´ho u´hlu, jesˇteˇ vyhladı´ rozsˇı´rˇeny´ histo-
gram bylo dosazˇeno vu˚bec nejlepsˇı´ch vy´sledku˚, alesponˇ co se ty´cˇe prvnı´ cˇa´sti testu. Jak
je videˇt v tabulce 3, hned na prvnı´m mı´steˇ bylo nalezeno 64 mincı´, ktere´ se stoprocentneˇ
shodovaly s hledany´mi vzory. Jen toto cˇı´slo znamena´ 80% u´speˇsˇnost hleda´nı´, cozˇ je v
porovna´nı´ s pu˚vodnı´m s vy´sledky z [3] velmi peˇkny´ vy´sledek, kdy bylo dosazˇeno maxi-
ma´lnı´ celkove´ u´speˇsˇnosti 81%. Po prˇicˇtenı´ nalezeny´ch alternativ a mincı´ umı´steˇny´ch na
dalsˇı´ch pozicı´ch je celkova´ u´speˇsˇnost te´to metody 97.5%.
Na druhou stranu zlepsˇenı´ vy´sledku˚ v prvnı´ fa´zi testu, neznamenalo zlepsˇenı´ i v
hleda´nı´ podobny´ch mincı´. Zde naopak v porovna´nı´ s prˇedchozı´ verzı´ metody dosˇlo k
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Obra´zek 91: Vy´sledky vyhleda´vanı´ metody s vyhlazeny´m rozsˇı´rˇeny´m histogramem.
urcˇite´muzhorsˇenı´, jak co se ty´cˇe prˇesnosti (graf naobr.93), tak celkove´hopocˇtupodobny´ch
nalezeny´ch kusu˚ (graf na obr. 93).
Porˇadı´ 1. 2. 3. 4. 5. 6. 7. 8. 9. 10. >
Shoda 64 0 1 0 0 0 0 0 0 0 15
Alternativa 11 1 0 0 0 1 0 0 0 0 2
Soucˇet 75 1 1 0 0 1 0 0 0 0 –
Absolutnı´
hodnoty
Celkem 78 –
Shoda 80 0 1.25 0 0 0 0 0 0 0 18.75
Alternativa 13.75 1.25 0 0 0 1.25 0 0 0 0 2.5
Soucˇet 93.75 1.25 1.25 0 0 1.25 0 0 0 0 –[%]
Celkem 97.5 –
Tabulka 3: Vy´sledky vyhleda´va´nı´ metody s vyhlazeny´m rozsˇı´rˇeny´m histogramem.
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Obra´zek 92: Procentua´lnı´ rozlozˇenı´ porˇadı´, nalezenı´ prvnı´ podobne´ mince (test 3).
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Obra´zek 93: Celkove´ pocˇty nalezeny´ch podobny´ch mincı´ (test 3).
7.4.4 Zhodnocenı´ prvnı´ cˇa´sti u´prav pu˚vodnı´ metody
Prvnı´ cˇa´st modifikacı´ meˇla za cı´l odstranit fakticke´ nedostatky prˇedchozı´ metody, hlavneˇ
zajisˇteˇnı´ korektnosti dat na vstupech detektoru˚ hran. Vcelku prˇekvapenı´m pak bylo zjisˇ-
teˇnı´, zˇe oproti pu˚vodnı´ metodeˇ se u´speˇsˇnost v prvnı´ cˇa´sti testu snı´zˇila. Na druhou stranu
v prˇı´padeˇ hleda´nı´ podobny´chmincı´ se u´speˇsˇnost zvy´sˇila, cozˇ je prˇesneˇ ten cı´l, ke ktere´mu
je smeˇrˇova´no. Vhledem k tomu, zˇe na vstupu internetove´ho katalogu mincı´, se budou
veˇtsˇinou objevovat obra´zky, ktere´ nebyly pouzˇity pro prˇedzpracova´nı´ a je tak nutne´ nale´zt
podobny´ obra´zek. V prvnı´ fa´zi testu, kdy je hleda´na shoda by metoda meˇla, v idea´lnı´m
prˇı´padeˇ, nale´zt shodnou minci ve 100% prˇı´padu˚. Procˇ tomu tak nenı´, je da´no tı´m, zˇe
normova´nı´ rotace mince nefunguje vzˇdy stoprocentneˇ spra´vneˇ.
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U´prava metody normujı´cı´ natocˇenı´, zarˇazenı´m bloku, ktery´ provede de facto druhe´
vyhlazenı´ pu˚vodnı´ho histogramu, napomohla jesˇteˇ o neˇco ma´lo zlepsˇit vy´pocˇet normu-
jı´cı´ho u´hlu.
Jak je videˇt z vy´sledku˚ druhe´ cˇa´sti testu˚, kdy se pocˇty nalezeny´ch podobny´ch mincı´
pohybujı´ mezi 140 a 150 kusy, cozˇ jsou te´meˇrˇ 3/4 z 200 mozˇny´ch58. Dalo by se tak rˇı´ci, zˇe
schopnost nacha´zet podobne´ mince se pohybuje neˇkde mezi 70% azˇ 75%.
7.5 Druha´ cˇa´st modifikacı´ referencˇnı´ metody
Druha´ cˇa´st modifikacı´ se zameˇrˇuje na zlepsˇenı´ detekce hran, jelikozˇ se jedna´ o steˇzˇejnı´
cˇa´st cele´ metody. Je to da´no tı´m, zˇe se od nı´ odvı´jı´, jak prˇesnost vy´pocˇtu normujı´cı´ho u´hlu,
tak vy´sledny´ vektor, ktery´ je ukla´da´n do databa´ze.
Cı´lem te´to modifikace je nale´zt takove´ nastavenı´ parametru˚ detektoru hran, aby ne-
bylo detekova´no tolik falesˇny´ch hran, jako je tomu doposud. U veˇtsˇiny obra´zku˚ vypadajı´
detekovane´ hrany, po prahova´nı´, jako na obra´zku 94. Jak je z neˇj videˇt, ve vy´sledku se
v obraze nacha´zı´ mnoho maly´ch hran, ktere´ vypadajı´ spı´sˇe jako nezˇa´doucı´ sˇum. Zmeˇ-
nou neˇkolika parametru˚, hlavneˇ spodnı´ a hornı´ hodnotou prahu, se podarˇilo dosa´hnout
vy´stupu˚, ktere´ vypadajı´ spı´sˇe jako na obra´zku 95.
Obra´zek 94: Hrany detekovane´ s
pu˚vodnı´m nastavenı´m parametru˚.
Obra´zek 95: Hrany detekovane´ s
novy´m nastavenı´m parametru˚.
7.5.1 Nastavenı´ metod
V prvnı´m testu je zapojenı´ jednotlivy´ch metod stejne´ jako v diagramu na obra´zku 86.
Jedine´ v cˇem se lisˇı´ je nastavenı´ parametru˚ hranove´ho detektoru. Pozmeˇneˇne´ hodnoty
jsou uvedeny v na´sledujı´cı´m vy´pise, ty ostatnı´ zu˚sta´vajı´ stejne´.
58V databa´zi se samozrˇejmeˇ mu˚zˇe nacha´zet i vı´ce kusu˚, bylo ale vzˇdy vybra´no pouze prvnı´ch deset
nejpodobneˇjsˇı´ch kusu˚.
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• U´hel = 0.6,
• spodnı´ hodnota prahu: 15,
• hornı´ hodnota prahu: 60.
Co se ty´ka´ nastavenı´ druhe´ho testu, to zu˚sta´va´ stejne´ jako v druhe´m testu prvnı´
modifikovane´ verze. Pouze jsou stejny´m zpu˚sobem pozmeˇneˇny parametry detektoru
hran. Tyto dva testy majı´ za cı´l zjistit, zda prˇesneˇjsˇı´ detekce hran pomu˚zˇe zlepsˇit vy´sledky
vyhleda´va´nı´.
7.5.2 Vy´sledky vyhleda´va´nı´ metody s prˇesneˇjsˇı´ detekcı´ hran
Navzdory ocˇeka´va´nı´, lepsˇı´ detekce hran neprˇinesla zˇa´dne´ zlepsˇenı´, ba naopak jsou vy´-
sledky o pozna´nı´ horsˇı´. Sice se v celkove´ u´speˇsˇnosti metoda pohybuje sta´le nad 90%,
ale co se ty´cˇe vy´sledku˚ na jednotlivy´ch pozicı´ch, tak ty klesly. Jak je videˇt z prvnı´ho
grafu (obr. 96) v du˚sledku˚ toho stoupla neu´speˇsˇnost nalezenı´ shody na 36.25%, cozˇ je ve
srovna´nı´ z prˇedchozı´m testem, te´meˇrˇ 50% zhorsˇenı´.
Navı´c jak ukazuje trˇetı´ graf (obr. 98), klesla take´ schopnost hleda´nı´ podobny´ch mincı´.
Kola´cˇovy´ graf (obr. 97) sice ukazuje, zˇemetoda je schopna v 90%prˇı´padu˚ nale´zt podobnou
mince na prvnı´mmı´steˇ, ale jejich celkovy´ podı´l klesl a to na 129 kusu˚. Oproti prˇedchozı´m
metoda´m se jedna´ o znatelny´ pokles, ktery´ nenı´ mozˇne´ sve´st na statistickou chybu.
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Obra´zek 96: Vy´sledky vyhleda´vanı´ metody s prˇesneˇjsˇı´ detekcı´ hran.
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Porˇadı´ 1. 2. 3. 4. 5. 6. 7. 8. 9. 10. >
Shoda 47 0 2 0 1 0 0 0 0 1 29
Alternativa 18 1 2 0 1 0 0 1 0 0 6
Soucˇet 65 1 4 0 2 0 0 1 0 1 –
Absolutnı´
hodnoty
Celkem 74 –
Shoda 58.75 0 2.5 0 1.25 0 0 0 0 1.25 36.25
Alternativa 22.5 1.25 2.5 0 1.25 0 0 1.25 0 0 7.5
Soucˇet 81.25 1.25 5 0 2.5 0 0 1.25 0 1.25 –[%]
Celkem 92.5 –
Tabulka 4: Vy´sledky vyhleda´va´nı´ metody s prˇesneˇjsˇı´ detekcı´ hran.
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Obra´zek 97: Procentua´lnı´ rozlozˇenı´ porˇadı´, nalezenı´ prvnı´ podobne´ mince (test 4).
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Obra´zek 98: Celkove´ pocˇty nalezeny´ch podobny´ch mincı´ (test 4).
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7.5.3 Vy´sledky vyhleda´va´nı´ metody s vyhlazenou verzı´ rozsˇı´rˇene´ho histogramu
Vyhlazenı´ rozsˇı´rˇene´ho histogramu v tomto prˇı´padeˇ take´ nepomohlo a vy´sledky jsou jesˇteˇ
o neˇco horsˇı´. V tabulce 5 je videˇt, zˇe celkova´ u´speˇsˇnost spadla pod 90%hranici a u´speˇsˇnost
nalezenı´ shodne´ mince na prvnı´ pozicı´ je pouhy´ch 47.5%.
Take´ jak ukazujı´ druhy´ a trˇetı´ graf (obr. 100 a 101) klesla schopnost rozpozna´vat
podobne´ mince. V prˇı´padeˇ tohoto testu, bylo nalezeno 110 podobny´chmincı´ z 200. Oproti
nejlepsˇı´ varianteˇ je to propad o 39 nenalezeny´ch kusu˚.
Shoda 100% Vhodná Alternativa Součet
Nenalezena shoda Nenalezena ani alternativa
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Obra´zek 99: Vy´sledky vyhleda´vanı´ druhe´ modifikovane´ metody s vyhlazeny´m rozsˇı´rˇe-
ny´m histogramem.
Porˇadı´ 1. 2. 3. 4. 5. 6. 7. 8. 9. 10. >
Shoda 38 1 4 1 1 0 1 0 0 1 33
Alternativa 18 1 1 1 0 0 1 0 1 1 9
Soucˇet 56 2 5 2 1 0 2 0 1 1 –
Absolutnı´
hodnoty
Celkem 71 –
Shoda 47.5 1.25 5 1.25 1.25 0 1.25 0 0 1.25 41.25
Alternativa 22.5 1.25 1.25 1.25 0 0 1.25 0 1.25 1.25 11.25
Soucˇet 70 2.5 6.25 1.25 1.25 0 2.5 0 1.25 2.5 –[%]
Celkem 88.75 –
Tabulka 5: Vy´sledky vyhleda´va´nı´ druhe´ modifikovane´ metody s vyhlazeny´m rozsˇı´rˇeny´m
histogramem.
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Obra´zek 100: Procentua´lnı´ rozlozˇenı´ porˇadı´, nalezenı´ prvnı´ podobne´ mince (test 5).
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Obra´zek 101: Celkove´ pocˇty nalezeny´ch podobny´ch mincı´ (test 5).
7.5.4 Zhodnocenı´ druhe´ cˇa´sti u´prav
Druha´ cˇa´st modifikace meˇla za cı´l le´pe detekovat hrany, protozˇe se prˇedpokla´dalo, zˇe by
to mohlo napomoci zlepsˇit vy´sledky vyhleda´va´nı´. Jak bylo psa´no vy´sˇe, detekce hran je
jedna ze za´kladnı´ch operacı´, na ktere´ stojı´ cela´metoda.Ovsˇem testy proka´zaly, zˇe snaha za
kazˇdou cenu zlepsˇit vy´stupy jednotlivy´ch operacı´ nemusı´ vzˇdy ve´st k lepsˇı´m vy´sledku˚m.
Nynı´ vyvsta´va´ ota´zka, procˇ le´pedetekovane´ hranynaobra´zku,majı´ tendenci vy´sledky
spı´sˇe zhorsˇovat? Vysveˇtlenı´m mu˚zˇe by´t, zˇe ona testovacı´ mnozˇina je vlastneˇ dost ru˚zno-
roda´. Kdyzˇ by bylo naprˇı´klad vybra´no sto stejny´ch mincı´ porˇı´zeny´ch z ru˚zny´ch zdroju˚,
tak kazˇdy´ z obra´zku˚ je svy´m zpu˚sobem jedinecˇny´. Jedna mince mu˚zˇe by´t v nejvysˇsˇı´
kvaliteˇ, nafocena´ profesiona´lem, jina´ mu˚zˇe by´t zkorodovana´, dalsˇı´ zase posˇkra´bana´, atd.
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Ona je tak vlastneˇ urcˇita´ neprˇesnost naopak zˇa´doucı´ a ve vy´sledku to umozˇnı´ nacha´zet v
mnoha prˇı´padech mince stejne´ a dokonce i mince s podobny´mi vzory.
7.6 Celkove´ srovna´nı´ metod normujı´cı´ u´hel natocˇenı´ mince
V te´to cˇa´sti jsou srovna´ny vy´sledky jednotlivy´ch testovany´ch metod. Jak je videˇt z grafu
na obra´zku 102, prvnı´ trˇi varianty se pohybujı´ zhruba na srovnatelne´ u´rovni. Nejle´pe z
nich dopadla trˇetı´ varianta, u ktere´ se podarˇilo dosa´hnout celkove´ u´speˇsˇnosti 97.5%, navı´c
schopnost nale´zt minci hned na prvnı´ pozicı´ se pohybuje na 80%. Na druhou stranu, z
vy´sledku˚ vyneseny´ch v druhe´ho grafu (obr. 103), dopadla trˇetı´ metoda nejhu˚rˇe z prvnı´ch
trˇech. Mı´rneˇ u nı´ klesla schopnost rozpoznat podobnou minci. Nicme´neˇ pokles nenı´
nikterak dramaticky´ a vzhledem k vy´sledku˚m v prvnı´ fa´zi testu, hodnotı´m trˇetı´ metodu
jako nejvhodneˇjsˇı´ pro dalsˇı´ nasazenı´ v ra´mci internetove´ho katalogu mincı´59.
Testy s prˇesneˇjsˇı´ detekci hran naopak uka´zaly, jak je du˚lezˇite´ zachovat v obraze po
jejich detekci urcˇity´ sˇum. Ten je na´sledneˇ klı´cˇem k tomu, zˇe je metoda jako celek robustnı´
a zvla´da´ rozezna´vat i mince, na ktery´ch se mohou nacha´zet ru˚zne´ vady. Nakonec ani
tak nevadı´, zˇe metoda normova´nı´ rotace nenı´ stoprocentnı´, jelikozˇ prˇi dostatecˇne´m pocˇtu
mincı´ se utvorˇı´ skupinky sobeˇ podobny´ch mincı´ s podobny´m natocˇenı´m a v prˇı´padeˇ, zˇe
se minci na vstupu nepodarˇı´ „spra´vneˇ natocˇit“, mu˚zˇe se najı´t v databa´zi jina´ skupina s
dany´m natocˇenı´m a mince je tak te´meˇrˇ vzˇdy nalezena.
Z vy´sledku˚ prvnı´ch trˇech testu˚ vyply´va´ jesˇteˇ jedna veˇc a to, zˇe hledat minci na prvnı´ch
deseti pozicı´ch je mozˇna´ azˇ zbytecˇne´ moc. S dosazˇeny´mi vy´sledky by v katalogu mohly
by´t vypisova´ny klidneˇ prvnı´ trˇi nebo peˇt nejpodobneˇjsˇı´ch mincı´. V druhe´m prˇı´padeˇ by
ani nemusela klesnout nameˇrˇena´ prˇesnost.
Referencˇnı´ test Test 2 Test 3 Test 4 Test 5
Pocˇet [%] Pocˇet [%] Pocˇet [%] Pocˇet [%] Pocˇet [%]
U´speˇsˇnost 61 76.25 57 71.25 65 81.25 51 63.75 47 58.75
Alternativy 15 18.75 17 21.25 13 16.25 23 28.25 24 30
Celk. u´speˇsˇnost 76 95 74 92.5 78 97.5 74 92.5 71 88.75
Nenalezena´ shoda 19 23.75 23 28.75 15 18.75 29 36.25 33 41.25
Nenalezena vu˚bec 4 5 6 7.5 2 2.5 6 7.5 9 11.25
Tabulka 6: Srovna´nı´ u´speˇsˇnosti jednotlivy´ch metod.
59http://identifycoin.vsb.cz
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7.7 Metoda popisujı´cı´ obraz neza´visle na rotaci
V ra´mci projektu na rozpozna´va´nı´ pameˇtnı´ch a obeˇzˇny´ch mincı´ byly testova´ny i jine´
prˇı´stupy popisu obrazu tak, aby nemusel by´t bra´n zrˇetel na jeho natocˇenı´. Poprve´ se o
to pokousˇel jizˇ Ing. Petr Kasˇpar ve sve´ bakala´rˇske´ pracı´ a dane´ metodeˇ se take´ zminˇuje
v [3]-kap.4.1. Jejı´ princip byl vcelku velmi jednoduchy´. Fungovala tak, zˇe minci jakoby
roztocˇila vysokou rychlostı´, cˇı´mzˇ vznikly na obra´zku soustrˇedne´ prstence. Na´sledneˇ se
od strˇedumince k jejı´mu okraji provedl rˇez a hodnoty v tomto rˇezu se pouzˇily jako vektor
pro dalsˇı´ porovna´va´nı´. Metoda meˇla rˇadu nevy´hod a nefungovala nijak zvla´sˇt’dobrˇe.
Cı´lemmetody popisovane´ v te´to kapitole, je vytvorˇit neˇco jako otiskmince, ktery´ bude
neza´visly´ na jejı´m natocˇenı´. Opeˇt je vycha´zeno z obrazu po pola´rnı´ transformaci, ktery´
eliminuje proble´m rotace na proble´m posunutı´. V tuto chvı´li, kdyby se vytvorˇila sada
obrazu˚, ktere´ by se posouvaly pouze v horizonta´lnı´m smeˇru, prˇelozˇily prˇes sebe a jejich
hodnoty zpru˚meˇrovaly, vzniklo by neˇco velmi podobne´ho jako v prˇedchozı´m prˇı´padeˇ. V
metodeˇ popisovane´ zde se „obrazy“ posouvajı´ v obou smeˇrech.
7.7.1 Princip metody
Pru˚meˇrova´nı´ barev nebo jasu˚ jednotlivy´ch pixelu˚ nenı´ zrovna nejvhodneˇjsˇı´ zpu˚sob. Proto
prˇed samotny´m vytva´rˇenı´m otisku mince je provedeno neˇkolik stejny´ch kroku˚ jak v
prˇedchozı´ch metoda´ch. Vstupem metody je vlastneˇ stejny´ obraz jako v prˇı´padeˇ metody
pocˇı´tajı´cı´ normujı´cı´ u´hel. Vstupem metody tak je bina´rnı´ obraz po pola´rnı´ transformaci s
detekovany´mi hranami.
Na vstupnı´ obraz se nynı´ pohlı´zˇı´, jako na jakousi sˇablonu s otvory. Kazˇdy´ hranovy´
(bı´ly´) pixel tvorˇı´ jeden otvor. V prvnı´m kroku se sˇablona prˇilozˇı´ na pra´zdnou matici a do
buneˇk pod jednotlivy´mi otvory se prˇicˇte jednicˇka. V druhe´m kroku je maska na matici
prˇilozˇena tak, aby lı´covala prvnı´ oznacˇena´ bunˇka s druhy´m otvorem na masce a opeˇt se
inkrementujı´ hodnoty na pozicı´ch pod otvory. V trˇetı´m kroku je k prvnı´ oznacˇene´ bunˇce
prˇilozˇena maska tak, aby lı´coval trˇetı´ otvor. Takto se pokracˇuje, dokud nejsou vycˇerpa´ny
vsˇechny otvory na masce. V tu chvı´li se v pu˚vodnı´m obraze zı´skane´m v prvnı´m kroku
vybere druha´ oznacˇena´ bunˇka a cely´ proces se zase opakuje. Pokracˇuje se tak dlouho,
dokud nejsou z prvnı´ho obrazu vybra´ny vsˇechny oznacˇene´ bunˇky. Dojde tak k tomu, zˇe je
slı´cova´na kazˇda´ bunˇka s kazˇdy´m otvorem, cˇı´mzˇ vznikne vcelku zajı´mava´ struktura, ktera´
je odolna´ vu˚cˇi natocˇenı´ pu˚vodnı´ho obrazu. Jak vypada´ vizualizace podobne´ struktury
ukazuje obra´zek 105, cˇı´m je barva cˇerveneˇjsˇı´, tı´m je hodnota vmatici vysˇsˇı´. Vizualizovana´
struktura patrˇı´ k minci na obra´zku 104 a byla vygenerova´na trochu odlisˇnou metodou,
nezˇ jak byla na u´vod pro prˇedstavu popsa´na.
Metoda nenı´ opeˇt zcela stoprocentnı´, zde hodneˇ za´lezˇı´ na tom jak jsou hrany ve
vy´sledku detekova´ny. Sta´va´ se, zˇe pro ru˚zna´ natocˇenı´ obrazu jsou hrany detekova´ny
trochu odlisˇneˇ, cozˇ zpu˚sobı´ zˇe vy´sledne´ struktury nejsou zcela totozˇne´, nicme´neˇ jsou si
hodneˇ podobne´. Neˇkolik uka´zek se nacha´zı´ v prˇı´loze F, kde jsou videˇt vy´sledky, jak pro
ru˚zna´ natocˇenı´ stejne´ mince, tak i vy´sledky pro jine´ mince.
Pseudoko´d (alg. 4) ukazuje jak probı´ha´ vy´pocˇet otisku mince. Rozdı´l v pouzˇite´ verzi,
oproti te´ popisovane´ je, zˇe na rˇa´dku 24. ve vy´pisu se y-psilonova´ sourˇadnice prˇicˇı´ta´. V po-
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Obra´zek 104: Origina´lnı´ obra´zek. Obra´zek 105: Popis (otisk) mince.
pisu nahorˇe je napsa´no, zˇe se sˇablona postupneˇ posouva´. To by znamenalo, zˇe obeˇ sourˇad-
nice by se musely odecˇı´st od aktua´lneˇ oznacˇene´ho strˇedu (marked position). Nicme´neˇ bylo
zjisˇteˇno, zˇe kdyzˇ se x-ove´ sourˇadnice odecˇtou a y-psilonove´ secˇtou, je vy´sledna´ struktura
horizonta´lneˇ symetricka´ podle strˇedu. Tak je mozˇne´ ukla´dat pouze polovinu vy´sledku,
bez ztra´ty informace. Z tohoto du˚vod je nova´ sˇı´rˇka (new width) urcˇena, jako polovina
sˇı´rˇky obrazu dane´ho na vstupu. Nova´ vy´sˇka (new height) je dvakra´t veˇtsˇı´, protozˇe se ob-
ra´zky prˇi prˇekry´va´nı´ mohou dostat maxima´lneˇ na dvojna´sobek pu˚vodnı´ vy´sˇky. Vy´sledna´
matice je tak rozmeˇru new width× new height.
V pseudoko´du se jizˇ nenacha´zı´ cˇa´st s relativizacı´ hodnot ve vy´sledne´ matici. Dı´ky
velke´mu mnozˇstvı´ prˇekrytı´, ke ktery´m dojde beˇhem vy´pocˇtu, jsou v matici na konci dost
velka´ cˇı´sla. Proto se vsˇechna prˇeva´dı´ do rozsahu 0 azˇ 1000. Navı´c prˇi ukla´da´nı´ vy´sledku
do databa´ze je matice opeˇt prˇevedena na vektor a opeˇt se vyuzˇı´va´ masky (obde´lnı´kove´
masky), ktera´ zredukuje velikost koncove´ho vektoru. Hodnoty v ra´mci jednoho bloku
jsou secˇteny a nebylo tak vhodne´ mı´t zde prˇı´lisˇ velka´ cˇı´sla. Prˇi vyhleda´va´nı´ jsou vy´sledne´
vektory porovna´va´ny stejneˇ, jako v prˇedchozı´ch metoda´ch.
Slozˇitost te´to metody, je O(n2), kde n je pocˇet hranovy´ch pixelu˚ v obraze. Nejhorsˇı´
prˇı´pad, ktery´ mu˚zˇe nastat je, zˇe bude na vstup posla´n obraz bı´le´ barvy60. V takove´m
prˇı´padeˇ se provede (M ×N)2 operacı´, kdeM je sˇı´rˇka vstupnı´ho obra´zku aN jeho vy´sˇka.
Toto jizˇ nenı´ moc pouzˇitelne´, avsˇak u prakticky´ch testu˚ byla pru˚meˇrna´ rychlost metody
asi 3× pomalejsˇı´ nezˇ u prˇedchozı´ch verzı´. Doba prˇedzpracova´nı´ metody popsane´ v 7.4.3,
byla zhruba necele´ trˇi a pu˚l hodiny. Prˇedzpracova´nı´ peˇtadvaceti tisı´cove´ kolekce, te´to
metodeˇ trvala neˇco ma´lo prˇes deveˇt hodin.
60Pixely hran jsou, v aplikaci a v typu BinaryImage, oznacˇeny´ bı´lo barvou.
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Algoritmus 4 Vy´pocˇet otisku popisujı´cı´ho minci neza´visle na rotaci.
1: function COMPUTE COIN DESCRIPTION(binary image, width, height)
2: if widthmod 2 = 0 then
3: new width← width/2 + 1
4: else
5: new width← width/2
6: end if
7: new height← 2 ∗ height
8: for x← 0, width do ◃ Nacˇte sourˇadnice hranovy´ch pixelu˚.
9: for y ← 0, height do
10: if binary image[x][y] =WHITE then
11: coordinates← (x, y)
12: end if
13: end for
14: end for
15: for i← 0, coordinates.size do
16: marked position← coordintes[i]
17: for j ← 0, coordinates.size do
18: current position← coordinates[j]
19: x← current position.x−marked position.x
20: if x < 0 then
21: x← width+ x ◃ Zacˇa´tek a konec x-ove´ osy jsou spojeny.
22: end if
23: if x < width2 then
24: y ← current position.y +marked position.y
25: description[x][y]← desription[x][y] + 1
26: end if
27: end for
28: end for
29: return description
30: end function
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7.7.2 Nastavenı´ metody
Na obra´zku 106 je videˇt kompletnı´ zapojenı´ jednotlivy´ch operacı´ do vy´sledne´ metody.
Natavenı´ operacı´
Změna velikosti
1.
Převod do
odstínu šedi 2.
Polární
transofrmace 4.Detekce hran 5.
Prahování
6.
3.
Vyrovnání histogramu
v oblasti mince
Výpočet vektoru nezávislého
na natočení micne 7.
Načtení seznamu
obrázků 0.
Zápis do
databáze 8.
obrázek
vektor
Obra´zek 106: Kompletnı´ zapojenı´ metody popisujı´cı´ obraz mince neza´visle na natocˇenı´.
Nastavenı´ operacı´ 1 azˇ sˇest je stejne´ jako v prvnı´ modifikaci (kap. 7.4). U detektoru
hran jsou tak nastaveny parametry, aby bylo detekova´no veˇtsˇı´ mnozˇstvı´ hran v obraze.
Byla zkousˇena testova´na i varianta s prˇesneˇjsˇı´ detekcı´, v takove´m prˇı´padeˇ byla rychlost
zpracova´nı´ jizˇ srovnatelna´ s prˇedchozı´mi metodami, ale vy´sledky nebyly prˇı´lisˇ dobre´. V
na´sledujı´cı´ cˇa´sti jsou tak uvedeny pouze vy´sledky pouze te´to jedne´ varianty.
Sedma´ operace v porˇadı´ (vy´pocˇet vektoru neza´visle´ho na rotacı´) se skla´da´ ze dvou kroku˚.
V prvnı´m je proveden vy´pocˇet struktury popisujı´cı´ obraz. V druhe´m kroku je na vy´sledek
aplikova´na cˇtvercova´ maska, pomocı´ ktere´ je vytvorˇen vy´stupnı´ vektor, jenzˇ je prˇı´mo
ulozˇen do databa´ze nebo je podle neˇj v nı´ vyhleda´va´no. Operace v aplikaci ma´ tak krom
vstupnı´ho obra´zku, take´ dva vnitrˇnı´ vstupnı´ parametry a to sˇı´rˇku a vy´sˇku jedne´ oblasti v
masce. Ty jsou nastaveny na 10px sˇı´rˇku a 63 px vy´sˇku. Vy´sledna´ matice ma´ rozmeˇry prˇi
dane´m nastavenı´ 254× 181px. Aplikacı´ masky na obraz ma´ vy´sledny´ vektor 72 polozˇek.
Obra´zek 107: Aplikace masky na vy´slednou strukturu.
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7.7.3 Dosazˇene´ vy´sledky
Vy´sledky dosazˇene´ za pomocı´ te´to metody, v prvnı´ cˇa´sti testu, dopadly celkem slusˇneˇ, jak
ukazuje tabulka 7. Dokonce celkova´ u´speˇsˇnost je 91.25%. Avsˇak z prvnı´ho grafu (obr. 108)
je videˇt, zˇe dı´lcˇı´ vy´sledky jsou, oproti prˇedchozı´mmetoda´m, vı´ce rozprostrˇeny na ru˚zny´ch
pozicı´ch. Zdruhe´ cˇa´sti testu, kdybylyhleda´nypodobne´mince, pak u´speˇsˇnost te´tometody
rapidneˇ klesla dolu˚ na pouhy´ch 49 podobny´ch nalezeny´ch kusu˚. Druhy´ graf (obr. 109)
ukazuje, zˇe metoda byla u´speˇsˇna´ jen z 60% v nalezenı´ podobne´ mince na prvnı´ pozici,
cozˇ ostatneˇ potvrzuje i prvnı´ graf, kde je videˇt, zˇe po secˇtenı´ shodny´ch a alternativnı´ch
mincı´, na prvnı´ pozici, je necely´ch 64%. Na poslednı´m grafu (obr. 110) je videˇt, zˇe pouze
v jedine´m prˇı´padeˇ se podarˇilo nale´zt na prvnı´ch deseti pozicı´ch podobne´ mince, zbytek
se pohybuje spı´sˇe od peˇti kusu˚ nı´zˇe.
52
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5,0
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3,7
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1,2
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32
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,25
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3,7
5%
3,7
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0%
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40%
50%
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70%
1. 2. 3. 4. 5. 6. 7. 8. 9. 10. >
Shoda 100% Vhodná Alternativa Součet
Nenalezena shoda Nenalezena ani alternativa
Pořadí hledaných mincí
(metoda popisující obraz nezávisle na rotaci)
Obra´zek 108: Vy´sledky vyhleda´vanı´ metody popisujı´cı´ obraz neza´visle na rotaci.
Porˇadı´ 1. 2. 3. 4. 5. 6. 7. 8. 9. 10. >
Shoda 42 4 3 1 2 1 0 1 0 0 26
Alternativa 9 3 2 0 1 2 0 2 0 0 7
Soucˇet 51 7 5 1 3 3 0 3 0 0 –
Absolutnı´
hodnoty
Celkem 73 –
Shoda 52.5 5 3.75 1.25 2.5 1.25 0 1.25 0 0 32.5
Alternativa 11.25 3.75 2.5 0 1.25 2.5 0 2.5 0 0 8.75
Soucˇet 63.75 8.75 6.25 1.25 3.75 3.75 0 3.75 0 0 –[%]
Celkem 91.25 –
Tabulka 7: Vy´sledky vyhleda´vanı´ metody popisujı´cı´ obraz neza´visle na rotaci.
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Pořadí první podobné nalezené mince
(metoda popisující obraz nezávisle na rotaci)
60%
5%
5%
5%
25% 1.
2.
2.
3.
Nenalezena
Obra´zek 109: Procentua´lnı´ rozlozˇenı´ porˇadı´, nalezenı´ prvnı´ podobne´ mince (test 6).
Celkový počet nalezených mincí
Počty nalezených podobných mincí
(metoda popisující obraz nezávisle na rotaci)
00 1 53 50 300 102 3310 611 5
1.2.3.4.5.6.7.8.9.10.11.12.13.14.15.16.17.18.19.20.
max.
Hle
da
né
 m
inc
e
Obra´zek 110: Celkove´ pocˇty nalezeny´ch podobny´ch mincı´ (test 6).
7.7.4 Zhodnocenı´ metody
Tato metoda byla pu˚vodneˇ navrzˇena jako alternativa pro jednotny´ popis stejne´ho obrazu
mince, ktery´ bude neza´visly´ na jeho natocˇenı´. To se i vcelku podarˇilo, sice nenı´ metoda
stoprocentnı´, ale jak uka´zaly testy s ru˚zneˇ natocˇeny´mi mincemi, staveˇt by se na nı´ dalo.
Nicme´neˇ po provedenı´ testu˚ na rea´lny´ch datech, kdy mohou by´t mince, ne jen ru˚zneˇ
natocˇeny, ale take´ se mohou nacha´zet v ru˚zneˇ kvalitnı´m stavu, atp. se nakonec metoda
prˇı´lisˇ neosveˇdcˇila. Hlavneˇ z pohledu hleda´nı´ podobny´ch mincı´.
Nadruhou stranuvporovna´nı´ s podobny´mi prˇı´stupy, ktere´ byly zkousˇeny vminulosti
([3] – kap.4.1) se jedna´ o variantu s nejlepsˇı´mi vy´sledky, kdy se podarˇilo zlepsˇit, jak
prˇesnost, tak snı´zˇit vy´pocˇetnı´ slozˇitost a nenı´ zcela vyloucˇeno jejı´ pouzˇitı´ v katalogu,
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jako tomu bylo v prˇedchozı´ch prˇı´padech. Ovsˇem ve srovna´nı´ s vy´sledky dosazˇeny´ch v
ra´mci prvnı´ch modifikacı´ pu˚vodnı´ metody, jsou vy´sledky te´to metody velmi slabe´, cozˇ je
hlavnı´ argument procˇ byla pro dalsˇı´ pouzˇitı´ doporucˇena metoda zalozˇena´ na normova´nı´
natocˇenı´ obrazu mince.
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8 Za´veˇr
Vy´sledkem te´to pra´ce je na´stroj, slouzˇı´cı´ pro modelova´nı´ a testova´nı´ komplexnı´ch algo-
ritmu˚, slozˇeny´ch z vı´ce cˇı´ me´neˇ slozˇity´ch bloku˚. Na´stroj si kladl za cı´l hlavneˇ zjednodusˇit
vytva´rˇenı´ novy´ch metod a urychlit jejich testova´nı´. Toto mohu z vlastnı´ zkusˇenosti potvr-
dit, jelikozˇ na za´veˇr probeˇhla cela´ rˇada ru˚zny´ch testu˚, s ru˚zny´mi dı´lcˇı´mi modifikacemi.
Vytvorˇenı´ nove´metody nebo u´prava te´ sta´vajı´cı´, tak byla ota´zka neˇkolikama´lominut. Po-
kud bylo trˇeba dodat novou operaci do aplikace, cˇas se prodlouzˇil v za´vislosti na slozˇitosti
dane´ metody. Cˇas potrˇebny´ na zakomponova´nı´ nove´ operace do aplikace je minima´lnı´ a
po programa´torovi se nechce v ko´du o moc vı´ce nezˇ by musel stejneˇ napsat. Vytvorˇene´
a ulozˇene´ metody je take´ mozˇne´ spousˇteˇt i v prostrˇedı´ bez graficke´ho rozhranı´, naprˇ. na
serveru.
V druhe´ polovineˇ pra´ce se jizˇ nacha´zı´ popis metod pouzˇity´ch pro prˇedzpracova´nı´
fotografiı´ mincı´ tak, aby mohly by´t ulozˇeny v databa´zı´, s mozˇnostı´ na´sledne´ho vyhleda´-
va´nı´. Ze zacˇa´tku bylo provedeno srovna´nı´ mezi novou a pu˚vodnı´ verzı´, kterou pouzˇil
v katalogu Ing. Petr Kasˇpar. Testy se zameˇrˇovaly na porovna´nı´ rychlosti obou verzı´ a
toho zda obeˇ verze poskytujı´ stejne´ vy´stupy pro stejna´ vstupnı´ data. Byly take´ objeveny
dveˇ chyby v prˇedchozı´ aplikaci. Prvnı´, ktera´ pouze pocˇı´tala navı´c neˇco co da´le nebylo
pouzˇito a tı´m pa´dem zpomalovala vy´pocˇet. Druha´ chyba, ale jizˇ meˇla vliv na vy´sledky
vyhleda´va´nı´. Po jejı´m odstraneˇnı´ stoupla u´speˇsˇnost vyhleda´va´nı´ rapidneˇ nahoru. Co se
ty´ka´ vy´sledku˚ srovna´nı´ rychlostı´ nova´ aplikace je o neˇco rychlejsˇı´, jelikozˇ nynı´, pokud je
to mozˇne´, spousˇtı´ operace paralelneˇ.
Krom opravy chyby, byly navrzˇeny jesˇteˇ dalsˇı´ modifikace metody. Jedny meˇli za cı´l
odstranit jistou nekonzistenci v pu˚vodnı´ metodeˇ, druhe´ pak oveˇrˇit domneˇnku, zˇe le´pe
detekovane´ hrany budoumı´t za na´sledek, lepsˇı´ vy´sledky ve vyhleda´va´nı´. Tato domneˇnka
se uka´zala by´t mylna´ a oproti ocˇeka´va´nı´ vedla k tomu, zˇe u´speˇsˇnost vyhleda´va´nı´ klesala
dolu˚. Uka´zalo se tak, zˇe pro rea´lna´ data je naopak lepsˇı´ jista´ mı´ra neprˇesnosti, ktera´ za-
rucˇı´, zˇe metoda bude schopna nale´zt i podobne´ obra´zky mincı´. Nejle´pe dopadla prvnı´
modifikovana´metoda s vyhlazenı´m rozsˇı´rˇene´ho histogramu za pomocı´ Gaussovy funkce,
jejı´zˇ celkova´ u´speˇsˇnost byla 97.5%. U testu vyhleda´va´nı´ podobny´ch mincı´, jejichzˇ prˇesne´
vzory nebyly do databa´ze ulozˇeny, pak ze vsˇech vzoru˚, ktere´ byly pro danou sadu vy-
bra´ny, te´meˇrˇ trˇi cˇtvrtiny oznacˇeny spra´vneˇ.
Na za´veˇr byla prˇedstavena jesˇteˇ metoda, ktera´ je zalozˇena na jine´m prˇı´stupu. Nesnazˇı´
se totizˇ u obrazu˚ mincı´ normovat jejich natocˇenı´, ale vytvorˇit takovy´ popis, ktery´ bude
invariantnı´ vu˚cˇi rotaci. Z pohledu popisu obrazu, ktery´ je neza´visly´ na rotaci, je metoda
vcelku u´speˇsˇna´, i kdyzˇ ne stoprocentnı´. Z pohledu u´speˇsˇnosti ve vyhleda´va´nı´ podob-
ny´ch mincı´, se ale nemu˚zˇe srovna´vat s vy´sledky dosazˇeny´mi pomocı´ metod vyuzˇı´vajı´cı´
normova´nı´ natocˇenı´.
Beˇhem pra´ce bylo take´ publikova´no neˇkolik odborny´ch cˇla´nku˚ popisujı´cı´ch rˇesˇenou
problematiku.Tybylyprˇijaty, jakna cˇesky´ch ([20], [21], [22], [4], [23]), takmezina´rodnı´ch([24],
[25], [26]) konferencı´ch a vyda´ny v prˇı´slusˇny´ch sbornı´cı´ch.
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8.1 Na´vrhy na navazujı´cı´ pra´ci
V pra´ci je sta´le na co navazovat, je mozˇne´ pokracˇovat ve vylepsˇova´nı´ vyhleda´vacı´ho
algoritmu. V tom to prˇı´padeˇ se jevı´ jako zajı´mave´ vyuzˇı´t neˇktery´ch z metod, ktere´ jsou
schopny v obraze detekovat vy´znamne´ body neza´visle na natocˇenı´ obrazu. Dalsˇı´ cestou,
jak by bylo mozˇne´ zprˇesnˇovat vy´sledky vyhleda´va´nı´, mu˚zˇe by´t vyuzˇitı´ zpeˇtne´ vazby,
kterou mohou poskytnout uzˇivatele´ internetove´ho katalogu. Tı´mto zpu˚sobem tak do
katalogu zakomponovat jistou formu ucˇenı´ se z chyb.
Krom zlepsˇova´nı´ vy´sledku˚ vyhleda´va´nı´, je mozˇne´ nava´zat na zde implementovany´
na´stroj a naprˇ. pro neˇj prˇipravit sadu dalsˇı´ch operacı´, poprˇ. jej jesˇteˇ vı´ce zobecnit a vyuzˇı´t
pro zcela jinou problematiku nezˇ je zpracova´nı´ obrazu.
Co v cele´m konceptu sta´le chybı´ a mohlo by by´t zajı´mave´, je aplikace pro chytre´
telefony s fotoapara´tem. Ta ma´ nejveˇtsˇı´ potencia´l, jak zaujmout velke´ mnozˇstvı´ lidı´ tak,
aby zacˇali katalog aktivneˇ vyuzˇı´vat. Prˇeci jen, kdo v dnesˇnı´ dobeˇ bude fotit mince a
nahra´vat obra´zky na web, kdyzˇ by k tomu mohl jednodusˇe vyuzˇit svu˚j mobilnı´ telefon.
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A Obsah CD
API/ zdrojove´ soubory API implementovane´ aplikace, javadoc dokumentace, buildovacı´
skripty a samotny´ vytvorˇeny´ jar balı´k.
Despr 1.0/ v tomto adresa´rˇi se nacha´zı´ vsˇe potrˇebne´ a je mozˇne´ aplikaci z neˇj spousˇteˇt.
Aplikace je prˇipravena´ a nachystana´ se vsˇemi rozsˇı´rˇenı´mi. Navı´c se zde nacha´zı´
buildovacı´ skripty, zdrojove´ soubory a javadoc dokumentace.
installed extensions/ adresa´rˇ obsahuje archivy pouzˇity´ch rozsˇı´rˇenı´ v aplikaci. V archivu
se nacha´zı´ jak zkompilovana´ verze, tak zdrojove´ soubory.
V archivu Despr DatabaseOperations.zip jsou ulozˇeny i ko´dy s metodami
pro rozsˇı´rˇenı´ MySQL databa´ze, adresa´rˇ c src.
used libraries/ adresa´rˇ obsahuje knihovny, ktere´ byly pouzˇity prˇi prˇekladu aplikace nebo
neˇktery´ch rozsˇı´rˇenı´.
saved tests methods/ adresa´rˇ obsahuje ulozˇene´ soubory prˇedstavujı´cı´ namodelovane´
metody pouzˇite´ prˇi testova´nı´. Poveˇtsˇinou jsou uvedeny jenom vyhleda´vacı´ verze.
Algoritmy slouzˇı´cı´ proprˇedzpracova´nı´ se lisˇı´ v ukoncˇujı´cı´ operaci. Testovacı´metody
se zde nacha´zı´ spı´sˇe kvu˚li nastavenı´ hodnot vnitrˇnı´ch parametru˚ operacı´. A ty jsou
stejne´, jak u metod ktere´ data zpracujı´ a ulozˇı´ do databa´ze, tak u metod ktere´ se je
pokousˇı´ na´sledneˇ nale´zt. Cˇı´slova´nı´ testovacı´ch metod koresponduje s cˇı´slova´nı´m v
textu, resp. v porˇadı´ v jake´m byly jednotlive´ metody a vy´sledky testu˚ prˇedstaveny.
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B Uzˇivatelska´ prˇı´rucˇka
Zde je ve strucˇnosti popsa´no, jak pracovat s aplikacı´. Je rˇecˇeno, jak se aplikace spousˇtı´ a
co vyzˇaduje proto to, aby mohla by´t spusˇteˇna. Jsou zde take´ popsa´ny funkce prostrˇedı´.
Na´stroj jako takovy´ by meˇl by´t pro uzˇivatele docela snadno pochopitelny´.
B.1 Spusˇteˇnı´ aplikace
Aplikace se spousˇtı´ ze spustitelne´hojarbalı´ku (Despr.jar) v adresa´rˇi, ve ktere´m jeulozˇena.
Nenı´ mozˇne´ balı´k prˇesunout do jine´ slozˇky, alesponˇ ne samostatneˇ. Ke sve´mu beˇhu totizˇ
potrˇebuje na´sledujı´cı´ adresa´rˇe:
• extensions,
• lib,
• log,
• resources.
V prvnı´m jsou ulozˇeny knihovny, ktere´ aplikace nacˇı´ta´ za beˇhu. Jedna´ se o balı´ky roz-
sˇı´rˇujı´cı´ch operacı´, typu˚ a typovy´ch rozsˇı´rˇenı´. V adresa´rˇi lib se nacha´zı´ externı´ knihovny,
ktere´ byly prˇida´ny prˇi kompilaci na´stroje. Nacha´zı´ se zde naprˇ. API aplikace nebo ovladacˇ
pro prˇipojenı´ k MySQL databa´zi. V adresa´rˇi log, jak na´zev napovı´da´, lze nale´zt logovacı´
soubory, do ktery´ch aplikace vypisuje chyby, ktere´ nastaly prˇi jejı´m beˇhu. Nakonec adre-
sa´rˇ resource obsahuje vesˇkere´ externı´ zdroje, jezˇ na´stroj vyuzˇı´va´. Nacha´zı´ se zde ikony,
lokalizacˇnı´ soubory a informace o nastavenı´ aplikace.
B.1.1 Verze bez graficke´ho rozhranı´
Verze bez graficke´ho rozhranı´ slouzˇı´ hlavneˇ pro spousˇteˇnı´ jizˇ vytvorˇeny´ch algoritmu˚.
Slouzˇı´ pro prˇı´pady, kdy ma´ uzˇivatel prˇipravene´ neˇjake´ u´lohy, ktere´ bych chteˇl nechat
zpracovat, ale nema´ na dane´m pocˇı´tacˇi nainstalova´no GUI, typicky servery. Zde je mozˇne´
vyuzˇit te´to mozˇnosti a prˇipravenou u´lohu pouze spustit. Aplikace se spousˇtı´ prˇı´kazem:
java -jar Despr.jar cesta/k/souboru.despr.zip
Po spusˇteˇnı´ je nacˇten graf, vypı´sˇe se v textove´ podobeˇ jeho nastavenı´ na standardnı´
vy´stup a zepta´ se zda ma´ by´t spusˇteˇn cˇi nikoliv. Zma´cˇknutı´m enteru nebo napsa´nı´ po-
tvrzujı´cı´ hla´sˇky61, je graf spusˇteˇn. Chvı´li mu˚zˇe trvat, nezˇ se objevı´ informace o stavu
zpracova´nı´, protozˇe aplikace na za´kladeˇ prvnı´ho beˇhu zacˇı´na´ odhadovat cˇas a vypiso-
vat stav, jak daleko se ve vy´pocˇtu nacha´zı´. Pokud je algoritmus cˇasoveˇ na´rocˇny´ nebo je
nacˇı´ta´no velke´ mnozˇstvı´ dat, muzˇe to trvat i neˇkolik minut. Uka´zka spusˇteˇne´ aplikace v
prostrˇedı´ bez GUI je videˇt na obra´zku 111.
61V tomto prˇı´padeˇ za´lezˇı´ na lokalizaci.
122
Obra´zek 111: Aplikace spusˇteˇna bez graficke´ho uzˇivatelske´ho rozhranı´.
B.1.2 Standardnı´ verze s GUI
Verze s graficky´m rozhranı´m slouzˇı´ hlavneˇ pro vytva´rˇenı´ a testova´nı´ novy´ch metod.
Obsahuje pla´tno, na ktere´ je mozˇne´ vkla´dat jednotlive´ operace a spojovat je pomocı´
orientovany´ch hran do slozˇiteˇjsˇı´ch celku˚. Spousˇtı´ se bud’poklepa´nı´mmysˇi na spustitelny´
balı´k (Despr.jar) nebo prˇı´kazem v prˇı´kazove´ rˇa´dce bez argumentu˚:
java -jar Despr.jar
Po spusˇteˇnı´ se otevrˇe okno, ktere´ bude vypadat podobneˇ jako na obra´zku 112, za´lezˇı´
totizˇ na pouzˇite´m vzhledu a lokalizaci. Zde ukazovana´ verze pouzˇı´va´ GTK+ nastavenı´ s
cˇeskou lokalizacı´.
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Obra´zek 112: Okno aplikace po spusˇteˇnı´ v GUI.
B.2 Ovla´da´nı´
Popis toho, jak se pracuje s operacemi a nastavova´nı´ jejich parametru˚, byl jizˇ popsa´n v
textu, v kapitole popisujı´cı´ aplikaci, konkre´tneˇ kap. 4.4 a 4.5. Zde pouze ve strucˇnosti,
operace se na pla´tno dostane, prˇetazˇenı´m jejı´ho na´zvu ze seznamu operacı´ v leve´m
panelu, na pracovnı´ plochu. Kliknutı´m na operaci se vybere (to signalizuje sveˇtle modre´
ora´mova´nı´) a v tu chvı´li se nacˇtou i vnitrˇnı´ parametry operace do panelu vlastnostı´ v
dolnı´ cˇa´sti aplikace.
Spojova´nı´ operacı´ se prova´dı´ kliknutı´m na neˇktery´ z vy´stupnı´ch portu˚ dane´ operace
(porty ve spodnı´ cˇa´sti), cˇı´mzˇ se zacˇne vykreslovat hrana. Kliknutı´m na pla´tno, se v dane´m
mı´steˇ hrana zalomı´. Zma´cˇknutı´ prave´ho tlacˇı´tkamysˇi, beˇhemkreslenı´ hrany, prˇerusˇı´ tento
proces. Kliknutı´m na kompatibilnı´ vstupnı´ port jine´ operace je nova´ hrana prˇida´na. Co
jsou to kompatibilnı´ porty, se je mozˇne´ docˇı´st opeˇt v textu. Nejbeˇzˇneˇjsˇı´ rozlisˇenı´ je podle
barvy. Porty ktere´ vypadajı´ vizua´lneˇ stejneˇ, lze vzˇdy propojit. Jak rozlisˇit „slozˇiteˇjsˇı´“
situace je popsa´no v kapitole 4.5.
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B.2.1 Menu a panel s rychle dostupny´mi na´stroji
Te´meˇrˇ vsˇechny funkce v panelu s rychle dostupny´mi na´stroji se nacha´zı´ v menu. Azˇ
na poslednı´, kterou je veˇtsˇinou neprˇı´stupny´ posuvnı´k (obr. 113). Ten je mozˇne´ pouzˇı´vat
pouze v prˇı´padeˇ, zˇe je vybra´na neˇktera´ z hran a slouzˇı´ k jejı´mu vizua´lnı´mu potlacˇenı´.
Neˇktere´ hrany v obraze, totizˇ mohou prˇena´sˇet „me´neˇ du˚lezˇite´“ informace a aby nerusˇily
je mozˇne´ jim prˇidat jas azˇ na hodnotu 230 (z 255), kdy hrana te´meˇrˇ sply´va´ s pozadı´m a
nerusˇı´ tolik.
Vizuální potlačení vybrané hrany
Obra´zek 113: Lisˇta s rychle dostupny´mi na´stroji.
B.2.1.1 Menu V te´to cˇa´sti jsou postupneˇ vysveˇtleny jednotlive´ polozˇky v menu, jejich
funkce a co deˇlajı´.
Projekt:
Novy´ [CTRL + N], vytvorˇı´ novy´ graf, resp. smazˇe obsah sta´vajı´cı´ho pla´tna.
Otevrˇı´t [CTRL + O], nacˇte graf z ulozˇene´ho souboru.
Ulozˇit [CTR + S], ulozˇı´ aktua´lnı´ graf i s nastavenı´m vnitrˇnı´ch parametru˚ do souboru.
Zavrˇı´tl [ALT + F4], ukoncˇı´ aplikaci.
Spust’:
Spustit [F5], spustı´ namodelovany´ algoritmus.
Stop [ALT + ESC], ukoncˇı´ zapocˇaty´ proces zpracova´nı´ algoritmu.
Kontrola grafu [F6], provede kontrolu grafu, zda splnˇuje vsˇechny na´lezˇitosti. Stejna´ kon-
trola se prova´dı´ vzˇdy prˇed spusˇteˇnı´m.
Obnovit [CTRL + ALT + R], vynuluje itera´tory vsˇech korˇenovy´ch operacı´.
Pla´tno:
Orˇı´znout, zmensˇı´ velikost pla´tna tak, aby byl videˇt cely´ graf. Ale pouze v prˇı´padeˇ zˇe
pla´tno je veˇtsˇı´ nezˇ minima´lnı´ velikost, ktera´ je nastavena na 1920× 1080px.
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Tisk [CTRL +ALT + P], vypı´sˇe graf v textove´ podobeˇ do panelu vy´stup, kde je prˇesmeˇrova´n,
jak standardnı´ vy´stup (stdout), tak ten chybovy´ (stderr). Ve stejne´m forma´tu je
vypsa´n graf i ve verzi bez GUI. Vy´pis vypada´ tak, zˇe jsou nejprve vypsa´ny pouzˇite´
operace, vcˇ. jejich nastavenı´ a na´sledneˇ seznam jednotlivy´ch hran.
Na´stroje:
Spra´vce rozsˇı´rˇenı´, otevrˇe okno se spra´vcem rozsˇı´rˇenı´. V neˇm je mozˇne´ si prˇizpu˚sobit
seznam operacı´, podle vlastnı´ potrˇeby. Nahra´vat nove´ operace, typy a typova´ roz-
sˇı´rˇenı´, vcˇ. prova´zanı´ datove´ho typu s jeho rozsˇı´rˇenı´m. Tomu jak pracovat s tı´mto
na´stroje byla veˇnova´na cela´ kapitola 4.8 (rˇesˇenı´ rozsˇirˇitelnosti).
Struktura pouzˇity´ch typu˚, Na´stroj slouzˇı´ spı´sˇe jen pro zobrazenı´ struktury aktua´lneˇ po-
uzˇity´ch datovy´ch typu˚, u portu˚ operacı´. Navı´c je pomocı´ neˇj mozˇne´ meˇnit obarvenı´
portu˚, naprˇı´klad pokud by byla ru˚zny´m typu˚m portu˚ prˇideˇlena velmi podobna´
barva, cozˇ by mohlo by´t na´sledneˇ matoucı´. Zmeˇnu barvy je mozˇne´ deˇlat pouze u
za´kladnı´ch typu˚. Ty odvozene´ zdeˇdı´ barvu od svy´ch rodicˇovsky´ch typu˚.
Vzhled: Menu vzhled obsahuje seznam dostupny´ch sˇablon v dane´m operacˇnı´m sys-
te´mu. Pokud je prˇi spusˇteˇnı´ nastavena sˇablona, ktera´ nenı´ v ra´mci OS dostupna´, je pouzˇit
klasicky´ javovsky´ vzhled. V OS Ubuntu 11.10, ktery´ byl pouzˇity´ pro vy´voj a veˇtsˇinu
testova´nı´, vypada´ obsah menu jako na na´sledujı´cı´m obra´zku (obr. 114).
Obra´zek 114: Menu: vzhled v OS Ubuntu 11.10.
Jazyk: Menu jazyk je takte´zˇ generova´no dynamicky, podle toho kolik existuje jazyko-
vy´ch mutacı´. V dobeˇ dokoncˇenı´ te´to pra´ce jsou dostupne´ dveˇ jazykove´ mutace a to cˇeska´
a anglicka´ (obr. 115).
Obra´zek 115: Menu: jazyk.
126
127
C Programa´torska´ dokumentace
Zde se nacha´zı´ pouze popis toho, jak se vy´sledna´ aplikace a API sestavujı´. To z jaky´ch
trˇı´d se na´stroj skla´da´ a jake´ jsou vazby mezi nimi, bylo dostatecˇneˇ podrobneˇ popsa´no v
textu, kap 4. Nakonec je popsa´no, jake´ informace se ukla´dajı´ do externı´ch souboru˚, mimo
aplikaci.
K sestavenı´ aplikacebyl napsany´ buildovacı´ skriptpro ant. Jmenuje sebuild-despr.xml
a nacha´zı´ se v adresa´rˇi s aplikacı´. Spolu s nı´m jsou zde jesˇteˇ dva soubory s ulozˇeny´mi para-
metry pro prˇeklad, despr-app.properies a despr-build.properties. V prvnı´m
se nacha´zı´ promeˇnne´, ktere´ vyuzˇı´va´ skript pro sestavenı´ aplikace, druhy´ je spolecˇny´ a
vyuzˇı´va´ jej i skript sestavujı´cı´ API. Oba dva soubory prˇipravı´ kompletnı´ verze zabalene´
v zip archivu, vcˇetneˇ vygenerovane´ javadoc dokumentace.
Pro sestavenı´ rozsˇirˇujı´cı´ch balı´ku˚, bylo vyuzˇito vy´vojove´ho prostrˇedı´ Netbeans. Zde
stacˇı´ pouze zabalit zkompilovane´ soubory do spolecˇne´ho jar balı´ku, ktery´ je aplikace
schopna da´le nacˇı´st. Vsˇechna instalovana´ rozsˇı´rˇenı´, vcˇ. zdrojovy´ch souboru˚ se nacha´zı´ v
adresa´rˇi installed extensions.
C.1 Sestavenı´ aplikace
Pro sestavenı´ aplikace je trˇeba spustit skriptbuild-despr.xmlvadresa´rˇi, kde senacha´zı´
slozˇky:
• src,
• lib,
• resources,
• extendions.
Obsah vy´sledne´ho archivu vypada´ tak, jako v na´sledujı´cı´m vy´pise. Po rozbalenı´ je
mozˇne´ aplikaci rovnou spustit.
• doc,
• extendions,
• lib,
• resources,
• src,
• Despr.jar
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C.2 Obsah adresa´rˇe resources
Zde je popsa´n obsah adresa´rˇe s externı´mi zdroji, s kra´tky´m popiskem ke kazˇde´mu z nich.
icons/ zde se nacha´zı´ ikony pouzˇite´ v aplikaci.
lang/ lokalizacˇnı´ soubory, pro kazˇdou lokalizaci se zde nacha´zı´ podadresa´rˇ s ko´dovy´m
jme´nem. Lokalizace aplikace a operacı´ jsou dveˇ ru˚zne´ veˇci. Zde se nacha´zı´ lokali-
zacˇnı´ soubory pouze pro aplikaci. O lokalizaci operacı´ se stara´ autor dane´ho balı´ku
a lokalizacˇnı´ soubory jsou publikova´ny v neˇm.
available extensions.properties obsahuje seznam dostupny´ch typovy´ch rozsˇı´rˇenı´. S tı´m
zˇe si u kazˇde´ho pamatuje pocˇet, kolikra´t jizˇ byl pouzˇit.
ColorPalete.properties seznam se za´kladnı´ paletou barev, ktere´ jsou vza´jemneˇ relativneˇ
kontrastnı´. Pokud je barva jizˇ pouzˇita nacha´zı´ se u nı´ cˇı´slo jedna.
despr.properties zde se nacha´zı´ informace o pouzˇite´m vzhledu a jazykove´ mutaci. Je
zde take´ seznam dostupny´ch jazykovy´chmutacı´. Pokud by chteˇl neˇkdo prˇidat dalsˇı´
jazyk, musı´ jej zde dopsat.
SavedColors.properties Pro zajisˇteˇnı´ konzistence mezi ru˚zny´mi beˇhy, si aplikace pama-
tuje, ktere´ barvy prˇideˇlila jaky´m typu˚m. Prˇideˇlova´nı´ novy´ch barev, jesˇteˇ k nepo-
uzˇity´m datovy´m typu˚m u portu˚, probı´ha´ automaticky a za´lezˇı´ na tom, ktery´ typ
bude pouzˇit drˇı´ve. Kdyby si to aplikace nepamatovala, byla by barevnost portu˚, prˇi
kazˇde´m spusˇteˇnı´ jina´.
extensions of types.xml zde jsou ulozˇeny informace o tom, s ktery´mi datovy´mi typy,
jsou sva´za´na, ta ktera´ typova´ rozsˇı´rˇenı´.
Operations.xml zde je ulozˇena struktura stromu s operacemi, ktery´ se nacha´zı´ v leve´m
panelu v aplikaci.
graph model.xsd pomocı´ tohoto souboru je kontrolova´na korektnost XML souboru po-
pisujı´cı´ho model ulozˇene´ho grafu.
graph view.xsd pomocı´ tohoto souboru je kontrolova´na korektnost XML souboru popi-
sujı´cı´ho pohledovou cˇa´st ulozˇene´ho grafu.
unused operations.list zde se nacha´zı´ seznam nepouzˇity´ch operacı´. To jsou operace,
ktere´ se nacha´zı´ v neˇktery´ch z rozsˇı´rˇujı´cı´ch balı´ku˚, ale nejsou pouzˇity ve stromeˇ
operacı´.
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D Implementovane´ operace
Tato cˇa´st popisuje pouze operace, u ktery´ch nemusı´ by´t zcela zrˇejme´, na prvı´ pohled, co
deˇlajı´ nebo co znamenajı´ neˇktere´ jejich parametry. Operace typu zmeˇna velikosti cˇi prˇevod
do odstı´nu sˇedi, zde nebudou vysveˇtlova´ny. Take´ operace, jejichzˇ princip byl jizˇ vysveˇtlen
v textu zde nebudou, pokud tedy neobsahujı´ parametry, jejichzˇ pouzˇitı´ by nemuselo by´t
hned jasne´.
Nacˇı´st obra´zky jedna´ se o korˇenovou operaci, ktera´ nenacˇı´ta´ jeden obra´zek, ale vsˇechny
obra´zky ve vstupnı´ slozˇce. Navı´c obsahuje dva pomocne´ vstupnı´ parametry, re-
kurzivnı´ pru˚chod a serˇadit data. Pokud je prvnı´ z nich nastaven na true, nacˇtou
se obra´zky i ve vsˇech podslozˇka´ch. Druhy´ parametr slouzˇı´ pro setrˇı´zenı´ dat cˇi je-
jich zamı´cha´nı´. Na´hodny´ prˇistup k datu˚m se hodil v neˇktery´ch mensˇı´ch testech a
zu˚stal i ve fina´lnı´ operaci. Data jsou „mı´cha´na“ sice na´hodneˇ, ale pokazˇde´ stejneˇ
na´hodneˇ. To je kvu˚li zajisˇteˇnı´ integrity mezi jednotlivy´mi beˇhy. Na vy´stupu operace
poskytne vzˇdy jeden obra´zek a informace o souboru, ve ktere´m se nacha´zı´. V dalsˇı´m
kole beˇhu je poskytnut druhy´ obra´zek z kolekce, atd., dokud nenı´ vycˇerpa´na cela´
kolekce. Vizua´lnı´ podoba je na obra´zku 116.
Obra´zek 116: Nacˇı´st obra´zky.
Cannyho detektor hran operace slouzˇı´ pro detekci hran v obraze v odstı´nech sˇedi. Krom
standardnı´ch parametru˚, obsahuje take´ dva specia´lnı´ parametry. Prvnı´ se jmenuje
doplnit strany? a slouzˇı´ pro doplneˇnı´ stran na boku obra´zku tak, zˇe cˇa´st obra´zku je
prˇekopı´rova´na zleva doprava a cˇa´st zprava doleva. Tato funkce se vyuzˇı´va´ hlavneˇ u
obra´zku˚ po pola´rnı´ transformaci, cˇı´mzˇ je zajisˇteˇna spojitost prˇes osu x. Na obraz po
pola´rnı´ transformaci se totizˇ pohlı´zˇı´ jako na pa´s, ktery´ je namota´n na va´lci a bocˇnı´
strany jsou spojeny.Druhy´ parametr barva pozadı´, prˇedstavuje barvu, ktera´ je pouzˇita
pro ora´mova´nı´ obrazu. Velikost ra´mecˇku i toho jaka´ velka´ cˇa´st bude prˇekopı´rova´na
ze stran, je odvozen od velikosti masky. Ora´mova´nı´ rˇesˇı´ proble´m toho aby byla
vzˇdy pouzˇita cela´ maska a ne pouze jejı´ cˇa´st na okrajı´ch a v rozı´ch. Barvu je vhodne´
volit tak aby korespondovala co nejvı´ce s barvou okolo okraju˚ obra´zku. U mincı´ to
je jednoduche´, protozˇe majı´ vsˇechny bı´le´ pozadı´. Vizua´lnı´ podoba operace je videˇt
na obra´zku 117.
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Obra´zek 117: Nacˇı´st obra´zky.
Normova´nı´ rotace a zjisti u´hel z vektoru obeˇdveˇ operacenormujı´ natocˇenı´ obrazu.Prvnı´
z nich v sobeˇ obsahuje vsˇechny kroky, od prˇevodu vstupnı´ho obra´zku na vektor,
prˇes vytvorˇenı´ rozsˇı´rˇene´ho histogramu, azˇ po vy´pocˇet normujı´cı´ho u´hlu tak, jak
byla metoda popsa´na v aktua´lnı´m stavu projektu. Druha´ operace, naopak ocˇeka´va´
jizˇ prˇed prˇipraveny´ histogram a prova´dı´ uzˇ jen urcˇenı´ u´hlu, tj. rozrˇı´zne histogram
v urcˇene´ hladineˇ a nalezne nejdelsˇı´ spojity´ u´sek, ze ktere´ho urcˇı´ u´hel. Na vstupu
tak nemusı´ byt pouze rozsˇı´rˇeny´ histogram, ale take´ histogram vyhlazeny´ pouze
Gaussovy´m filtrem nebo jinak upraveny´.
Obeˇ dveˇ operace obsahujı´ stejne´ vstupnı´ parametry, a to procentua´lnı´ vyja´drˇenı´
hladiny, ve ktere´ bude histogram rozdeˇlen a prahovou hodnotu, ktera´ eliminuje
prˇı´lisˇ male´ spojite´ u´seky. Jejich vizua´lnı´ podoby jsou videˇt na obra´zcı´ch 118 a 119.
Obra´zek 118: Normova´nı´ rotace.
Obra´zek 119: Zjisti u´hel z vektoru.
Bina´rnı´ obra´zek na vektor opreace vytvorˇı´ z bina´rnı´ho obra´zku vektor cely´ch cˇı´sel. Prˇe-
vod probı´ha´ tak, zˇe je v jednotlivy´ch sloupecˇcı´ch obrazu je spocˇı´ta´n pocˇet bı´ly´ch
pixelu˚ a toto je vra´ceno jako vy´stupnı´ vektor. Operace se pouzˇı´va´ na obra´zky po
pola´rnı´ transformaci. Lze ji pouzˇı´t na jaky´koli jiny´ bina´rnı´ obra´zek, ale uzˇ to ne-
da´va´ moc smysl. Operace je v aplikaci jen proto, zˇe byla rozdeˇlena pu˚vodnı´ operace
normova´nı´ rotace na neˇkolik u´loh a tahle operace prˇedstavuje prvnı´ z nich. Take´ obsa-
huje jeden vstupnı´ parametr, ktery´ urcˇi jak se vy´sledne´ hodnoty vypocˇtou. Hodnota
histogram spocˇı´ta´ cˇetnost bı´ly´ch pixelu˚ v jednotlivy´ch sloupecˇcı´ch obrazu. Hodnota
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average vypocˇte vy´slednou hodnotu vektoru, jako pru˚meˇr z ypsilonovy´ch sourˇad-
nic. Poslednı´ hodnotamedian funguje stejneˇ jako metoda s hodnotou average, akora´t
mı´sto pru˚meˇru pocˇı´ta´ strˇednı´ hodnotu. Podoba operace je na obra´zku 120.
Obra´zek 120: Bina´rnı´ obra´zek na vektor.
Hledej minci operace vyhleda´ minci, resp. poskytne seznam N nejpodobneˇjsˇı´ch mincı´.
Na vstupu ocˇeka´va´ vektor popisujı´cı´ minci a soucˇet jeho polozˇek. Dalsˇı´ vnitrˇnı´
parametry jsou standardnı´ parametry pro prˇipojenı´ k databa´zi. Metoda vyzˇaduje
mı´t v databa´zi doinstalovane´ metody compute distance a compare vectors.
Vizualizace operace je videˇt na obra´zku 121.
Obra´zek 121: Hledej minci.
Ulozˇ nalezene´ mince operace na za´kladeˇ informacı´ zı´skany´ch z databa´ze, prˇekopı´ruje
do vybrane´ slozˇky nalezene´ obra´zky. V databa´zi mince ulozˇeny nejsou. Nacha´zı´ se
zde pouze adresa ke zdrojove´mu obra´zku. Je tak trˇeba krom databa´ze mı´t mince,
pouzˇite´ pro prˇedzpracova´nı´, sta´le na stejne´mmı´steˇ, jinak operace nebude fungovat.
Mince jsou ulozˇeny ve slozˇce, tak zˇe je zde obra´zek s pu˚vodnı´m na´zvem, plus
ma´ prefix urcˇujı´cı´ jeho porˇadı´. Porˇadı´ jsou cˇı´slova´na od nuly. Dalsˇı´m vstupem do
operace je odkaz na obra´zek mince, ktera´ byla vyhleda´va´na. Pro ten je pouzˇit prefix
s dveˇma nulami. Poslednı´m parametrem je jme´no hledane´ho souboru, na jehozˇ
za´kladeˇ je vytvorˇen podadresa´rˇ, do ktere´ho jsou nakopı´rova´ny nalezene´ mince.
Vizua´lnı´ reprezentace operace je na obra´zku 122.
Obra´zek 122: Hledej minci.
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Ulozˇ minci do databa´ze tato operace naopak od te´ prˇedchozı´, ulozˇı´ vytvorˇeny´ popis
mince (pomocı´ vektoru) do databa´ze, vcˇ. dalsˇı´ch pomocny´ch informacı´. Hlavnı´mi
vstupy jsou vektor popisujı´cı´ minci, soucˇet jeho polozˇek, u´hel ktery´ byl pouzˇit
pro normova´nı´ natocˇenı´62, jme´no souboru a cesta ke zdroji. Zbytek vnitrˇnı´ch pa-
rametru˚ slouzˇı´ opeˇt pro prˇı´pojenı´ k databa´zı´. Vizua´lnı´ reprezentace operace je na
obra´zku 123.
Obra´zek 123: Ulozˇ minci do databa´ze.
Vyobraz u´hel v obraze po pola´rnı´ transformaci operace pouze vyplnı´ do obrazu po po-
la´rnı´ transformaci sloupec, ktery´ reprezentuje nalezeny´ u´hel, cˇervenou barvou. Byla
pouzˇita pro vizua´lnı´ kontrolu toho, jak jednotlive´ prˇı´stupy normovaly natocˇenı´. Jine´
vyzˇitı´ moc nema´. Vizua´lnı´ podoba je na obra´zku 124
Obra´zek 124: Vyobraz u´hel v obraze po pola´rnı´ transformaci.
Prˇevod na rˇeteˇzec toto je jedina´ operace v cele´ aplikaci, ktera´ ocˇeka´va´ na vstupu typ
Object. Ten je zajı´mavy´ tı´m, zˇe na neˇj lze prˇipojit jakoukoliv hranu. Operace
jako takova´ nedeˇla´ nic teˇzˇke´ho, pouze zavola´ na dany´ objekt metodu toString.
Nicme´neˇ jejı´ pouzˇitı´ se cˇasto hodı´. Naprˇı´klad pro prˇevod cˇı´sla na rˇeteˇzec, ktery´
je mozˇne´ da´le pouzˇı´t jako specifikaci jme´na nebo jme´no podadresa´rˇe, pro metodu
ulozˇit obra´zek.
Obra´zek 125: Vyobraz u´hel v obraze po pola´rnı´ transformaci.
62V prˇı´padeˇ metody, kdy u´hel nenı´ pocˇı´ta´n je mozˇne´ port prˇepnout na vnitrˇnı´ parametr a nastavit mu
hodnotu 1.
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D.1 Instalace rozsˇirˇujı´cı´ch funkcı´ do MySQL databa´ze.
Zdrojovy´ soubor potrˇebny´ pro rozsˇı´rˇenı´ databa´ze, o mozˇnost porovna´va´nı´ dvou vektoru˚,
se nacha´zı´ ve zdrojı´ch, v archivu uchova´vajı´cı´m zdrojove´ soubory k operacı´m spolupra-
cujı´cı´mi s databa´zı´ (Despr DatabaseOperations.zip). V archivu se nacha´zı´ adresa´rˇ
c src, kde je jak zdrojovy´ soubor takprˇelozˇena´ sdı´lena´ knihovnavector operations.so.
D.1.1 Postup instalace rozsˇı´rˇenı´
Tı´mto postupem byly prˇida´ny funkce do MySQL databa´ze nainstalovane´ na pocˇı´tacˇi s
OS Ubuntu 11.10. V MS Windows byla testova´na pouze funkcˇnost aplikace jako takove´.
Databa´ze se pokazˇde´ nacha´zela na pocˇı´tacˇi s linuxem a vsˇechny testy takte´zˇ probı´haly na
linuxove´m stroji. Pokud bude uzˇivatel chtı´t operaci pouzˇı´t na jine´m stroji, musı´ zajistit,
aby meˇl prˇı´slusˇne´ metody v databa´zi doinstalovane´, jinak metoda nebude fungovat.
1. Prˇeklad:
$ gcc - shared -o vector operations.so vector oprations.c
-I /usr/include/mysql -lm
2. Prˇida´nı´ knihovny do MySQL adresa´rˇe:
$ sudo cp vector operations.so /usr/lib/mysql/plugins
3. Prˇida´nı´ funkcı´ do v databa´zi:
> create function compute distance returns real soname
”vector operations.so”
> create function compare vectors returns integer soname
”vector operations.so”
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E Prˇı´klady s ukla´da´nı´m grafu˚
Tato prˇı´loha popisuje slozˇiteˇjsˇı´, resp. rozsa´hlejsˇı´ prˇı´klady ulozˇenı´ grafu. Prvnı´ prˇı´klad
popisuje ukla´da´nı´ komplexnı´ch datovy´ch typu˚. V druhe´m jsou pak pouze vy´pisy XML
struktur popisujı´cı´ graf na obra´zku 57. Ty z du˚vodu rozsa´hlosti XML souboru˚ byly prˇe-
sunuty zde do prˇı´lohy.
E.1 Prˇı´klad ulozˇenı´ komplexnı´ho datove´ho typu
Tento prˇı´klad pouze ukazuje, zˇe nejsou prakticky kladena omezenı´ na datove´ typy vstup-
nı´ch parametru˚, pro to aby mohly by´t jejich hodnoty ulozˇeny a znovu nacˇteny. Operace
TestTeamType slouzˇı´ jen pro demonstraci, v aplikaci pouzˇı´t nelze pouzˇı´t, jelikozˇ prak-
ticky nic nedeˇla´ a nema´ ani vstupnı´ a vy´stupnı´ porty. Ko´d operace ukazuje na´sledujı´cı´
vy´pis (vy´pis. 10).
public class TestTeamType implements IOperation {
public TestTeamType() {
team = new Team();
team.setName(”The A−Team”);
Person p1 = new Person(”Josef”, ”Novak”, ESex.MALE, 26, new Contact(
” josef .novak@ateam.cz”, ”123456789”));
team.addPerson(p1);
Person p2 = new Person(”Klara”, ”Mala”, ESex.FEMALE, 24, new Contact(
”klara .mala@ateam.cz”, null));
team.addPerson(p2);
}
@AInputParameter(EInputParameterType.INNER)
private Team team;
@Override
public void execute() throws Exception { }
@Override
public String getLocalizeMessage(String string) { return null ; }
public Team getTeam() { return team; }
public void setTeam(Team team) { this.team = team; }
}
Vy´pis 10: Ko´d operace TestTeamType.
Jak je z ko´du videˇt operace pouze definuje jeden vnitrˇnı´ parametr typy Team a v
konstruktoru jej naplnı´. Ve skutecˇnosti takto komplexnı´ vnitrˇnı´ parametry v operacı´ch
prˇı´lisˇ cˇasto nebudou, protozˇe cˇı´m je datovy´ typ slozˇiteˇjsˇı´, tı´m musı´ by´t i editor jeho
hodnoty slozˇiteˇjsˇı´. V rea´lny´ch operacı´ch se veˇtsˇinou jedna´ pra´veˇ o primitivnı´ typy nebo
o vy´cˇty. Pro zajı´mavost je na obra´zku 126 videˇt vizua´lnı´ reprezentace operace v aplikaci.
V obra´zku si je mozˇne´ povsˇimnout, zˇe hodnota parametru team je prosˇediveˇla´. Je
to da´no tı´m, zˇe nenı´ definova´n pro typ Team editor (ParameterCellEditor), pomocı´
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Obra´zek 126: Vizua´lnı´ prezentace operace, vcˇ. tabulky s vlastnostmi.
neˇjzˇ by bylo mozˇne´ hodnotu upravit. Na´sledujı´cı´ vy´pisy (vy´pisy 11 azˇ 12) uka´zˇı´, z cˇeho
vsˇeho se typ Team skla´da´.
public class Team {
private String name;
private List<Person> people;
public Team() {
int teamIDGenerator = ID.createNewIDGenerator();
name = ”team ” + ID.getNextID(teamIDGenerator);
people = new ArrayList<Person>();
}
public void addPerson(Person person) { people.add(person); }
public void removePerson(Person person) { people.remove(person); }
public String getName() { return name; }
public void setName(String name) { this.name = name; }
public List<Person> getPeople() { return people; }
public void setPeople(List<Person> people) { this.people = people; }
@Override
public String toString () {
StringBuilder sb = new StringBuilder();
sb.append(String.format(”%s:[”, name));
for (Person p : people) {
sb.append(String.format(”%s,”, p. toString () ) ) ;
}
sb.append(”]”);
return sb.toString () ;
}
}
Vy´pis 11: Ko´d trˇı´dy Team.
Ty´m ktery´ prˇedstavuje trˇı´da Team (vy´pis 11) se skla´da´ z jme´na ty´mu a seznamu osob,
ktere´ se v neˇm nacha´zı´. Jeden cˇloveˇk je reprezentova´n pomocı´ trˇı´dy Person (vy´pis 12).
Ta uchova´va´ jme´no, prˇı´jmenı´, pohlavı´, veˇk a kontakt. Kontakt je take´ ulozˇen ve vlastnı´m
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typy Contact (vy´pis 13), ktery´ umozˇnˇuje uchovat telefonnı´ cˇı´slo a email. Pohlavı´ je
rˇesˇeno pomocı´ vy´cˇtove´ho typy ESex, ktere´ obsahuje pouze polozˇky MALE a FEMALE.
public class Person {
private String name;
private String lastname;
private ESex sex;
private int age;
private Contact contact;
public Person() { }
public Person(String name, String lastname, ESex sex, int age, Contact contact) {
this .name = name;
this . lastname = lastname;
this .sex = sex;
this .age = age;
this .contact = contact;
}
public String getName() { return name; }
public void setName(String name) { this.name = name; }
public String getLastname() { return lastname; }
public void setLastname(String lastname) { this.lastname = lastname; }
public ESex getSex() { return sex; }
public void setSex(ESex sex) { this.sex = sex; }
public int getAge() { return age; }
public void setAge(int age) { this.age = age; }
public Contact getContact() { return contact; }
public void setContact(Contact contact) { this.contact = contact; }
@Override
public String toString () { return String .format(”(%s, %s, %d)”, name, lastname, age); }
}
Vy´pis 12: Ko´d trˇı´dy Person.
public class Contact {
private String email;
private String phoneNumber;
public Contact() { }
public Contact(String email, String phoneNumber) {
this .email = email;
this .phoneNumber = phoneNumber;
}
public String getEmail() { return email;}
public void setEmail(String email) { this .email = email;}
public String getPhoneNumber() { return phoneNumber; }
public void setPhoneNumber(String phoneNumber) { this.phoneNumber = phoneNumber; }
}
Vy´pis 13: Ko´d trˇı´dy Contact.
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<?xml version=”1.0” encoding=”UTF−8” standalone=”no”?>
<graph>
<operations>
<operation id=”1” root=”false” type=”cz.vsb.cs.sur096.despr.operations.examples.TestTeamType”>
<object name=”team” type=”cz.vsb.cs.sur096.despr.types.Team”>
<primitive name=”name”>
<string>The A−Team</string>
</primitive>
<collection name=”people” type=”java.util.ArrayList”>
<item index=”0”>
<object name=”” type=”cz.vsb.cs.sur096.despr.types.Person”>
<enum name=”sex” type=”cz.vsb.cs.sur096.despr.types.ESex”>MALE</enum>
<primitive name=”age”>
<int>26</int>
</primitive>
<primitive name=”name”>
<string>Josef</string>
</primitive>
<primitive name=”lastname”>
<string>Novak</string>
</primitive>
<object name=”contact” type=”cz.vsb.cs.sur096.despr.types.Contact”>
<primitive name=”phoneNumber”>
<string>123456789</string>
</primitive>
<primitive name=”email”>
<string>josef.novak@ateam.cz</string>
</primitive>
</object>
</object>
</item>
<item index=”1”>
<object name=”” type=”cz.vsb.cs.sur096.despr.types.Person”>
<enum name=”sex” type=”cz.vsb.cs.sur096.despr.types.ESex”>FEMALE</enum>
<primitive name=”age”>
<int>24</int>
</primitive>
<primitive name=”name”>
<string>Klara</string>
</primitive>
<primitive name=”lastname”>
<string>Mala</string>
</primitive>
<object name=”contact” type=”cz.vsb.cs.sur096.despr.types.Contact”>
<null object name=”phoneNumber” type=”java.lang.String”/>
<primitive name=”email”>
<string>klara.mala@ateam.cz</string>
</primitive>
</object>
</object>
</item>
</collection>
</object>
</operation>
</operations>
<edges/>
</graph>
Vy´pis 14: XML soubor prˇedstavujı´cı´ model ulozˇene´ho grafu s operacı´ TestTeamType.
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Poslednı´ vy´pis (vy´pis 14) ukazuje, jak vypada´ model ulozˇene´ho grafu s operacı´, ktera´
obsahuje, mozˇna´ azˇ prˇı´lisˇ slozˇity´, datovy´ typ Team jako vnitrˇnı´ parametr. Nicme´neˇ je
videˇt, zˇe meze fantazie se autoru˚m operacı´ nekladou. Pouze prˇi pouzˇı´va´nı´ vlastnı´ch
typu˚ jako vnitrˇnı´ch parametru˚ operacı´ je trˇeba dodrzˇet pa´r pravidel. Na druhou stranu
je trˇeba slozˇitost typu˚ udrzˇet na rozumne´ mı´rˇe. Prˇeci jen, kdyzˇ bude operace obsahovat
vı´ce podobneˇ slozˇity´ch vnitrˇnı´ch parametru˚, nebude operace jako takova´moc pouzˇitelna´.
Protozˇe uzˇivatele´ ji nebudou chtı´t slozˇiteˇ nastavovat. V prˇı´padeˇ, kdy vstupnı´ parametr je
prˇı´lisˇ slozˇity´, je lepsˇı´ ho radeˇji uzamknout jak vstupnı´ port. Jeho hodnotu pak budemuset
vygenerovat jina´ operace a uzˇivateli je vcelku jedno jak je typ slozˇity´. Navı´c takove´ para-
metry nejsou ani ukla´da´ny a nenı´ trˇeba, aby jejich datove´ typy splnˇovali vy´sˇe jmenovane´
podmı´nky.
E.2 XML soubory vztahujı´cı´ se k prˇı´kladu na obra´zku 57
Zde se nacha´zı´ pouze vy´pisy souboru˚ model.xml (vy´pis 15) a view.xml (vy´pis 16)
na´lezˇejı´cı´ k dane´mu prˇı´kladu.
<?xml version=”1.0” encoding=”UTF−8” standalone=”no”?>
<graph>
<operations>
<operation id=”1” root=”true” type=”cz.vsb.cs.sur096.despr.operations.io.LoadImages”>
<object name=”srcDir” type=”cz.vsb.cs.sur096.despr.types.Directory”>
<object name=”file” type=”java.io.File”>
<primitive name=”path”>
<string>/home/sur096/test1/0 resize/11</string>
</primitive>
</object>
</object>
<primitive name=”recursiveBrowse”>
<bool>false</bool>
</primitive>
<primitive name=”shuffle”>
<bool>false</bool>
</primitive>
</operation>
<operation id=”2” root=”false” type=”cz.vsb.cs.sur096.despr.operations.io.FileExtractor”/>
<operation id=”3” root=”false” type=”cz.vsb.cs.sur096.despr.operations.io.SaveImage”>
<object name=”destDir” type=”cz.vsb.cs.sur096.despr.types.Directory”>
<object name=”file” type=”java.io.File”>
<primitive name=”path”>
<string>/home/sur096/A TEST IMG/11</string>
</primitive>
</object>
</object>
<primitive name=”subDirPath”>
<string/>
</primitive>
<primitive name=”nameSpecification”>
<string/>
</primitive>
</operation>
</operations>
<edges>
<edge id=”9”>
<source operation id=”1”>file</source>
<target operation id=”2”>file</target>
140
</edge>
<edge id=”10”>
<source operation id=”2”>fileName</source>
<target operation id=”3”>fileName</target>
</edge>
<edge id=”12”>
<source operation id=”1”>outImg</source>
<target operation id=”3”>inputImg</target>
</edge>
</edges>
</graph>
Vy´pis 15: Struktura XML souboru popisujı´cı´ho model grafu.
<?xml version=”1.0” encoding=”UTF−8” standalone=”no”?>
<graph>
<operations>
<operation id=”1”>
<position>
<x>219</x>
<y>0</y>
</position>
</operation>
<operation id=”2”>
<position>
<x>304</x>
<y>113</y>
</position>
</operation>
<operation id=”3”>
<position>
<x>216</x>
<y>257</y>
</position>
</operation>
</operations>
<edges>
<edge color=”0” id=”9”>
<point id=”5”>
<x>334</x>
<y>71</y>
</point>
<input port bounds id=”6”>
<x>390</x>
<y>118</y>
<width>35</width>
<height>15</height>
</input port bounds>
</edge>
<edge color=”0” id=”10”>
<point id=”8”>
<x>384</x>
<y>186</y>
</point>
<input port bounds id=”15”>
<x>312</x>
<y>262</y>
<width>35</width>
<height>15</height>
</input port bounds>
</edge>
<edge color=”0” id=”12”>
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<point id=”4”>
<x>289</x>
<y>71</y>
</point>
<point id=”30”>
<x>247</x>
<y>168</y>
</point>
<input port bounds id=”14”>
<x>267</x>
<y>262</y>
<width>35</width>
<height>15</height>
</input port bounds>
</edge>
</edges>
</graph>
Vy´pis 16: Struktura XML souboru popisujı´cı´ho grafickou reprezentaci grafu.
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F Uka´zky neˇkolika vy´stupu˚ metody popisujı´cı´ obraz neza´visle
na rotacı´.
Obra´zek 127: Uka´zka 1 – vizualizace otisku˚ mince, vypocˇteny´ch pro natocˇenı´: 6◦, 56◦,
181◦ a 231◦.
Obra´zek 128: Uka´zka 2 – vizualizace otisku˚ mince, vypocˇteny´ch pro natocˇenı´: 6◦, 56◦,
181◦ a 231◦.
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Obra´zek 129: Uka´zka 3 – vizualizace otisku˚ mince, vypocˇteny´ch pro natocˇenı´: 6◦, 56◦,
181◦ a 231◦.
Obra´zek 130: Uka´zka 4 – vizualizace otisku˚ mince, vypocˇteny´ch pro natocˇenı´: 6◦, 56◦,
181◦ a 231◦.
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Obra´zek 131: Vy´sledek metody aplikovane´ na bı´ly´ obraz o rozmeˇrech 127× 360px.
