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ABSTRACT
Games can serve as a valuable tool for enriching computer science
education, since they can facilitate a number of conditions that
can promote learning and instigate aective change. As part of the
22nd ACM Annual Conference on Innovation and Technology in
Computer Science Education (ITiCSE 2017), the Working Group
on Game Development for Computer Science Education convened
to extend their prior work, a review of the literature and a review
of over 120 educational games that support computing instruction.
e Working Group builds o this earlier work to design and de-
velop a prototype of a game grounded in specic learning objectives.
ey provide the source code for the game to the computing edu-
cation community for further review, adaptation, and exploration.
To aid this endeavor, the Working Group also chose to explore the
research methods needed to establish validity, highlighting a need
for more rigorous approaches to evaluate the eectiveness of the
use of games in computer science education.
is report provides two distinct contributions to the body of
knowledge in games for computer science education. We present an
experience report in the form of a case study describing the design
and development of If Memory Serves, a game to support teaching
pointers to undergraduate students. We then propose guidelines
to validate its eectiveness rooted in theoretical approaches for
evaluating learning in games and media. We include an invitation
to the computer science education community to explore the game’s
potential in classrooms and report on its ability to achieve the stated
learning outcomes.
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1 INTRODUCTION
Educators have long used games as platforms for teaching and
learning, with some of the earliest works on the subject appearing
in 1987 [4, 64]. Games tend to possess qualities not typically found
in traditional learning tasks. ey oen contextualize problems
and situate them within a compelling alternate reality that unfolds
through intriguing narrative, draw more upon a player’s intrinsic
motivations than extrinsic ones, provide structure for deliberate
practice, scaold activities eectively, while, among other things,
also promote a spirit of free experimentation [18, 28, 99].
Computer science educators face a number of challenges with
respect to educational aainment [49]. Some of these include high
failures rates, particularly in introductory programming [13, 118],
relatively poor retention [11, 46], and a prominent lack of diver-
sity [20]. Game-based learning experiences seem to have the poten-
tial to help resolve some of these challenges [50, 85, 116]. However,
the territory is relatively unexplored, and many of the advantages
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that game evangelists claim remain unrealized in the computer
science education context.
At ITiCSE 2016, a working group convened to survey the land-
scape of existing digital games that have been used to teach and
learn computer science concepts. e group identied and played
over 120 games that had either been released or described in the
literature as means for learning computer science concepts, and
each was analyzed, classied, and mapped to the learning objectives
outlined in the 2013 ACM/IEEE Computer Science Curricula [5].
While more games were found than initially expected, the working
group report [60] highlights several key ndings:
• Few games explicitly state their learning objectives;
• Most of the games cluster around one area of the computing
curriculum: CS1;
• Most of the games were classied as belonging to one of
two categories: short-lived proof-of-concept projects built
by academics; or, closed-source games built by professional
game developers;
• Most had not been formally evaluated in any way. us,
there is lile insight into the eectiveness and suitability
of these games.
Gathering adequate data in order to determine the ecacy and
suitability for use of all of these games is a challenging endeavor.
However, supporting the generation of such insight is likely to
provide considerable benet to educators, researchers in the SIGCSE
community, and future game developers. us, we chose to address
these identied gaps in games for computing education in the
second year. Explicitly, the objective of this second year of the working
group was to identify a suitable approach to the development and
validation of games designed for use in computer science education.
is objective was formed in conjunction with the following two
overarching research questions:
RQ1 How can the design of a digital game be leveraged to scaf-
fold student understanding of, and interest in, the abstract
ideas in computer science education?
RQ2 How can the eectiveness of digital games for computer
science education be validated?
To explore these questions, we developed the following 3 goals
for this year’s working group:
(1) Design and develop a prototype of a game for computing
education that is engaging and relevant for the learners,
(2) Design and develop a prototype of a game for comput-
ing education built upon clearly dened and measurable
learning objectives, and
(3) Provide a framework based on formal educational research
theories for evaluating its capacity to meet those objectives.
ough not perfectly aligned with the overarching research
questions, we note that goals 1 and 2 address (in part) research
question 1, and goals 2 and 3 address (in part) research question 2.
e remainder of the paper is divided into four sections. Section
2 provides a brief background of the challenges and potential limita-
tions of using games to teach computer science. Section 3 provides
a concentrated report focused on our experiences designing and
developing the prototype of the game, including a description of
the game. Section 4 provides a set of hypotheses and evaluation
methods we propose using to evaluate the game for eectiveness.
is hypothesis and evaluation model can also serve as a potential
model for others to use when designing research studies to evalu-
ate this or similar games. Section 5 is our plan for future work on
the game, with a call for other researchers to join us in adding to,
remixing, and extending the game.
2 BACKGROUND
Given that the rst year of this working group created an extensive
literature review of games for learning and games for learning
computing education, and provides a framework for designing and
evaluating games for computing education, we refer the reader
to our previous work for a more extensive analysis [60]. In this
section, we provide a brief overview of games for learning and a
brief overview of games for computer science education. We also
provide a look at one underserved area of games in computing
education: memory management and pointers.
2.1 Games for Learning
Despite the well-noted motivational pull of video games, a system-
atic review of pass rates in early programming classes suggests
that, compared to lecture-lab courses, the incorporation of a game
into a course does not guarantee improvement [101, 115]. It was
found that games, in terms of absolute improvement, were only
ranked 9th out of the 13 types of educational intervention included
in the study. Instead, those classes with relatable content and col-
laborative elements helped to improve pass rates. It is important
to recognize, however, that there is considerable variation in how
games could be implemented in a course, which may explain the
variance as well as the mix of positive and negative eects. In-
deed, some of these implementations may even have contained
relatable content and collaboration, which could have confounded
the impacts.
e Clark-Kozma debate on media eects highlights and debates
this assumption: that one medium will inherently be beer or worse
than another [23, 54, 62, 107]. A game-oriented learning experience,
in and of itself, may not necessarily be superior to all other forms
of instruction. Within educational games themselves, as artifacts,
there is likely to be considerable variance in the eectiveness of
one game design over another. e design of the learning experi-
ence is critical to consider. To this end, games oer advantages in
several key areas such as active learning [41, 120] and formative
feedback [10, 16, 81]. However, these aspects of a learning experi-
ence are not unique to the medium of games–hence, the need for
rigorous validation.
Games are no silver bullet, since it is possible for them to pos-
sess weaknesses in their design. One notable challenge in some
game designs is that the learning achieved within the game may
not transfer to practically useful contexts. is is known as the
Vegas Eect—“learning that happens in games stays in games” [36].
Avoiding this eect demands that transfer be considered in the
design and evaluated using appropriate measurements.
Outside of the games for computing context, an educational
game that exhibited such an eect was Crystal Island [108], a game
intended to help students learn how pathogens work. Rigorous
experimentation did not support the ecacy of the game [6]. e
study claims the data does not support narrative discovery learning,
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in line with similar criticisms in other media contexts [70]. Extra-
neous story material and unduly onerous interaction methods can
challenge learners with a high cognitive load [61]. e authors go
on to caution against what Meyer [72] describes as a technological-
oriented approach to educational technology, instead advocating a
learner-centered approach.
Even with such a learner-centered approach, however, care must
be taken in the design of games’ dynamics. For example, Spent
Play [97, 98, 100] has an underlying goal of promoting constructive
aitudes about the poor. However, “if playing Spent in the role of
a poor person leads the player to view his or her experiences as
reecting the experiences of the poor, performing well on the game
should lead players to believe that poor people, like him or her, can
li themselves out of poverty just by making the right choices. e
player’s controllability beliefs should be intensied, leading to less
liking of the poor”.
Another pitfall can be the diculty of the core game mechanic.
is relates to poor scaolding and may block the progression of a
student beyond their particular zone of proximal development [117].
As such, it is important to consider domain-specic pedagogic
content knowledge (see [51, 77]) to balance the challenge of the
deliberate practice and its alignment with intermediate learning
goals with playability.
Moreover, misalignment between learning objectives and activi-
ties within a game is another concern. Core game mechanics that
are “exogenous” do not require any learning to have taken place in
order to progress through the game. is is opposed to “endoge-
nous” where there is direct constructive alignment [15] such that
successful learning facilitates progression through the game [53].
Considering some of the features of existing games for computer
science education [60], it would seem that many have such pitfalls.
Unfortunately, authors such as O’Neil and Perez [84] make clear that
“there is almost no guidance for game designers and developers on
how to design games that facilitate learning.”, and work conducted
in recent years suggests such advice remains limited [18, 24, 28].
However, when designing an interactive learning experience, it is
worth considering the volume of research on cognition [71, 103]
and cognitive load [111] in various forms of multimedia [61, 73,
74, 78, 79], some of which is being extended in the games playing
context [61].
2.2 Previous Review of Games for Computer
Science Education
As part of our work undertaken during the 2016 ITiCSE Working
Group, we reviewed over 120 games designed to teach computing
concepts and reviewed several dozen papers related to game-based
learning (GBL) for computing. Each review consisted of inspect-
ing available documentation and commentary and, when possible,
playing the game. Using this information, we categorized each
game with respect to numerous pedagogical and game characteris-
tics [5]. ese games were published over the last several decades,
ranging from 1982 to 2016. At the time the games were reviewed,
34 were available commercially, 51 were freely available, the re-
maining were either no longer available or could not be found. In
this section, we provide a general summary of the games and a
Table 1: Games classied by CS knowledge areas
Knowledge Areas Count
SDF (Soware Development Fundamentals) 77
AL (Algorithms and Complexity) 29
CN (Computational Science) 11
GV (Graphics and Visualization) 10
AR (Architecture and Organization) 9
IAS (Information Assurance and Security) 6
SE (Soware Engineering) 5
HCI (Human-Computer Interaction) 4
IS (Intelligent Systems) 4
SF (Systems Fundamentals) 3
DS (Discrete Structures) 3
PBD (Platform-Based Development) 2
SP (Social Issues and Professional Practice) 1
PL (Programming Languages) 1
classication of the games in context of the ACM/IEEE Computer
Science Curricula 2013, as shown in Table 1 [13].
We also noted that Hainey [57] found that there is “a dearth
of empirical evidence in the elds of computer science, soware
engineering and information systems to support the use of GBL.”
Based on our review, our ndings supported these claims–we were
unable to nd evidence identifying which of these games were
most eective in meeting educational outcomes. Further, this also
prevented us from analyzing and proposing game design frame-
works for CS education that might be most eective across various
demographics.
In addition to a summary of the games reviewed, we provided
in the report a guide to developing digital games designed to teach
knowledge, skills, and/or aitudes related to computer science. is
summary was based on an extensive review of well known and
respected game designers and educational researchers, including
Gee, Hunicke, Lee, and dozens of others [2, 3, 44, 45, 59]. In the
report, we also review the necessary focus on motivation and how
to motivate learners, including a review of Ryan, Rigby and Przy-
bylski’s work, self-determination theory, and more [101]. We refer
the reader to the working group report for a more-in depth litera-
ture review and how this review informed guidelines presented for
designing a game for computer science education [60].
e three primary gaps, which we highlighted in section 1, were
the lack of reporting on the eectiveness of the games, the lack of
reporting on the initial planning of the game (no learning objectives,
scaolding discussions, etc), and the lack of games outside the
Soware Development Fundamentals (SDF) knowledge area.
2.3 Teaching Memory Management and
Pointers
As we searched for an interesting learning objective to tackle within
a game, we considered the topics that we teach as well as those
that other instructors nd challenging for learners. In addition
to experiences of those in the group, pointers were commonly
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identied as a candidate threshold concept in surveys of computer
science educators administered by Boustedt et al. [17]. reshold
concepts, as dened by Meyer and Lind [76], meet the following
criteria: they transform how a student perceives the discipline, they
help the student organize knowledge, and while oen dicult to
learn, they are dicult to unlearn. Based on a series of interviews
with students, Boustedt et al. argue that pointers do indeed qualify
for this designation.
A taxonomy of concepts associated with pointers is provided
by Craig and Petersen [30]. ey propose and evaluate a concept
dependency map, which we have used to design the progression
of levels in If Memory Serves. ey also found students struggled
the most with two concepts: 1) distinguishing between a pointer
(a variable that holds an address) and the address itself and 2)
understanding the relationship between pointers and arrays.
Allevato et al. [9] identify memory management as one of the
most frequent issues their students encounter. Many programming
tools, they argue, provide misleading or unhelpful error messages
for dealing with pointer issues. ey therefore developed Dereferee,
an abstraction that wraps around pointers in C++ to detect misman-
agement of memory and provide more helpful error messages. eir
abstraction wraps around the standard pointer operations to iden-
tify 40 kinds of memory violations, including invalid pointer arith-
metic, memory leaks, and dereferencing invalid pointers—perhaps
because they are null, uninitialized, stale, or out of bounds. ey
found that Dereferee identied the exact source of 83% of bugs in a
linked list assignment.
Adcock et al. [7] cite continued industry demand for experience
in languages like C and C++ as reason for teaching memory man-
agement. To provide feedback to students, like Allevato et al., they
model each pointer as a state machine that is used to detect and
report illegal and unsafe operations. ey found that the most com-
mon errors were dereferences of stale or null pointers and memory
leaks.
2.4 Summary
Several gaps exist in many of the current games for computing
education, including poor scaolding, misalignment of learning
objectives and in-game activities, lack of clearly dened learning
objectives (or any learning objectives), and lack of evaluating the
game to determine if it increased student learning. It is imperative
that computing education games are designed to address these
games, including the need to motivate and engage learners and to
evaluate the games for eectiveness. To this end, we synthesized
and extended existing guidelines (e.g., [26, 27, 32, 52, 68, 92, 102]—
described further in [60]) and applied them to the creation of a new
educational game for an under served area of computing education,
memory management and pointers. e next section details our
experience designing and developing a prototype of a game during
ITiCSE 2017.
3 POINTER GAME CASE STUDY
In this section, we revisit research question 1:
RQ1 How can the design of a digital game be leveraged to scaf-
fold student understanding of, and interest in, the abstract
ideas in computer science education?
We present our experience designing and prototyping a game
to address research question 1 as well as many of the concerns
raised in the previous year’s report. is experience report is pre-
sented in the form of a case study. It provides our rationale and
thought processes throughout the concentrated time spent design-
ing and developing a prototype of the game, If Memory Serves
(http://ifmemoryserves.org). We include a summary of our
team composition, early design considerations and decisions, a de-
scription of the game, including a summary of decisions related to
designing and creating levels, and our consideration of orthogonal
elements related to gameplay.
3.1 Team Composition
To provide context to our work, the seven members of our group
have extensive experience teaching thousands of undergraduate
and graduate students throughout a variety of computer science
and game development courses. In addition to general introduction
to computer science and interactive media courses, several in our
group have taught courses covering computer architecture and
data structures in C++, both of which include signicant work with
pointers.
Everyone on our team has also been actively involved in re-
searching computer science education in either primary, secondary,
or post-secondary education, including professional development
of K-12 teachers. A couple of our team members have been involved
with learning analytics, and several have conducted relevant re-
search and have published in the areas of computing education and
educational games. is includes one member who has been re-
searching how to teach creative practitioners about computational
thinking and coding for 20 years.
In addition to years of professional soware engineering, analy-
sis, and consulting experience, several members of our team have
decades of experience researching, designing, developing, and pub-
lishing games and interactive playable media. is also includes
teaching game design and development, game production, creation
of art for games, narrative and storytelling for games. One team
member has 20 years of experience teaching media arts students
coding and design thinking at various universities. We have used
and taught various tools for game development Unity3D Game
Engine, Unreal Engine, Android, and Adobe Creative Suite, and
more.
3.2 Game Overview
To provide context to subsequent sections, we provide here a gen-
eral overview of If Memory Serves. e proposed game is a 2.5D,
cooperative, resource management, puzzle game, in the spirit of
Diner Dash, a resource management game that has been popular
among both boys and girls. is, combined with a cafe´ theme, was
carefully chosen for the familiarity in game play amount our target
demographic as well as familiarity of its theme.
e world of the game is a top-down view of a cafe´ that uses
pneumatic tubes to deliver food to customers. e player’s view
of the cafe´ includes both the kitchen and the dining area with a
counter bisecting the two that the players’ characters cannot cross.
Players take the role of one of the Pointer sisters, either Val, the
chef in the kitchen, or Addy, the server in the dining area. e
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chef can pick up and move dishes of food between the kitchen and
the counter. is is an analogy for moving values between static
memory (read-only, global memory) and automatic memory (the
stack) in a computer program. e server can modify the pneumatic
tubes that transport the dishes of food between the counter and the
dining tables. is is an analogy for creating pointers between and
dereferencing automatic memory (the stack) and dynamic memory
(the heap).
e goal of the game is to serve customers by fullling orders
by moving dishes of food to dierent areas. Serving food to a
customer, clearing a table, and moving food from one place to
another requires both the chef and the server to perform a particular
sequence of actions. In particular, since the number of tubes is
restricted, the movements of each player are restricted, and the
abilities of each player are dierentiated so they must work together
to fulll the order. Further, each of the players’ actions corresponds
to operations in computer memory that can be represented as C
or C++ code. For example, World 1 (in Figure 2 depicts the act of
copying values, only abstracted in the analogy of moving coee
from the preparation area to the serving area.
It is worth noting that the players are restricted from accessing
all of the cafe´ to create a play mechanic that facilitates the creation
of interesting puzzles and requires the cooperation of the two play-
ers. is restriction, however, introduces a false analogy because
computer programs can access all three parts of memory without
restriction. us, though we align the gameplay with tasks related
to memory allocation, we recognize that some explanation may be
necessary when explaining this analogy with students.
We present here several screen shots of the early prototype for If
Memory Serves (http://ifmemoryserves.org) in its current 2D
game view (see Figures 1, 2, 3, 4, and 5). Val is in the preparation
area (boom of scene) and Addy is in the serving area above that.
e top area is reserved for customer tables (see Figures 2 and 3).
e corresponding lines of code for player actions is currently set to
visible and appears in the boom right of the scene. At the time of
this writing, there are currently six worlds with each world having
between 2 and 4 levels.
Figure 1: Overlay for World 1, Level 1.
3.3 Early Design Considerations and Decisions
e key aim in our design process was to have the ideal learning
outcomes inuence the design of the game. With this focus in mind
the three key components were the:
• learning objectives
Figure 2: World 1, Level 1. Playersmustmove a cup of coee
from the preparation area to the serving area.
Figure 3: Overlay for World 1, Level 4. Players need to help
put a cup of coee and a piece of cake on the counter.
Figure 4: Overlay for World 2, Level 1. Addy can pick up
a delivery pipe or attach a delivery pipe to a green square.
Val can push or pull food through the pipe. For this level,
players need to put a cup of coee on the table.
• game elements (including the game’s mechanics, dynamics,
and aesthetics [59])
• learning objective-to-game element mapping
As part of our initial aempt at forming the criteria, we also
considered how the learning objectives align with the ACM/IEEE
Computing Curriculum categories [5]. Categorizing the game in
terms of established and community-dened learning outcomes can
provide a reference for instructors when searching for resources
for teaching these topics. ese are presented above in Table 2.
In this section, we describe the development process that we used
to structure the planning and implementation of our game. Since
game design is oen a process of exploration and renement, these
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Figure 5: Overlay for World 4, Level 1. Addy’s increment
tool is used on a pipe’s origin green square to rotate a pipe
through positions at a table. Val has an oset tool which
will temporarily redirect a pipe if Val is on top of the pipe’s
origin green square. It’s initial value is 0 to indicate no oset,
but when used on a pipe’s origin green square will iterate
over possible oset values at the table. Players must get a
piece of cake on the counter.
Table 2: High level learning objectives of If Memory Serves
mapped to ACM/IEEE CC2013 categories [5]
Category Learning Outcomes
OS/ Memory Management Review of physical memory and memory
management hardware
PL/Language Translation
and Execution
Memory management Manual memory
management: allocating, de-allocating,
and reusing heap memory
PL/ Runtime Systems Dynamic memory management
approaches and techniques
SDF/ Fundamental Data
Structures
References and aliasing Linked lists
AR/ Memory System Orga-
nization and Architecture
Main memory organization and operation
steps were non-linear. As we worked through ideas, objectives, and
criteria, the design and objectives morphed and shied.
3.3.1 Identifying Learning Objectives. To begin the development
process, we identied a set of learning objectives that:
(1) were generally accepted as important to the discipline of
computer science,
(2) invoked concepts that students nd dicult,
(3) were specic enough to be evaluated using short, targeted
assessments, and
(4) were not already addressed by existing games.
Not all objectives found in other games for computing education
satised these criteria. For example, we found many games in our
prior work that could be classied as Logo puzzlers, or games in
which movement commands are used to drive an agent along a path
to a goal [60]. Such games are abundant and tend to have broad
objectives that touch upon many aspects of programming, making
it challenging to conduct a focused evaluation on the entire game.
In these instances, the games could be classied as sandbox games
and can be viewed more as a tool for programming in general rather
than focused on one particular concept.
e initial list of broader categories we generated encompassed
a variety of subjects, including debugging, functional decomposi-
tion, iteration, memory diagramming, and memory management.
Pointer programming emerged as an ideal target problem that satis-
ed the four requirements above and were also previously identied
in research as a topic in which students oen struggle.
Since this was a core component in developing the criteria for
the game, as our discussions progressed, we created and rened a
table for the levels and what learning outcomes each level might
address. As we worked through the topic, we generated a list of
ideal learning outcomes, shown in Table 3.
3.3.2 Identifying Game Concepts. e next step in our process
was to generate ideas that could be used to achieve one or more
of our learning objectives. Several genres were oered, including
match-3, word-puzzle and memory-style games, and the group
converged on a rough idea of a puzzle game in which a player
manipulated memory through pointers. is phase of the process
also led to a list of secondary objectives that we hoped to achieve.
In this section, we describe several of the factors that we considered
as we generated ideas and criteria for the game.
3.3.3 Target Audience. We identied the target audience as un-
dergraduate computer science students, most of whom are 18-24
years old. We chose this age group for several reasons. In addition
to the reasons given earlier (see section 2.2) that pointers are an
area that many students struggle, pointers are a more advanced
concept oen taught aer introductory computing courses. As de-
signers and developers, we would also have access to these groups
for testing the game.
We were also intrigued by the prospect of making a game that
was locally cooperative, meaning that two players would collabo-
rate to achieve their goal using the same computer. Collaborative
games are emerging as a popular form of game, where as well as
developing collaborative skills, game players also build up a social
bond with their partners [75, 94]. is is similar to some of the
challenges and benets that emerge with pair programming both in
industry and academia. By so doing, students could play the game
together in a lab seing and discuss strategies.
3.3.4 Game Thematics. Brainstorming resulted in several po-
tential metaphors and themes that could be used for the game.
A key feature of the metaphors is that they needed to have two
spaces (metaphors for the stack, where values are manipulated and
the heap, where pointers are manipulated). e most favorable
metaphors included biological cells/environment, space/planets,
brain/world and cafe´ (kitchen and restaurant). e cafe´ metaphor
was chosen as it would be the most familiar metaphor for the target
users and a theme in which many students could relate.
Although a powerful metaphor has been identied in the cafe´
game, the details of the analogies between the low level opera-
tions in pointer programming and kitchen/restaurant operation
must be developed. Identifying these analogies helped us (as the
game’s designers) identify potential errors in understanding what
can develop with false analogies and how they are likely to inhibit
learning in the target domain.
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Table 3: Ideal learning outcomes targeted through the game design
# Learning Objectives Assessment Criteria
A Copying values (no pointers) (1) know that values can be copied
(2) develop skills to copy values
B Create pointer, assign value,
retrieve value, dereferencing
(1) create a pointer.
(2) assign values into memory using pointers
(3) dereference a pointer (get value stored there)
C Swap values using pointers (1) swap values using pointers and intermediate storage
(2) identify errors in swapping pointers (e.g. not using intermediate storage)
D Value versus pointers (1) identify the dierence between values and pointers
(2) correctly identify when to use a value versus when to use a pointer
E Pointer Arithmetic (1) use pointer arithmetic to iterate through arrays of values
(2) use pointer arithmetic to randomly access array locations
(3) Identify errors in the use of pointer arithmetic
F Double Pointers (1) use pointers to pointers to create two-dimensional data structures
(2) use pointer to pointers store and retrieve values from two-dimensional data structures
(3) identify errors in the use of double pointers
G Malloc/Free (1) use malloc to allocate memory in the heap
(2) use free to release memory
(3) identify errors in the use of malloc and free
H Data Structure (1) use pointers to create data structure such as linked lists
(2) use pointers to access and update data structure such as linked lists
(3) Identify errors in the use of pointers in data structures
3.3.5 Game Mechanics. e mechanics of the game requires a
keyboard and for each player to control one of the characters. In
addition to the movement keys, each player uses 2-3 additional key
functions to be able to move the food/beverages to the appropriate
counters so the items could be served to the customers.
2D and 2.5D games potentially can have simple sliding tile me-
chanics; however, physic/kinematic based can also be benecial,
in particular when the key features of the game mechanic include
collision. Constraining the players within the play areas is eas-
ily achieved using physic/kinematic based game mechanics and
similarly collisions between players, food/beverages and kitchen
benches/tables can be used to control the passing of objects to and
from players to the game environment.
3.3.6 Game Representation. e proposed game representation
is a 2.5D resource management puzzle game, but the prototype
is pure 2D. To achieve both, we created both 2D placeholder art
and 2.5D art assets for the early concept build of the game for the
player characters as well as the objects in the game (Figure 6, 7).
We intend to replace the placeholder assets with the 2.5D assets as
we continue working on the game.
Both players view the world in third-person. e screen space is
xed, with no o-screen space or scrolling.
Flexibly-licensed sound assets were found that are consistent
with a restaurant theme. ese include background chaer, back-
ground music, and other ambient sounds and have been added to
the game prototype.
Figure 6: Sampling of 2D sprites
Figure 7: Sampling of stylized 2.5D sprites
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3.3.7 Objective-Task Mapping. As mentioned above, once the
target problem area was identied, we developed a set of ideal
learning objectives, ordering them in a manner in which they were
typically taught in courses. is was an organic process that orig-
inated in tandem with a rough breakdown of what and how we
wanted to teach in the various levels. We aligned them to specic
tasks that would be completed in the game, so the key game tasks
were chosen to contribute to the intended learning outcomes, rather
than add additional cognitive load for the student. is mapping
between the learning outcomes and the in-game goals were mapped
as shown in Table 4.
ese learning outcomes were intended to be implemented within
the game while at ITiCSE 2017, with a goal of creating levels 1-5
by the end of the conference and future renement and new levels
added thereaer.
3.3.8 Level Design. e specic tasks of the game are presented
to players through its level design. As players complete the tasks
in each level they progress to the higher levels. Normally there are
several sub-levels of each level that players must complete. Some
games will strictly enforce progression through the levels of the
game; however, oen it is possible to jump to the relevant level that
a player is interested in using a menu structure.
Sometimes players will reach a point in a level where it is im-
possible to complete (e.g. when a value is overwrien in the classic
pointer swapping task). In these scenarios the game must recognize
that a solution is not possible, or a mechanism be provided for the
player to repeat the level. In If Memory Serves, the player can reset
the level by clicking on a reset level buon.
e educational designer species a detailed learning task, for
example, the classical swap example shown in Table 5.
Levels in the game are specied using a text-based level le
that describes the initial conguration of the level as well as the
target that must be achieved. A preliminary set of levels have
been designed going from the most basic operations, through to
the higher level learning outcomes that have been targeted for
the game. ese levels can also be extended easily by educational
designers as the game mechanics do not need to be changed to
make use of these new level, since they are dynamically created.
e game was prototyped using paper based mockups. Although
player movement can be tedious using paper mockups, they are rec-
ommended for identifying potential pitfalls in the proposed game
metaphors, themes, mechanics, and player tasks. e paper proto-
types also gave us an opportunity to make sure we each understood
how the mechanics would work and to look for the “fun.” See
Figure 8 for several examples of the early prototyping process.
3.4 Orthogonal Elements to Gameplay
ere are many potential orthogonal elements to the pure (educa-
tional) game play that can enhance the engagement and motivation
of the students who play. ese include elements such as scoring
and achievements (i.e., badges, leaderboards, and in-game rewards).
ese features can be developed independently of the raw game
play and can be switched on and o as needed in the educational
context where the game is used.
Many games include some scoring mechanism, either based on
time or based on task completion. is provides a mechanism
for giving external feedback on playing the game. As the player
improves, a higher score is achieved. Extrinsic rewards such as
these tend to not be as eective as intrinsic rewards, which is the
satisfaction of actually learning and improving. In cases where self-
reection is dicult, the extrinsic reward system can be benecial.
We chose to loosely incorporate scoring to reward players when
they are able to successfully complete a level. A higher score is
given if the player meets or beats the par for that particular level.
In general, marking achievement in the game via, trophies,
badges and leaderboards encourages the students self-ecacy and
encourages students to use the game to improve their learning [33,
34]. Badges are used in games to recognize completion of tasks and
sub-goals. ese are visible mechanism for marking achievement
of the player, which is maintained aer a game is played. is is
dierent from a game score that is reset the next time that the game
is played. Again this is an extrinsic reward mechanism, however if
there is good alignment between task completion and actual skills
and knowledge, then this extrinsic marker is in fact a representation
of the internal skill or knowledge acquired.
e collectivist approach used by Decker aligns well with sev-
eral aspects of self-determination theory (i.e., senses of competency,
relatedness, and autonomy) [33]. It can be very eective and, via
organismic integration, help learners assimilate the external drivers.
With this in mind, we have considered adding badges to create be-
haviors that wouldn’t otherwise exist. Some research suggests they
can also stie behaviors that already exist as soon as the badges
are no longer oered (potentially inhibiting forms of practice, de-
pending on the badge). For this early prototype stage, badges are
not incorporated; however, we anticipate future development of
badges and other achievements as the game evolves.
4 VALIDATION FRAMEWORK
A key part of the educational game development process involves
the evaluation of the game to determine its eectiveness. Such
evaluation can be summative, to support claims of eectiveness, or
formative, to set a road map for further work to improve the game.
Sometimes both, to form a feedback loop that drives a develop-
release cycle that is creatively iterative and/or makes incremental
improvements in ecacy.
However, based on the ndings of the group’s prior work [60],
it was deemed infeasible to conduct a rigorous evaluation of all
or even a set of games previously reviewed the prior year in the
available time-frame. Notably, most of the games identied did not
have clear and granularly specied learning objectives nor were
there suitable measurement instruments available; for example, in
the case of If Memory Serves, as an aide in motivating students and
helping them to learn about pointers.
Within the limited scope of the session at ITiCSE 2017, there
was only sucient time to identify appropriate learning objectives;
design the game based on these objectives; iteratively develop
a modest series of ludic sketches and paper mockups; and then
implement and extend a digital prototype. ough members of
the working group informally tested these prototypes, such user
tests primarily addressed the mechanics and dynamics of the game
design as well as methods of interaction and technical challenges.
If Memory Serves ITiCSE’17, July 03–05, 2017, Bologna, Italy
Table 4: Initial mapping of learning outcomes including example tasks
Level # LO Objective Example
1 A Copying values Demonstrate that values are copyable
2 B Address-of / dereferencing, memory
referencing/dereferencing, calling
semantics
clamp (lo, hi, *x) {
if (*x < lo) *x = lo;
else if (*x > hi) *x = hi;
}
clamp(0, 100, &val)
3 C Swap - temporary storage swap (*x, *y) {
int tmp = *x;
*x = *y;
*y = tmp;
}
4 D Value versus address
5 E Pointer arithmetic, pointer/array duality for (int i=0; i < strlen(s); ++i) { // s[i] ; }
versus
for (char *p=s; c!=='\\0';++p) { // *p ; }
6† F Double pointers A structure including a pointer member that is passed by reference to a
function that modies the member.
7† G Malloc/free Instantiation of a collection of structures for which the number of simul-
taneous instances needed is not known until run time.
8† H Data structure Linked list
† denotes a stretch goal
Given the need to provide a model for creating a new game with
such clear aims within the context of computing education, such
analysis is beyond the scope of this report. Yet, there remains a
critical need to evaluate the eectiveness of this particular game
as well as others currently in development. Revisiting research
question two,
• ”[RQ2] How can the eectiveness of digital games for com-
puter science education be validated?”
we were aware of the lack of measuring eectiveness with the
previous games reviewed. Hence, we agreed to propose a validation
framework, recommending research methods that would enable us
as well as other educators and researchers to take the game, use it
in their own institutions, and report their ndings.
In this section, we establish a set of hypothesis, address episte-
mological challenges, present a design science approach, present a
potential research model, and propose a set of instruments to use
to measure each hypotheses.
4.1 Establishing Viable Hypothesis
While we created the prototype of the game, we were aware that we
needed to align the learning objectives with measurable outcomes
and provide a structured framework for validating these outcomes.
To instantiate a validation framework, we rst needed to determine
a set of hypothesis for the game outcomes. e National Science
Foundation’s Oce of International Science and Engineering (NSF
ISE) denes ve categories of educational technology impact that
can be measured: knowledge; engagement; aitude; behavior; and
skills [42]. Considering these alongside the original research ques-
tions, we propose these ve initial hypotheses:
H1 Knowledge: Students playing If Memory Serves in tandem
with traditional learning activities (e.g., readings, lecture,
etc.) will perform beer on a test of conceptual knowledge
on pointers (i.e., purpose, usage and syntax, tracing and
prediction, debugging, etc.) than those students who only
participate in the traditional learning activities.
H2 Engagement: Students playing If Memory Serves in tandem
with traditional learning activities (e.g., readings, lecture,
etc.) will report a higher level of engagement with their
learning activity on pointers than those students who only
participate in the traditional learning activities.
H3 Aitude: Students playing If Memory Serves in tandem
with traditional learning activities (e.g., readings, lecture,
etc.) will report greater condence and positivity about
their mastery of pointers than those students who only
participate in the traditional learning activities.
H4 Behavior: Students playing If Memory Serves in tandem
with traditional learning activities (e.g., readings, lecture,
etc.) will be observed to spend more time-on-task and
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Table 5: Specifying level through educational design
Educational
Designers
Description of Task
Swap two values in heap using a temporary stack value. Initial Layout: Two heap values, A and B,
one empty stack pointer, and one empty stack value.
Code Description
of task and
solution
// initial code
register char val;
char *p = new char('A');
char *q;
char a;
char *r = new char('B');
// solution code
q = p; // Addy creates a pointer from stack to A.
a = *q; // Val dereferences pointer to copy A to the empty stack value.
q = r; // Addy overwrites the pointer from stack to B.
val = *q; // Val dereferences pointer to copy B.
q = p; // Addy overwrites the pointer from stack to A.
*q = val; // Val moves copy of B to heap via pointer both heap values are B).
q = r; // Addy overwrites pointer from stack to other B.
*q = a; // Val copies the value A from the stack to the heap via the pointer.
Initial level
specication
; Initial Layout
-- A B --
-- --
-- --
-- --
-- & --
--++++.+.+x+.++++++--
-- _ _ --
-- * --
--------------------
Goal level
specication
; Target Layout
-- B A --
-- --
-- --
-- --
-- --
--++++.+.+?+.+++++--
-- _ _ --
-- --
--------------------
apply dierent learning strategies than those students who
only participate in the traditional learning activities.
H5 Skills: Students playing If Memory Serves in tandem with
traditional learning activities (e.g., readings, lecture, etc.)
will demonstrate more apt and coherent use of pointers
in a programming assignment (measured by functional
coherence, source code sophistication, and source code
maintainability) than those students who only participate
in the traditional learning activities.
Keeping these ve hypotheses in mind, in the following sec-
tions we present a theoretical view of epistemological challenges, a
proposed design science approach to conduct the research, and a
research model before revisiting how to specically measure each.
4.2 Epistemological Challenges
Proposing a single framework to validate If Memory Serves and
other educational games that are being used to educate computing
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Figure 8: Prototyping a level in If Memory Serves including a socopy mockup (top-le), a paper prototype (top-right), a ludic
sketch (bottom-le), and an early digital prototype (bottom-right).
students presents an obvious challenge: What constitutes accept-
able evidence of eectiveness? Dierent researchers will likely
adopt dierent epistemological positions (i.e., the appropriateness
of dierent methods for knowledge construction) and trends in
knowledge construction can change as the paradigm of a particular
research community shis [63].
Within the SIGCSE community, researchers have levied many
criticisms of the types of work being disseminated at its confer-
ences as well as the methodologies utilized to make knowledge
claims. Notable examples include Valentine’s criticisms of marco
polo papers and Randolph’s review of the validity of experimental
work being conducted [95, 96]. In more recent years, Tew & Dorn
raise concern over the validity of measurement techniques [113]
(also see Newton & Shaw’s treatise on the topic [80]) as well as
increased aention towards the use of rigorously validated con-
cept inventories [112] (perhaps inspired by similar work on the
development and evaluation of peer instruction in physics [38, 57]).
ese criticisms are further compounded by a seeming lack of
clarity on the minimally acceptable evidence as well as reference to
prior work needed to make a knowledge claim within the SIGCSE
community [65, 86], perhaps, driven through a lack of consensus on
particular sub-elds. is means that there is no single dominating
approach. While this means a plurality of work is being conducted,
some of which make use of unusual yet enlightening approaches,
it makes it challenging to situate a validation framework in the
context of the existing literature.
Another complication, to this end, is the varied and disparate
theoretical underpinning for much of the work in computer science
education research [69]. Malmi et al. found that about half of the
work published between 2005 and 2011 in prominent journals and
research-focused conferences did not build on previous theoretical
work and some were instead forming their own theoretical con-
structions. As these theories develop, they are likely going to have
future impacts on any validation framework proposed. Particularly,
as the nuances and peculiarities of teaching computer science topics
becomes beer understood as these could reveal new factors that
educators need to consider when evaluating games for computing
education.
It will also be important to consider not only quantitativemethods
in any validation framework proposed, but also qualitative methods,
which have much to oer in terms of understanding impacts (rather
than just detecting them) and relating them to the eld’s theory
development [14, 56].
Despite these challenges, Pears et al. [87] note that there is a
rich history of tool-development and evaluation in the eld, of
which, games should be considered a part—as learning tools. In
particular, the development of tools to help students develop their
programming skills forms a prominent part of the available liter-
ature. It is, perhaps, surprising not to see a dominant approach
emerging. However, even within educational games as a sub-area of
tool development, there is lile evidence of consensus. Colleagues
from across the Engineering Education community, particularly
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those with an interest in soware engineering, have been facing
similar challenges: Giessen conducts an overview of the eects of
serious games, noting many cases of bad practice in methodology
and a general lack of rigor [47]. Again, with respect to measuring
quality in games, All notes a lack of good practice [8]. Petri et
al. [89, 90] note that many aempts to evaluate games assume an
ad hoc approach: “not [using] any well-dened model or method to
conduct the evaluation of the educational game” going on to state
that “evaluations are reported in an informal ad-hoc way, not pro-
viding an explicit denition of the evaluation objective, measures
or data collection instruments.”
It is clear that there are substantial dierences in the ways re-
searchers are approaching the evaluation of digital games and a lack
of convergence on a particular set of methods suitable in evaluating
games designed for computing education. Furthermore, existing
methods are being placed under considerable scrutiny. While it
is hoped that within this particular sub-eld, game development
for computer science education, the call to improve rigor will be
heeded, the framework proposed in the next section is not intended
to be a comprehensive or one-size-ts-all. Merely, it serves as an
example of one such framework that addresses some of the chal-
lenges and pitfalls highlighted by other researchers doing work in
this eld.
4.3 Design Science Approach
Paving the way towards a rigorous model to evaluate games in
the computer science context, the working group reviewed the
criticism described in the previous section and, based on a synthesis
of its insights and recommendations, propose a research design
that would be suitable for the evaluation of If Memory Serves and
other digital games being used in computing education by forming
a validation framework. Of course, this is not the only approach to
evaluating games, and will not claim to be comprehensive, but the
group has aligned it with all of the NSF ISE impact categories [42]
and the associated hypotheses outlined in the introduction.
e proposed approach borrows much from the school of design
science [25, 37]. As noted in [37]:
Design Science is “tough, analytic, partly formaliz-
able, partly empirical, teachable doctrine.” (Simon
1996, p.113). it formalizes the logic of design by
prescribing statements of how artifacts “should be-
come” (Pries-Heje and Baskerville 2008). e pri-
mary contribution of design science to knowledge
is reected in what the literature calls design prin-
ciples which are rules that guide designers during
their design of a certain class of artifacts (Hevner
and Chaerjee 2010). e truthfulness of design
principles can be evaluated using prototypes of the
intended artifacts (Hevner and Chaerjee 2010).
e Double Diamond approach to artifact development is pro-
posed as a general model by the British Design Council [29] and,
broadly speaking, reects some general practices in the games in-
dustry where developers tend to commence projects with a phase
of pre-production and then commence production as a second
stage [22] (see Figure 9).
Figure 9: Double Diamond for Design [21]
To extend beyond this model of tool development into a model of
tool development and evaluation, an additional phase of testing—the
element of research—and a feedback loop. us, conducting more
research to generate insight that is used to improve the prototype.
is model corresponds to the approach described in [88]; however,
we propose greater emphasis be made on agility (of the iteration)
and a hypo-deductive empirical approaches to the research phase.
4.4 Research Model
e gold standard for validating whether a game-based learning
intervention is eective is the randomized control trial (RCT) [121].
However, only 30 of 272 evaluations (∼11%) identied in Connolly
et al.’s systematic reviews used this approach [18, 28]. Further, only
19 of the 117 evaluations (∼16%) that Petri and Wangenheim [89]
had identied used an experimental design.
e validation framework, consequently, encourages the ap-
proach. It presents a fertile eld of opportunities to verify prior
work, establish eect sizes of game-based interventions in con-
trolled conditions, and promote further insight generation.
Mahoney [67] serves as a convenient reference on dierent exper-
imental designs. e simplest design for our context is the control
group pre-test, post-test design (number 9, in table 1 on page 667).
However, given the range of dependent variables, a slightly more
complex design involving a delayed post-test is recommended.
e stages are as follows:
• Conduct a power analysis to determine minimum viable
sample size given the hypothesized eect size (min. d =
0.4 [55])
• Recruit participants
• Capture demographic data
– If available, obtain data on prior skill from relevant
prior assessments
• Randomly allocate participants to two groups
– If necessary, use a stratied random sample based on
demographic data (e.g., gender, prior experience, etc.)
– Ensure that participants are blinded to which experi-
mental condition they are assigned to
• Capture knowledge of participants using the concept in-
ventory
• Capture aitude of participants using a questionnaire
• Conduct experiment - intervention group and control group
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Table 6: Extract of Supplementary Measurement Instru-
ments (From [omit])
Measure Available From
EGAMEFLOW [43]
MEEGA+ [91]
PANAS [119]
Game Usability Heuristic [93]
SUS [19]
TAM [122]
– Use tools such as OBS Studio to capture on-screen
behavior
• Again, capture knowledge of participants using the concept
inventory
• Again, capture aitude of participants using a question-
naire
• Interview participants following the mind-tape protocol
(or similar)
– Make use of footage captured by OBS studio
• Capture engagement of participants using self-report ques-
tionnaire
• Wait
• Again, capture knowledge of participants using the concept
inventory
• Again, capture aitude of participants using a question-
naire
• Obtain data on skill from post-experiment assessments
At the rst stage, we recommend keeping things as simple as
possible: a game-only solo play group is appropriate to inform
design until a more mature game is available. Aer conducting lab
experiments, a follow-on pragmatic trial is appropriate (i.e., in a
more natural seing to enhance external validity, like in studies of
therapies once deployed in practice; c.f. [66]). We also note that care
must be taken to ensure that both groups have the same amount
of time on the task(s). If the experimental group has more time on
task, we would expect the outcomes to be higher with or without a
game.
4.5 Measures
Referring back to our original ve hypothesis (see section 4.1), we
propose a set of instruments to be used to measure each.
4.5.1 Knowledge. e Knowledge hypothesis states:
Students playing If Memory Serves in tandem with
traditional learning activities (e.g., readings, lec-
ture, etc.) will perform beer on a test of conceptual
knowledge on pointers (i.e., purpose, usage and syn-
tax, tracing and prediction, debugging, etc.) than
those students who only participate in the traditional
learning activities.
is dependent variable will be measured through a custom-tailored
concept inventory developed by the working group (see Appendix).
We reviewed several computer science assessment instruments,
and one we found useful was the Foundational CS1 assessment in-
strument (FCS1) by Tew and Guzdial [1, 114]. From the descriptions
provided for FCS1, we established three goals:
(1) All items in the instrument should be multiple choice,
(2) All items in the instrument should cover all learning out-
comes, and
(3) e instrument should contain three dierent types of
questions:
(a) Denition questions: In FCS1, the items seem to be
vocabulary based and are intended to measure concep-
tual understanding. Using vocabulary questions with
a pre- and post-test is dicult without repeating the
questions, so the initial version of our instrument con-
tains vocabulary questions that use code (i.e. which
line of code has a variable dereference). is provides
the capability for the researcher to change the code a
dierent question that measures similar outcomes.
(b) Tracing questions: ese questions will gauge students’
knowledge about what a given block of code will pro-
duce when it is executed. ese are used to evaluate a
student’s ability to read code. We also included ’none
of the above’ answers and code with errors to create
questions with common errors in an aempt to dier-
entiate between pointer vs. value learning outcomes.
(c) Writing questions: ese questions will gauge the stu-
dents’ knowledge to identify the missing code that will
correctly complete the program. ese are to evaluate
students’ abilities to write code with pointers, while
still using a multiple choice format.
e measurement instrument includes questions for each of the
learning outcomes. ough the instrument was initially created in
C++, it does not need to be restricted to it. In addition to rening the
questions and piloting them with students, future considerations
include:
• Would it make more sense to make a second C version or
try to create questions that use pseudocode?
• Are there any other languages that use pointers that would
be worth supporting?
• How to represent pointers in pseudocode in a manner that
students understand?
4.5.2 Engagement. e Engagement hypothesis states:
Students playing If Memory Serves in tandem with
traditional learning activities (e.g., readings, lecture,
etc.) will report a higher level of engagement with
their learning activity on pointers than those stu-
dents who only participate in the traditional learn-
ing activities.
is dependent variable will be measured through two approaches:
(i) a self-report at the post-test; and (ii) measuring time-on-task
from data obtained within the context of the experiment (i.e., screen
capture and in-session metrics). is will permit triangulation on
perception of interest while also aord opportunities to contextu-
alize. e group propose the use of Keller’s ARCS learning moti-
vation model, which is popular in the examination of educational
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technology more generally. is has been incorporated into the
measurement instrument validated and made available by Huang
et al. [58].
4.5.3 Aitude. e Aitude hypothesis states:
Students playing If Memory Serves in tandem with
traditional learning activities (e.g., readings, lecture,
etc.) will report greater condence and positivity
about their mastery of pointers than those students
who only participate in the traditional learning ac-
tivities.
is dependent variable will be measured at pre-test and post-
test by self-report using an appropriate questionnaire. Depending
on the context in which pointers are taught, this might include adap-
tations to existing instruments designed and validated to measure
computing aitudes [35, 105]. Where appropriate, other supple-
mentary measures could be used.
4.5.4 Behavior. e Behavior hypothesis states:
Students playing If Memory Serves in tandem with
traditional learning activities (e.g., readings, lec-
ture, etc.) will be observed to spend more time-on-
task and apply dierent learning strategies than
those students who only participate in the tradi-
tional learning activities.
ere are two aspects of this dependent variable which are of
interest to the working group: (i) approach-to-task (related to en-
gagement and time-on-task, but exploring the actual behaviors);
and (ii) dierences in the behaviors exhibited by participants be-
tween each of the experimental conditions. is measure is pri-
marily qualitative, but depending on how data are processed and
analyzed and presented could be quantized. Such qualitative data
can also be incredibly useful in deriving new insights into a design,
and helping to identify new things to model and predict in future
experiments, but potentially forming recommendations for future
developers—one of the aims of design research.
is data is collected via screen capture, perhaps using a tool such
as OBS studio, and a follow-up interview conducted aer the exper-
iment. During the interview, a variation of the think-aloud protocol
called MindTape [82, 83] is suggested (sometimes called a cognitive
walk-through). is is a retrospective reection approach, in which
the screen capture is used as a guide for the interviewer and a
memory prompt for the participant. is aids with clarications of
why particular behaviors may have been adopted, while aiding in
the rejection of feasible, yet incorrect interpretations of behaviors
and why they occurred. More sophisticated designs augment this
by using in-session metrics or props (e.g. SubtleStone [48]) to draw
aention to particular segments of a session.
4.5.5 Skill. e Skill hypothesis states:
Students playing If Memory Serves in tandem with
traditional learning activities (e.g., readings, lecture,
etc.) will demonstrate more apt and coherent use of
pointers in a programming assignment (measured
by functional coherence, source code sophistication,
and source codemaintainability) than those students
who only participate in the traditional learning ac-
tivities.
Measuring this dependent variable can be challenging because
the learning objectives of programs within and between institutions
may dier. As such, the domain within which and/or the way in
which a skill is applied may require a slightly dierent measure. It
is known that there are dierences in the approaches used to assess
the application of knowledge in programming (see [40, 106, 109,
110], etc.).
It is, therefore, dicult to prescribe any single validated instru-
ment or approach to measurement. Furthermore, caution is advised.
It is important that any measure of skill is at least face-valid and
self-consistent within the study. A typical approach may involve, in
the rst instance, the use of a combination of self-reported prior ex-
perience alongside evidence drawn from relevant prior assignment
submissions. It is almost universally the case, per the principle of
constructive alignment [15], that an assignment and/or exam will
measure students’ mastery of any particular point in a program.
us, examining confers a suitable opportunity to capture skill at a
later stage as a delayed post-test.
4.6 Data Analysis
e validation framework does not prescribe any particular method
of analysis. However, as a suggestion for which statistical analysis
techniques to apply to quantitative data, Analysis of Covariance
(ANCOVA) is broadly considered appropriate for comparing data
created through experimental trials. is is particularly the case
when pre-test data is available [31]. For post-test only measures
then a Wilcoxon-Mann-Whitney test or, if the data is normal, a
t-test is appropriate [39].
Of note, however, is error ination. is can be adequately
accounted for using the Benjamini-Hotchberg correction [12]. is
correction may increase sample size requirements.
We also note the importance of collecting adequate demographic
information, including year in school, age, gender, and amount of
time engaged in game. Since this is a collaborative game, being
able to identify those participants who were paired for the game
may also be important.
4.7 Ethics and Approval Processes
Full validation of educational games requires access to oen con-
dential participant data (demographic information, educational
task performance, academic grades etc), while participants are also
required to complete various tasks that may then impact (either
positively or negatively) their learning performance. All of these
raise ethical issues which are governed by national and interna-
tional laws and are set out in research ethics codes of conduct such
as EU Ethics for Research document and the British Educational
Research Association Ethics Guidelines. In Australia, the Australian
Code for the Responsible Conduct of Research and the National
Statement on Ethical Conduct in Human Research (2007) provide
a legal framework govern the conduct of research with Human
participants. In the European Union, all personal data is also sub-
ject to relevant data protection laws. ese frameworks require
universities and research institutions to have an ethics approval
process in place to ensure only ethical research will be carried out.
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e educational research required to validate educational games
are generally not considered to be of high risk to participants in
comparison to aggressive interventions in medical elds; however,
research in the educational seing can also be high risk when
the participants are from vulnerable groups, such as children, are
unable to give informed consent, highly condential information
is accessed, there is a pre-existing and/or current teacher-student
relationship with the researcher etc. In the case when educational
research is high risk, these risks can be mitigated with relevant
controls such as using participants that can give informed consent,
de-identication of data and administering surveys outside of the
teaching period.
Although many universities have a requirement for ethics ap-
proval to be granted before the research can commence, in cases
of multi-institutional collaborations, normally one institution will
submit an ethics application to that institution, which if approved
will be then lodged with the other partner institutions.
5 LIMITATIONS AND FUTURE DIRECTIONS
We provide here a summary of the limitations of this study as well
as a list of future directions and further call to action.
5.1 Limitations
ough no dierent than other working groups, our working group
researched and developed game mechanics prior to ITiCSE 2017,
developed the game prototype during ITiCSE 2017, and have con-
tinued to user test and evolve the game since meeting. In addition,
we have developed the concept inventory and guide to evaluating
the game. However, as with any active research project, there are
several limitations. One major limitation is that the game is still a
work in progress. Despite having a prototype of the game, the four
days that the group convened during ITiCSE was insucient time
to review past limitations of games for computing education and
create a completed game that meets these limitations. Our early dis-
cussions on days 1 and 2 focused primarily on design, choosing the
areas of learning for the game, and dening the learning outcomes.
Day 2 led to active discussions about game representation and how
to choose a design that it appealing to a wide variety of demograph-
ics while remaining culturally relevant for undergraduate students.
Days 3 and 4 were spent developing the game mechanics and an ini-
tial user interface, while rening how the game would play through
its levels. Day 5 (the last day) was spent pulling together an initial
dra of this report.
e Concept Inventory (presented in the Appendix) will be used
and changed as needed based on piloting of the inventory and
feedback from other instructors. We recognize that it is a starting
point for evaluating the game in the future.
Given the ambitiousness of this project, ITiCSE provided us with
a major step forward in providing a solid foundation for the game.
However, we did not have the time nor access to a set of students
to receive approval from an ethics board to conduct testing on
any signicant scale. Knowing this, we instead opted to create a
framework for conducting this stage of measuring eectiveness
of the tool, including the development of a concept inventory for
pointers. is work remains to be completed and is discussed more
in the next section.
5.2 Future Directions
is working group has initiated a game development and valida-
tion methodology that could be further developed and enhanced
through national and international collaborations. Specically, for
If Memory Serves, we invite the community to consider modding
the game in any of the following ways:
• Adapt and modify levels
• Adapt and modify art
• Adapt and modify narrative
• Integrate automated tutorial system
• Integrate achievements (e.g. badges)
• Conduct player testing
• Enhance the player experience
• Adapt the game for mobile devices
• Interpretive guides for instructors to enable them to easily
contextualize the game with how pointers are used in their
code
We invite the community to consider using the evaluation meth-
ods of the game as provided or changing/adding to these methods,
including (but not limited to) the following:
• Provide additional resources for testing, including IRB ma-
terials
• Provide additional survey instruments for testing
• Provide methodology for conducting qualitative studies of
eectiveness
• Provide an on-line system for collecting data on players
• Integrate data collection of game metrics into the game and
provide an automated method for reporting those metrics
Neither of these are comprehensive lists, but they provide some
direction into areas where we were unable to complete during the
working group meeting. If you are able to collaborate or contribute
to the development or evaluation of If Memory Serves, contact our
working group for more information on resources and tools, includ-
ing source code and survey tools.
A by-product of this work has the potential of being a repository
of resources for educational research in educational games for
computer science [104].
Clear areas for development include expansion of the current
games platform including open-source tools chains. With open
licensing it is likely that this platform will develop quickly and
be available for educators and researcher around the world to use.
With this expanded international community there will be further
opportunities for broader-base testing and analysis of games based
education in computer science.
6 CONCLUSIONS
is working group has developed a preliminary games education
platform and a case study, If Memory Serves, that illustrates how
a learning outcomes based approach can be used to facilitate ed-
ucational games development within computer science. Games
created for computer science should map to broader learning goals
in common standards, such as the ACM/IEEE Computing Curricula,
as well as more specic goals related to the subject(s) being taught
or reinforced.
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In addition to the more specic items above that relate to If Mem-
ory Serves, there are many further opportunities for collaboration
and future work in the area of games for computing education,
including:
• Psychological eects
• Psychometrics via game narratives and response systems
• Data mining for misconceptions or indicators of early-
arition
• Process analysis versus product analysis
• Learning analytics
• Learning visualization
• Motivational meta-game
Each of these areas represent a signicant sub-discipline that
has the potential to signicantly inuence the eectiveness of ed-
ucational games as an instrument for supporting learning in the
new generation of students.
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A POINTER CONCEPT INVENTORY
is concept inventory has been designed to align with the learning
objectives presented in each level of the game. Items below are
presented according to learning outcomes for outcomes A-E. Items
have yet not been developed for Outcomes F, G, and H. We have
also skipped Outcomes C, since it doesn’t seem to be fundamental
to pointers. e legend for the type of question posed is C for
Concepts/Denition estions, T for Tracing, and W for Writing.
For code tracing questions, we note that all of these questions
assume knowledge of iostream, using namespace std, and code
inside a main function. Students may think that the entire quiz
is nothing but “gotchas”and answer none of the above on every
question. We could make all of the questions more verbose by
including the elided code, or just assume none one would make
that assumption.
We also note that Learning Outcome C does not seem to be
fundamental to pointers, and therefore no items are included in
this version of the assessment. Since this is a preliminary version
of this concept inventory, it has not yet been piloted or validated.
A.1 Learning Outcome A: Value Basics, No
Pointers
ese questions are fundamentally basic. We include them here,
since we have a learning outcome for values and they might be
useful by providing a mechanism to remove a participant from the
study. (If they can’t answer these questions correctly then they
can’t be expected to learn pointers.)
(1) (C) For the following snippet of code, select all statements
that are true about line 3.
1 int a = 1;
2 int b = 2;
3 a = b + 1;
4 cout << a << " " << b;
(a) line 3 will change the value of the variable a when
executed (*)
(b) line 3 will change the value of the variable b when
executed
(c) line 3 will evaluate to false because 1 does not equal 3
(d) line 3 will prevent the program from compiling be-
cause 1 does not equal 3
(2) (C) For the following snippet of code, which lines will
produce compile-time errors?
1 int a = 1;
2 int b;
3 char c = 'A';
4 char d;
5 a = b;
6 a = c;
7 b = d;
8 d = c;
(3) (T) What would the following snippet of code print when
run?
1 char a;
2 char b;
3 a = 'B';
4 b = a;
5 a = 'A';
6 cout << a << " " << b;
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(a) A A
(b) A B (*)
(c) B A
(d) B B
(e) None of the above
(4) (T) What would the following snippet of code print when
run?
1 char a[2];
2 char b;
3 a[0] = 'A';
4 a[1] = 'B';
5 a[0]= a[1];
6 a[1] = a[0];
7 cout << a[0] << " " << a[1];
(a) A A
(b) A B (*)
(c) B A
(d) B B
(e) None of the above
(5) (W) For the following snippet of code,
1 int a;
2 cin >> a;
3 cout << a;
which of the following lines, if placed in line 3, would
create a program that prints the number 1 greater than
what the user enters?
(a) a + 1;
(b) a = a + 1; (*)
(c) a++; (*)
A.2 Learning Outcome B: Pointer Basics
(1) (C) For the following snippet of code, match the line num-
ber to the description of the operation performed on that
line.
1 char a;
2 char *p;
3 a = 'A';
4 p = &a;
5 cout << *p;
(a) pointer declaration (2)
(b) pointer dereference (5)
(c) pointer reference (4)
(2) (T) What would the following snippet of code print when
run?
1 char *p;
2 char *q;
3 p = new char('B');
4 q = p;
5 p = new char('A');
6 cout << *p << " " << *q;
(a) A A
(b) A B (*)
(c) B A
(d) B B
(e) None of the above
(3) (T) What would the following snippet of code print when
run?
1 char *p;
2 char a;
3 p = new char('A');
4 a = *p;
5 p = new char('B');
6 cout << *p << " " << a;
(a) A A
(b) A B
(c) B A (*)
(d) B B
(e) None of the above
(4) (T) What would the following snippet of code print when
run?
1 char a;
2 char *p;
3 a = 'A';
4 p = &a;
5 a = 'B';
6 cout << a << " " << *p;
(a) A A
(b) A B
(c) B A
(d) B B (*)
(e) None of the above
(5) (T) What would the following snippet of code print when
run?
1 char a;
2 char *p;
3 a = 'A';
4 p = new char('B');
5 *p = a;
6 cout << a << " " << *p;
(a) A A (*)
(b) A B
(c) B A
(d) B B
(e) None of the above
(6) (T) What would the following snippet of code print when
run?
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1 char *p;
2 char *q;
3 p = new char('A');
4 q = new char('B');
5 *q = *p;
6 cout << *p << " " << *q;
(a) A A (*)
(b) A B
(c) B A
(d) B B
(e) None of the above
(7) (W) e following snippet of code is incomplete:
1 char *p;
2 char *q;
3 p = new char('A');
4 q = XXX;
5 cout << *q;
Which of the following in place of XXX will complete the
program so that it prints A when run.
(a) p (*)
(b) *p
(c) &p
(d) None of the above
(8) (W) e following snippet of code is incomplete:
1 char *p;
2 char a;
3 p = new char('A');
4 a = XXX;
5 cout << a;
Which of the following in place of XXX will complete the
program so that it prints A when run.
(a) p
(b) *p (*)
(c) &p
(d) None of the above
(9) (W) e following snippet of code is incomplete:
1 char *p;
2 char a;
3 a = 'A';
4 p = XXX;
5 cout << *p;
Which of the following in place of XXX will complete the
program so that it prints A when run.
(a) a
(b) *a
(c) &a (*)
(d) None of the above
(10) (W) e following snippet of code is incomplete:
1 char *p;
2 char a;
3 p = new char('B');
4 a = 'A';
5 *p = XXX;
6 cout << *p;
Which of the following in place of XXX will complete the
program so that it prints A when run.
(a) a (*)
(b) &a
(c) *a
(d) None of the above
(11) (W) e following snippet of code is incomplete:
1 char *p;
2 char *q;
3 p = new char('A');
4 q = new char('B');
5 *q = XXX;
6 cout << *q;
Which of the following in place of XXX will complete the
program so that it prints A when run.
(a) p
(b) &p
(c) *p (*)
(d) None of the above
A.3 Learning Outcome D (Values Vs Pointers
AKA Common Pointer Errors)
(1) (C) For each variable in the following snippet of code, spec-
ify whether the memory for the variable contains a char
value or an address that refers to a location in memory that
contains a char value.
1 char a = 'A';
2 char *p = &a;
3 char b = *p;
4 char *q = p;
(a) a (value)
(b) p (address)
(c) b (value)
(d) q (address)
(2) (C) For the following snippet of code, which lines will
produce compile-time errors?
1 char a = 'A';
2 char b = 'B';
3 char *p = new char('C');
4 char *q = new char('D');
5 a = b;
6 p = &a;
7 b = *q;
8 p = q;
9 a = p; (*)
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10 q = b; (*)
11 p = *a; (*)
12 b = &q (*)
(3) (T) What would the following snippet of code print when
run?
1 char *p;
2 char *q;
3 p = new char('A');
4 q = p;
5 p = new char('B');
6 cout << p << " " << q;
(a) A A
(b) A B
(c) B A
(d) B B
(e) None of the above (*)
(4) (T) What would the following snippet of code print when
run?
1 char *p;
2 char a;
3 p = new char('A');
4 a = p;
5 p = new char('B');
6 cout << *p << " " << a;
(a) A A
(b) A B
(c) B A
(d) B B
(e) None of the above (*)
(5) (T) What would the following snippet of code print when
run?
1 char a;
2 char *p;
3 a = 'A';
4 p = a;
5 a = 'B';
6 cout << a << " " << *p;
(a) A A
(b) A B
(c) B A
(d) B B
(e) None of the above (*) (compile-time error for incom-
patible types)
A.4 Learning Outcome E (Pointer Arithmetic)
(1) (C) For the following snippet of code, what does line 2 do?
1 int *p = new int[2] {1, 2};
2 p++;
3 cout << *p;
(a) Changes the address of the pointer p.
(b) Changes the value that the pointer p refers to.
(c) Neither of the above, it is an error.
(2) (T) What would the following snippet of code print when
run?
1 char *p;
2 char a;
3 p = new char[2] {'A', 'B'};
4 a = *p;
5 p++;
6 *p = a;
7 cout << *p << " " << a;
(a) A A (*)
(b) A B
(c) B A
(d) B B
(e) None of the above
(3) (T) What would the following snippet of code print when
run?
1 char *p;
2 char a;
3 p = new char[2] {'A', 'B'};
4 a = *(p + 1)
5 *p = a;
6 cout << *p << " " << a;
(a) A A (*)
(b) A B
(c) B A
(d) B B
(e) None of the above
(4) (T) What would the following snippet of code print when
run?
1 char *p;
2 char a;
3 p = new char[2] {'A', 'B'};
4 a = *(p + 2)
5 *p = a;
6 cout << *p << " " << a;
(a) A A
(b) A B
(c) B A
(d) B B
(e) None of the above (*)
(5) (T) What would the following snippet of code print when
run?
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1 char *p;
2 char a;
3 p = new char[2] {'A', 'B'};
4 a = *p + 2;
5 *p = a;
6 cout << *p << " " << a;
(a) A A
(b) A B
(c) B A
(d) B B
(e) None of the above (*) (It prints ’C’.)
(6) (W) e following snippet of code is incomplete:
1 char *p;
2 p = new char[2] {'A', 'Z'};
3 p = XXX;
4 cout << *p;
Which of the following in place of XXX will complete the
program so that it prints Z when run.
(a) p + 1 (*)
(b) *p + 1
(c) *(p + 1)
(d) None of the above
(7) (W) e following snippet of code is incomplete:
1 char *p;
2 char a
3 p = new char[2] {'A', 'Z'};
4 a = XXX;
5 cout << a;
Which of the following in place of XXX will complete the
program so that it prints Z when run.
(a) p + 1
(b) *p + 1
(c) *(p + 1)
(d) None of the above
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