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Resumen
Los grupos de ascensores con sistema de preselec-
ción de destino persiguen la reducción del tiempo
de espera en edificios de mediana y gran altura
como hoteles o bloques de oficinas. En este tipo
de sistemas, los pasajeros se dirigen al ascensor
de acuerdo con el destino que hayan indicado en
un panel exterior. El presente trabajo aborda la
verificación del control de ascensores con prese-
lección de destino mediante la aplicación de una
herramienta software basada en lógica temporal li-
neal (LTL). En particular, se ha definido tanto el
modelo del sistema como la especificaciones LTL
mediante la herramienta de código abierto Spin.
Como caso de estudio, se ha implementado el mo-
delo de un grupo de dos ascensores en un edificio
de cuatro plantas con paneles de preselección de
destino en cada planta. El artículo ofrece resulta-
dos preliminares de simulaciones y verificaciones
para un conjunto de fórmulas LTL definidas espe-
cíficamente para este sistema.
Palabras clave: lógica temporal lineal, verifica-
ción, control de grupos de ascensores, sistemas de
eventos discretos, sistemas multi-agente
1. INTRODUCCIÓN
Los grupos de ascensores con sistema de control
o preselección de destino (destination dispatch en
la literatura en inglés) persiguen la reducción del
tiempo de espera y desplazamiento respecto a los
sistemas de control convencionales basados en es-
trategias colectivas [8]. Los sistemas con control
de destino disponen de un panel (dispositivo tác-
til o botonera) exterior a la cabina, de forma que
los pasajeros deben seleccionar la planta destino
al solicitar el ascensor (ver figura 1) y son dirigidos
al ascensor más apropiado. El interés por el con-
trol con preselección ha favorecido la aparición de
sistemas comerciales de distintos fabricantes in-
ternacionales (e.g., [10][7]).
En general, el control de grupos de ascensores
constituye un problema complejo con criterios de




Figura 1: Ejemplo de ascensores con preselección
de destino. a) Panel de preselección en el vestíbu-
lo. b) La cabina no dispone de panel de control;
los indicadores muestran la planta actual y la de
destino.
bres, por lo que resulta imprescindible un análi-
sis mediante simulación de modelos previo a la
implementación real [3]. La lógica temporal lineal
(LTL) es un tipo de lógica que se formula median-
te un conjunto de operadores Booleanos y opera-
dores modales temporales [1]. La formulación LTL
permite especificar tareas de alto nivel para el con-
trol de movimiento de sistemas distribuidos, como
por ejemplo un conjunto de robots móviles [6].
Asimismo, la LTL permite la codificación de res-
tricciones y regulaciones de seguridad, así como la
especificación de relaciones temporales para eva-
luar una secuencia completa de acciones en un as-
censor [5]. La verificación del control de un grupo
de dos ascensores con estrategia de control colecti-
vo fue abordado en [2] usando Spin. En este senti-
do, distintas herramientas como Spin, UPPAAL,
y NuSMV, permiten la verificación de sistemas en
tiempo real a partir de lógicas temporales [11]. Sin
embargo, en el estudio de la bibliografía, no se ha
encontrado ningún trabajo que aborde la verifica-
ción LTL de sistemas de ascensores con preselec-
ción de destino.
Este trabajo ofrece resultados preliminares res-
pecto a la verificación de modelos (model chec-
king) mediante LTL para un grupo de ascensores
con preselección de destino, los cuales son trata-
dos de forma descentralizada. En particular, se
evalúa la herramienta de verificación Spin [4] pa-
ra la validación y detección de errores mediante
especificaciones LTL. El artículo ofrece ejemplos
de verificación de expresiones LTL.
El resto del artículo se organiza de la siguiente
manera. A continuación, la sección 2 revisa bre-
vemente la verificación de modelos y la lógica tem-
poral lineal (LTL). La sección 3 define el caso de
aplicación, describiendo el sistema de control de
destino en un grupo de ascensores. La sección 4
muestra la definición de propiedades LTL para el
sistema y resultados de la verificación. Finalmen-




La verificación de modelos mediante métodos for-
males consiste en comprobar, exhaustiva y auto-
máticamente, si un modelo dado satisface un con-
junto de especificaciones expresadas mediante fór-
mulas lógicas. Para resolver este problema algorít-
micamente, el modelo del sistema y las especifica-
ciones tienen que estar expresados en un lengua-
je preciso, basado en un sistema formal. De esta
manera, la herramienta de código abierto Spin [9]
emplea el lenguaje de programación de alto ni-
vel Promela para la construcción del modelo y
la verificación de especificaciones formuladas en
LTL [4].
La verificación de propiedades temporales emplea
principalmente dos tipos de lógica modal tempo-
ral [1]: la CTL (Computation Tree Logic) y la LTL.
Mientras la CTL se basa en un modelo temporal
con una estructura de árbol, en la que el futuro
no está determinado, la LTL no tiene en cuenta
esa estructura de árbol y, por tanto, considera una
evolución lineal del tiempo. Así, en la verificación
formal se comprueba que no exista un camino en
el que se comprometa la seguridad del sistema o
bien que exista un camino que cumpla con una es-
pecificación dada. Existen variaciones de estos ti-
pos de lógicas temporales, como la TCTL (Timed
Computational Tree Logic) que permite verificar
sistemas de tiempo real, o la PLTL (Probabilistic
Computational Tree Logic) y la PCTL (Probabi-
listic Linear Temporal Logic) que permite deter-
minar la probabilidad de error en el cumplimiento
de ciertas propiedades.
La LTL se construye con operadores lógicos como
¬ (not), ∧ (and), ∨ (or) o → (implies) y operado-
res modales temporales. En la tabla 1 se muestran
algunos de los operadores modales temporales más
utilizados en la LTL. En dicha tabla, el diagrama
temporal representa los instantes de tiempo en los
Tabla 1: Operadores modales temporales común-
mente utilizados en LTL. La flecha indica el salto
al siguiente (trazo continuo) o a un número inde-
terminado (trazo discontinuo) de estados.




ψ U ϕ until
que las proposiciones lógicas ϕ o ψ deben cumplir-
se para que la expresión LTL se satisfaga.
Nótese que la lógica temporal especifica una se-
cuencia temporal de eventos, es decir, un even-
to sucede antes o después que otro, pero no tras
un periodo concreto de tiempo. Combinando ope-
radores lógicos y temporales se pueden construir
fórmulas como la siguiente:
(ψ ∨ ϕ)→ω , (1)
la cual expresa la siguiente propiedad: «siempre
que se cumpla ψ o ϕ implicará que ω se cumpla
en el próximo estado».
Mediante fórmulas LTL se pueden expresar dife-
rentes propiedades que deben satisfacer los siste-
mas: de seguridad ("safety"), de vivacidad ("live-
ness") o de equidad ("fairness"). Las propiedades
de equidad restringen el comportamiento del sis-
tema, obligando a que los procesos se ejecuten de
manera razonadamente frecuente. Así, dependien-
do del tipo de sistema se deberá imponer cierto
nivel de equidad:
Equidad débil ("weak fairness"): Si una pro-
posición p se cumple eventualmente de mane-
ra continua, se debe cumplir la proposición q
en algún momento. Esta propiedad puede ex-
presarse mediante la siguiente fórmula LTL:
p→q . (2)
Equidad fuerte ("strong fairness”): Si una
proposición se cumple infinitamente a menu-
do (infinitely often), se debe cumplir la pro-
posición q en algún momento. Esta propie-





En esta sección se describe la estructura y el com-
portamiento de un grupo de ascensores con polí-
tica de peticiones externas.
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Figura 2: Esquema del grupo de ascensores.
3.1. Grupo de ascensores con control de
destino
La figura 2 muestra el esquema del sistema consi-
derado en este trabajo, el cual consta de un grupo
de dos ascensores (A0 y A1) y cuatro plantas (P0,
P1, P2 y P3). En cada planta existe una panel de
control (S0, S1, S2 y S3) para seleccionar la planta
de destino y mostrar el ascensor asignado. Cuando
se efectúa la petición, el ascensor asignado acudi-
rá a la planta en la que se encuentra el pasajero
para, posteriormente, dirigirse a la planta destino
seleccionada.
3.2. Algoritmo de control de destino
El algoritmo básico para el control del grupo de
ascensores es el siguiente. Los ascensores esperan
detenidos mientras no exista una petición exter-
na por parte de un pasajero. Cuando un pasajero
está en una planta Pi y selecciona en el panel de
control Si la planta destino Pj a la que desea ir,
uno de los dos ascensores Ak atenderá la petición,
pasando por las diferentes plantas hasta llegar a la
planta Pi en la que se encuentra el pasajero. Con
el ascensor detenido y las puertas abiertas, el pa-
sajero accede a la cabina para ser conducido a la
planta destino seleccionada. El ascensor efectuará
paradas en los destinos de los distintos pasajeros
a bordo de la cabina. Podrán añadirse paradas
si durante el trayecto existe una petición de pa-
sajero en la dirección de desplazamiento. Una vez
alcanzada una planta destino, el ascensor se detie-
ne y abre sus puertas. Cuando el último pasajero
abandona la cabina y el ascensor cierra sus puer-
tas, éste queda disponible para atender peticiones













Figura 3: Diagrama de bloques correspondiente al
modelado del sistema del grupo de dos ascensores
con preselección de destinos.
3.3. Modelado en Promela
La implementación para un grupo de ascensores
con preselección de destino constituye una am-
pliación de los trabajos de [5], donde se modela
un único ascensor, y [2] que presenta un grupo
de dos ascensores convencionales sin preselección
de destino. La aplicación implementada en Pro-
mela consta de un proceso principal denominado
init que invoca al resto de procesos. En el lengua-
je Promela, el modelo se describe mediante un
conjunto de procesos paralelos, cuyas instancias se
ejecutan asíncronamente. La figura 3 muestra las
instancias de todos los procesos del modelo. Ca-
da uno de los procesos da lugar a una máquina de
estados, como se ilustra en la figura 4. De esta ma-
nera, cada instancia se trata como un autómata
independiente ejecutado de manera concurrente.
En concreto, para modelar el sistema de ascen-
sores, se han definido cuatro tipos de procesos
(proctypes):
lift: modela el cambio de planta de un as-
censor y la apertura de puertas. Se instancian
dos procesos de este tipo, uno para cada as-
censor.
userKeypad: modela el panel de control que
utilizará el pasajero para seleccionar como
destino una de las cuatro plantas existentes.
Se instancian cuatro procesos de este tipo,
uno para cada planta.
controller: modela el controlador de un as-
censor, considerando las asignaciones estable-
cidas desde el proceso dispatcher e indican-
do a lift cambios de planta y apertura o
cierre de puertas. Se instancian dos procesos
de este tipo, uno para cada ascensor. Cada
controlador se considera embebido en cada
ascensor, definiendo una arquitectura distri-
buida.
dispatcher: modela la asignación de as-
userKeypad
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Figura 4: Diagrama de estados resultante de la
implementación del proceso userKeypad en Pro-
mela.
censores, considerando las peticiones de
userKeypad e indicando al correspondiente
controller el servicio a realizar. Se instan-
cia un único proceso de este tipo. En este
proceso, a diferencia de [2], se asigna el as-
censor considerando la planta desde donde el
pasajero solicita el servicio y la planta destino
preseleccionada, contribuyendo así a reducir
los tiempos de espera. Para la asignación del
ascensor se adopta un sistema de puntos que
prioriza aquel ascensor que se encuentre más
próximo y comparta planta destino, siempre
que las paradas implicadas se encuentren en
la misma dirección del movimiento.
4. RESULTADOS DE LA
VERIFICACIÓN
4.1. Simulación
En esta sección se describe el ejemplo de simula-
ción para el caso en el que, encontrándose ambos
ascensores en la planta P0 desde el panel S1 se
solicite como destino la planta P3.
Se ha simulado que «siempre que desde el panel
S1 se solicite como destino la planta P3, alguno de
los dos ascensores debe alcanzar en algún momen-
to dicha planta destino, deteniéndose y abrien-
do sus puertas». Para la simulación, se constru-
ye una fórmula LTL que exprese la negación de
dicho comportamiento y así Spin, en su proceso
de verificación, trata de obtener un contraejem-
plo o traza de ejecución que no la satisfaga y que,
por tanto, reproduzca el comportamiento inicial-
mente deseado. La fórmula LTL que expresa este
comportamiento es del tipo:
¬ (p→q) , (4)
cuya implementación en Promela corresponde a:
Figura 5: Resultado de la simulación en Spin para
el caso en el que, encontrándose ambos ascenso-
res en la planta P0, desde el panel S1 se solicite
como destino la planta P3. Se indican los estados
de los distintos procesos, mostrando la evolución
secuencial del sistema (captura de pantalla).
#define p ( requests [1]. floor [3]==1)
#define q ( ( lift_pos [0]==3 &&
lift_stopped [0] &&
door_opened [0] ) ||
( lift_pos [1]==3 &&
lift_stopped [1] &&
door_opened [1] ) )
ltl TP { ![]( p -> <>q ) }
Al verificar esta propiedad LTL, Spin genera un
contraejemplo que, tras su simulación guiada (gui-
ded with trail), muestran los estados por los que
transita el sistema hasta alcanzar el estado final
del comportamiento deseado (ver figura 5).
4.2. Verificación
Con el objetivo de verificar el correcto comporta-
miento del grupo de ascensores se han analizado
diferentes propiedades expresadas mediante fór-
mulas LTL. Para este caso de estudio se dividen
en dos grupos según su naturaleza: propiedades
de seguridad y vivacidad.
Las propiedades de seguridad expresan comporta-
mientos que nunca deben ocurrir. Las verificacio-
nes de este modelo para este grupo de propieda-
des han requerido un espacio en memoria de 1300
MB (usando la representación compacta bitstate
de Spin), implicando 70 millones de transiciones
exploradas con una profundidad de búsqueda de 8
millones de pasos, para lo cual se ha requerido un
tiempo de cómputo de 3 minutos. Las propieda-
des de seguridad verificadas han sido las siguien-
tes, para las que se indica su formulación LTL y
la correspondiente implementación en Promela:
S1: «Cuando no exista ninguna petición de
pasajero, ambos ascensores deben permane-




#define p ( assist [0]==0 &&
assist [1]==0 )
#define q ( lift_stopped [0]==0 &&
lift_stopped [1]==0 )
ltl S1 {[] p -> q }
S2: «Ningún ascensor estará en movimiento
con sus puertas abiertas».
¬p (6)
#define p (! lift_stopped [0] &&
door_opened [0]) ||
(! lift_stopped [1] &&
door_opened [1])
ltl S2 {[]!p}
S3: «El ascensor solo se parará antes de llegar
a su destino si hay una petición con el mismo
destino que la que se está satisfaciendo».
¬p (7)
#define p (lift_stopped [0] &&
door_opened [0] &&
( lift_pos [0]==1 ||





Las propiedades de vivacidad expresan comporta-
mientos que deben satisfacerse para asegurar la
funcionalidad demandada al sistema. La verifica-
ción de estas propiedades requiere menos profun-
didad de búsqueda, pudiendo ejecutarse de forma
exhaustiva.
V1: «Todas las peticiones deben satisfacerse
en algún momento». Se ha definido una pro-
piedad en la cual se modela una petición de
un pasajero que se encuentra en la segunda
planta.
 p→q (8)
#define p level_request [2]
#define q ( door_opened [0] &&
lift_stopped [0] &&
lift_pos [0]==2 &&
user_location [0]==2 ) ||




ltl V1 { []( p -> <> q ) }
Esta propiedad supone un ejemplo de verifi-
cación con detección de errores. En concreto,
se identifican errores tanto con weak fairness
como sin tener en cuenta ninguna restricción
de equidad. La herramienta proporciona un
contraejemplo en el que un pasajero realiza
una petición desde la segunda planta y se
queda esperando para siempre.
La verificación ocupa 3187 MB, abarca 15 mi-
llones de transiciones con una profundidad de
búsqueda de 170000 pasos.
V2: «Todos los pasajeros deben llegar a su
destino en algún momento».
 p→q (9)
#define p user_location [0]==2 &&
lift_pos [0]==2 &&
user_destination [0]==0
#define q elevator_opened [0] &&
lift_stopped [0] &&
lift_pos [0]==0
ltl V2 { []( p -> <>q ) }
Esta especificación tampoco es inicialmente
verificada en la implementación, para lo que
se obtiene el mismo contraejemplo que en la
especificación V1. En este contraejemplo, se
producen peticiones en múltiples plantas y
el proceso dispatcher asigna siempre una
planta distinta a la segunda. Para evitar este
comportamiento, se ha modificado el proceso
dispatcher para introducir prioridad diná-
mica a las peticiones de pasajeros, de modo
que el valor asociado al sistema de puntos
para la asignación del ascensor, aumente en
función del tiempo de espera a ser atendidas.
Se han obtenido resultados equivalentes ve-
rificando la propiedad para otras plantas y
ascensores.
5. CONCLUSIONES
Este trabajo ha presentado resultados prelimina-
res de la aplicación de Lógica Temporal Lineal
(LTL) para la verificación de un controlador pa-
ra un grupo de dos ascensores con preselección
de destino. En particular, se ha utilizado el soft-
ware Spin para modelar el grupo de ascensores y
una estrategia de control definida para el caso de
un panel de selección de destinos en cada planta,
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donde cada instancia se trata como un autómata
independiente ejecutado de manera concurrente.
Con esta metodología es posible identificar fallos
en el control de acuerdo con las especificaciones
formales de la LTL.
La validación LTL resultará fundamental para la
síntesis de controladores para grupos de ascenso-
res mediante técnicas de optimización e inteligen-
cia artificial. Asimismo, estos resultados para un
sistema distribuido servirán de base para desa-
rrollos futuros en en otros sistemas distribuidos,
como los equipos multi-robot, y en especial para
aplicaciones de búsqueda y rescate de víctimas en
situaciones de catástrofe.
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English summary
MODELING AND LINEAR TEM-
PORAL LOGIC VERIFICATION




Destination dispatch systems for group
control of elevators aim to reduce the wai-
ting and displacement time with respect
to conventional control systems in mid
and high rise buildings such as hotels or
office blocks. In these systems, passengers
are directed to cars according to their
destinations. The present work addresses
verification of the destination control
system for an elevator group by using a
software tool based on linear temporal logic
(LTL). In particular, both the system mo-
del and the LTL specifications have been
defined using the open source tool Spin.
As a case study, the model of a group of
two elevators has been implemented in a
four-story building with destination pre-
selection panels in each plant. The article
offers preliminary results of simulations
and verifications for a set of LTL formulas
defined specifically for this system.
Keywords: linear temporal logic, verifica-
tion, elevator group control, discrete-event
systems, multi-agent systems
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