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CONSTRUCTION D E LOGICILELS PA R COMPOSITION D E COMPOSANT S 
Hamdan MSHEI K 
RESUME 
Dans un e er e o u le s technologie s d e F  information subissen t un e evolutio n continuelle , l a 
complexite d u logicie l ains i qu e I'evolutio n de s exigence s augmenten t a  u n rythm e accelere . 
Le developpemen t d e logiciel s suivan t de s approche s traditionnelle s men e a  la  constructio n 
d'applications caracterisee s pa r un e taill e monolithique , un e structur e difficil e a  reutilise r e t 
un cou t d e constructio n d e plu s e n plu s eleve . Pou r remedie r a  ce s problemes , l e 
developpement logicie l a  bas e d e composante s a  et e propos e e t a  apport e de s benefice s 
notamment grac e au x avantage s qu e la  technologi c d e composante s d e logicie l offr e a u 
developpement. Cependant , i l rest e u n nombr e d e probleme s no n resolu s qu i affecten t la 
technologic d e composante s d e logicie l e t ains i l e developpemen t d'application s a  bas e d e 
composantes. 
Le bu t d e c e proje t d e recherch e es t d'ameliore r l a constructio n d e logicie l pa r compositio n 
de composantes . Le s composante s traditionnelle s utilisee s dan s la  constructio n d e logicie l 
souffrent d u syndrom e d e gonflemen t attribu e au x membre s non-utilise s qu i varien t 
dependamment d u context e e t d u domain e d'affaires . D e plus , le s composante s 
traditionnelles peuven t auss i souffri r d u problem e d'amalgamatio n chaotiqu e d'element s d e 
code. Ce s deu x probleme s peuven t etr e attribue s e n parti e a u manqu e d e composante s d e 
logiciel modulair e e t qui typiquemen t menen t le s constructeurs d e logiciel s soi t a  la reecritur e 
complete d e certaine s composante s d e logiciel , o u soi t a  l a modificatio n e t adaptatio n d u 
code existan t appartenan t a  ce s composantes . E n plu s de s deu x probleme s mentionne s 
precedemment, le s composante s d e logicie l peuven t auss i souffrir  d u problem e d e version s 
non conforme s caus e par 1"usage de diverses versions d e la  meme composante . 
Pour fair e fac e a  ce s problemes , un e nouvell e approch e es t propose e dan s l e cadr e d e c e 
projet d e recherche. Cett e approche s e veut a  la fois simpl e e t fluide.  Cett e approche es t base e 
sur rutilisatio n d e composantes ayan t un e taille atomique o u ayant un e modularite amelioree . 
Cette approch e v a contribue r a  1'amelioratio n d e l a constructio n d e logiciel s a  ba s e  de 
composantes d e logicie l e n remedian t a  certain s de s probleme s don t cett e approch e souffr e 
actuellement. L a porte e d e c e proje t d e recherch e s e limit e a  l a phas e d e constructio n d u 
cycle de vie de developpement logiciel . 
Le but generiqu e d e ce projet d e recherche est : 
• D'ameliore r l a constructio n d e logiciel s pa r compositio n d e composante s a  traver s un e 
approche qu i transport e l a constructio n d e logiciel s d'un e approch e traditionnell e base e 
principalement su r I'ecritur e e t 1'amalgamatio n d e cod e ver s un e approch e base e d e plu s 
en plus su r l a composition d e composantes d e logiciel . 
Les objectifs specifique s d e ce projet d e recherche son t : 
• D e propose r e t d e specifie r u n model e d e composante s d e logicie l remedian t au x 
problemes de composantes traditionnelles tels que presentes dans ce projet de recherche. 
• D e foumi r un e implementatio n servan t comm e referenc e pou r l e model e propos e d e 
composantes. 
• D e concevoir une methode de mesure pour quantifier l e nombre de membres non-desire s 
de composantes de logiciel. 
• D e foumir u n prototype d'outi l automatiqu e qui ser t a  mesurer l e nombre non-desires de 
composantes de logiciel. 
• D e propose r u n mecanism e pou r l a detectio n d e version s non-compatible s d e 
composantes de logiciel. 
• D e foumi r u n prototyp e d'u n outi l automatiqu e qu i ser t a  detecte r le s version s non -
compatibles de composantes de logiciel. 
L'approche presente e dans cette these est partiellement inspire e de I'observation de la fagon 
de developpe r de s produit s dan s le s domaine s d e geni e autr e qu e l e geni e logiciel . Cett e 
approche represente un pas en avant dans I'evolution d e la constmction de logiciels a base de 
composantes grac e a  s a fa9o n d e compose r de s composante s d e logicie l qu i es t a  l a foi s 
simple e t tluide . L'usag e e t 1 " utilisation d e cett e approch e redui t l e besoi n d e rcajuste r o u 
d'adapter de s composante s existantes , comm e te l es t l e ca s traditionnellement . L e 
constructeur de logiciels se sert de plus en plus de la composition selective de composantes a 
modularite amelioree et qui convient aux besoins d'affaires particulier s d'une application . De 
plus, cett e approche foumir a u n nombre d'avantage s secondaire s qu i peuvent etr e exploite s 
pour fair e d e tests de granularite plu s fine et pour 1'amelioratio n de processus d e mesure de 
composantes logicielles qui ultimement ameliorent le processus de developpement de logiciel 
en sa globalite. 
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ABSTRACT 
In th e continuousl y evolvin g er a o f softwar e technologica l advances , softwar e complexit y 
and requirement s chang e gro w a t increasin g paces . Developin g softwar e usin g traditiona l 
approaches t o mee t th e growing deman d fo r functionalitie s an d computation , i n particular fo r 
large scal e software , produce s softwar e application s whic h ar e characterize d a s bein g 
monolithic, difficul t t o reus e an d costl y t o develop . T o addres s thos e issues , component -
based softwar e developmen t ha s emerge d amon g othe r approache s an d ha s alread y produce d 
a noteworth y positiv e impact . Nevertheless , component-base d softwar e developmen t stil l 
suffers fro m a  number o f drawbacks and limitations . 
The ai m o f thi s researc h projec t i s t o improv e softwar e constructio n b y compositio n o f 
components. Traditionally , reusabl e component s ma y exhibi t a  bloating syndrom e cause d b y 
bundled bu t unuse d se t o f member s whic h var y accordin g t o applicatio n context s an d 
business domains . Furthermore , reusabl e component s ma y suffe r fro m chaoti c amalgamatio n 
of cod e elements . Componen t members ' bloatin g an d a  chaoti c amalgamatio n o f cod e 
elements limitation s ca n be partially attribute d t o the lac k o f modula r components . Typically , 
software constmctor s rewrit e fro m scratc h newe r softwar e component s (eve n thoug h man y 
code part s exist) , retrofi t o r customiz e existin g component s t o satisf y applications ' 
requirements. I n additio n t o thes e tw o limitations , softwar e component s suffe r als o fro m 
version mismatche s du e to the use of different version s o f the same component . 
To addres s th e aforementione d limitation s a  new approac h i s proposed i n thi s researc h work . 
Our approac h i s base d o n compositio n o f atomi c o r enhance d modularit y components . Thi s 
new approac h wil l contribut e t o th e improvemen t o f component-based softwar e constructio n 
by alleviatin g som e o f th e limitation s facin g it . I t Th e focu s o f ou r researc h target s 
particularly th e constmction phas e o f the software developmen t lifecycle . 
The main generi c goa l o f this research projec t is : 
• T o improv e softwar e constructio n base d o n component s compositio n b y providin g a n 
approach whic h shift s an d promote s softwar e constructio n fro m a  traditional constructio n 
approach base d heavil y o n cod e writin g an d amalgamatio n t o a n approac h relyin g 
increasingly o n components composition . 
The specifi c objective s o f this research are : 
• T o propos e an d specif y a  softwar e componen t mode l whic h provide s remedie s fo r som e 
of the limitation s facin g softwar e constructio n b y components composition . 
• T o provide a  reference implementatio n fo r thi s component model . 
• T o design a  measurement metho d t o measure components " unwante d members . 
• T o provide a  prototype too l t o measure components " unwante d members . 
VII 
• T o propose a component versionin g mechanism. 
• T o provide a prototype tool to detect component versions mismatches. 
The approac h presente d i n thi s thesi s i s partl y derive d fro m th e observatio n o f produc t 
development processe s implemente d i n traditiona l engineerin g disciplines . I t can b e argue d 
that thi s approac h represent s a  step forwar d i n the evolutio n o f software constmctio n base d 
on component s compositio n fo r i t provide s a  simpl e an d fluid  component s compositio n 
approach. Th e application an d us e of this compositio n approac h reduce s the need t o retrofi t 
and customiz e existin g component s a s has been don e traditionally . Th e software constructo r 
relies mor e an d mor e o n selectiv e compositio n o f enhance d modularit y component s whic h 
suit particula r applicatio n requirements . Moreover , thi s approac h lead s t o additiona l 
secondary benefit s whic h ca n b e exploite d i n th e us e o f fine-grained  testin g an d i n 
conducting variou s componen t measurement s tha t ultimatel y benefi t th e softwar e 
constmction process as a whole. 
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INTRODUCTION 
Currently, softwar e engineerin g developmen t methodologie s an d practice s us e comple x 
processes t o satisf y th e growin g demand s o n software . I n particular , th e softwar e reus e 
potential ha s no t ye t adequatel y me t th e expectation s (Humphrey , 2001 ; Mill et  al,  1999a ; 
Mill et  al.  1999b ; Mill , Mil l an d Mill , 1995 ; Shiv a an d Shala , 2007) . Therefore , a 
considerable amount of effort i s still required for the adaptation and customization o f existing 
software cod e element s t o fit  particula r applicatio n context s an d requirements . Th e 
challenges o f growin g an d eve r changin g softwar e requirements , increase d softwar e 
complexity ar e fuelling th e expectations fo r reuse especially i n the context o f heterogeneous 
computation platform s (Brooks , 1987 ; Frase r an d Mancl , 2008 ; Hughes , 1990 ; Mcdirmid , 
Flatt and Wilson , 2001). Component technolog y an d component-based softwar e constructio n 
provide a  promising remed y fo r thos e challenges . I n this respect , component s ar e perceive d 
to b e modular , loosely-couple d an d compositiona l (Coke r an d Hayes , 199 7 Monterey , 
California). Reusabl e an d modula r softwar e component s ar e expecte d t o pla y a  key rol e i n 
improving softwar e constmctio n processe s an d i n reducin g softwar e constmctio n tim e t o 
market. 
Component technolog y ha s bee n promote d a s a n innovativ e mean s t o tackl e th e issue s o f 
software reus e an d modularity . Interestingly , component s bea r inherentl y th e characteristic s 
of reus e an d modularity . Ignorin g o r inappropriatel y addressin g softwar e reus e an d 
modularity i n th e softwar e constmctio n proces s ofte n lead s t o monolithi c softwar e 
applications whic h ar e les s flexible,  increasingl y complex , difficul t t o reus e an d costl y t o 
develop, evolve and maintain (Li, 1999 ; Vanhelsuwe, 1997) . 
Software developmen t ha s bee n evolvin g i n th e pas t 3 0 t o 4 0 year s ove r severa l softwar e 
development paradigms : th e procedural , th e functiona l an d th e object-oriente d paradigms . 
Lately, th e component-base d softwar e engineerin g paradig m ha s gaine d muc h attention . 
Software component s represen t a  majo r ste p i n th e evolutio n o f computin g technology . I n 
this respect , th e component-base d softwar e engineerin g paradig m ha s bee n considere d b y 
Peter Maure r a s a  computin g revolutio n o n a  pa r wit h thos e o f store d program s an d 
programming language s (Maurer , 2003) . I t i s wort h notin g tha t th e ide a behin d softwar e 
components i s no t new ; i t first  appeare d i n a  NATO (Nort h Atlanti c Treat y Organization ) 
conference o n software engineerin g in the late 1960' s (Mcllroy, 1968) . 
Software component s have been defined i n many differen t way s (Eclipse Foundation , 2008; 
Heinemann an d Council , 2001 ; Jacobson , 1998 ; Maurer , 2003 ; Szyperski , 1998) . Th e 
common characteristics among these definitions are : 
1. Component s hav e interface s an d interfac e implementation s use d i n interconnecting wit h 
other components; 
2. Componen t behaviors are almost independent ; 
3. Component s can be packaged in a binary form s o that they can be treated as black boxes. 
A definitio n give n b y Heinema n (Heineman n an d Council , 2001 ) goe s a  littl e furthe r an d 
requires a  softwar e componen t t o compl y wit h a  componen t mode l wher e th e componen t 
model defines the interaction between components . Also, the component model has to define 
a composition standard . 
In a n effor t t o reduc e th e complexit y o f softwar e application s an d increas e softwar e reuse , 
several componen t model s hav e emerged . A t thei r inception , man y o f those model s pu t the 
emphasis o n particula r aspect s o f th e softwar e application . Severa l industria l componen t 
models hav e bee n develope d t o addres s th e issue s o f softwar e applicatio n complexity , 
software reus e enhancement , softwar e componen t distributio n (Ongg , 1997) , applicatio n 
interoperability (Exton , Watkin s an d Thompson , 1997 ) an d rapi d GU I (Graphica l Use r 
Interface) construction . Whil e th e existin g componen t model s represen t significan t 
technological improvements , they stil l suffe r fro m severa l limitation s which are listed belo w 
and discussed in details in Chapter 3: 
1. Unwante d components ' functionalitie s an d member s i n th e contex t o f a  particula r 
application; 
2. Chaoti c an d amalgamate d compositio n o f cod e chunk s i n th e proces s o f softwar e 
constmction; 
3. Non-optima l componen t reus e and non-optimal component modularit y often attribute d to 
the impact of the software constructor' s subjectivity o n the software constructio n process; 
4. Componen t version s mismatc h occurrin g a s a  resul t o f th e evolutio n o f softwar e 
components. 
The researc h wor k presente d i n thi s thesi s aim s t o tackl e th e limitation s liste d above . Th e 
first thre e limitation s hav e clos e relationship s an d thu s wil l b e tackle d collectivel y b y th e 
same propose d solution . Mor e precisely , thi s solutio n relie s o n a  softwar e compositio n 
approach based on the AOC (Atomic and Optimal Component ) model proposed in this thesis. 
This proposed componen t mode l i s designed t o provide a  flexible mechanism to remedy the 
limitation o f useful bu t unwante d components ' members . Thi s AOC model allow s selectiv e 
composition o f only the require d componen t member s a s pe r applicatio n requirement s an d 
according to variable business domain contexts. 
As for th e limitation o f chaotic an d amalgamated compositio n o f code chunks, the design of 
the AOC (Atomic Composition) model promotes operational (function s o r methods) reusable 
code chunks to full-fledged components , thereby simplifyin g an d making the customization , 
adaptation, reuse and composition of reusable code chunks easier and straightforward . 
To ge t ri d o f th e impac t o f componen t constmcto r subjectivity , newl y designe d an d 
constmcted reusabl e softwar e component s nee d t o compl y wit h th e AO C model , sinc e thi s 
model allow s complian t component s t o hav e enhance d modularit y an d therefor e t o exhibi t 
better reuse as will be illustrated in Chapter 6. 
For the fourth limitatio n liste d above concerning component versio n mismatch, a component 
versioning schem e i s proposed. Thi s versionin g schem e i s based o n the de-fact o versionin g 
standards used in software development . 
Following thi s introduction , chapte r 1  provides a  literature revie w on software components , 
their architectures, advantages and limitations . In chapter 2, the idea of software compositio n 
is presented wit h a n emphasi s o n the differen t aspect s o f software composhion , componen t 
construction an d component-base d softwar e construction . I n chapte r 3 , th e methodolog y 
followed a s wel l a s th e researc h objective s o f thi s researc h projec t ar e presented . 
Additionally, th e softwar e componen t limitation s tackle d i n thi s researc h projec t ar e 
illustrated an d discussed . Chapte r 4  introduce s a  metho d t o measur e unwante d componen t 
members. In addition, the prototype of a tool used to perform thi s measurement is also briefly 
presented. Chapte r 5  present s a  preliminar y componen t mode l a s a  solutio n approach . I n 
chapter 6 , the AOC model which i s an enhancement o f the preliminary mode l i s proposed as 
the solution approach . Chapter 7  provides details on how to construct component s as well as 
software application s complyin g wit h th e componen t mode l presente d i n chapte r 6 . I n 
chapter 8 , the proposition o f a component versionin g schem e to prevent componen t version s 
mismatches is presented, as well as the prototype tool provided to detect component version s 
mismatches. In chapter 9 , the construction o f the prototype compile r used by the componen t 
model propose d i n thi s researc h projec t i s presented. Afterwards , a  case stud y o f th e AO C 
model i s presente d i n chapte r 10 . Thi s i s followe d i n chapte r 1 1 by a  presentation o f th e 
verification an d validatio n criteri a use d t o asses s th e solutio n approac h an d tool s propose d 
and developed in this research project. Finally , in chapter 1 2 the conclusion is presented. 
CHAPTER 1 
STATE OF THE ART 
1.1 Softwar e constructio n paradigm s 
Software engineerin g a s a  process ha s bee n evolvin g ove r severa l programmin g paradigm s 
among which are: 
1. Th e functional paradigm , which is also known as a declarative language driven paradigm, 
dates back to the 1950 s (Hudak, 1989 ; Ryder, Soffa an d Burnett , 2005). This paradigm is 
characterized b y it s us e o f higher-orde r function s an d b y it s powerfu l functiona l 
composition mechanism . Thi s composito n mechanis m allow s function s t o b e passe d a s 
arguments t o othe r function s a s wel l a s t o b e returne d a s value s t o variable s (Hughes , 
1990). I t i s claime d tha t constmctin g softwar e usin g a  functiona l languag e i s quicker , 
succinct and closely follows mathematica l notations (Hudak, 1989) . From the perspective 
of softwar e components , th e compositiona l mechanis m offere d b y th e functiona l 
paradigm i s attractive amon g othe r thing s becaus e o f th e considerabl e compositio n an d 
reuse potential i t offers . 
2. Th e procedural paradigm , whic h i s also known a s the imperativ e paradigm , starte d wit h 
the developmen t o f COBO L i n th e 1950 s (L i an d Abraham , 2002) . ft  i s base d o n th e 
grouping of code instmctions into procedures or routines and grouping variables into data 
stmctures upo n which those procedures o r routines ac t and realize certain computationa l 
tasks o r action s i n an algorithmic-lik e manner . Currently , th e us e o f thi s computationa l 
paradigm i s secondar y du e to th e bette r feature s offere d b y mor e recen t an d competin g 
paradigms. It can be argued that this paradigm played a helpful an d transitional role to the 
object oriented paradigm. 
3. Th e OOP (Object Oriente d Programming) paradigm has been around since the 1960 s but 
received seriou s attention onl y a t the beginning o f the 1980 s (Ryder, Soff a an d Burnett , 
2005). Thi s paradig m i s no w a  mainstream technolog y an d ha s bee n adopte d widel y i n 
industry. By and large, the object-oriented paradaig m has provided significant advantage s 
over othe r paradigms . I t brought th e concept s o f object abstractions , data encapsulation , 
polymorphism an d inheritance , whic h hav e considerabl y contribute d t o softwar e reus e 
and reduced software complexity , with all their derived advantages. 
4. Th e component-oriente d paradig m wa s originall y develope d a t th e beginnin g o f th e 
1990s (Durham , 2001 ) t o provid e bette r softwar e reus e an d objec t exchange . Althoug h 
the object-oriente d paradig m ha s subtl e difference s wit h th e componen t paradig m th e 
later has buil t upo n an d inherite d man y o f the interesting characteristic s an d advantage s 
offered b y the object-oriented paradigm . However , i t is not necessary fo r component s to 
be constmcted using an OOP language. 
1.2 Histor y of components 
The interes t i n the evolution o f the componen t technolog y i s relatively ne w considering th e 
modem histor y o f the information technolog y sector , which date s back to the second hal f of 
the twentieth century. Historically, the term software componen t has been first referred t o by 
Mcllroy (Mcllroy , 1968 ) i n hi s pape r o n "Mass Produce d Softwar e Components" . I n 1985 , 
Ledbetter & Cox (Ledbetter and Cox, 1985 ) used the term software I C (Integrated Circuit ) to 
designate what is currently know as a software component . I t is not until the beginning of the 
1990s tha t th e ter m softwar e componen t ha s been widel y use d wit h th e emergenc e o f bot h 
the IB M (International Busines s Machines ) SOM/DSO M (Syste m Objec t Model/Distribute d 
System Objec t Model ) an d Microsof t COM/DCO M (Componen t Objec t Mode E Distribut e 
Component Objec t Model ) component technologie s (Rosemary , 1998 ; Sherlock an d Cronin , 
2000). I t i s noteworth y t o mentio n tha t th e surgin g interes t i n component s cam e a t a  time 
when th e object-oriente d paradig m wa s accumulafin g significan t successes . Obviously , th e 
component paradig m i s not a replacement o f the 00 (Objec t Oriented ) paradigm, but can be 
thought of as a complementary extension of it. 
1.3 Componen t definitio n 
Before delving into the details of this research work, it is necessary to elaborate briefly o n the 
concepts relevan t t o th e researc h activitie s describe d i n th e subsequen t chapters . Sinc e th e 
major issue s tackle d i n thi s researc h projec t concer n softwar e component , i t i s intrestin g t o 
define wha t a component is . As illustrated i n Table 1.1 , software componen t definitions hav e 
proliferated, ye t there i s currently n o consensus on a specific singl e definition (Hull , NichoU 
and Bi, 2001). 
Generally speaking , a software componen t refers to a multitude of software replaceabl e part s 
and units . Thos e part s ca n b e classes , package s o f classes , unit s o f method s an d eve n 
complete standalone executable applications with public connection points for interactions. 
Table 1.1 Definitions o f a component i n the software engineering literature 
Component Definition s 
Paul Harmo n (Hull , Nichol l an d Bi , 2001 ) define s a  softwar e componen t a s a  modul e 
having interfaces tha t it publishes. 
Jacobson (Jacobson ) defines a  component a s a physical replaceabl e par t of a system tha t 
realizes and conforms to a set of interfaces. 
Philippe BCrutchen (Hull, Nicholl and Bi, 2001) defines a  component as a replaceable par t 
of a system used in the context of a resilient architecture to fulfill a  well-defined funcfion . 
Such a  componen t i s characterize d b y it s larg e independenc e an d non-triviality , i n 
addition to conforming an d providing a set of physical interface realizations . 
Szyperski (Szyperski , 1998 ) define s a  softwar e componen t a s a  compositio n uni t o f 
contractually specifie d interface s havin g onl y explici t dependencies . Suc h a  componen t 
should be ready for composition by third-parties. 
Table 1.1 Definitions o f a component in the software engineerin g literature (continued ) 
Microsoft (Microsof t Corporation , 1995 ) define s a  componen t a s " a reusabl e piec e o f 
software i n binar y for m tha t ca n b e plugge d int o othe r component s fro m othe r vendor s 
with relatively little effort" . 
Kozaczynski (Kozaczynsk i an d Booch , 1998 ) define s a  busines s componen t a s th e 
representation o f th e implementatio n o f a  busines s proces s o r concept . I t i s a  reusabl e 
element, compose d o f the entir e softwar e artifact s tha t ar e necessary fo r th e description , 
implementation and deployment of the concept in a larger business system. 
Heinemann (Heinemann and Council, 2001) provide s the following definition : 
"A softwar e componen t i s a  softwar e elemen t tha t conform s t o a 
component mode l an d ca n b e independentl y deploye d an d compose d 
without modification accordin g to a composition standard . 
A componen t mode l define s specifi c interactio n an d compositio n 
standards. A component mode l implementation i s the dedicated se t of 
executable softwar e element s require d t o suppor t th e executio n o f 
components that conform t o the model." (Heineman e t Council, 2001, 
p7) 
A software componen t infrastructur e i s a set of interacting softwar e component s designe d 
to ensur e tha t a  softwar e syste m o r subsyste m constructe d usin g thos e component s an d 
interfaces wil l satisfy clearl y defined performance specifications . 
The definifion give n i n (Heinemann an d Council , 2001 ) i s more interestin g tha n the others , 
since i t emphasizes th e relationshi p betwee n a  software componen t an d bot h it s componen t 
model an d the softwar e componen t infrastructure . I n other words , this definition provide s a 
more formal definition o f what a software componen t i s compared to the other definitions . 
It can be observed that the above definitions hol d even fo r traditiona l 0 0 classes . However , 
those definition s hav e misse d t o distinguis h 0 0 classe s fro m component s an d the y d o no t 
address th e necessar y ke y service s o n whic h th e componen t i s dependent t o accomplis h it s 
computational tasks . Key services usually are are not useful o n their own, but exist to provide 
services fo r othe r component s suc h a s logging , caching , transactio n managemen t an d 
security. Fo r thi s reason , i t i s interestin g t o provid e ye t anothe r componen t definin g a 
component to be the set of code elements providing a public principal computational service . 
Additionally, th e componen t ma y depen d o n a  variet y o f ke y service s s o tha t i t fulfill s it s 
computational task . The rules governing it s existence, interaction and relationships with other 
components a s wel l a s th e service s i t depend s o n constitut e it s componen t model . 
Furthermore, it may or may not have other outside dependencies. 
In spite of the differences reflecte d i n the definitions o f a software componen t listed in Table 
1.1, those definitions stil l provide a  common understanding o f what i s a software componen t 
and what are its main characteristics. In particular, a component must : 
• Hav e interfaces (connectio n points) and interfaces' implementation s for interaction ; 
• Provid e a nearly independent behavior ; 
• Hav e a standard model to which i t complies; 
• Hav e a n infrastmctur e necessar y t o permi t it s composition , deploymen t an d prope r 
functioning; 
• Provid e or easily create its executable format s o that it can be dealt with as a black box. 
1,4 Componen t versus object 
For a  better understandin g o f components , i t i s important t o distinguish them fro m 'objects' . 
Components an d object s hav e a  numbe r o f similarities , bu t als o hav e subtl e differences . 
Components hav e similaritie s wit h 0 0 classe s (Szyperski , 1998 ) i n tha t a  componen t 
consists o f a  collection o f static code elements , i.e . both o f them ar e blueprints . 0 0 classe s 
are amon g th e basi c ingredient s o f components . Sinc e components ' popularit y happene d 
right afte r th e OO P wave , i t might b e perceived tha t component s ca n be constructe d ou t o f 
classes only . I n reality , th e notio n o f component s extend s beyon d th e O O perspectiv e o f 
classes. Component s ca n aggregat e a  variet y o f cod e element s othe r tha n 0 0 classes . I n 
particular, component s ca n be constructed ou t o f procedural cod e elements suc h as COBOL 
(COmmon Business-Oriente d Language ) modules , UNI X shel l scripts , o r C  operations an d 
subroutines, etc . Lik e classes , component s ca n als o ow n member s accessibl e throug h 
designated interfaces . 
The commo n groun d betwee n component s an d object s i s tha t the y bot h pla y th e rol e o f 
containers. The difference betwee n the m i s that component s ca n be represented b y any type 
of cod e elements , wherea s object s ar e onl y instance s o f OO P language s classes . I n 
conclusion, th e compariso n betwee n component s an d object s i s a n awkwar d one ; i t make s 
more sens e to compare component s wit h classe s sinc e they bot h represen t simila r concepts , 
i.e., cod e elements . Fo r clarit y an d illustratio n purpose s a  summar y o f th e difference s an d 
similarities between components and objects is presented in Table 1.2 . 
Table 1. 2 Differences an d similarities between components and objects 
Components 
Components are static, similar to classes. 
Components ca n hav e attribute s simila r t o 
class attributes. 
Components have interfaces . 
Unless the y ar e constmcte d fro m classes , 
components ar e simple r tha n objects : Non-
object-oriented component s d o no t hav e 
polymorphic an d inheritanc e mechanism s 
as do objects. 
Objects 
Objects ar e dynami c mntim e element s an d 
represent class instances. 
Objects ca n hol d runtim e dynami c 
attributes of their instantiated classes. 
Objects ca n ow n runtim e interfac e 
instances for their instantiated classes. 
Objects ar e advance d enthie s whe n 
compared t o instance s o f non-object -
oriented code. 
Table 1. 2 Differences an d similaritie s between component s an d object s (continued ) 
Components ten d t o b e generall y easie r t o 
compose tha n objects . The y clearl y defin e 
their provide d an d require d interfaces , s o 
that the y ca n b e plugge d int o a  variet y o f 
contexts wit h n o prio r knowledg e o f thos e 
contexts; the y onl y fulfil l th e contrac t 
defined b y their interfaces . 
Objects ar e compositiona l bu t ten d t o hav e 
higher dependenc y o n thei r context , a 
particularity hinderin g thei r composition. Fo r 
instance, whe n a n objec t clas s i s changed , 
this migh t trigge r a  recompilatio n o f severa l 
parts o f th e applicatio n i n orde r t o 
accommodate th e change . 
Components ca n b e expressed i n an y typ e o f 
code element s relate d t o variou s 
programming paradigm s suc h a s classes , 
COBOL modules , Unix shel l scripts , etc. 
Objects onl y exis t wit h i n th e contex t o f th e 
0 0 paradigm . 
Components ten d t o be deployed i n package s 
such a s J2E E packa ge d ear files  an d .Ne t 
DDL. 
Objects ar e difficul t t o us e i n executabl e 
form, sinc e the y generall y hav e oute r 
dependencies withou t whic h the y ca n no t b e 
used. I n other words , they ar e useless outsid e 
of their executable environment . 
Components ten d to be have coarse and larg e 
grain size s 
Objects ten d t o hav e smalle r grain s 
compared t o component s 
1.5 Advantages o f software component s 
Software engineerin g i s no t ye t matur e enoug h an d wel l establishe d a s a n engineerin g 
domain. Th e evolutio n rhyth m o f thi s engineerin g domai n i s quit e rapid , takin g int o accoun t 
the relativel y shor t timefram e sinc e it s inceptio n i n th e las t hal f o f th e 20" ^ century . Th e 
catalysis o f softwar e engineerin g paradigm s ha s culminate d an d yielde d th e component -
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based paradigm . Thi s ne w paradig m stand s ou t a s one o f the essentia l tenet s sustainin g th e 
software engineerin g domain towards maturity. The expectations are that components will: 
1. Increas e software reuse . 
2. Reduc e development efforts an d time to market costs. 
3. Promot e and encourage the use of standards. 
4. Provid e bette r interoperabilit y an d distribution wit h the emergence o f mediators suc h as 
ORB (Object Reques t Brokers). 
Will component s stan d u p to the expectations ? Whil e i t i s recognized tha t the y hav e ha d a 
positive impact , measuring the depth of the impact is not an easy task due to a multivariety of 
factors. 
1.6 Componen t models 
The softwar e componen t technolog y ha s been use d b y both researcher s an d practitioner s t o 
increase th e reusability , productivit y an d qualit y o f softwar e applications , an d t o decreas e 
their time to market, maintenance and customization cost s (Rashid, 2001). 
There exis t severa l componen t models . Th e nex t sectio n present s brie f overview s o f CC M 
(CORBA Component Model) , COM/DCOM/.NET, and Sun EJB (Enterprise Java Bean) and 
Java beans component models. 
1.7 CORBA : a component reference mode l 
OMG (Objec t Managemen t Group), a consortium o f several vendor s and researchers from al l 
over th e world , ha s adopte d th e CORB A (Commo n Reques t Broke r Architecture ) model . 
CORBA ha s emerge d a s a  cross-platform , language-neutra l architectur e an d componen t 
reference mode l fo r distribute d application s (Tar i an d Buhkres , 2001) . Thi s architectur e 
offers a  standar d middlewar e solutio n fo r easie r communication , flexible  distribute d 
application developmen t an d interoperabilit y betwee n distribute d heterogeneou s application s 
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running o n differen t operatin g systems , writte n i n differen t programmin g language s an d 
located in different geographica l regions (OMG, 2001; 2002). 
CORBA's earlie r version s 1. 0 an d 1. 1 wer e centered o n the OR B agent , the ID E (Interfac e 
Definition Language ) an d severa l basi c service s (Trading , Naming , etc) . Versio n 2. 0 ha s 
provided an d standardize d th e interoperabilit y betwee n th e differen t vendor s o f ORB s 
through th e us e o f th e GIO P (Genera l Inter-OR B Protocol ) an d it s specialize d an d mos t 
popular variation , the HOP (Internet Inter-OR B Protocol ) protocol . CORBA's version 3 , has 
tighter integration with Java and the Internet (Siegel, 2001; Tari and Buhkres, 2001). 
1.7.1 Objec t management group (OMG) 
The OM G grou p effor t ha s le d t o th e concep t o f a  reference objec t mode l an d a  referenc e 
architecture know n a s Objec t Managemen t Architectur e (OMA) . Th e purpos e o f th e 
reference mode l i s t o defin e th e wa y object s ar e distribute d acros s th e differen t platforms , 
whereas OMA describes the interaction between those objects. 
1.7.2 Referenc e object model 
The CORB A objec t mode l i s base d o n a n abstrac t mode l simila r t o th e traditiona l objec t 
models. The CORBA objec t mode l provide s a  well-defined an d encapsulating interfac e tha t 
separates an d isolate s the clients from th e supplier o f services. The CORBA object mode l i s 
divided int o two parts: semantic part (client) and implementafion par t (Siegel, 2001; Tari and 
Buhkres, 2001). 
Object semantics : The semantic par t i s responsible fo r describing the meaning of the objec t 
as perceived b y the clien t (i.e . object creatio n an d identity , requests , operations , signatures , 
etc.). 
Object implementation: The implementation par t describes object implementatio n concept s 
related t o th e behavio r realizatio n o f object s suc h a s th e executio n an d activatio n engines . 
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and stat e updat e o f th e system . Th e implementatio n par t i s divide d int o tw o models : th e 
execufion mode l and the construction model (Siegel, 2001; Tari and Buhkres, 2001): 
1. Th e execution mode l defines th e way services are performed. Upo n a client reques t fo r a 
service, an operation i s to be executed b y an execution engine  (abstract machine ) whos e 
responsibility i s to define a  dynamic context for the method execution. The execution of a 
method i s referred t o as method activation. 
2. Th e constructio n mode l describe s th e wa y service s ar e defined . I t i s responsibl e fo r 
realizing a  reques t behavio r throug h mechanism s tha t defin e th e objec t state , objec t 
creation, method s executio n selectio n infrastmcture , an d associatio n o f appropriat e 
methods with newly created objects . I n short, the object implementatio n i s the definitio n 
of the concept that enables the creation of an object an d makes i t available to collaborate 
to the fulfillment o f a client service. 
1.7.3 OM A 
The OMA is the highest-level specificatio n (Mowbra y an d Ruh, 1997) . It defines a n abstract 
object model architecture (Ruh , Herron and Klinker, 1999 ) that describes object concept s and 
terminology leavin g th e implementatio n detail s t o implementers . Th e OM A architectur e 
defines th e components , interface s an d protocol s o f the architecture . Also , i t divides object s 
into four categories (OMG 2001): 
1. CORB A Services such as Naming, Transaction and Life Cycle facilities ; 
2. CORB A horizontal Facilities such as Time and Internationalization facilities ; 
3. CORB A domai n (vertical ) facilitie s whic h ca n b e related amon g other s t o th e financial 
and health care domains; 
4. Applicatio n Objects such as developer-provided objects . 
The ORB (Object Reques t Broker) i s a cornerstone element in the OMA architecture. I t is in 
charge o f transparentl y performin g an y require d communicatio n (unidirectiona l o r 
bidirectional) betwee n th e variou s objec t categories . Th e OR B ha s th e responsibilit y o f 
finding th e implementation o f any requested object , transparently activatin g the object i f it is 
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not active, dispatching the request to the object an d returning the outcome when available to 
the client . OM A OR B specificatio n ha s bee n enhance d i n orde r t o provid e Inter-OR B 
interoperability betwee n th e different ORBs . ORB interoperabilit y i s specified b y the GIOP 
and HOP, a specialized version using TCP/IP protocol and networks. 
Application Object s 
CORBA Domain Facilities 
CORBA Horizontal Facilitie s 
Z\ 
CORBA Services 
ORB 
Figure 1.1 OMA architecture. 
(Tari an d Buhkres, 2001, p. 44, F 2.2) 
1.7.4 CCM 
CCM i s built to overcome the limitations observe d i n the CORBA standar d prio r to version 
3. Man y extension s hav e bee n adde d t o CCM . A s illustrate d i n Figur e 1.2 , th e concep t o f 
container hosting servant objec t (componen t implementations ) has been adopted to provide a 
standard mechanis m t o interac t wit h components . Furthermore , CORB A component s hav e 
been equippe d wit h ne w feature s fo r thei r definition , assembl y an d deployment . CORB A 
components can be either of two types: basic or extended (OMG, 2006). 
Basic components : CORB A Basi c component s d o no t suppor t inheritance . Furthermore , 
they neither provide interfaces nor use them. Additionally, they carmot generate events. 
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Receptacle 
Facet 
Event sink 
Event generator 
Client side 
Client IDL 
Interface 
stubs 
Server side 
CORBA containe r 
C^ Servant 
object 
AA 
AA 
Interface 
skeletons 
ORB ORB 
Figure 1.2 CORBA Component Model. 
Extended components : Extended components are enriched with features allowin g to extend 
other component s an d t o exihbi t "provide " an d "use " interfaces . I n addition , extende d 
components ca n generat e an d receiv e event s -  a n indispensabl e mechanis m t o suppor t 
asynchronous computation . Interactio n wit h a n extende d componen t i s don e vi a it s port s 
which are of four types: 
1. Facet s are partial views of the component functionalities whic h can be used by clients; 
2. Receptacle s ar e connectio n point s throug h whic h th e componen t receive s reference s t o 
other components on which it invokes operations; 
3. Even t sinks are connection points through which the component receives asynchronousl y 
references to other components; 
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4. Even t generator s ar e even t channel s throug h whic h th e componen t receive s event s fo r 
consumption and sends events to other components. 
1.7.5 Componen t implementation definition languag e (CIDL) 
CIDL i s a  declarafive languag e extensio n o f CORB A versio n 2  IDE whic h add s constmct s 
for componen t definifions , implementation s an d por t bindin g a s illustrate d i n Tabl e 1.3 . 
Modules enclose d insid e CID L script s ar e passed throug h a  compile r t o generat e th e stub s 
and skeleton s fo r th e component . Th e develope r the n use s th e stub s an d th e skeleton s t o 
make interactions between the client and servant components. 
Table 1. 3 CIDL script 
Module BankManagemen t ( 
Typedef s t r i n g name ; 
I n t e r f ace Withdrawa l { 
void withdraw() ; 
/ / d e f i n i t i o n o f th e accoun t d e t a i l s 
} ; 
Component Accoun t { 
provides Withdrawa l withdrawal ; 
} 
1,7.6 CORB A as a middleware 
As a  middleware technology , th e objective o f CORBA i s to provide a  better technology fo r 
the developmen t o f distribute d applicafions . Th e developer' s focu s wil l b e o n th e busines s 
logic o f his application (busines s logic ) rather than on the detail s o f application networkin g 
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and applicatio n distributio n (Ruh , Herro n an d Klinker , 1999) . Lik e othe r middlewar e 
technologies, CORB A strive s t o suppor t th e softwar e engineerin g characteristic s o f 
simplicity, scalability, portability, adaptability, maturity, interoperability and reliability. 
1.8 COM/DCOM/.NE T 
COM, DCO M an d .NE T component s ar e Microsof t technologie s tha t defin e a  componen t 
model an d architectur e fo r loca l an d distribute d applications . Th e origi n o f CO M ca n b e 
traced bac k t o OL E 1. 0 (Objec t Linkin g an d Embedding) , a  Microsof t technolog y use d t o 
facilitate dat a interchang e betwee n differen t applications . Th e CO M model ha s been jointly 
developed b y Microsof t an d DE C (Digita l Equipmen t Corporation ) (Sherloc k an d Cronin , 
2000). I n Window s 3.x , Microsof t use d OL E technolog y t o enabl e component s o r object s 
living locall y withi n th e sam e syste m t o communicat e an d shar e data . I n 1994 , DE C an d 
Microsoft collaborate d t o produc e th e specificatio n fo r th e distribute d OL E versio n whic h 
has known several name changes: NetOLE (network OLE), DCOM and finally simply COM. 
1.8.1 CO M architecture 
According t o the Microsof t specification s (Microsof t Corporatio n 1995) , COM i s an object -
based programmin g mode l designe d t o allo w application s t o b e interoperabl e i n a 
collaborative, eas y manne r independen t o f CO M suppliers . Th e interoperabilit y betwee n 
applications usin g CO M technolog y i s provide d throug h a  se t o f definifion s an d 
implementation mechanisms . Microsoft's CO M specifications defin e a  component as: 
"A reusabl e piec e o f software i n binary for m tha t ca n be plugged int o othe r 
components fro m othe r vendor s wit h relativel y littl e effort " (Microsof t 
Corporation, 1995 , p. 11) 
COM foundation s an d concepts : Th e CO M objec t mode l i s base d o n a  client/serve r 
architectural mode l a s show n i n Figur e 1. 3 adapte d fro m Microsoft' s CO M specifications . 
The clien t objec t request s a  servic e fro m th e implementatio n objec t whic h provide s th e 
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service. Th e mai n foundation s an d concept s o f th e CO M famil y o f product s ar e presente d 
next: 
• A  CO M clien t i s an y applicatio n tha t request s th e CO M t o instantiate , initializ e an d 
release an implementation object known as the server. 
Client O-
Client communication with the server 
COM 
Established connection 
Object 
Server 
Figure 1.3 Client-server communication . 
(Microsoft Corporafion , 1995a , p. 13 , F 1.2 ) 
A serve r i s compose d o f classe s whic h ca n b e instantiate d an d use d b y a  client . CO M 
servers can be either of two types (Rosemary, 1998) : 
o A  DLL (Dynamic Link Library). 
o A  Cross-EXE stand-alone executable form . 
As a  DL L i t ca n b e locate d eithe r In-proces s i n th e clien t workspac e o r Cross -
network i n a  separate remot e process . As an EXE , i t can be i n the for m o f a  Cross-
process, i.e. located in the same local machine but live in a different proces s or Cross-
network in a separate remote process (for example NT services). 
An interface defines the contract between the client and the object. I t states that the object 
that implements this interface has the obligation to provide the responsibilities (functions ) 
defined b y this interface . 
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Communication betwee n applications using the COM standard i s realized through sets of 
function call s represented by interfaces . 
IDE-Interface Definitio n Languag e i s used to describe a  COM interface an d it s included 
set of methods and attributes to define remote procedure calls. 
MIDL (Microsoft Interfac e Definitio n Language ) compiles the IDE interface definitio n i n 
order t o generat e severa l classe s an d files  (proxy , stub , etc.) . Thes e generate d artifact s 
will be used to compile the COM client and server applications. The process done by the 
MIDL i s illustrated i n Figure 1.4 . Th e communication betwee n th e client an d serve r can 
be performed i n two ways: 
o Staticall y by using the client proxy and the server stub, and 
o Dynamicall y a t ru n tim e usin g Typ e Librarie s whic h contain s interfac e typ e 
information. 
GUID (Globall y Uniqu e Identifiers ) ar e uniqu e 128-bi t integer s use d t o identif y 
interfaces an d objec t implementation s i n the global objec t spac e s o that conflict s cause d 
by simila r objec t name s ar e avoided. Th e MIDL i s responsible fo r generatin g th e GUID 
of classes and interfaces . 
Proxies an d Stub s are both generate d b y the MID L an d ar e transparen t t o the client . As 
shown in Figure 1.4 , a  proxy live s in the same address space of the client while the stub 
lives i n the serve r addres s space . The role of a  proxy i s to marsha l th e parameters to be 
sent through RPC calls. On the server side, the stub receives an RPC call and unmarshals 
the parameters o f the server functio n call . The reverse operation happens once the server 
is done with the call processing. 
COM locatio n transparenc y i s realize d throug h th e singl e programmin g mode l fo r al l 
object type s (loca l an d remote) . Th e client' s accesse s t o server s ar e don e vi a interfac e 
pointers. I f th e serve r i s no t local , CO M use s th e prox y objec t whic h invoke s th e 
appropriate remot e procedure cal l to the remote process of the server. A similar situatio n 
can be found o n the server: calls to the functions o f an object interfac e ar e also done in a 
similar fashio n whe n the client i s local; otherwise, the caller i s a stub object provide d by 
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the COM who receives the remote procedure call from th e proxy in the client process and 
changes it into an interface cal l of the server object . 
COM implementatio n objec t ca n implemen t multipl e interfaces . Client s kno w about the 
different interface s implemente d by one object through a call to the Querylnterface  which 
is provide d b y an y CO M interface . Th e cal l t o th e Querylnterface  i s calle d interfac e 
negotiation, a  process in which the client asks the object abou t the service i t can provide, 
i.e. th e interface s i t implements . Afte r a  clien t gain s acces s t o a n object , h e receive s a 
pointer t o th e unknown  interface whic h permit s th e clien t t o contro l th e lifetim e o f th e 
object. The unknown interface i s an integral part of any COM component. 
Interface BankingManager 
Class 
methodl 
parameter(in) 
parameter(out) 
parameter(in/out) 
Stub 
Server-Tier 
COM 
implementation 
Figure 1.4 MIDL processing. 
(Rosemary, 1998 , p. 31, F 5.3) 
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1.8.2 Binar y standard 
The COM model define s a n interoperability binar y standard . Th e creation o f objects and the 
communication betwee n clien t an d serve r object s i s realize d throug h standardize d 
mechanisms independen t o f th e programmin g languag e an d th e applicatio n tha t use s th e 
object services . The binary standard i s necessary to allow different vendor s and developers to 
write application s whic h interoperat e withou t recompilatio n o r specialize d cod e t o 
orchestrate th e communicatio n betwee n objects ; th e communicatio n managemen t i s th e 
responsibility o f the COM library. 
1.8.3 DCO M 
DCOM i s a  Microsof t distribute d middlewar e technology . I t i s a n extensio n o f th e CO M 
model whic h provide s th e mechanis m fo r applicatio n component s interaction s i n networ k 
distributed environments . DCO M i s the basi s fo r N T service s sinc e i t provide s distribute d 
messaging services , object request broker services, distributed and data connectivity services . 
DCOM use s M S RP C (Remot e Procedur e Call ) whic h i s base d o n th e DC E RPC . Th e 
extension tha t DCO M bring s ove r CO M i s th e abilit y t o hav e mor e contro l ove r th e 
communication betwee n th e clien t an d th e serve r wit h respec t t o aspect s suc h a s security , 
transaction, etc . DCOM ha s been ported t o severa l platforms , amongs t whic h ar e DE C an d 
Solaris. 
1.8.4 .NE T COMPONENTS 
.NET component s ar e Microsof t nex t evolutio n o f COM/DCOM . Microsof t wante d t o 
eliminate th e problem s experience d wit h COM/DCOM , specificall y th e proble m o f "DL L 
hell". Even though the technologies of COM/DCOM an d .NET have severa l commonalities , 
they have nevertheless many differences (Lowy , 2003): 
1. .NE T components do not inherit the luknown interface a s COM/DCOM components do. 
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2. .NE T component s us e a n enhance d garbag e collectio n techniqu e whil e COM/DCO M 
components use a technique based on reference counting . 
3. .NE T components implementation i s made easier. For instance, no IDL interfaces hav e to 
be declared a s i s the cas e with the implementatio n o f COM/DCOM. Furthermore , .NE T 
components requir e n o registr y entries , thu s makin g th e deploymen t an d relocatio n o f 
.NET component much easier. 
4. .NE T componen t typ e uniquenes s i s base d o n relativ e scopin g an d namespace s rathe r 
than on Global Unique Identifies (GUID ) as is the case with COM/DCOM. 
1.9 Su n Java component s 
The Jav a programmin g languag e wa s develope d a s a  respons e t o facilitat e softwar e 
development wit h simpl e construct s (n o pointers) and to bring application portabilit y acros s 
platforms b y abolishin g incompatibilitie s betwee n differen t platform s an d eve n differen t 
implementation of the same programming languages (C++ on Windows and Unix). 
1.9.1 JavaBean s mode l 
The JavaBeans componen t mode l define s a  lightweigh t mode l fo r componen t development . 
This mode l i s kept simple ; i t wa s no t develope d wit h componen t distributio n i n mind . Th e 
JavaBeans Mode l wa s intende d t o allo w fo r RA D (Rapi d Applicatio n Development ) vi a 
manipulation o f Jav a Bea n component s visuall y insid e eas y t o us e GU I ID E (Integrate d 
Development Environment ) environments. 
Java Bean s :  According t o th e JavaBean s AP I specificatio n (Sun , 1997) , a  Java bea n i s a 
reusable software componen t which can be controlled and manipulated using a visual builde r 
environment. Certai n Java beans can be simple GUI component s lik e buttons; others can be 
graphically invisibl e bu t stil l b e visuall y manipulate d b y a  bea n too l builder . Fro m a 
complexity reductio n poin t o f view , a  bea n shoul d b e viewe d a s a  blac k bo x wit h outsid e 
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known functionalities , bu t it s interna l conten t i s unknown . Th e distinguishin g an d unifyin g 
features of a typical Java bean are: 
• Introspectio n suppor t use d b y bean s builde r tool s t o discove r th e workin g aspect s o f a 
bean suc h a s it s methods , propertie s an d events . The introspectio n mechanis m play s an 
important role in facilitating th e development of applications based on Java beans. 
• Customizatio n suppor t performe d t o personaliz e th e appearanc e o r behavio r o f a  bean . 
Usually, this task i s done via a  visual lis t o f the beans' propertie s which can be changed 
by the user to suit a particular need in a bean's behavior. 
• Even t suppor t s o that develope d componen t bean s are able t o communicate an d interac t 
with each other. On the conceptual level , events provide the mechanism through which a 
change of state that a  particular bean undergoes is propagated. The event generating bean 
is th e sourc e an d th e receivin g bea n i s th e targe t listener . A  typica l even t woul d 
encapsulate a chunk of information usefu l t o the bean receiving the event. 
• Propertie s suppor t a  mechanism use d to represen t an d customiz e th e behavior o f a  Java 
bean through it s properties. A Java bea n property i s an attribute associate d wit h a  bean; 
such a n attribut e ca n b e rea d o r writte n b y usin g appropriat e method s suc h a s th e 
conventional setter  and getter methods. 
• Persistenc e suppor t tha t guarantee s th e stat e o f customize d component s i n cas e o f 
reloads. Bean s persistenc e i s realize d throug h th e Jav a serializatio n an d extemalizatio n 
mechanisms. 
Java Bean s in distributed environment : Basically , Java beans are considered to run locally 
in th e applicatio n addres s space . However , the y ca n b e use d i n distribute d environmen t 
through the use of Remote Method Invocafio n (RMI ) and HOP protocols as shown in Figure 
1.5 fro m (Su n 1997) . Java RMI is a Java protocol tha t support s serializatio n of objects to be 
passed from on e virtual machine to another across a network. The HOP protocol permits Java 
beans t o tal k throug h th e us e o f RP C an d Jav a ID L wit h CORB A server s whic h ca n b e 
implemented i n different languages . 
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1.9.2 Entrepris e Java beans (EJB) 
EJB components are business components used in multi-tier systems (Sun, 1999 ; 2006). EJB 
version 1  specification wa s introduce d i n 1998 . Versio n 2  wa s introduce d i n 200 1 wit h a 
major improvemen t o f allowin g les s costly interactio n betwee n clien t an d EJ B component s 
collocated withi n the sam e deployment environment . Versio n 3 , the lates t was introduced i n 
2006 to simplif y th e comple x an d intensiv e syntactica l constmct s whic h hav e characterize d 
the previous versions . Thi s versio n ha s strive d t o eas e the developmen t an d deploymen t o f 
EJB components by introducing annotations and lessening the amount of XML configuratio n 
to be done. 
Java Bean JDBC 
Java Bean 
Java Bean 
Database protocol 
HOP 
RMI 
Database server 
CORBA server 
Java server 
Figure 1.5 Interaction between Java Beans in a multi-tier system. 
(Sun, p.12, F 2.1) 
When deployed , EJB s liv e withi n container s whic h provid e the m wit h variou s kind s o f 
services. Typica l service s use d b y EJB s ar e transactio n monitoring , lifecycl e management , 
component lookup , an d communicatio n backen d services . Sinc e thos e service s wil l b e 
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provided fo r deploye d EJB s b y th e container , developer s d o no t nee d t o implemen t them . 
Consequently, i t is advocated that using EJB components requires less development effor t o n 
behalf o f application constmctors . Thi s reduction i n effor t result s in channeling th e focus o f 
developers to what is really important, i.e the business requirements to be implemented. 
The enterpris e Jav a bean s mode l ha s bee n develope d t o provid e flexibility,  scalabilit y an d 
security t o applications . Enterpris e Jav a Bean s ar e portable reusabl e component s writte n i n 
the Jav a programmin g languag e and , abov e all , interoperable . B y specification , EJ B 
compliant components can be deployed in "any" container with little effort an d without being 
compiled because they are interoperable as shown in Figure 1.6 . 
Client-Tier 
EJB Client 
Server-Tier 
JNDI Server 
EJB container 
EJB 
EJB 
EJB 
EJB 
Figure 1.6 EJB living within a container. 
There are three types EJBs: Session Beans, Entity Beans and Message-driven beans. 
• Session s Beans represent the type of component which can be either statefull or stateless, 
but no t persisten t i n a  database . A  statefull  sessio n bea n act s lik e a  proxy fo r a  clien t 
application an d ca n hol d transien t dat a tha t represen t a  clien t stat e a t variou s stage s 
during a session. Once clients disconnect, the bean is terminated and garbage collected by 
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the EJB container. A  stateless bean does not maintain a  state thus can be used by multiple 
clients and is usually used for generic functionalities commonl y used by many clients. 
• Entit y bean s represen t busines s object s existin g unde r persisten t storag e i n relationa l 
databases. Eac h entit y bea n instanc e i s uniqu e i n tha t i t possesse s a  primar y ke y an d 
typically represent s a  database tabl e row . The stat e of an entity bea n persist s beyon d it s 
presence i n th e EJ B container . Entit y bean s ca n b e share d b y multipl e client s thu s 
transaction management become s a necessity. Transactions management can be left t o the 
EJB itself or delegated to the EJB container. 
• Message-drive n bea n permi t J2E E application s t o interac t wit h synchronou s an d mor e 
importantly asynchronous messages. The asynchronous message-processing mode , which 
makes i t possible t o avoid tyin g u p resources, i s what distinguishe s the m mos t fro m th e 
other EJB types. 
1.9.3 J2E E EJB application model 
J2EE (Jav a 2  Enterpris e Edition ) i s designe d wit h enterpris e service s i n mind . Enterpris e 
services ar e comple x an d shoul d b e automate d i n distributed , flexible,  scalable , secur e 
environments. The J2EE application mode l define s a  multi-tier architectur e fo r applications ; 
so that Enterprises services are easily distributed as EJBs to the client applications. Figure 1. 7 
shows how the applications can be structured using the J2EE application model. 
The J2E E applicatio n mode l ha s thre e elements : th e client-tier , th e middl e tie r an d th e 
enterprise-tier. 
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Figure 1.7 EJBs in Multi-tier architectures. 
(Sun, 2006) 
The clien t tie r ca n b e i n th e sam e proces s (executin g environment ) o f th e middl e tie r an d 
usually provides a  representation o f the application service s results . The separation betwee n 
the tw o allow s distinguishin g th e clien t o f th e servic e fro m th e provide r o f th e service . I t 
must be noted that the client can be another middle tier application. 
The middle tier application i s where EJBs live. These EJBs live in EJB containers which are 
responsible t o provid e th e infrastmctur e fo r th e communication , life-cycle , security , 
persistence, transactio n monitorin g service s neede d b y thos e EJBs . Consequently , th e 
application constructo r i s relieve d fro m providin g thos e infrastmctur e responsibilitie s an d 
hence th e applicatio n developmen t i s ease d an d simplified , permittin g a  bette r applicatio n 
reuse of EJB components. 
The enterprisetier group s the legacy applications and database systems and i s usually located 
on a different machin e for security and performance reasons . 
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1.9.4 Advantage s o f enterprise Java bean s 
The use of EJBs has several reported benefits (Sun , 2002) among which are: 
• Eas y applicatio n developmen t o f distribute d enterpris e applications , sinc e th e mode l 
relieves the developer fro m implementin g many of the implementation intricacie s such as 
transaction management , security , authorizatio n an d communicatio n betwee n th e 
different interactin g parts of a distributed application . 
• Separatio n o f th e presentatio n logi c fro m th e busines s logi c o f th e application . Thi s 
separation offer s severa l benefits . Th e applicatio n developmen t i s reporte d t o b e mor e 
modular an d flexible . Fo r example , th e expert s i n presentatio n developmen t ca n 
concentrate on the client part while business logic experts focus on the EJBs development 
part. 
• Enterpris e bean s ar e writte n i n Jav a an d thus , ar e portabl e components . Thes e 
components ca n b e assemble d t o buil d ne w application s whic h ca n b e execute d i n an y 
compliant EJB container. 
1.9.5 Limitation s o f enterprise Java bean s 
As wit h an y product , improvemen t throug h evolutio n i s th e wa y throug h whic h newe r 
versions emerge . Amon g th e limitation s fro m whic h th e EJ B technolog y suffered , i n 
particular i n version s 1  and 2 , was the complexity o f implementin g EJB s an d the intensiv e 
effort spen t on maintaining and manipulating several XML configuration files  in which many 
properties relate d t o the deployment , security , and transactio n managemen t o f EJBs have to 
be set. Performance-wise, i t has been claimed that the EJB entity beans have been associated 
with slowe r application s (Johnson , 2002) . This limitation , has been behind the developmen t 
of EJB3 specifications a s well as the emergence o f several framework s base d on lightweigh t 
containers suc h a s Guic e (Google , 2007) , Sprin g (Interface21 , 2003 ) an d Pic o container s 
(Google, 2007 ; Interface21 , 2003 ; PicoContainer , 2008) . Suc h lightweigh t container s ar e 
known t o hav e bette r performanc e result s compare d t o J2E E containers . Th e Sprin g 
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framework i s a  typical exampl e o f suc h framework s whic h provid e ligh t weigh t container s 
while providing more or less the same service as the ones provided by EJB containers. 
Table 1. 4 Summarized comparison between the major component models 
CORBA 
Is a  se t o f specifications ; 
implementation i s lef t t o 
vendors. Bein g 
specifications, whic h ar e 
sometimes ambiguou s o r lef t 
to th e judgment  o f 
implementer contribute d t o 
its adoption decline. 
Uses RPC , GIOP , HO P 
communication mechanism s 
and protocol s fo r networ k 
communication. 
Uses IDL to define interface s 
inside modules . Interface s 
are store d int o a n interfac e 
repository. 
COM/DCOM 
Specification an d 
implementation controlle d 
by Microsoft . 
Uses RP C a s a 
communication mechanism. 
Uses ID L t o defin e Objec t 
interfaces. CO M object s ca n 
be querie d abou t th e 
interfaces the y support . ID L 
can be used to generate stubs 
to communicat e wit h 
CORBA components. 
Java components 
Specification an d 
implementation le d b y Su n 
within a community process. 
Uses RM I mechanis m ove r 
JRMP protoco l fo r networ k 
communication. 
Interfaces are available in the 
Java language . Introspectio n 
can b e use d t o discove r th e 
interfaces implemente d b y 
Java components . ID L i s 
provided t o generate stub s to 
communicate wit h CORB A 
components. 
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Table 1. 4 Comparison summary between the major componen t models (continued) 
Components an d interface s 
are identifie d b y uniqu e 
names registere d i n th e 
interface an d implementatio n 
repositories. 
Components ar e 
interoperable thank s t o th e 
infrastmcture provide d b y 
ORBs. The y ca n b e writte n 
in an y programmin g 
language. 
Errors ar e caugh t throug h 
thrown exceptions . 
Components liv e i n a 
container. 
Coarse-grained 
Components an d interface s 
have GUIDs , i.e . uniqu e 
identifiers. 
Components ar e writte n i n 
C++ an d base d o n th e CO M 
architecture. Th e CO M 
architecture ha s bee n porte d 
to other platforms . 
Errors ar e signale d vi a a 
specialized erro r dat a 
structure. 
Live without a  container . 
Coarse-grained 
Java component s ca n b e 
registered an d accesse d vi a 
JNDI (Jav a Namin g an d 
Directory Interface) . 
Components ca n m n o n an y 
platform provide d a  JV M 
(Java Vimta l Machine ) hos t 
is installed . 
Errors ar e caugh t throug h 
thrown exceptions . 
Components liv e i n a 
container. 
Coarse-grained 
1.10 Comparison betwee n CCM, Microsoft an d Sun components 
In the previous section s of this chapter a  brief overview of the major componen t model s has 
been presented . Al l o f th e presente d model s provid e suppor t fo r distribute d cross-networ k 
component interactions . In this section, a  comparison betwee n these models , inspired b y the 
work of (Goplan, 1998) , is presented. The comparison i s conducted from both a technical and 
architectural perspective s an d i s illustrated i n Table 1.4 . For instance , CORBA component s 
put the emphasis on the interaction o f distributed component s acros s different platform s an d 
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programming languages . SU N EJB s hav e bee n geare d mor e towar d distribute d multi-tie r 
architectures. Othe r components , suc h a s Jav a bean s an d Active X component s pu t th e 
emphasis o n th e GU I aspects . CC M ha s bee n extende d b y adoptin g containe r architectur e 
similar to EJB container architecture. 
1.11 Compositiona l language s 
One o f th e goal s o f softwar e engineerin g i s t o transfe r th e constructio n proces s t o highe r 
levels o f automatio n wit h th e ai m o f reducin g softwar e complexit y an d achievin g bette r 
software reus e (Abra n el  al,  2004) . I n paralle l wit h thi s i s th e goa l o f usin g componen t 
composition i n softwar e construction . Compositiona l language s ar e use d t o interconnect , 
compose and connect software cod e elements together. 
Due t o th e recen t interes t i n compositiona l languages , th e 200 4 versio n o f th e SWEBO K 
Guide (Abra n et  al,  2004 ) ha s no t ye t identifie d suc h language s a s a  separat e typ e o f 
programming language . However, the SWEBOK Guid e stil l identifie s configuration , toolkit , 
script and general-purpose programming language s which can be considered mor e or less as 
compositional languages . Eve n thoug h compositiona l language s emphasiz e th e compositio n 
relationship betwee n components , the y stil l hav e lot s o f commonalit y wit h othe r type s o f 
programming languages . I n particula r an y programmin g languag e ca n b e considere d a s a 
compositional language since it allows the composition of various types of code elements. 
Compositional language s hav e starte d t o emerg e an d stil l belon g t o th e researc h domain . 
Among the various compositional programming languages are: 
• IB M BML (Bean Markup Language) (Coplien, 1992 ; Weerawarana, Curbera and Duftler , 
2001); 
• Piccol a (PI Calculus based Compositional Language) (Achermann et  al, 2001 ) and; 
• CoM L (Component Markup Language) (Bimgmber and Kepler, 2001a). 
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1.11.1 Bea n markup language (BML) 
BML, a  declarativ e componen t compositio n language , aim s a t inter-connectin g Jav a Bea n 
components t o constmct softwar e applications . The BML Language i s experimental an d has 
been develope d a t IB M researc h laboratories . BM L i s no t intende d t o creat e classe s o r 
business logic : i t i s intende d t o compos e Jav a bea n component s t o perfor m computationa l 
tasks. The syntax use d b y BML to define th e composition an d interconnectio n relationship s 
between a n applicatio n Jav a Bea n component s i s XM L (extensibl e Marku p Language ) 
(IBM, 1998 ; Johnson, 1999) . BML permits the developer to declare Java bean components , 
compose them via hierarchical association s and let them collaborate on a computational tas k 
via definitio n o f th e inter-connectio n betwee n thos e components . Th e interconnectio n an d 
composition relationship s ar e represente d b y metho d call s an d even t productio n an d 
consumption. 
BML script 
BML 
Player 
Active 
Application 
BML 
Compiler 
Java Source 
Code 
Java Binary 
Code 
Java 
Compiler 
Figure 1.8 Application construction usin g BML. 
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Application constructio n an d executio n usin g BML : To construc t a n application th e use r 
declares th e Jav a Bean s an d th e inter-connectio n relationship s whic h exis t betwee n thos e 
components i n a n XM L scrip t file  havin g a  "bml " extension . Th e executio n o f th e 
constructed application is done in either of two ways as illustrated in Figure 1.8 : 
• First , through direc t interpretatio n an d execution o f the ".bml" script file which i s passed 
to the BML player to parse, interpret and ultimately execute . 
• Second , the ".bml " script i s passed throug h th e BM L compiler whic h parses it s content , 
transforms and generates its equivalent Java source code. 
Next, th e develope r passe s th e Jav a sourc e cod e t o a  Jav a compile r t o generat e th e Jav a 
binary which can be ultimately executed i n a JVM. 
1.11.2 Componen t markup language (CoML) 
CoML i s a  compositiona l languag e develope d a t th e Universit y o f Lin z i n Austria . Th e 
current implementatio n i s used to connect binary object oriente d components . This languag e 
is use d t o compos e binar y softwar e component s t o yiel d a n application . Th e assumptio n 
made i n developin g application s usin g thi s languag e i s tha t fo r a  typica l applicatio n ther e 
exists a  set of components whic h need to be connected together . Som e of those component s 
have know n type s an d ar e alread y connected , bu t th e type s o f th e other s ar e no t precisel y 
known unti l the y wil l b e chose n b y th e develope r i n a  wizard-lik e manne r fro m a  se t o f 
predefined componen t types (Bimgmber and Kepler, 2001a; 2001b). 
The process of application developmen t usin g CoML is a dual-phase process as illustrated in 
Figure 1.9 . 
• I n the first  phase, a  script i n CoPL (Component Pla n Language) , a  proprietary languag e 
using Java-lik e synta x i s use d t o connec t th e know n component s wit h othe r unknow n 
components but defined ove r the set of predefined components . This script plays the role 
of a reusable abstract application . 
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In th e secon d phase , th e develope r feed s th e CoP L scrip t alon g wit h th e selecte d 
component types which satisfy th e requirement int o the composition descriptor generato r 
to yiel d a n XM L file,  i.e . th e CoM L scrip t whic h describe s th e component s an d thei r 
composition relationships. 
Later on , the CoM L XML file is passed t o a  binary generato r tool to produce the binary 
code of the application. 
Developer selected 
components 
CoPL script Component composifio n 
descriptor generato r 
CoML composition 
descriptor 
Application Binary Application 
generator 
Figure 1.9 Application development using CoML. 
What i s special abou t CoML is that i t is generated semi-automaticall y along with interactiv e 
developer inpu t t o produc e a n XM L componen t compositio n descriptor . 
The interactiv e inpu t i s "type " informatio n t o b e injecte d i n th e concret e applicatio n afte r 
generating th e CoM L code . The injecte d componen t typ e i s not a n unknow n typ e whic h i s 
created dynamically , bu t rathe r a  predefine d know n typ e t o th e script , i.e. , application s 
constmcted using CoML are statically typed as is the case with Java. 
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1.11.3 Piccol a compositional languag e 
Piccola, a  declarativ e compositiona l languag e belongin g t o th e researc h domain , ha s bee n 
developed a t th e Universit y o f Ber n i n Switzerland . I t i s intende d t o b e a  genera l purpos e 
language fo r softwar e compositio n (Achermann , 2002 ; Achermann et  al, 2001 ; Achermann 
and Nierstrasz, 2002). 
Piccola i s base d o n th e forma l foundation s o f 7i-calculus , a  proces s calculu s use d i n th e 
modeling o f concurren t an d interactiv e proc esses (Milner , 1993) . A  progra m writte n i n 
Piccola can be thought of as a set of processes which use channels to communicate with each 
other. Th e use of 7i-calculus permits the definition o f various compositio n styl e abstraction s 
which ca n b e applie d accordingl y t o differen t softwar e domain s (i.e. , GU I componen t 
composition, events , component s an d listener s composition , Uni x pip e an d filter 
composition, etc.) . Piccol a use s a  smal l se t o f syntacti c constmct s i n th e spiri t o f th e 
functional programmin g paradigm . Th e stmctura l cod e unit s o f Piccol a ar e "forms" . A 
Piccola "form " act s a s a  container fo r label s (data ) o r service s (behaviors) . Interestingly , a 
Piccola "form " i s considere d a s a  componen t pe r se . Piccol a "forms " ar e un-typed , 
immutable an d ca n b e neste d withi n eac h other . Extensio n o f thos e "forms " i s don e 
dynamically b y addin g an d settin g thei r labels ' values . Organizatio n o f th e cod e element s 
used in the constmction of an application using Piccola favours the use of architectural style s 
(Coplien, 1992 ) to suit particular application domains. 
Constmcting application s wit h Piccol a i s done vi a the definitio n o f a  scrip t file  wit h "picl " 
extension. This file is loaded into a console application fo r execution. 
1.11.4 Aspect-oriente d programming (AOP) 
AOP language s provide a  mechanism fo r composin g cross-cuttin g concern s scattere d acros s 
different classe s i n a n object-oriente d applicafio n (Ramnivas , 2003 ; Rashid , 2001) . Thos e 
concerns consis t o f common cod e chunks spread across several sourc e code classes. Method 
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logging and transactio n interceptio n ar e typical example s o f such concerns . As illustrated i n 
the applicafio n cod e show n i n Table 1.5 , Table 1. 6 an d Tabl e 1.7 , AO P provides a n elegan t 
mechanism t o stri p ou t thos e commo n cod e chunk s an d pu t the m i n a  ne w "modular " 
structure known as an "aspect". B y doing so, the original code becomes less entangled, more 
readable and therefore exhibit s nicer modularity. 
Table 1. 5 Class advised by logging aspect 
public class AccountManag 
} 
public 
} 
public 
} 
void 
void 
withdraw( 
deposit(i 
er { 
int amount) 
nt amount) 
{// 
{// 
withdraw logic 
deposit logic 
Table 1. 6 Aspect and its advice declarations 
// aspect structure 
public aspect Logging { 
// pointcut and its set of matched joinpoint s 
pointcut operation!): call(* AccountManager.*(..)); 
// before advice 
before 0 :  operation { 
System.out.println("operation start: " ) ; 
} 
/ / a f t e r advic e 
a f t e r 0  :  opera t ion : { 
S y s t e m . o u t . p r i n t l n ( " o p e r a t i o n end : " ) ; 
} 
From an implementation poin t of view, each place i n the code from whic h a  common chunk 
is striped o f i s referred t o as a pointcut (se e Table 1.7) . A pointcut i s an execution poin t 
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in th e applicatio n contro l flo w an d refer s t o on e o r mor e o f wha t i s kno w i n AO P a s 
joinpoint. A t each join poin t i n the application , on e o r more cod e chunk s ca n b e injecte d 
with custom computation logic . An injected cod e chunk is referred to in AOP as an advice . 
In Tabl e 1.5 , th e clas s AccountManager i s defined. Thi s clas s ha s two method s fo r deposi t 
and withdrawal. Since those two methods affect th e banking account, logging their execution 
details i s importan t especiall y a t executio n beginnin g an d end . Traditionally , th e wa y o f 
logging thos e detail s i s by insertin g loggin g instruction s directl y a t the beginning an d a t the 
end o f eac h o f th e AccountManage r clas s illustrate d i n Tabl e 1.5 . Anothe r modula r an d 
elegant wa y o f loggin g thos e detail s i s to us e AO P to pu t th e loggin g logi c int o a  separat e 
structure (aspec t +  advices) as shown in Table 1. 6 and weave this aspect with the application 
to obtain the same runtime behavior . 
Obviously, the definition o f the logging aspec t an d it s logging advices provides a  clean and 
modular applicatio n code ; however , thi s definitio n i s no t enoug h t o mak e us e o f aspects . 
AOP is a more involved process where both the defined aspec t and application cod e must be 
passed int o a n aspec t wave r (compiler ) t o weav e (integrate ) th e aspec t wit h th e res t o f the 
application code . The process of aspect weaving can be done either statically o r dynamicall y 
with the application as illustrated in Figure 1.1 0 and Figure 1.11 respectively: 
Static aspec t weavin g i s a  proces s durin g whic h aspect s ar e wove n eithe r wit h sourc e o r 
binary byte code of the application befor e applicatio n deploymen t o r execution. B y contrast , 
dynamic aspec t weavin g i s th e proces s durin g whic h aspect s ar e wove n insid e th e targe t 
classes at application deployment or execution. 
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Aspect librar y 
Aspects 
source cod e 
Classes 
source cod e Library cod e 
Classes 
source cod e 
Classes 
source cod e 
Language 
compiler 
Execution 
environment 
Figure 1.1 0 Aspec t stati c weaving process . 
Aspect librar y 
Aspects sourc e 
code 
Classes sourc e 
code 
Aspects metadata o r 
annotations 
Library cod e 
Aspect wave r 
Execution environmen t 
Figure 1.1 1 Aspec t dynami c weaving process . 
In Table 1.7 , th e main application i s defined method s are invoked . 
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Table 1. 7 Aspect application 
public class Application { 
public static void main(String[] args) ( 
AccountManager manager = new AccountManager() 
manager.deposit(100); 
manager.withdraw(50); 
} 
1.12 Conclusio n 
In thi s chapter , a  literatur e revie w o f th e aspect s relate d t o components , thei r architecture s 
and compositio n ha s bee n presented . Th e purpos e o f thi s overvie w wa s t o introduc e th e 
important concept s and aspects related to software component s an d construction o f softwar e 
application base d o n component s composition . Th e overvie w herei n presente d aim s a t 
clarifying th e distinctio n betwee n classes , object s an d components . Furthermore , i t briefl y 
touches o n the various commonly know n componen t models , their architecture s advantage s 
and limitations . Finally , backgroun d informatio n o n compositiona l language s wa s als o 
presented. 
CHAPTER 2 
SOFTWARE COMPOSITIO N 
2.1 Introductio n 
Software compositio n ca n no t b e considere d a s a  completel y ne w softwar e developmen t 
paradigm eve n thoug h i t migh t b e perceive d likewise . I n essence , ther e exist s a  for m o f 
software cod e element s composition i n nearl y al l softwar e developmen t paradigms . Fo r 
instance, i n functiona l an d procedura l language s operation s o r function s ar e compose d 
together to produce other operations or functions. Similarl y i n OOP, classes are composed to 
form othe r classe s and s o on. However , wha t i s to be considered a  novelty nowaday s i s the 
use of the component elemen t a s a basic building block i n software constmction . Th e usage 
of thi s ne w cod e elemen t (Component ) i s primaril y drive n b y th e variou s advantage s i t 
provides. 
2.2 Compositio n layer s 
Software application s a s the y ar e currentl y constructe d us e a n amalgamatio n o f variou s 
reusable softwar e cod e elements. Often , thos e code elements belong to a variety of business 
domains organized i n hierarchical composition layers . Among these layers, the following ar e 
distinguished: 
1. Modul e o r package composition . I n this layer , module s o r packages ar e composed wit h 
other modules , packages , classes , operations , an d programmin g languag e instmction s 
(namespace uses, package imports) to yield other modules or packages. 
2. System , componen t an d clas s composition . I n thi s layer , packages , subsystems , classe s 
and operation s ar e compose d wit h eac h other . A n essentia l discriminato r o f thi s laye r 
from the previous is the composition of classes and operation. 
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3. Aspect-oriente d an d View-oriente d programmin g composition . I n thi s layer , aspects , 
class fragments representin g clas s views are composed wit h classes or other Aspects and 
views to yield newer classes. 
4. Operatio n an d macr o composition . I n thi s layer , operations , programmin g languag e 
instructions and macros (pre-defined replaceabl e programming languag e instructions) are 
composed to yield new operations. 
2.3 Effect s o f granularitj'on reuse 
A noticeabl e observatio n o f the compositio n layer s discusse d i n the previou s sectio n i s the 
granularity o f softwar e element s whic h tak e par t i n the compositio n process . Obviously , a s 
the granularit y decreases , th e reus e potentia l increases . Typically , granula r element s ar e 
composed o f les s granula r one s an d s o on th e compositio n recurrenc e continues . However , 
the reuse potential of fine grained elements can be increased provided that those elements are 
stmctured i n suc h a  wa y tha t favor s thei r reus e an d composition . Obviously , th e leve l o f 
granularity plays a considerable role in the possibilities of reuse. 
2.4 Softwar e composition types 
Software cod e elements can be composed either stmcturally or behaviorally. 
2.4.1 Structura l software compositio n 
Stmctural compositio n refer s t o th e compositio n o f cod e element s i n a  commo n physica l 
structure. Th e relationship s whic h exis t betwee n th e variou s compose d cod e element s ar e 
dictated b y th e relevanc e o f th e cod e stmcture s t o eac h othe r a s wel l a s th e functiona l 
requirements th e softwar e ha s t o satisfy . Stmctura l compositio n i s use d a s a  mechanism t o 
stmcture state , i.e . the data hierarchie s i n single blocks . Fo r instanc e a  "Person" componen t 
can be composed structurally of two components: "Name" and "Family name". 
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2.4.2 Behaviora l software compositio n 
Behavioral composition refers to the composition of code elements in terms of computational 
services they provide for each others . The typical presence of behavioral composition ca n be 
observed i n th e contex t o f operation s an d function s callin g othe r operation s o r functions . 
Behavioral code elements manipulate or operate on structural code elements. To illustrate the 
idea of structura l versu s behaviora l composition , conside r the case of a  software applicatio n 
which provides matrix addition functionalities . Th e single data stmcture holding the elements 
of the matrix i s a compositional stmctur e illustratin g stmctura l stat e composition . However , 
calling a  functio n t o ad d u p two matrice s represent s a  behavioral compositio n o f two cod e 
elements (the caller and callee funcfions) . 
2.5 Softwar e composition categorie s 
Software cod e element s ca n b e compose d a t variou s phase s o f th e softwar e lifecycle . 
Roughly speaking , softwar e compositio n whic h i s happenin g durin g th e variou s softwar e 
lifecycle stage s ca n b e categorize d a s bein g eithe r stati c o r dynami c (Nierstras z an d 
Tsichritzis, 1995) . 
2.5.1 Stati c software compositio n 
Composition o f cod e element s durin g th e lifecycl e o f a  softwar e prio r t o deploymen t int o 
production environmen t fall s int o th e stafi c compositio n category . I n thi s category , cod e 
elements ar e compose d staticall y ofte n vi a a  cod e elemen t edito r suc h a s tex t edito r o r 
dedicated ID E suc h a s Eclips e (Eclips e Foundafion , 2008) . Th e compositio n follow s th e 
interaction scenarios devised by the developer to satisfy th e requirements of end users. 
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2.5.2 Dynami c software compositio n 
Composition o f cod e element s whil e th e softwar e i s deployed i n a  production environmen t 
falls int o th e compositio n o f dynami c softwar e category . I n thi s category , th e compositio n 
activities ar e mainly drive n b y the end use r interactions wit h the software . Th e compositio n 
acfivities represen t par t o f the interacfion betwee n differen t cod e elements o f single loca l or 
muhiple distribute d application s t o yiel d ou t th e desire d computationa l result . Typica l 
examples of composing code elements inside a single application can be experimented whe n 
composing JavaBean s a t mntim e insid e a  specialize d GUI-equippe d IDE . Equally , th e 
composition o f J2EE, .NET , CORB A an d We b service s cod e elements , illustrate s th e cas e 
where dynami c cod e elemen t compositio n occur s betwee n multipl e distribute d application s 
implemented in a variety of technological flavors. 
The ability to provide dynamic composition requires a  kind o f sophisticated provisio n i n the 
form of code element metadata. This metadata is introspected a t mntime so that code element 
services (interfaces ) ar e discovered an d then composed wit h othe r service s i n such a  way to 
satisfy end-use r requirements . Obviously , code element introspectio n a t mntime comes with 
a a mntime overhead which affects negativel y the overall application performance . 
Nevertheless, dynami c compositio n o f cod e element s ha s it s advantages . Fo r instance , i t 
postpones th e compositio n decisio n until l mntim e whic h provide s bette r flexibility  an d 
control ove r th e softwar e behavior . Moreover , dynami c compositio n offer s th e abilit y t o 
remove th e nee d t o stop-deploy-star t maintenanc e cycle s i n th e even t o f certai n cod e 
elements modifications o r upgrades. 
2.6 Component-base d softwar e engineering (CBSE) 
Software engineerin g processes have evolved through severa l programming paradigms: fro m 
the functiona l an d stmcture d movin g t o the object-oriente d an d recentl y t o the component -
oriented paradigm as of the beginning of the 1990's . 
45 
CBSE i s divide d int o tw o distinc t processe s (Ghosh , 2002 ; Rashid , 2001) : componen t 
engineering and application engineering. The first deals with the analysis and development of 
domain-generic an d domain-specifi c components , whil e th e secon d deal s wit h softwar e 
application developmen t b y assembly, composition, integration an d plugging of component s 
such as COTS (commercial off-the-shel O an d other in-house developed components . Current 
software developmen t processe s hav e a  mi x o f bot h processes . Th e us e o f tw o distinc t 
processes is an ambitious goal since it necessitates abundance of components on the one hand 
and flexible straightforward assembl y and composition mechanisms on the other hand. 
The Software Engineerin g Institut e a t Carnegie Mellon University (SEI , 2003) uses the term 
CBSD t o refe r t o th e proces s o f softwar e developmen t b y th e assembl y an d integratio n o f 
software components . Essentially , the terms CBSE and CBSD refer mor e or less to the same 
process. The focus of CBSE is on the development of software b y assembling and integrating 
COTS and othe r existin g types of components with an emphasis on composition rather than 
on programmin g (Clements , 1996) . I t assume s tha t certai n softwar e part s ar e commo n t o 
several software applications , therefore exhibi t an interesting reuse potential. 
2.7 Componen t based software constructio n 
Software constmctio n can be considered a s a sub-process which matches the implementatio n 
phase i n th e softwar e developmen t lif e cycle . Softwar e constmctio n pe r s e i s a  softwar e 
engineering ac t whic h encompasse s th e activitie s o f softwar e coding , validatio n an d uni t 
tesfing. Accordin g t o th e SWEBO K (Softwar e Engineerin g Bod y o f Knowledge ) Guid e 
(Abran et  al.,  2004) , thi s sub-proces s mus t b e instantiate d takin g int o accoun t fou r genera l 
principles {reduction  of complexity,  anticipation of  diversity,  structuring for validation  and 
the use of external standards) as well as the tools used by this sub-process such as compilers, 
code generators and development tools. 
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As software desig n break s softwar e dow n int o smaller part s fo r constmction , those parts are 
expected t o compl y wit h th e genera l principle s o f softwar e constmction . Interestingl y 
enough, component-based softwar e constmctio n meets those principles. For instance: 
1. Component s ca n reduc e th e complexit y o f a n applicatio n sinc e the y ar e expecte d t o be 
modular reusabl e part s whic h ca n be bought fro m specialize d supplier s instea d o f being 
developed in-house ; 
2. Component s ar e reusabl e an d replaceabl e parts , thu s the y mee t th e anticipatio n o f 
diversity principle; 
3. Component s ar e expected t o be modular an d therefore thei r validatio n i s expected t o be 
easier; 
4. Finally , softwar e component s generall y confor m t o thei r ow n componen t models , an d 
therefore they comply with standards. 
The SWEBO K Guid e (Abra n et  al,  2004 ) identifie s thre e style s o f softwar e constmction : 
linguistic, visua l an d formal . Thes e style s ar e genera l an d ar e applicabl e t o almos t an y 
software developmen t process . Componen t base d softwar e constmctio n ma y us e an y 
particular style or a combination of those styles. 
2.8 Driver s behind software component compositio n 
The interes t i n softwar e componen t compositio n i s driven b y thei r abilit y an d suitabilit y t o 
satisfy severa l requirements : 
1. Component s intrinsicall y impl y thei r abilit y t o indefinit e compositio n possibihties . I n 
other words , component s ar e believe d an d expecte d t o b e easie r t o compos e tha n othe r 
types of code elements. In particular, components are easy to adapt and customize to suit 
current and evolving requirements. 
2. Component s ar e ofte n empowere d wit h abilitie s (services ) t o respon d t o man y 
environmental an d busines s constraint s unlik e classes . Fo r instance , i n additio n t o thei r 
intended busines s computationa l service , component s mak e us e o f sta r service s 
(transaction, lifecycle , caching, etc.) to provide their own services. 
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2.9 Conclusio n 
In this chapter, the principle o f software compositio n i s presented. Various aspects related to 
software constructio n b y componen t compositio n ar e discussed . I n particular , compositio n 
layers and effects o f granularity are discussed. Equally , composition types and categories are 
presented. Finally , componen t base d softwar e engineerin g an d componen t base d softwar e 
construction a s wel l a s th e driver s behin d th e interes t i n softwar e constmctio n base d o n 
component composition are also presented. 
CHAPTER 3 
RESEARCH METHODOLOGHY AND RESEARCH ISSUE S 
3.1 Introductio n 
Among th e variou s programming languages , objec t oriente d language s hav e been receivin g 
noticeable attention by developers and researchers. One interesting feature o f these languages 
is thei r efficienc y i n narrowin g th e ga p betwee n rea l worl d object s an d th e abstrac t 
representation o f thos e object s i n term s o f softwar e elements . Wit h th e emergenc e o f th e 
software componen t technology , th e componen t abstractio n i s use d a s a  mean s t o promot e 
software composition . Althoug h softwar e component s hav e bee n considere d a s a  ne w 
computational revolution , the y ar e stil l fa r awa y fro m providin g th e sough t panace a fo r th e 
"software crisis" . I n particular , softwar e component s stil l suffe r fro m a  numbe r o f 
limitations. 
3.2 Goa l and Objectives of this research 
The goa l o f thi s researc h projec t i s t o improv e th e constructio n o f softwar e usin g 
components. In particular, this research aims at promoting software compositio n by evolving 
software constructio n fro m a  process dominate d b y cod e writin g toward s a  process relyin g 
increasingly on components composition . 
The objectives of this research project are: 
1. T o provid e a  softwar e componen t mode l t o remed y fo r som e o f th e limitation s facin g 
software constmctio n by components composition; 
2. T o provide a reference implementatio n for this component model ; 
3. T o provide a measurement method to measure components unwanted members; 
4. T o provide a prototype tool to measure components unwanted members; 
5. T o provide a component versioning mechanism; 
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6. T o provide a prototype tool to detect component versions mismatch. 
3.3 Researc h methodology' 
The researc h methodolog y use d t o achiev e th e objective s o f thi s researc h involve s th e 
following steps : 
1. Identif y an d illustrat e a  numbe r o f limitation s facin g th e compositio n o f softwar e 
components. The identified limitation s are listed below and are discussed i n detail i n the 
next section : 
a. Unwante d component's members; 
b. Chaoti c composifion an d amalgamation of code elements; 
c. Suboptima l component reuse; 
d. Componen t version mismatches. 
2. Propos e a  measurement metho d and implement a  prototype tool to measure component' s 
unused members (see chapter 4). 
3. Propos e a  componen t mode l t o remed y fo r th e unwante d component' s member s 
limitafion (se e chapter 5). 
4. Propos e a n enhance d versio n o f th e previou s componen t model . No t onl y thi s mode l 
remedies fo r al l th e limitation s identifie d i n thi s researc h work , bu t i t overcome s 
limitations of the previous model. This new component model is presented in chapter 6. 
5. Illustrat e th e proces s o f softwar e constmctio n an d componen t base d softwar e 
constmction based on the proposed enhanced component model (see chapter 7). 
6. Propos e a  componen t versionin g schem e t o detec t componen t versio n mismatche s i n 
chapter 8 . Furthermore, a  tool t o detect componen t versio n mismatc h i s presented i n the 
same chapter. 
7. Implemen t a  compile r fo r th e solutio n componen t model . Thi s compile r i s presented i n 
chapter 9. 
8. Conduc t a  case study to illustrate how the proposed component model improves softwar e 
constmction in chapter 10 . 
50 
9. Evaluat e the solution approach, tools and effort expende d i n this research work in chapter 
11. 
3.4 Softwar e component limitation s 
Software componen t compositio n ca n b e eithe r static , whic h happen s nomiall y durin g 
software constructio n an d befor e deploymen t o r process , o r dynami c whic h occur s a t 
mntime. T o achiev e fluid  an d straightforwar d compositio n component s nee d t o b e easil y 
customized an d adapte d t o curren t an d evolvin g requirements . Th e limitafion s addresse d i n 
this researc h wor k concer n mor e stati c componen t compositio n an d t o a  lesse r degree , 
dynamic componen t composition . Th e limitafion s addresse d i n thi s researc h ar e explaine d 
next in details. 
3.4.1 Unwante d components' members limitation 
0 0 oriente d software classe s (components) used by a variety of applications, also commonly 
known a s reusable softwar e elements , exhibi t a  stiff structur e whe n i t comes to the reuse of 
their individua l member s (dat a o r operafions) . A  typica l exampl e o f thi s limitatio n ca n b e 
observed wit h th e Strin g clas s o f th e Java API . Base d o n ou r industria l experience , onl y a 
subset o f al l th e operation s o f thi s reusabl e clas s ar e bein g use d b y th e sam e application . 
Obviously, the unused set of those operations lingers in the application without being used. A 
stripped dow n versio n o f thi s clas s includin g onl y th e require d operation s fo r a  particula r 
application woul d have a  smaller siz e and therefore woul d be more appealing to be used fo r 
the following reasons : 
1. Suc h a  strippe d dow n version , reduce s th e loade d clas s cod e memor y foo t print , a 
condition beneficial t o memory-scarce environments particularly in portable devices. 
2. Accessibility , manipulation and tempering with unused members may lead to side effect s 
and therefor e compromis e th e hostin g applicatio n integrit y an d securit y i f exploite d 
inappropriately or inadvertently. 
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3. I t ma y reduc e networ k traffi c i n distribute d application s wher e dynami c cod e transfe r 
happens as is the case with Java web start applications. 
Typically, reusabl e softwar e component s bundle d i n APIs and containin g host s o f member s 
(data and functionalities ) ten d often t o possess coarse to large-grained sizes . Since the set of 
fianctionalities require d b y a n applicatio n varie s accordin g t o it s particula r context , a n 
excessive numbe r o f unwante d (unused ) functionalitie s wil l b e presen t whe n usin g suc h 
reusable softwar e components . A n illustratio n o f suc h a n applicatio n particula r contex t i s 
shown in Figure 3.1. 
Application conte.xt 
....^^..^ 
C3 
f l 
V 
Q 
V 
Used structur e 
member 
Unused structur e 
member 
Used behavior 
member 
Unused behavio r 
member 
Figure 3.1 Illustrative structure of used and unused application members in a 
particular context. 
To remed y thi s limitation , compositiona l wrapper s hav e bee n suggeste d i n (Al-Hatal i an d 
Walton, 2002) . Even though thi s solutio n hide s unwanted dat a members , this remedy i s not 
efficient fo r several reasons: 
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1. I t add s anothe r laye r o f indirectio n (indirec t access ) whe n th e member s o f th e 
components need to be accessed. 
2. Th e code size of unwanted member s i s not reduced, bu t increase d wit h the newly added 
wrapping layer . 
In thi s researc h project , w e propos e a n initia l model , th e Compositiona l Structure d 
Component Mode l (CSCM) , discussed i n chapter 5 , to remedy to the limitafion o f unwanted 
component's functionalitie s (Msheik , Abra n an d Lefebvre , 2004) . T o d o so , th e CSC M 
model make s us e o f compositio n metadat a s o tha t compositio n o f selectiv e componen t 
functional compositio n i s mad e possible . Thi s mode l provide s a  mechanis m t o ge t ri d o f 
unwanted member s b y isolatin g the m fro m bein g include d i n th e application . However , 
constructing component s an d application s accordin g t o th e CSC M mode l require s 
housekeeping task s t o b e performe d b y th e softwar e constructor . I n particular , fo r eac h 
component th e compositio n relationship s betwee n member s hav e t o b e define d i n a n 
accompanying xm l compositio n descripto r file.  Furthermore , dependenc y relationshi p ha s 
also t o b e specifie d b y th e softwar e constmcto r als o i n th e bod y o f th e compositio n 
descriptor. Durin g applicatio n constructio n late r on , the softwar e constructo r ma y selec t o r 
deselect member s b y modifyin g th e compositio n descripto r accordin g t o hi s applicatio n 
requirements. 
The housekeepin g overhea d i s a  drawbac k o f th e CSC M model . Therefore , a n enhance d 
model i s presente d nex t i n thi s research , specificall y th e AO C (Atomi c an d Optima l 
Composition) mode l (se e Chapte r 6) . Thi s ne w mode l provide s a  simple r mechanis m t o 
define th e compositio n an d selectio n o f componen t member s compare d t o th e wa y i t i s 
defined usin g th e CSC M model . I n particular, th e AO C mode l use s a  simpl e textua l file  t o 
specify th e selectio n o f require d componen t member s instea d o f annotations . Mor e 
importantly, th e AO C mode l i s equippe d wit h additiona l feature s whic h addres s othe r 
component limitation s unaddresse d b y the initia l CSC M mode l an d tackled i n this researc h 
project. 
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3.4.2 Chaoti c amalgamation and composition of code chunks limitation 
Currently, softwar e application s constructe d usin g component s resu U i n ambiguou s an d 
chaotically amalgamate d compositiona l cod e chunks . Often , applicafio n constmctio n use s a 
mixture o f variou s cod e element s an d chunk s suc h a s components , objects , operation , an d 
programming language instructions. Those code elements would be amalgamated, composed , 
assembled and wired in freely organize d forms . In other words, satisfying requirement s is the 
only necessar y conditio n t o b e me t b y th e application , irrespectiv e o f th e wa y it s cod e 
elements ar e stmcture d an d organized . Fo r instance , th e cod e i n Tabl e 3. 1 an d Tabl e 3. 2 
which concer n a  simpl e phon e director y applicatio n (rea d a  phon e director y tex t file  an d 
display it s entries ) ca n b e writte n i n a  variet y o f way s whil e stil l deliverin g th e sam e 
behavior. 
Table 3.1 Phone directory monolithic application example part 1 
p a c k a g e a c M o d e l . m o n o l i t h i c ; 
p u b l i c c l a s s PhoneDirec to ryApp j 
p u b l i c L i s t < E n t r y > r e a d E n t r i e s ( F i l e f i l e ) 
th rows lOExcep t io n { 
F i l e l n p u t S t r e a m f i l e l n p u t S t r e a m = 
new F i l e l n p u t S t r e a m ( f i l e ) ; 
I n p u t S t r e a m R e a d e r i n p u t S t r e a m R e a d e r = 
new I n p u t S t r e a m R e a d e r ( f i l e l n p u t S t r e a m ) ; 
B u f f e r e d R e a d e r b u f f e r e d R e a d e r = 
new B u f f e r e d R e a d e r ( i n p u t S t r e a m R e a d e r ) ; 
S t r i n g l i n e =  n u l l ; 
L i s t < E n t r y > e n t r i e s =  ne w A r r a y L i s t < E n t r y > ( ) ; 
w h i l e ( ( l i n e =  b u f f e r e d R e a d e r . r e a d L i n e ( ) ) ! = n u l l ) { 
S t r i n g [ ] v a l u e s =  l i n e . s p l i t ( " , " ) ; 
E n t r y e n t r y =  ne w E n t r y ( ) ; 
e n t r y . f i r s t N a m e =  v a l u e s [ 0 ] ; 
e n t r y . l a s t N a m e =  v a l u e s [ 1 ] ; 
e n t r y . i n t e r n a t i o n a l C o d e =  v a l u e s [ 2 ] ; 
e n t r y . a r e a C o d e =  v a l u e s [ 3 ] ; 
e n t r y . p h o n e =  v a l u e s [ 4 ] ; 
} 
return entries; 
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Table 3.1 Phone directory monolithi c application example part 1  (continued) 
} 
public static void displayDirectory(List<Entry> entries) { 
for (Entr y entry :  entries) { 
System.out.println(entry.firstName + " " 
+ entry.lastName 
+ ", " + entry.internationalCode 
+ "(" + entry.areaCode + " ) " +  entry.phone); 
} 
} 
public static void main(String[] args) throws lOException { 
PhoneDirectoryApp app = new PhoneDirectoryApp(); 
String filePath = "C://ProgramFiles//EclipseWorkspace//" 
+ "ABC_Component_Model//phoneDirectory.txt"; 
File file = new File(filePath); 
List<Entry> entries = app.readEntries(file); 
displayDirectory (entries) ; 
} 
Even though, the code of this application is small, it shows monolithic signs. For instance, 
the same code found in Table 3.1 can be provided in many variations in particular as shown 
in Table 3.3. 
Table 3.2 Phone directory monolithic application example part 2 
package acModel.monolithic; 
public class Entry { 
private String LastName; 
private String firstName; 
private String internationalCode; 
private String areaCode; 
private String phone; 
public String getLastName() { 
return lastName; 
} 
public void setLastName(String lastName) { 
this.lastName = lastName; 
} 
55 
Table 3.2 Phone directory monolithic application example part 2 (continued) 
pub l i c S t r i n g getFirstName( ) { 
r e t u r n firstName ; 
} 
public void setFirstName(String firstName) { 
this.firstName = firstName; 
} 
public String getlnternationalCode() { 
return internationalCode; 
} 
public void setlnternationalCode(String internationalCode) { 
this.internationalCode = internationalCode; 
} 
public String getAreaCode() { 
return areaCode; 
} 
public void setAreaCode(String areaCode) ( 
this.areaCode = areaCode; 
} 
public String getPhone() { 
return phone; 
} 
public void setPhone(String phone) { 
this.phone = phone; 
} 
Table 3.3 Phone directory refactored monolithic application example part 1 
package acModel.monolithicRefactored; 
public class PhoneDirectoryApp( 
private BufferedReader getBufferedReader(File file) 
throws lOException { 
FilelnputStream filelnputStrea m = 
new FilelnputStream(file); 
InputStreamReader inputStreamReader = 
new InputStreamReader(filelnputStream); 
BufferedReader bufferedReader = new 
BufferedReader(inputStreamReader); 
return bufferedReader; 
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Table 3.3 Phone directory refactored monolithi c application example part 1  (continued) 
private Entry bindValuesToEntry(String[] values) { 
Entry entry = new Entry(); 
entry.setFirstName(values[0] ) ; 
entry.setLastName(values[1] ) ; 
entry.setlnternationalCode(values[2] ) ; 
entry.setAreaCode(values[3] ) ; 
entry.setPhone(values[4 ] ) ; 
return entry; 
public List<Entry> readEntries(File file) 
throws lOException { 
BufferedReader bufferedReader 
= getBufferedReader(file) ; 
String line = null; 
List<Entry> entries = new ArrayList<Entry>(); 
while((line = bufferedReader.readLine()) ! = null) { 
String[] values = line.split(","); 
entries.add(bindValuesToEntry(values)); 
} 
return entries; 
} 
public static void displayDirectory(List<Entry> entries) { 
for (Entr y entry :  entries) { 
System.out.println(entry.getFirstName() + " " 
+ entry.getLastName() + ", " 
+ entry.getlnternationalCode() + "(" 
+ entry.getAreaCode() + " ) " 
+ entry.getPhone() ); 
} 
} 
public static void main(String[] args) throws lOException { 
PhoneDirectoryApp app = new PhoneDirectoryApp(); 
String filePath 
= "C://ProgramFiles//EclipseWorkspace//" 
+ "ABC_Component_Model//phoneDirectory.txt"; 
File file = new File(filePath); 
List<Entry> entries = app.readEntries(file); 
displayDirectory(entries); 
} 
57 
Since code chunks belong inherently to different composifio n layers , their composition lead s 
to chaotic amalgamations and ambiguous composition relationships . This limitation is caused 
by: 
1. Heterogeneou s compositional code stmctures. In 00 programmin g the class stmcture is a 
container fo r the class members (variables and operations). Obviously, the heterogeneous 
structural nature of those members may lead to the following issues : 
a. First , th e compositio n o f suc h structure s i s don e a t fre e wil l b y th e develope r 
(Humphrey, 2006) . I n othe r words , th e compositio n o f thos e stmcture s i s no t 
governed b y clea r an d wel l identifie d mles ; therefore , i t ma y lea d t o chaoticall y 
amalgamated compositio n whic h eventuall y render s th e compositio n o f thos e 
stmctures ambiguou s an d obscure . Fo r instance , du e t o a  variet y o f circumstances , 
developers migh t b e tempte d t o ad d ne w instruction s t o operation s o r ad d ne w 
operations t o a  given componen t instea d o f usin g functionall y equivalen t operation s 
belonging t o othe r existin g components . I n suc h situations , no t onl y the additio n o f 
instmctions or operations leads to code duplication, but eventually i t also makes other 
developers perplexe d a s t o whic h implementatio n t o use . I n thi s respect , cod e 
duplication, a  ba d code  smell  (Fowle r et  al,  1999) , i s th e resuh  o f contextuall y 
misplaced instmction s o r operation s cause d b y misplace d chaoticall y amalgamate d 
and composedcod e chunks . Fo r example , th e operatio n readEntrie s i n Tabl e 3. 1 
which amalgamate s a  se t o f instruction s t o rea d phon e entr y relate d data , migh t 
already hav e bee n constmcte d probabl y b y anothe r develope r i n a  slightly differen t 
form a s show n i n Tabl e 3.3 . Ofte n developer s dependin g o n thei r experience , in -
house developmen t guideline s an d availabilit y o f developmen t time , resor t t o 
refactoring a s a  means t o reduce th e severit y o f cod e duplicatio n an d the numbe r o f 
bad code smells (Fowler et al, 1999) . Nevertheless, refactoring i s a voluntary activity 
which might simply be ignored since i t does not affect th e computational behavio r of 
the application. 
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Table 3.4 Refactored operatio n 
package acModel.quiteRefactored; 
import Java.io.BufferedReader; 
import Java.io.File; 
import Java.io.FilelnputStream; 
import java.io.lOException; 
import j ava.io.InputStreamReader; 
public class FileUtils { 
public static BufferedReader getBufferedReader(File file) 
throws lOException ( 
FilelnputStream filelnputStrea m = 
new FileInputStream(file); 
InputStreamReader inputStreamReade r = 
new InputStreamReader(filelnputStream); 
BufferedReader bufferedReader = 
new BufferedReader(inputStreamReader); 
return bufferedReader; 
b. Second , i n 00 programmin g operation s member s ca n no t b e composed i n isolatio n 
of thei r containe r classes . I n othe r words , 0 0 oriente d constmct s d o no t provid e 
enough constmcts fo r reuse (Mcdirmid, Flat t and Wilson , 2001; Szyperski, 1998) . As 
a result , to us e thos e operation s developer s hav e eithe r t o use/inheri t th e whol e 
component o r duplicate the components' operation s in another implementation. I f the 
component i s inherited , thi s migh t lea d t o sid e effect s wher e unwante d componen t 
members ar e accessible withou t bein g needed (Al-Hatal i an d Walton , 2002 ; Msheik , 
Abran an d Lefebvre , 2004) . On the othe r hand , i f the functionalit y i s duplicated thi s 
leads t o chaoti c amalgamatio n o f cod e chunk s a s illustrate d fo r th e operatio n 
getBuf feredReader duplicate d i n th e componen t o f Tabl e 3. 3 an d whic h alread y 
exists in the component showoi in Table 3.4. 
Inappropriate an d inaccurat e assignmen t o f responsibilitie s t o th e appropriat e 
composition leve l o r elemen t durin g th e inceptio n o r evolvemen t o f cod e elements . 
Unfortunately, whe n packages, components and operations are misplaced due to a variety 
of reasons , thi s lead s t o ambiguou s amalgamatio n an d compositio n o f cod e chunks . T o 
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remedy thi s situation , cod e restructurin g an d refactorin g (Krishnamurthy , 1994 ; Men s 
and Tourwe , 2004 ) ca n b e performed o n the misplaced cod e elements . Furthermore , the 
use o f various patterns (Gamm a et  al, 1994 ; Larman, 2004 ) helps assigning appropriat e 
responsibilities t o corresponding cod e element s during softwar e inception . Evolvin g and 
maintained code elements driven by new requirements or by new software reus e contexts, 
necessitate customizatio n an d adaptation . Nevertheless , inappropriat e customizatio n o r 
adaptation o f evolvin g cod e element s increase s thei r complexity . Th e increas e i n 
complexity ca n partiall y b e attribute d t o th e chaoti c amalgamatio n an d compositio n o f 
inappropriate customizatio n an d adaptatio n o f thos e elements . Again , resortin g t o cod e 
refactoring an d restmcturin g provide s a  remedy t o suc h a  situation . I n bot h cases , (i.e . 
inception an d evolvemen t o f code elements) , the succes s o f th e remed y depend s o n the 
extent o f the refactoring an d restructuring performe d o n those elements . Refactoring an d 
restructuring o f cod e element s come s a t a  cost . Typically , th e exten t o f refactorin g i s 
governed b y severa l factor s amon g whic h ar e developer' s will , experienc e an d 
subjectivity. I n conclusion , cod e refactorin g an d restmcturin g doe s no t attai n optima l 
levels in many cases. 
3. Elasti c componen t operatio n siz e i n term s o f instructio n number . Th e variabilit y o f a 
component operatio n size , i.e . the abiht y t o increas e an d shrin k th e instructio n se t o f an 
operation while still preserving the consistency o f its computational resul t i s problematic. 
For instance , fo r a  particula r requiremen t on e develope r devise s a  componen t wit h te n 
behaviors (operations) , anothe r develope r migh t provid e th e equivalen t componen t 
functionality b y writing five operations. In an extreme situation , a  third developer migh t 
put al l instmction s i n one monolithic operatio n resultin g i n a  code smell.  Analyzing th e 
preceding scenari o i t can be observed tha t chaoticall y amalgamate d cod e grow s in direct 
proportion to the instruction se t size of an operation. Consequently , i t can be inferred tha t 
small siz e operations provid e les s obscure an d ambiguou s cod e as show n i n the code of 
Table 3.3 which is a refactored versio n of the code shown in Table 3.1. 
As a  remed y t o thi s limitation , w e propos e th e AO C mode l whic h use s a  homogenou s 
stmcture t o define bot h dat a and operation members . Traditionally i n pure OOP , operations 
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stmctures canno t exis t o n their own , therefore , the y ar e defined withi n the stmctur e o f their 
host component . 
The use of a homogenous stmctur e to define operatio n members enhances an d facilitates th e 
composition an d reuse of those operation member s individually . Givin g operations members 
a homogenous structur e simila r t o component' s dat a members i s inspired fro m th e wor k on 
"functor objects " (Coplien , 1992 ; Odersky , 2009 ) an d closure s i n funcfiona l programmin g 
languages. I n functiona l programmin g languages , function s ar e first  clas s citizen , i.e . the y 
can be passed as parameters in the same way objects are passed in OOP. 
3.4.3 Sub-optima l component reuse limitation 
Even though software reus e has shown frequen t success , nevertheless i t has not delivered on 
hs promise s a s expecte d (Mil l et  al,  1999a ; Mil l et  al,  1999b ; Shiv a an d Shala , 2007) . 
Among the issues hindering software reus e are: 
1. Identificatio n o f component s i s no t a  fluid and straightforwar d process . Th e absenc e o f 
extensive, clear, detailed, up-to-date and precise documentation i n addition to component 
search and identificafion tool s is an obstacle to software reus e (Habermann, 1988 ; Mill et 
al, 1999a ; Nada et  al,  2000) . More importantly , th e absenc e o f globally connecte d an d 
searchable componen t space s an d repositorie s t o loo k fo r an d identif y component s 
hinders the identification o f suitable components (Shiva and Shala, 2007). 
2. A  significan t numbe r o f component s ar e no t reusabl e ou t o f th e bo x withou t furthe r 
customization an d adaptation . Componen t customizatio n an d adaptatio n t o fit  softwar e 
requirements migh t no t b e simple an d therefore migh t requir e extensiv e modificatio n o r 
wrapping to be done by the software constructo r (Waldo , 1998) . Often, thi s situation i s a 
deterrent fo r softwar e constmctor s and frequentl y lea d s the softwar e constmctor s t o 
devise thei r ow n component s fro m scratch . Th e exten t o f customizatio n an d adaptatio n 
on a  componen t i s impacte d t o a  considerabl e exten t b y ho w muc h modula r i s th e 
component itsel f 
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The concept of software modularit y pioneered by Pamas (Pamas, 1972 ) is a synonym of high 
cohesion an d lo w couplin g (Laplante , 2007) . Modularit y ha s bee n advocate d sinc e a  lon g 
time a s a  mean s t o achiev e bette r softwar e maintainability , reliabilit y an d especiall y reus e 
(Cai an d Huynh , 2007 ;  Hitz and Montazeri , 1995 ; Zhao an d Xu , 2004) . Even though OO P 
languages, an d b y extensio n CO P (componen t oriente d programming ) language s exhibit 
better softwar e modularit y compare d t o procedura l programmin g language s (Ferret t an d 
Offutt, 2002) , unfortunatel y OO P an d CO P language s stil l suffe r fro m inappropriat e 
assignment o f cod e responsibilitie s t o classes an d components . Inappropriat e assignmen t o f 
code responsibilitie s t o classes an d component s yield s chaoticall y amalgamate d cod e whic h 
is translate d int o les s modula r component s an d eventuall y t o les s softwar e reuse . Severa l 
reasons stand behind the creation and existence of less modular software elements : 
1. Cos t o f softwar e modularity : Softwar e modularit y i s costl y t o achiev e i n term s o f 
resources and time allocated to the development of modular components. 
2. Difficult y t o capitaliz e o n th e valu e o f modularit y (Sulliva n et  al,  2001) : Softwar e i s 
constmcted usin g agile methodologies favor s shor t term software developmen t iteration s 
with littl e relianc e an d adoptio n o f bes t practice s (Dinakar , 2009) . Industria l softwar e 
vendors t o som e exten t tak e advantag e fro m curren t statu s qu o sinc e i t permit s the m t o 
roll-out periodically newer component versions at relatively lower costs and consequently 
position thei r product s agains t thei r competitor s an d thu s t o harves t profit s fro m th e 
situation. Similarly , fo r in-hous e develope d software , managemen t decision s ai m t o 
reduce cost s mos t o f th e time . Therefore , unles s bein g part s o f APIs , fewe r in-hous e 
developed component s pas s throug h a  modularizatio n proces s fo r potentia l reus e int o 
other projects within the same enterprise. 
3. Loos e developmen t rules : Developmen t rule s pu t i n plac e b y organization s ar e ofte n 
loose leavin g th e decisio n t o construc t optimall y modula r component s enfirel y i n th e 
hands of developers. 
4. Develope r experience : I f the budget and fime-to-market allow it , experienced developer s 
tend to deliver modular code. 
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5. Develope r subjectivity : Th e exten t o f modularit y ca n b e impacte d b y th e develope r 
subjecfivity. Fo r instance : fo r on e developer , a  certai n degre e o f modularit y i s 
satisfactory, whil e it might not be the case for another one. 
6. Modula r componen t ar e difficul t t o construct : Du e to the numerou s iterafion s neede d t o 
deliver th e softwar e complyin g wit h th e requirements , softwar e componen t ar e difficul t 
to construct especially at design time (Sullivan el  al. 2001) . 
Optimal software reus e is an ultimate general goal of software engineering . Optimal softwar e 
component reus e per se  can be thought o f as the ability to reuse software component s with a 
minimum o f customization an d adaptation . Attaining optima l softwar e reus e i s an extensiv e 
task which necessitates the satisfaction o f a variety of requirements. Even though developing 
coherent, consistent an d modular software application s by means of design patterns and code 
smells refactorin g lea d t o a  bette r modula r cod e an d increase d softwar e reuse , neithe r o f 
those tw o technique s ha s optima l modularit y an d consequentl y optima l softwar e reus e a s 
objectives to attain. 
Attaining optima l componen t reus e necessitate s achievin g optima l modularity , i.e . optima l 
cohesion an d coupling . I n thi s respec t a  particula r cod e elemen t i s considere d optimall y 
modular if : 
1. I t constitute s a n atomi c cod e elemen t an d equall y provide s a n atomi c behavior . A n 
atomic code element is an element which cannot be divided into one or more atomic code 
elements without breaking the atomic behavior it provides. 
2. I t is recursively composed of a strict minimum of opfimally modula r code elements and it 
cannot b e furthe r divide d int o more than one composite cod e elements withou t breakin g 
the behavio r i t provides . I n othe r words , i t ca n onl y b e compose d ou t o f optimall y 
modular composite code elements or atomic code elements. 
Equivalently, a component i s considered as being optimally modular if : 
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1. I t constitutes by hself an atomic component an d equally provides an atomic behavior. An 
atomic componen t i s considered t o be a code elemen t whic h canno t b e divided int o one 
or more atomic components without breaking the behavior it provides. 
2. I t i s recursivel y a  composit e componen t an d i s composed o f a  stric t minimu m o f othe r 
optimally modular composite or atomic components. 
3. I t cannot be further divide d int o one or more composite components without breaking the 
behavior i t provides. 
Observing th e cod e i n Tabl e 3. 2 an d Tabl e 3. 5 give s insight s an d help s understan d th e 
concept o f optima l componen t modularity . Th e cod e i n Tabl e 3. 2 show s a  phone director y 
component Entr y whic h ha s bee n furthe r modularize d t o resul t i n a n optima l componen t 
composed ou t of two optimally modula r component s a s shown i n Table 3.5 . Obviously , the 
setter an d gette r operation s hav e bee n remove d fo r th e sak e o f clarit y an d eas e o f 
comprehension. 
Table 3.5 Optimally modular component Entry 
public class Entry { 
private Phon e phone; 
private Person person; 
} 
public class Phone { 
private Integer internationalCode; 
private Integer areaCode; 
private Integer localNumber; 
public class Person ( 
private String firstName; 
private String lastName; 
) . 
Current developmen t processe s an d practice s aspir e to , but d o no t see k to , achieve optima l 
software componen t modularity . Hence , attained modularit y level s ar e achieve d quit e ofte n 
by coincidence . I n addition t o th e reason s mentione d abov e hinderin g softwar e fro m bein g 
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modular, th e lac k o f model s whic h govern , guid e an d lea d t o the constructio n o f optimall y 
modular components restrains components from attaining optimal modularity . 
3.4.4 Componen t versions mismatch limitation 
Software component s interface s ar e use d fo r inter-componen t communicatio n i n addition to 
being used a s a means to reduce coupling . Interface s ar e distinguished b y their names and a 
set o f signature s definin g th e inpu t an d outpu t t o thos e interfaces . Essentially , componen t 
interfaces ac t lik e a n empt y shel l structur e fo r component s whil e component s ar e actuall y 
implementations, i.e . both the shel l and the flesh inside of it . From a  programming languag e 
viewpoint, bot h interface s an d thei r implementin g component s ar e essenfiall y "types" . 
During thei r operationa l lif e cycle , component s an d thei r interface s ar e subjec t t o 
modifications an d upgrades . Even though components abide by the contract dictated by their 
respective interfaces , incompatibilitie s ma y aris e an d thu s ma y caus e fault y behavio r an d 
probably los s o r cormptio n o f data . Th e followin g tw o scenario s sho w ho w suc h 
incompatibilities can be produced. 
1. Newe r component version s may provide incompatible behavior . Whe n a  new componen t 
implementation i s constructed an d deployed, the contract wit h it s interface i s not enough 
to preven t a n erroneou s behavio r fro m happening . Fo r instance , th e TaxSyste m 
component i n Table 3.7 uses the TaxCalculator componen t show n in Table 3.8. In turn, 
the TaxCalculato r componen t implement s th e TaxCalculator l interfac e define d i n 
Table 3.6 . Assumin g tha t a t a  certain poin t o f time, a  new version o f the TaxCalculato r 
(see 
2. Tabl e 3.9) i s made available fo r the TaxSystem component . Then, the calculation o f sale 
tax using this new implementation wil l be erroneous. 
Table 3.6 Definition o f the TaxCalculatorl interfac e 
p u b l i c i n t e r f a c e T a x C a l c u l a t o r l { 
p u b l i c d o u b l e c a l c u l a t e T a x ( d o u b l e amount ) 
} 
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What i s strikin g i n thi s scenari o i s that th e ne w implementatio n o f th e TaxCalculato r 
component, a s it s predecessor , abide s b y th e contrac t dictate d b y th e TaxCalculator l 
interface, bu t the actua l behavio r lead s to differen t results . I n conclusion, thi s illustrate s 
that eve n thoug h a n interfac e definifio n ha s no t changed , differen t implementation s o f 
this interface might cause faulty behaviors . 
3. Newe r componen t implementatio n havin g dependencie s o n thir d part y component s 
unavailable fo r a n older version . Fo r demonstration purpose , th e Logger componen t i s 
used a s a  third-part y componen t b y th e secon d ne w implementatio n o f th e 
TaxCalculator interfac e show n i n Tabl e 3.10 . Bein g a  third-part y component , th e 
Logger componen t ma y no t b e availabl e t o th e TaxSyste m component , thu s causin g a 
faulty behavio r during mn time (The Logger componen t i s available at compile time, but 
not at runtime). 
Table 3.7 Component using an implementation of the TaxCalculatorl interfac e 
public class TaxSystem { 
TaxCalculatorl taxCalculator = new TaxCalculator(); 
public double calculateTax(double amount) { 
return taxCalculator.calculateTax(amount); 
} 
Table 3.8 First implementation o f the TaxCalculatorl interfac e 
// old component implementatio n 
public class TaxCalculator implements TaxCalculatorl{ 
public double calculateTax(double amount) ( 
return amount * 0.2; 
} 
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Table 3.9 Second implementafion of the TaxCalculatorl interface 
// new component implementatio n 
public class TaxCalculator implements TaxCalculatorl { 
public double calculateTax(double amount) ( 
return amount * 0.1; 
Table 3.10 Third implementation of the TaxCalculatorl interfac e 
// another new component implementatio n 
public class TaxCalculator implement s TaxCalculatorl ( 
public double calculateTax(double amount) { 
Logger log = new Logger(); 
Log.info("calculating tax using third implementation"); 
return amount * 0.1; 
} 
3.5 Conclusio n 
In this chapter, the methodology use d to pursue this research projec t wa s presented. Equally , 
In particular: the component unwante d members , the chaotic amalgamation and composition 
of cod e chunks , th e suboptima l softwar e componen t reus e an d th e componen t version s 
mismatch. 
CHAPTER 4 
MEASURING COMPONEN T UNUSED MEMBERS 
4.1 Introductio n 
Software component s have emerged as an important paradigm to address several traditionall y 
known problems such as complexity, reuse and reduction o f software developmen t cost s (Li, 
1999; SEI , 2003) . Althoug h th e softwar e componen t technolog y ha s bee n undergoin g 
continuous enhancements , i t stil l suffer s fro m a  number o f limitation s amon g whic h i s the 
presence of components' unuse d members. 
To illustrat e thi s limitation , i t i s helpfu l t o observ e wha t happen s durin g th e proces s o f 
software applicatio n construction . T o constmc t a  particula r application , a  se t o f existin g 
components can be used. Each of those components incorporates a  set of members of which a 
size-varying subse t i s actually use d to satisfy th e functiona l requirement s o f the application . 
Consequently, a  subse t o f unuse d member s wil l persis t i n th e deploye d application . Thi s 
subset o f unuse d member s provide s n o functiona l valu e t o th e hostin g application . 
Furthermore, thos e unuse d member s consum e memor y an d networ k resource s an d migh t 
compromise applicatio n securit y o r integrit y i f the y ar e exploite d inappropriatel y o r 
inadvertently. Furthermore, they contribute to application bloating and code amalgamation. 
Among th e reason s tha t lea d t o th e existenc e o f components ' unuse d member s i s tha t 
software component s hav e a  tendency t o b e constructed i n coars e t o large-graine d sizes . In 
other words , ther e exist s a  direc t relationshi p betwee n th e siz e o f a  componen t an d th e 
number o f unuse d member s i t possesses . Nevertheless , th e se t o f usefu l an d require d 
members provide d b y a  particula r componen t varie s accordin g t o th e particula r softwar e 
application context . Typically , durin g th e constructio n o f softwar e applicatio n families , 
considerable effor t i s expende d o n th e wrapping , adaptatio n an d customizatio n o f th e 
functionalities o f components shared by the various consfituent applications . 
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To tackle the presenc e o f components ' unuse d members , i t i s quite interestin g to asses s the 
extent o f thei r effects . On e wa y t o perfor m suc h assessmen t i s b y measuring thei r numbe r 
and th e siz e o f th e memor y the y consum e an d occupy . Fo r thi s purpose , th e CUM M 
(Components Unuse d Membe r Measurement ) metho d i s develope d i n thi s researc h projec t 
to: 
1. Measur e components' unuse d members (attributes and behaviours); 
2. Measur e via ad-hoc statistica l formul a percentages of unused members and their memory 
consumption on a per component and a per application basis; 
3. Measur e the degree of a component members' generality . 
4.2 Referenc e model  used to develop the CUMM metho d 
Software measuremen t ca n hel p evaluat e softwar e qualit y attribute s an d i n makin g bette r 
decisions an d controllin g softwar e an d it s developmen t process . I n thi s respect , IEE E 
software engineerin g standar d (Institut e o f Electrica l an d Electronic s Engineers , 1990 ) 
defines softwar e engineerin g as: 
"The applicatio n o f a  systematic , discipline d quantifiabl e approac h t o th e 
development, operation , an d maintenanc e o f software ; tha t is , th e 
application o f engineerin g t o software " (Institut e o f Electrica l an d 
Electronics Engineers, 1990) . 
Software measuremen t theory allows for the mapping of the empirical domain to a numerical 
domain. I n othe r words , softwar e object s ar e measure d i n term s o f quantitativ e values . 
Several softwar e measure s hav e bee n propose d ove r th e years , bu t th e proble m lie s i n th e 
way th e empirica l quantitativ e value s o f thos e measure s ar e mappe d t o semanticall y 
meaningful qualitativ e value s (Zuse , 1997) . Researc h effort s hav e bee n concentrate d o n 
providing sound models, methodologies and measurement frameworks fo r the design and use 
of softwar e measure s s o tha t thes e measure s ar e establishe d fo r a  softwar e engineerin g 
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discipline in a similar way to the measures used in other engineering disciplines (Jacquet and 
Abran, 1997 ; Zuse, 1997). 
Traditionally, an d b y analog y t o the wa y othe r engineerin g discipline s defin e measuremen t 
methods, severa l softwar e measuremen t method s hav e bee n define d i n th e for m o f 
mathemafical formula s tha t lea d t o th e calculatio n o f numerica l values . Th e result s o f 
calculations ar e the n use d i n variou s type s o f model s fo r evaluatio n an d decision-makin g 
purposes. I t is observed that few of these measurement methods have been defined accordin g 
to well-defined measuremen t processes. 
Therefore, t o develop the CUMM method o n a sound basis , the measurement proces s model 
suggested i n (Jacquet an d Abran, 1997 ) and illustrated i n Figure 4.1 i s used. This high-leve l 
model set s u p a  four-ste p roa d ma p t o b e use d i n th e desig n an d validatio n o f softwar e 
measurement methods. The first step requires the: 
"definition o f th e measuremen t metho d objectives , desig n an d selectio n o f th e 
metamodel fo r th e objects t o be measured, the characterization o f the concept s t o be 
measured, an d th e definitio n o f th e numerica l assignmen t rules " (Jacque t e t Abran , 
1997, p 130). 
The secon d ste p require s th e constmctio n o f the metamode l usin g th e appropriat e softwar e 
documentation an d th e applicatio n o f th e measuremen t metho d t o calculat e th e resultin g 
numerical values . Th e thir d ste p require s th e analysis , documentatio n an d auditin g o f th e 
measurement result . I n ste p four , th e actua l exploitatio n o f th e measuremen t resul t wil l b e 
carried out . 
Step 1 
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Figure 4.1 Measurement proces s - high-leve l model . 
(Jacquet and Abran 1997 , p 129) 
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4.3 Overvie w of the CUMM metho d 
The CUM M metho d applie s t o softwar e entitie s whic h ar e component s constmcte d usin g 
object-oriented programmin g languages . An entity measured by the CUMM method can be: 
1. A  complete software applicatio n treated as a whole and single component ; 
2. A  subsystem component ; 
3. A n ordinar y object-oriente d clas s considere d i n th e contex t o f th e CUM M metho d a s 
whole component . 
The CUM M metho d measure s th e stati c memor y consumptio n o f the element s o f an entity . 
Put differently , th e CUMM metho d doe s not calculate the memory consume d b y an entity' s 
dynamic object s create d a t runtime . I n thi s respect , a n entity' s memor y consumptio n i s 
considered a s the recursiv e summatio n o f the memor y consume d b y the binar y cod e o f the 
entity and its aggregate classes in a recursive manner. 
4.4 Developmen t of the CUMM method 
Based o n th e measuremen t proces s mode l show n i n Figur e 4.1 , the developmen t o f th e 
CUMM method is carried out according to the following steps : 
4.4.1 Ste p 1: Design of the CUMM method 
The design of the CUMM method follows 4 substeps: 
Substep 1 : Definitio n o f th e objectives . Th e objecfive s o f th e CUM M metho d ar e t o 
measure, withi n a n enclosin g entit y context : i ) the numbe r o f th e softwar e entity' s unuse d 
members (attribute s o r functionalities) , an d ii ) th e memor y consumptio n o f th e entity' s 
unused members . Thi s enclosin g entit y contex t migh t b e a n oute r componen t contex t o r an 
application context . In the CUMM method context, an application i s an aggregation of one or 
more component s associate d recursivel y wit h eac h others . The application an d it s aggregate 
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components ca n b e considere d a s on e componen t pe r se . Th e measuremen t o f unuse d 
members of a component withi n an enclosing entity context refers t o the unused members of 
the componen t itsel f an d th e unuse d member s o f it s neste d componen t se t i n a  recursiv e 
manner. I t i s importan t t o not e tha t a  component's inherite d member s ar e actuall y implici t 
members o f tha t component , an d therefor e the y ar e al l treate d uniforml y b y th e CUM M 
method. Th e intende d user s o f this method ar e developers , architect s an d projec t managers ; 
however, othe r stakeholder s ca n us e th e measuremen t metho d result s fo r contro l an d 
decision-making purposes . 
Substep 2 : Desig n an d selectio n o f the metamode L The CUM M metho d mus t permi t th e 
measurer t o measur e a n entity' s unuse d attribute s an d functionalitie s an d thei r memor y 
consumption i n a  quantifiabl e manner . A s suggeste d b y th e measuremen t proces s mode l 
shown i n Figur e 4.1 , to measur e a n entity , a  metamodel o f tha t entit y mus t b e designe d o r 
selected. A  CUM M measurabl e entit y ca n b e instantiate d accordin g t o th e generi c entit y 
metamodel give n in Figure 4.2 . As depicted, thi s metamodel doe s not necessarily impl y the 
real physica l o r logica l compositio n relationshi p o f an application an d it s component set . In 
practice, applications are aggregates of components, which in turn can be aggregates of other 
nested components . 
Substep 3 : Characterization o f the concept to be measured. The measurement o f unused 
attributes or functions o f an entity is calculated based on the measurable subcharacteristic s of 
the measured entity . Th e generic metamodel shown in Figure 4.2 characterizes the members 
of a measured entity on two bases: use basis and memory consumption basis . For instance, an 
entity membe r ca n b e exclusivel y eithe r use d o r unused . Similarly , a n entit y membe r 
consumes memory resources whether used or unused. A component membe r or functionalit y 
is considered unuse d i f it has never been referenced, eithe r in the code of its enclosing entity 
context or in the code of its nested and aggregate components. 
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Application 
Component 1 Component 2 Component n 
Member 1 Member 2 Member n 
Memory 
consumption Unused Used 
Figure 4.2 Generic metamodel representation of the application and component entities. 
Substep 4: Definition o f the numerical assignmen t rules . The numerical assignmen t mle s 
permit th e calculatio n o f a ) th e numbe r o f unuse d member s o f a  component , an d b ) th e 
memory occupied by these unused members. 
The numbe r o f unuse d member s (attribute s o r functions ) i s calculate d b y countin g th e 
number o f time s eac h membe r typ e i s reference d withi n th e cod e o f th e measure d entit y 
context. Obviously , unuse d member s wil l hav e zer o referenc e value . Th e numbe r o f 
members havin g a  zer o referenc e valu e i s effectivel y th e numbe r o f unuse d members . 
According to the componen t membe r bein g measured , the uni t o f the measurement resul t i s 
"attribute/per component" , denoted "ac", or "function/per component " denoted "fc" . 
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The memor y consume d b y unuse d member s o f a  particula r componen t i s calculate d a s 
follows. Fo r th e component' s attribut e members , i t i s th e summatio n o f th e memor y 
consumed b y the type of each attribute . Similarly , for the component' s functiona l members , 
it is the summation o f the memory consumed b y each function . Th e measurement resul t uni t 
is a "byte". 
Expressed i n mathematica l formula , th e numerica l assignmen t rule s fo r th e numbe r o f a 
component's unused members are defined a s follows: 
Let A  b e th e se t o f a  component' s unuse d attribute s an d «/ „ eN b e th e numbe r o f unuse d 
attributes, then 
K=\A\ (4.1 ) 
Let F  b e the set of a component's unused funcfionalifies an d u/eN b e the number of unused 
functionalities, the n 
u^=\F\ (4.2 ) 
Similarly, the numerical assignmen t mles for the memory consumed by unused members are 
defined a s follows: Le t m^^  b e the memory consume d b y the i-t h unuse d attribut e referenc e 
of a component. Then , /,„ ^ is the total memory consume d b y the unused attribut e elements in 
A and is calculated as 
Ml 
La=T.'^a. (4.3 ) 
(=1 
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Let w^ , b e th e memor y consume d b y th e i-t h unuse d functionalit y o f a  component . Then , 
t^j i s th e tota l o f memor y consume d b y th e unuse d functionalit y element s i n F  an d i s 
calculated as 
' . ; = ! ' « / , (4-4 ) 
(=1 
4.4.2 Ste p 2: Application o f the CUMM method 
The application of the measurement method requires three substeps: 
Substep 1 : Gatherin g th e softwar e documentatio n relate d t o th e entitie s subjec t t o 
measurement. The documentation ca n be either the source or reflective binar y code of (a) the 
entity outer context, (b) the entity itself, and (c) the entity's nested entities. 
Substep 2 : Constmctin g th e softwar e mode l b y instantiatin g th e generi c metamodel . Th e 
software mode l i s constructed b y instantiating the generic metamodel i n Figure 4.2 taking as 
input th e documentatio n artifact s gathere d i n substep 1 . The constructed mode l lead s t o the 
identification o f the measurable characteristics of the entity subject to measurement. 
Substep 3 : Applyin g th e numerica l assignmen t mles . Th e applicatio n o f th e numerica l 
assignment mle s make s i t possibl e t o assig n quantifiabl e value s t o th e measurabl e 
characteristics o f th e entit y subjec t t o measurement , an d eventuall y t o calculat e th e 
measurement results . 
4.4.3 Step3 : Derived statistics of the measurement resul t 
When th e results ar e ready, they must be documented i n a  presentable format . Furthermore , 
different type s o f analysi s an d derive d statistic s ca n b e calculate d ou t o f th e result . Fo r 
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instance, th e followin g derive d statistic s fo r th e CUM M metho d ar e potentiall y usefu l t o 
provide value to the user of the CUMM method: 
1. Measurin g the percentage o f unused attributes of a component: This is done by using the 
result calculate d b y applyin g th e measuremen t metho d o n unuse d attribute s an d b y 
calculating the total number of attributes. 
2. Measurin g th e percentag e o f unuse d functionalitie s o f a  component : Thi s i s don e b y 
using th e resul t calculate d b y applyin g th e measuremen t metho d o n unuse d 
functionalities an d by calculating the total number of functionalities . 
3. Measurin g th e percentag e o f unuse d attributes ' memor y consumptio n o f a  component : 
This i s don e b y usin g th e resul t calculate d b y applyin g th e measuremen t metho d t o 
measure th e memor y consumptio n o f unuse d attribute s an d b y calculatin g th e tota l 
memory consumed by used attributes. 
4. Measurin g th e percentag e o f unuse d functionalities ' memor y consumptio n o f a 
component: Thi s i s don e b y usin g th e resul t calculate d b y applyin g th e measuremen t 
method to measure the memory consumption of unused functionalities an d by calculating 
the total memory consumed by used functionalities . 
5. Measurin g the degree of a component's attribut e generality o f a component: This is done 
by measuring the degree of a component's attribute s generality wit h respect to the set of 
applications that makes use of this component. The result of this measure depends on the 
percentage of unused attribute s of a component an d on the number of applications whic h 
use th e component . Th e degre e o f a  component' s attribut e generalit y i s a  percentag e 
calculated b y th e summatio n o f th e percentage s o f a  component' s unuse d attribute s i n 
each application where the component i s used, and then dividing the summation resul t by 
the number of these applications. 
6. Measurin g the degree of a  component's functiona l generality : This i s done by measuring 
the degre e o f a  component's functiona l generalit y wit h respec t t o the se t of application s 
that make use of this component. The result of this measure depends on the percentage of 
unused functionalitie s o f a  component an d o n the numbe r o f application s whic h us e the 
component. The degree of a component's functiona l generalit y i s a percentage calculate d 
by th e summafio n o f th e percentage s o f a  component' s unuse d funcfionalifie s i n eac h 
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application wher e th e componen t i s used , an d the n dividin g b y th e numbe r o f thes e 
applications. 
4.4.4 Ste p 4: Exploitation o f the result 
Finally, the result s can be exploited t o exercise the desired contro l an d t o make appropriat e 
decisions. The results give indicators to the users of CUMM so that appropriate actions based 
on objectiv e observation s ca n b e taken . Fo r instance , unwante d member s ca n b e remove d 
from th e respective components to reduce the application memory foot print . 
4.5 Exampl e 
To illustrate the applicability o f the CUMM method, a simple dummy application exampl e is 
presented t o illustrat e th e usag e an d applicabilit y o f th e CUM M method . I n particular , th e 
example applicatio n i s used to illustrate the application o f step2 (application o f the method ) 
and step 3 (illustratio n o f th e derive d statistics ) o f th e CUM M method . Th e exampl e 
application consist s o f three classe s ciassA , ciass B an d ciass c wher e ciass A contain s 
ciassB an d ciass B contain s ciass c a s shown i n Table 4.1 . In the context o f the CUMM, 
this application can be considered as a single component. 
Step 2: Application of the CUMM method 
Assumptions 
Simplifying th e computatio n i n thi s exampl e i s importan t sinc e th e computatio n i s don e 
manually. Fo r thi s reaso n th e followin g assumption s hav e bee n se t an d use d i n th e 
computation process: 
1. A  component member count of code lines are considered t o be equivalent t o its memory 
consumption. 
77 
Table 4.1 Simple dummy application 
public class ClassA { 
int bintl = 1; 
CiassB classBl = new CiassB(); 
CiassB classB2 = new ClassBO; 
public void ami() ( 
bintl = (classBl.getBintl() + classBl.getBint2()); 
} 
public void am2() { 
ami(); 
public class CiassB { 
private int bintl = 1; 
private int bint2 = 2; 
private ClassC ciassc; 
public int getBintl() (return bintl;} 
public void setBintl(int bintl) {this.bintl = bintl;} 
public int getBint2() {retur n bint2;} 
public void setBint2(int bint2) (this.bint 2 = bint2;} 
} 
public class ClassC { 
int cintl; 
public void cml() (} 
} 
2. Ever y attribute o r ftinction code instmction consume s on e byte , which i s not tme i n real 
life sinc e the actua l memor y consumptio n depend s o n the typ e o f attribute an d machin e 
instmction each line of code represent in terms of binary code. 
3. Whe n counting a component's lines of code, empty lines and comments are ignored. 
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Substep 1 : This ste p requires the gathering o f documentation artifact s t o be used during the 
measurement process . In this respect . Table 4.1 i s the artifac t use d i n this step . The class A 
application contain s references t o two components: ciassA and ciassB . Therefore , t o apply 
the CUM M method , th e sourc e o r binar y cod e o f thos e tw o component s i s needed . 
Similarily, ciass B contain s reference s t o tw o componets : class B an d ciassC . 
Consequently, the source or binary code of those two components must be present to conduct 
the measurement . 
Substep 2 : Thi s ste p require s th e constructio n o f th e softwar e mode l b y instantiatin g th e 
generic metamode l show n i n Figure 4.2 via the use of the documentation artifac t gathere d in 
substep 1  as input . Th e softwar e mode l fo r th e ciass A applicatio n show n i n Tabl e 4. 1 i s 
illustrated i n Figure 4.3 . To characterize th e memory consumptio n o f an unused member , i n 
this example , w e wil l no t comput e th e memor y consume d b y eac h member , sinc e thi s i s a 
complex process and requires analysis of the class binary code, a task which is better done by 
an automatic tool. Instead, for each method we will use the number of Java code lines to give 
us an approximate indication of the amount of memory consumed by unused members. 
Substep 3 : To obtai n th e measuremen t results , w e us e the informatio n presente d i n Figur e 
4.3 an d Tabl e 4.2 . The numerical mle s hav e to be applied fo r eac h o f the components . The 
measurement result s are calculated fo r the ciassA component only . The measurment result s 
for the components ciassB and ciassc follo w a similar pattern: 
• Class A component : Thi s componen t contain s 2  function s an d 3  attributes . I n thi s 
example, the method am 2 is assumed t o play the role of main metho d (applicatio n starte r 
application i n Java) and therefore i t is considered a s a used member. In the context o f the 
CUMM metho d thi s metho d mus t b e considere d a s a n unuse d membe r sinc e i t i s no t 
referenced b y any other member. One of the attributes is primitive and the other two refer 
to th e sam e component , i.e . ciassB . A s a  resul t thi s neste d componen t ha s t o b e 
analaysed and included in the measurement as a component. 
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ciassB component : Thi s componen t contain s 4  function s an d 3  attributes . Tw o o f th e 
attributes refer t o a primitive type and the third refers t o the classc componen t whic h in 
turn has to be included in the measurement as a component. 
ClassC component: This component contains 1  metho d and 1  attribute . The attribute i s a 
primitive and therefore nee d not to be analysed as a component. As can be observed fro m 
the code o f Table 4. 1 non e o f the member s o f this componen t ar e use d b y the exampl e 
application. 
The count of unused attributes i s calculated i n terms of attribute per component uni t (ac ) 
for component ciassA and its nested ones to be: 
M„ =2 (4.5) 
The number o f unused functionalitie s i s calculated i n terms o f function s pe r componen t 
(fc) to be: 
" , =  3 (4.6) 
The total memory in bytes consumed by the unused attributes is calculated to be: 
ha =2.,=,'" » = 2 (4.7) 
Based on the assumptions mentione d above , the total memor y i n bytes consumed b y the 
unused functionalities i s calculated to be: 
(4.8) 
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Component: Class A 
Function: am i 
Function: am 2 
Attribute: aint l 
Attribute: classBl 
Attribute: classBl j — 
J Use d Used I 
. _ _ . 
I Unuse d . 
•. .  .  J 
Component: Ciass B 
—^ Function : getBint l 
^— Function : setBint 2 
1 
Attribute: bint l 
Attribute: bint 2 
Attribute: classC l 
• 
1 
Used Used I 
r •  • 
J U n Unused J 
Component: Class C 
c Function: cm l 
I Use d 
Attribute: cin t 
^ f 
Used I 
Unused 
Figure 4.3 Metamodel instanc e for the simple dummy application . 
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Table 4.2 Application component members' usage and lines of code count 
Component ciass A 
Operations 
p u b l i c v o i d ami( ) 
p u b l i c v o i d am2( ) 
Used 
Yes 
Yes 
Number of instructions 
2 
2 
Attributes 
a i n t l 
c l a s s B l 
c l a s s B 2 
Yes 
Yes 
Yes 
1 
1 
1 
Component ciass B 
Operations 
p u b l i c i n t g e t B i n t l ( ) 
p u b l i c v o i d s e t B i n t l ( i n t b i n t l ) 
p u b l i c i n t g e t B i n t 2 ( ) 
p u b l i c v o i d s e t B i n t 2 ( i n t b i n t 2 ) 
Used 
Yes 
No 
Yes 
No 
Number of instructions 
2 
2 
2 
2 
Attributes 
b i n t l 
b i n t 2 
c i a s s c 
Yes 
Yes 
No 
1 
1 
1 
Component ciass C 
Operations 
p u b l i c i n t cml( ) 
Used 
No 
Number of instructions 
2 
Attributes 
b i n t l No 1 
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Step 3 : Calculatio n o f derive d statistic s base d o n th e measuremen t result s o f th e exampl e 
application as represented by the ciassA component: 
1. Percentag e of unused attributes of the ciassA component i s equal to: 
(2 unused attributes) / (7 total attributes) *  100 = 28.57%. 
2. Percentag e of unused functionalities o f the ciassA component i s equal to: 
(3 unused operafions) /  (7 total operations) *  100 = 42.85%. 
3. Percentag e o f unused attribute s memor y consumptio n o f the ciassA component i s equal 
to: 
(2 unused bytes) / (7 total bytes) *  100 = 42.85%. 
4. Percentag e o f unuse d functionalitie s memor y consumptio n o f the ciass A componen t i s 
equal to: 
(6 unused bytes) / (14 total bytes) * 100 = 42.85%. 
5. Degre e o f th e ciass A component' s attribut e generalit y canno t b e calculate d sinc e th e 
ClassA component i s not used in the context of other components in this example. 
6. Degre e o f the ciass A component' s functiona l generalit y canno t b e calculate d sinc e th e 
ClassA component i s not used in the context of other components in this example. 
4.6 CoMet : a CUMM automated measurement tool 
4.6.1 Overvie w 
Automation o f th e CUM M woul d reduc e considerabl y th e measuremen t effor t tha t woul d 
otherwise b e expende d ha d th e measuremen t proces s bee n performe d manually . 
Consequently, CoMe t (Componen t Measurement ) ha s been create d t o automate th e CUM M 
measurement method . CoMe t take s a s inpu t a  componen t o r a n applicatio n binar y code . 
Then, i t performs measuremen t task s such as data collection, analysi s and calculatio n base d 
on the inpu t code. Finally, i t reports the measurement results . The automation process of the 
CUMM metho d i s illustrated i n Figure 4.4 . CoMe t ha s been develope d a s a  Java prototyp e 
tool to automate the CUMM measurement process . CoMet i s an experimental too l developed 
to measure components written in Java. 
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/ Binar y code /  K 
/ artifact s r  1 / CoMet 
N /  Mpaciiirpmftn t /  K 
vj dat a /  V 
Measurement 
results 
Figure 4.4 CoMet measurement process. 
4.6.2 CoMet realizatio n 
The curren t versio n o f CoMe t take s a s inpu t onl y th e binar y cod e artifact s o f a  softwar e 
component to calculate the measurement results . There are several reasons behind this: 
1. Fo r certai n components , especiall y proprietar y ones , the onl y cod e artifac t availabl e fo r 
measurement i s the binary code; 
2. I t i s relativel y muc h easie r t o conduc t measuremen t activitie s o n th e reflectiv e binar y 
code than on the source code, since the former i s cleaner and more condensed; 
3. I t take s les s effor t t o develo p th e too l t o measur e binar y cod e instea d o f sourc e cod e 
especially tha t a  numbe r o f ope n sourc e tool s ca n b e use d t o reduc e th e developmen t 
effort. 
Internally, CoMet i s developed a s a collection o f Java classes which depend on BCEL (Byte 
Code Engineerin g Library) , a n apach e ope n sourc e librar y specialize d i n manipulafio n o f 
Java byte code (Apache, 2001). 
Moreover, CoMe t i s equipe d wit h a  GU I interfac e throug h whic h th e use r specifie s th e 
component t o b e measure d an d observe s th e measuremen t result s reporte d whe n th e 
calculation ha s been terminated (se e Figure 4.5). Additionally, the application binary code of 
the component to be measured must be available on the classpath so that CoMet can perfor m 
the measurement properly . As output, i t generates a report detailing the measurement results . 
The informafion presente d in the report shows the number of unused members (attributes and 
methods) and the percentage of their usage, as shown in Figure 4.5. 
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CoMet inpu t analysi s metho d i s a  two-par t proces s -  binar y cod e analysi s followe d b y 
measurement dat a extraction . Durin g th e executio n o f th e first  process , th e componen t 
referenced membe r type s ar e indexe d usin g a  recursiv e depth-firs t transversa l algorithm . 
When th e recursiv e algorith m terminates , th e analysi s o f membe r method s begins . Th e 
analysis of member method result s generates a  call grap h and collect s relevant measuremen t 
data. The second major ste p consists in: 
1. Transformin g th e measurement dat a collected int o meaningful measuremen t informatio n 
through the application of the CUMM calculation formula ; 
2. Presentin g the measurement result s to the user. 
4.6.3 CoMe t in action 
To illustrat e th e feature s o f CoMet , a  simpl e tes t applicatio n exampl e i s measured . Thi s 
application contain s a  componen t consistin g o f th e clas s ShowWelcomeMessag e wit h on e 
data member and one method member . 
As show n i n Figur e 4.5 , CoMe t calculate d th e tota l numbe r o f method s use d b y thi s 
component as equal to 869. Obviously, the number of methods comes from : 
1. Th e inherited methods from th e Object father class of all Java classes; 
2. Th e methods of all the classes (String, System, etc.) used by the ShowWelcomeMessage ; 
3. Recursively , the method s inherite d b y those classes use d by the ShowWelcomeMessag e 
component. 
The ShowWelcomeMessag e componen t i n it s curren t stat e make s us e o f 44 8 methods . 
Expressed a s a  percentage, the ShowWelcomeMessag e componen t make s use of only 51.55 
percent o f th e loade d methods . A s fo r th e numbe r o f dat a member s o f th e 
ShowWelcomeMessage component , the same argument holds as for the method members. 
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CoMet - Component Measurment -  CUMM mode BBS 
class t o analyze ! testpackage,ShowWelcomeMessag e 
Analysis Results Syste m Log ' . 
Go 
USAGE SUMMARY 
The membei: count section 13 a report of the total numlDer of 
acttibuces and methods (use d and unused) 
Meabei: count 
Attributes: 137 
Methods: 86 9 
TTie usage count is a report of the number of members that are 
used at least once (N.b. : This number is not multiplied by 
number o£ times actually used]. 
Usage count 
Attributes: 91 (66.4233S 5 'i) 
Methods: 44 8 (51.5535 1 1) 
iThe member line count is the total of lines counted (regardles s 
of use or not). It is essentially the sum of the first column of 
the above usage report. 
Member line count 
Attributes: 137 
Methods: 343S 1 
Line usage refers to the number of lines of code actually 
used. It 13 a sum of the line count for all the members that 
ate used at least once. 
Line usage 
Attributes; 91 (66.42335 5 H) 
Methods: 2124 2 (61.83808 5 !.) 
ENP REPORT 
T 
Figure 4.5 CoMet GUI. 
4.6.4 CoMet limitations 
CoMet curren t implementatio n ha s a  limitatio n relate d t o componen t member s use d withi n 
the body o f the component' s functions . I f any o f the component' s member s ar e used solel y 
within the body of a member method, they are not taken into consideration when performin g 
the measurement . Consequently , measuremen t result s ar e no t completel y accurat e i n suc h 
circumstances. Th e developmen t o f CoMe t i s mean t t o provid e a  proo f o f concept . 
Nevertheless, th e measuremen t result s stil l provid e a  relevan t indicato r o f th e numbe r o f a 
software component' s unuse d member s an d thei r usag e i n a  softwar e application . Th e 
implementation of this prototype is provided in Appendix I on a CDROM. 
86 
4.6.5 Futur e work 
On the practical level , producing accurate results is one of the important feature s tha t CoMet 
needs to be equipped with in future work . I n addition, the following feature s can be added: 
1. Th e implementation o f a new module to analyze a component member' s byte code and to 
calculate the memory consumed by unused members. 
2. Enhancemen t to the user interface i n such a way to give the user more control over: a) the 
components t o b e measured , b ) th e path-settin g o f th e applicatio n tha t use s th e 
component bein g measured , an d c ) th e inclusio n o r exclusion , o n a n optiona l basis , o f 
certain librar y components , suc h a s Jav a API , s o tha t the y wil l b e ignore d durin g th e 
measurement process. 
On th e theoretica l level , onc e the too l i s ready wit h th e se t o f feature s mentione d above , i t 
will b e interestin g t o conduc t empirica l measurement s o n a  numbe r o f ope n sourc e 
components t o measur e thei r members ' percentag e usag e an d memor y consumptio n i n 
different applicatio n settings. 
4.7 Conclusio n 
In thi s chapter , th e CUM M measuremen t metho d wa s presente d wit h a  se t o f derive d 
statistics t o analyz e th e measuremen t resuh s whic h pertai n t o aspect s relate d t o th e unuse d 
attributes an d functionalitie s pe r componen t an d pe r application . Furthermore , CoMet , th e 
automatic too l t o conduc t th e measuremen t o f softwar e components ' unuse d member s i s 
presented. 
The result s calculate d b y CoMe t accordin g t o th e CUM M metho d hav e a  cross-cuttin g 
impact o n a  numbe r o f (ISO/IEC , 2001 ) qualit y characteristic s an d subcharacteristics . Fo r 
instance, unuse d functionalitie s coul d indicat e tha t th e securit y subcharacteristi c o f 
applications makin g us e o f thes e functionalitie s migh t b e a n issue . Similarly , th e memor y 
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consumption b y unuse d attribute s an d functionalitie s indicate s i n tur n a n impac t o n th e 
efficiency characteristic . I n the sam e vein , th e maintainabilit y characteristi c i s impacte d b y 
the numbe r o f unuse d functionalitie s a s to the effor t tha t migh t b e require d whe n adaptin g 
and customizing the concerned software components . 
CHAPTER 5 
COMPOSITIONAL STRUCTURED COMPONENT MODEL (CSCM) 
5.1 Introductio n 
The unwante d functionalitie s exhibite d b y softwar e component s i n particula r applicatio n 
contexts are caused by the tendency of the size of software component s to be coarse to large-
grained. I n suc h components , th e se t o f usefu l an d require d functionalitie s provide d b y a 
particular componen t varie s accordin g t o th e particula r softwar e applicatio n context . 
Typically, durin g th e developmen t o f softwar e applicatio n families , considerabl e effor t i s 
expended o n th e wrapping , adaptation , an d customizatio n o f th e functionalitie s o f 
components shared by the various constituent applications. In this chapter, the Compositional 
Structured Component Model (CSCM) is proposed as an initial model to: 
1. Handl e the issue of unwanted component ftanctionalities; and 
2. Provid e an easier and more flexible approach for software customization , adaptation , and 
reuse. 
The ide a behin d thi s mode l i s t o develo p component s wit h physicall y disjoin t functiona l 
fragments calle d compositiona l interfaces . A t compositio n time , th e applicatio n develope r 
selects the functionality fragment s neede d to form the basis for a new software component . 
5.2 Compositiona l Structured Component Model 
The Compositiona l Structure d Componen t Mode l (CSCM ) (se e Figur e 5.1 ) i s designe d t o 
construct softwar e component s throug h selectiv e functiona l compositio n base d o n 
component metadat a compositio n descripto r instances . Thi s selectiv e compositio n propert y 
provides flexibility  fo r th e adaptatio n an d customizatio n o f components , a s wel l a s fo r 
facilitating softwar e maintenanc e and helping to more readily achieve software reuse . 
The CSCM mode l ca n be seen a s an extension t o the objec t oriente d mode l whic h provide s 
compositional capabihties . Consequently , a  CSCM componen t instanc e i s an object wit h an 
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enhanced capabilit y allowin g selectiv e functiona l composifio n o f disjoin t compositiona l 
parts. 
In th e contex t o f th e CSC M mode l a  compositiona l par t i s a  metho d implemente d 
independently outside of the component implementation . W e call such a part a compositional 
interface fo r being independently implemente d an d physically disjoin t fro m th e component' s 
implementation. CSC M component' s compositiona l interface s perceive d a s method s fro m 
within a component implementation unlike Java interfaces whic h are types per se. 
Table 5.1 Reserved words of CSCM components 
Reserved word s 
component 
compositional 
Role 
Declares the beginning of a CSCM component 
Declares a compositional interface membe r 
The propose d CSC M mode l i s generi c an d ca n b e implemente d i n variou s programmin g 
languages. Fro m a n objec t oriente d perspective , CSC M component s instance s ca n b e 
considered a s objects sinc e they possess and exhibi t simila r properties an d characteristics t o 
those of objects. CSC M components suppor t inheritance ; however , they are provided wit h a 
powerful compositio n an d retrogressio n mechanis m whic h allow s CSC M componen t t o 
either includ e o r exclude compositiona l interface s accordin g t o the informatio n provide d b y 
the componen t metadat a instance . Th e CSC M mechanis m o f compositio n an d retrogressio n 
is based on: 
• A n extensio n t o th e synta x o f a n objec t oriente d programmin g languag e t o suppor t 
compositional members as presented in Table 5.1; 
• Th e us e o f th e compositio n principl e t o selecfivel y includ e th e require d functionalitie s 
suitable for a software application ; 
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• Th e us e o f th e delegatio n principl e whic h permit s th e dispatchin g o f th e componen t 
methods' call s to the compositional interfaces o f the component. 
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Figure 5.1 CSCM component construction process . 
A CSC M componen t compositiona l interfac e differ s fro m CSC M ordinar y method s i n tha t 
they ar e selectabl e vi a th e componen t metadat a compositio n descripto r instance . I n othe r 
words, th e sam e componen t i n tw o differen t application s migh t hav e differen t subset s o f 
compositional interfaces , dependin g o n th e functiona l requirement s neede d b y th e hostin g 
application. 
The CSC M mode l doe s no t handl e th e aspect s o f distribution , synchronization , an d 
interoperability. Therefore , CSC M component s rel y fo r thes e aspect s o n th e underlyin g 
mechanisms provided eithe r by other component model s o r by host programming language s 
in which CSC M component s ar e implemented . Indeed , th e curren t scop e o f ou r researc h i s 
focused o n providin g a  solution fo r th e issu e o f component s havin g a n excess o f unwante d 
fiinctionalities and on finding a n easier approach to components composition , customization , 
adaptation, and reuse. 
5.3 CSC M component structure 
A CSC M componen t i s a  softwar e par t possessin g compositiona l interface , an d a 
composition descripto r whic h capture s metadat a informatio n specifyin g th e variou s aspects , 
characteristics, dependencie s an d propertie s necessar y fo r functiona l composition . Th e 
structure o f a CSCM component i s presented i n Figure 5. 2 an d i s composed o f three logica l 
parts: a definition part , a metadata part and an implementation part . 
5.3.1 CSC M component definitio n 
The component definition par t includes the definition o f two distinct categories of members: 
core members and compositional interface members . 
1. Cor e member s ar e composed o f method an d attribut e member s actin g a s the componen t 
core fo r an y CSC M componen t instance . Compositiona l interfac e member s ar e 
selectively available for composhion through CSCM component instances . 
2. CSC M component s instance s behav e almos t lik e objects . Withou t thei r compositiona l 
members (interfaces ) CSC M componen t instance s ar e indistinguishabl e fro m ordinar y 
objects. 
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Figure 5.2 CSCM component structure. 
The definition o f a CSCM componen t ha s to be done usin g the hos t programming languag e 
in additio n t o th e synta x construct s o f Tabl e 5.1 . The definitio n o f cor e member s an d th e 
definitions o f compositional interfac e member s are necessary to generate the component core 
skeleton as well as the compositional interface skeletons . 
As illustrated i n Table 5.2 a CSCM component definition ha s to be defined i n a file similar to 
the wa y objec t oriente d sourc e classe s ar e defined . Thi s definifio n define s th e componen t 
"Compressor" with one core method and two compositional interfaces . 
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5.3.2 CSC M component metadat a 
The componen t metadat a par t contain s th e compositio n descripto r whic h capture s i n XM L 
format th e descriptive metadata information o f the component. I n particular, the composition 
descriptor provide s al l th e necessar y informatio n o n a  component' s member s an d thei r 
dependencies so that at composition-fime the selection of an interface wil l also result in load-
time selectio n o f al l composifiona l member s o n whic h th e interfac e depends . Furthermore , 
this metadata informatio n ca n also be used to specify usefu l informatio n o n other aspect s of 
CSCM component s suc h as , constraints , licensing , catalogin g an d indexation . A  partia l 
sample of the composition descriptor for the component i s illustrated in Table 5.3. 
Table 5.2 Component definitio n 
impor t J a v a . i o . F i l e ; 
Component Compresso r { 
p u b l i c S t r i n g d i s p l a y U s a g e ( ) (... ) 
/ / c o m p o s i t i o n a l member s 
/ / z i p a l g o r i t h m 
C o m p o s i t i o n a l p u b l i c F i l e z i p ( F i l e f , S t r i n g oper ) { 
} 
/ / g z i p a l g o r i t h m 
c o m p o s i t i o n a l p u b l i c F i l e g z i p ( F i l e f , S t r i n g o p e r ) { 
} 
5.3.3 CSC M component implementatio n 
The CSC M componen t implementatio n par t contain s on e cor e implementatio n clas s fo r th e 
component cor e member s an d a  differen t clas s fo r eac h compositiona l interface . Thoug h 
logically related , a  component' s compositiona l interfac e implementation s ar e physicall y 
94 
disjoint, thereb y providin g compositiona l capabilities , flexibility,  an d a  metho d fo r easie r 
software development , maintenance and reuse. 
The cor e clas s i s connecte d t o th e classe s o f compositiona l interface s vi a a  compositio n 
relationship as illustrated i n Figure 5.3. 
1 
gzipClass 
Compressor 
• • 1 1 1 
zipClass 
Figure 5.3 Relationship between the component core class and the component 
compositional interfaces . 
Besides the implementation o f core members, the component core class also provides a proxy 
delegate metho d fo r eac h compositiona l interface . Th e implementatio n o f th e CSC M 
composition mechanis m i s based on the composition an d delegation principles. Furthermore , 
the implementatio n o f compositiona l interface s a s separat e classe s help s als o realizin g th e 
implementation of this mechanism. 
Typically, object method s can access one another. This is also true for CSCM compositiona l 
interfaces; the y ca n acces s eac h other s throug h th e delegatio n mechanis m whic h use s th e 
core instance to dispatch access requests to the concerned interfac e member s by calling their 
proxy methods. 
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5.4 CSC M component-based softwar e construction proces s 
The CSC M component-base d softwar e constructio n proces s i s divide d int o tw o processes : 
the component construction process and the application construction process. 
Table 5.3 Partial illustration of the composition descripto r 
for the component defined i n Table 5.2 
<component name"Compressor" > 
< i m p o r t - l i s t > 
< p a c k a g e > j a v a . i o . F i l e < p a c k a g e > 
< / i m p o r t - 1 i s t > 
<core-members> 
<methods> 
<method name="disp layUsage " r e t u r n - t y p e = " S t r i n g " / > 
< m o d i f i e r s - l i s t s c o p e = " p u b l i c " / > 
< p a r a m e t e r s / > 
<dependency-1 i s t /> 
<methods>...</methods > 
< a t t r i b u t e s > . . . < a t t r i b u t e s > 
< / d e p e n d e n c y - l i s t > 
</method> 
</methods> 
</core-members> 
<compos i t iona l -members> 
< a t t r i b u t e s / > 
< i n t e r f a c e s > 
< i n t e r f a c e name="zip " s e l e c t e d = " t r u e " 
r e t u r n - t y p e = " F i l e " / > 
< m o d i f i e r s - l i s t s c o p e = " p u b l i c " / > 
<pa rame te r s> 
<pa rame te r T y p e = " F i l e " name="f" > 
<pa rame te r T y p e = " S t r i n g " name="oper" > 
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Table 5.3 A partial illustration of the composition descripto r 
for the component defined i n Table 5.2 (continued) 
</parameters > 
<dependency-1i s t/> 
<methods> 
<method name="displayUsage" 
return-type="String"/> 
<modifiers-list scope="public"/> 
<parameters/> 
</dependency-list> 
</dependency-1i s t > 
</interface> 
<interface name="gzip" selected="true" 
return-type="File"/> 
<modifiers-list scope="public"/> 
<parameters> 
<parameter Type="File" name="f"> 
<parameter Type="String" name="oper"> 
<parameters/> 
<dependency-list/> 
<methods> 
<method name="displayUsage" 
return-type="String"/> 
<modifiers-list scope="public"/> 
<parameters/> 
</dependency-list> 
<methods> 
</dependency-list> 
</interface> 
</interfaces> 
</compositional-members> 
</component > 
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5.4.1 Componen t construction proces s phases 
The construction proces s of a CSCM component passe s through fou r phase s as illustrated in 
Figure 5.4 : 
1. Componen t core definition an d compositional interfac e definitions ; 
2. Compilatio n and generation of core skeleton and compositional interfac e skeletons ; 
3. Cor e implementation and compositional interface implementations ; 
4. Compilatio n o f th e skeleto n implementation s an d generatio n o f th e composhio n 
descriptor. 
Component core 
definition an d 
compositional interfac e 
definitions 
Compilation and 
generation of core 
skeleton and 
compositional interfac e 
skeletons 
/Compilation of skeletom 
implementations and 
generation of 
.composition descriptor 
Core implementation and\ 
compositional interfac e 
implementations 
Figure 5.4 CSCM component construction process phases. 
During th e first  phase , the componen t cor e member s an d compositiona l interfac e member s 
must be defined b y the software constructo r i n a similar way to that i n which object-oriente d 
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classes ar e defined . Th e outpu t o f thi s phas e i s th e componen t definifio n sourc e cod e a s 
illustrated in Table 2. 
During th e secon d phase , th e componen t definitio n sourc e cod e i s passe d t o th e CSC M 
compiler fo r compilation . A s illustrated i n Figure 5.1 , the output s o f this phase ar e the core 
skeleton as well as the skeletons for each composifional interface . 
The implementation of the component skeletons has to be done by the software constructo r in 
the thir d phase . The outpu t o f this phas e (se e Figur e 5.1 ) i s the componen t implementatio n 
source cod e whic h include s th e implementatio n o f th e cor e skeleto n a s wel l a s th e 
implementation o f each compositional interfac e skeleton . 
During th e fourt h phase , th e componen t compositiona l interfac e skeleto n implementation s 
and core skeleton implementafion ar e passed again to the CSCM compiler (see Figure 5.1) to 
generate the composhion descripto r a s well as the source and binary code of the componen t 
implementation. Th e outpu t o f thi s phas e i s a  CSC M componen t read y fo r composition , 
inheritance and instantiation. 
Illustrations o f th e sourc e cod e implementatio n fo r th e cor e skeleto n an d compositiona l 
skeletons fo r th e component show n in Table 5. 2 ar e presented respectivel y i n Table 5. 4 and 
Table 5.5. 
Table 5.4 Component core implementation code . 
pub l i c c l a s s Compresso r { 
/* t h i s cod e i s generate d b y CSC M compile r * / 
j a v a . u t i l . H a s h t a b le compos i t i ona l ln t e r f aces ; 
Compressor(new Fi le("composi tonDescr ip tor") { 
i n i t i a l i z e C o m p o s i t i o n a l s ( ) ; 
} 
99 
Table 5.4 Component core implementation code (continued) 
Public void initializeCompositionals() { 
compositionallnterfaces = new 
Java.util.Hashtable(); 
/* for every selected interface in the composition 
descriptor create an instance of the interface and 
store in the hash table compositionallnterfaces */ 
} 
// core method 
public String displayUsage(){ 
return new String(); 
} 
// compositional interface s 
Private File gzip(File f,String oper){ 
return((gzipClass) compositionallnterfaces.get("gz")) 
.gzip(f, oper); 
} 
private File zip(File f, String oper){ 
return((zipClass) compositionallnterfaces.get("z")).zip(f, oper); 
} 
Table 5.5 Compositional interfaces skeleton s implementation code 
P u b l i c c l a s s z i p C l a s s { 
/ * Th e cod e i s g e n e r a t e d b y t h e CSC M 
Compi le r * / 
Compressor T h i s ; 
z i p C l a s s ( C o m p r e s s o r comp) { 
T h i s =  comp ; 
} 
public File zip(File f, String oper) { 
This.displayUsage(); 
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Table 5.5 Compositional interface s skeleton s implementation code (continued) 
r e t u r n ne w F i l e ( " t e s t T e x t F i l e . t x t " ) ; 
} 
} 
Publ ic c l a s s gzipClass { 
Compressor This ; 
gzipClass(Compressor comp) ( 
This =  comp ; 
} 
public File gzip(File f, String oper){ 
This.displayUsage(); 
return new File (" testTextFile.txt") ; 
} 
5.4.2 Softwar e application construction proces s 
The proces s o f softwar e applicatio n constructio n usin g CSC M component s require s th e 
completion o f tw o tasks : first,  th e softwar e constructo r ha s t o selec t th e component' s 
compositional interface s neede d (to satisfy the application requirements) via the components' 
composition descriptors . Second , th e softwar e constructo r ha s t o us e an d manipulat e th e 
components as if it were an ordinary object oriented class. 
Whenever an instance of a CSCM component i s to be created with a different combinatio n of 
functionalifies, thi s instanc e mus t b e provide d wit h th e appropriat e compositio n descripto r 
instance. For example, to selec t a  particular interfac e implementin g a  required functionality , 
the developer ha s to se t the value of the parameter "selected " o f the compositional interfac e 
element to "true" in the composition descriptor of the component as shown in Table 5.3 . The 
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name o f th e file  containin g th e compositio n descripto r instanc e mus t b e passe d a t 
instantiation as a parameter to the component's constructor . 
5.5 CSC M Java inheritance issues 
CSCM componen t ar e object oriente d type s equipped wit h a  composition mechanis m whic h 
alter transfomiation b y the CSCM compiler are mapped to ordinary Java components. In this 
section, w e explai n ho w th e object-oriente d inheritanc e mechanis m i s handle d b y a  Jav a 
implementation of the CSCM model. 
5.5.1 CSC M and Java class inheritance 
CSCM component s ma y inheri t othe r CSC M component s a s wel l a s ordinar y Jav a classe s 
using the same syntax rules of Java class inheritance (i.e . using the reserved word "extends") . 
Consequently, the same rules that apply to class inheritance apply also to CSCM component s 
inheritance wit h minor differences . Whe n a  CSCM componen t inherit s anothe r bas e CSC M 
component, not only h inherits the composition descriptor of the base component, but also its 
compositional interfaces . However , whe n a  CSC M componen t inherit s a  Jav a class , th e 
members o f th e inherhe d bas e clas s wil l b e availabl e t o othe r CSC M component s a s cor e 
members only. 
5.5.2 CSC M and Java interface inheritanc e 
CSCM component s ma y inheri t Jav a interface s usin g th e Jav a "implements " keyword . 
Similar t o the wa y i n which Jav a classe s implemen t interfaces , CSC M component s hav e to 
fulfill th e contract dictated by the interface they implement. Moreover, the inherited member s 
will be available as core members only. 
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5.6 Limitation s 
Even though the CSCM offers a  solution for component unwanted members, it suffers fro m a 
number of limitations: 
1. I n the context o f CSCM only functiona l member s ar e selectivel y composed . Thi s means 
that unwante d (state ) dat a member s ca n stil l b e presen t i n th e CSC M component s an d 
uhimately lead to similar problems that the CSCM tackles. 
2. Th e compositio n descripto r o f CSC M component s i s expresse d i n XML . Thoug h thi s 
format i s wel l structure d an d user-friendly , i t i s significantl y verbos e an d require s th e 
software constructo r t o expend considerabl e effor t fo r bot h the definition o f component s 
and for the selective composition of component members. 
3. Fro m a n implementatio n viewpoint , th e CSC M mode l has bee n designe d t o us e a n 
intemal structur e to hold a reference t o all compositional member instances whether they 
have been selected o r not. I n other words , if the compositional membe r i s not present i n 
the component (se t to null) a reference holdin g it s name is still stored internally . Thoug h 
it is minimal, the intemal structur e holding a reference t o a compositional membe r incur s 
an additional overhead in terms of memory consumption to the component. 
5.7 Conclusio n 
In thi s chapter , th e CSC M wa s presented . Thi s mode l permit s th e construcfio n o f softwar e 
components wit h variabl e list s o f functionalitie s selecte d accordin g t o components ' 
composition descripto r instance s a t runtime . Consequently , i t provide s a  remed y fo r th e 
limitation of components' unse d members. 
CHAPTER 6 
ATOMIC AND MODULAR COMPOSITION MODE L 
6.1 Introductio n 
In this chapter , the Atomic an d Modula r Composifio n (AOC ) model i s presented. Th e AOC 
model ca n b e considere d a s a n evolvin g an d enhance d mode l compare d t o it s predecesso r 
(CSCM). First , the AOC model i s designed to overcome the limitation s o f which the CSCM 
model suffer s from . Second , i t tackle s additiona l softwar e componen t limitation s 
unaddressed b y th e CSC M mode l a s wil l b e discussed subsequentl y in thi s chapter . I n 
particular, th e AO C mode l aim s a t remedyin g th e followin g limitation s whic h hav e bee n 
discussed and illustrated i n chapter 3 : 
1. Unwante d component's members; 
2. Chaoti c composition and amalgamation of code elements; 
3. Suboptima l component reuse limitations. 
Apart fro m remedyin g t o th e limitatio n liste d above , th e AO C mode l ha s a n impac t o n a 
variety o f softwar e componen t constructio n aspect s suc h a s componen t modularity , reuse , 
testing, fast code comprehension and evolution. 
In a n attemp t t o reduc e th e complexit y o f code , increas e it s modularit y an d mak e i t mor e 
manageable, programmin g paradigm s cam e u p wit h thei r ow n particula r constructs . Fo r 
instance, the functiona l programmin g paradig m use s the "function" (expresse d i n terms o f a 
lambda expression ) construc t a s th e majo r containe r construc t t o decompos e th e cod e int o 
modular and manageable chunks . Even though the function construc t represents elegantly the 
computational behavio r of a function fro m a  mathematical viewpoint , the decomposition o f a 
software applicatio n int o function s stil l show s sign s o f cod e amalgamatio n a s discusse d i n 
chapter 3. Hence, room for improvements sfill exists. 
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In the same vein, the procedural programmin g paradigm resorte d to structuring the code into 
coarse-grained container s (modules ) compose d o f finer-grained  container s o f dat a (dat a 
structures) and behaviors (procedures) . Again, procedural language s modules and procedures 
are pron e t o chaoti c cod e amalgamatio n simila r t o functiona l language s module s an d 
functions. Eventually , ne w construct s ar e required t o alleviat e fo r chaoti c amalgamatio n o f 
code. 
Equally, OO P hav e brough t significan t improvement s wit h th e notio n o f object s which 
mirror abstractions of real world objects and their interaction in real life systems. In OOP, the 
class i s th e containe r whic h encapsulate s dat a an d behavior s i n on e unit . Th e abilit y t o 
emulate rea l lif e objec t decompositio n an d objec t interactio n ha s considerabl e positiv e 
impact o n th e decompositio n o f cod e element s an d thei r interactions . Nevertheless , cod e 
amalgamation can creep in object behavior s as has been demonstrated in section 3.3. 2 
Lately, th e componen t paradig m ha s emerge d aimin g initiall y amon g othe r thing s t o brin g 
enhancements t o the distribution o f objects an d their composition . However , the componen t 
paradigm per se  ha s no t com e u p wit h a  completel y ne w compositiona l physica l structur e 
such a s class , procedure s an d functions , albei t i t ha s brough t in th e virtua l componen t 
structure. Essentially , th e componen t structur e i s constructe d ou t o f a  combinatio n o f 
compositional containe r structures employed by the existing programming paradigms. 
At inception , th e primar y objectiv e o f th e componen t paradig m wa s t o permi t transparen t 
distribution o f components and allow their interaction a t runtime (dynamic composhion) i n a 
transparent an d mor e flexible  way . Basically , CORB A an d COM/DCOM/.NE T an d EJ B 
components have been augmented with metadata and helper constructs to achieve transparent 
distribution and interactions in distributed environments . 
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6.2 AO C model tenets 
The AO C mode l i s a  componen t mode l relyin g o n th e straightforwar d compositio n o f 
components and more importantly on the restructuring of the basic reusable element found i n 
object oriente d programming , specificall y th e class element . Th e tenets on which stand s the 
AOC model are: 
1. Promotio n o f clas s behavior s t o full-fledge d compositiona l components . First , a s a 
reminder, th e clas s construc t i n OO P encapsulate s statefu l (types ) an d behaviora l 
(functions o r methods ) element s i n one container . Whil e typ e element s ar e full-fledge d 
first clas s citizens , clas s behaviora l element s ar e subordinate s t o th e clas s an d pla y a 
secondary rol e within the class construct a s opposed to type  members as can be depicted 
in Figur e 6.1 . This figur e illustrate s th e code o f a  traditional Jav a componen t havin g a s 
type Person . Thi s componen t i s compose d ou t o f tw o othe r component s name d 
(firstName an d lastName ) an d bot h havin g th e sam e type  s t r ing . Additionally , thi s 
component has a single behavior called display. I t is intresting to note that the displa y 
behavior ca n no t b e use d o n it s ow n unles s th e Perso n componen t i s used . Pu t 
differently, type  elements ar e easil y compose d an d reuse d wit h othe r type  elements . On 
the contrary, behaviora l element s ar e reused indirectl y an d only through th e use of their 
container class . The AOC model use s the mechanism o f functor object s (Coplien , 1992 ; 
Odersky, 2009 ) to make behaviora l clas s members first  class citize n whereb y the y hav e 
their own structural container s through which they can be composed with other classes as 
shown i n Figur e 6.2 . Thi s figur e illustrate s th e cod e o f th e sam e componen t show n i n 
Figure 6. 1 righ t afte r bein g transformed int o an AOC component . I t is important t o note 
that the displa y behavio r ha s now it s own structure . Precisel y thi s component i s now a 
full-fledged componen t havin g a s nam e Dispiayer . Thi s ne w structur e allow s th e 
displayer behavio r t o b e reuse d o r no t withou t bein g reference d throug h th e Perso n 
component. Mor e importantl y i s th e wa y th e Perso n componen t no w compose s th e 
Display behaviora l componen t a s show n i n Figur e 6.2 , i.e . th e Displa y componen t i s 
defined lik e an y othe r component . I t i s wort h observin g ho w muc h th e cod e o f th e 
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Person componen t i s neater , cleane r an d concis e an d doe s no t hav e an y behaviora l 
implementations, but only component definitions . 
publ ic c l a s s Perso n { 
) 
publ ic S t r in g firstName ; 
publ ic S t r in g lastName ; 
publ ic d isp lay( ) ( 
Sys tem.ou t .p r in t ln ( 
"FirstName =  "  +  firstNam e + 
" LastNam e =  "  +  lastName) ; 
} 
) 
First class components 
which can be used on 
their own 
Subordinate functionalit y 
which can only be used 
indirectly when its owner 
container (component) is used 
Figure 6.1 Structural relationship between a traditional component 
and its code elements. 
public class Person { 
public Strin g firstName; 
public Strin g lastName; 
public Displaye r displayer 
public class Displayer { 
public display(Perso n person) ( 
System.out.println( 
"FirstName = " + person.firstName 
" LastName = " + person.lastName); 
) 
First class components which 
can be used on their own 
Displayer is a first class 
component providing the 
equivalent functionalit y 
provided by the display functio n 
Displayer implementation i s done 
in its own container extemally 
and can be composed only when 
it is needed depending on 
application contex t 
Figure 6.2 Structural relationship between an AOC component 
and its composite components. 
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2. Us e of atomic or composite behaviora l component s with enhanced modularity . The most 
significant contribution s o f objec t oriente d programmin g i s th e us e o f th e objec t 
abstraction t o decompos e softwar e int o object s whic h emulat e rea l worl d objects . Th e 
significance o f this abstraction stem s from: a ) it s ability t o provide a  natural mechanis m 
for softwar e decompositio n int o objects , b ) th e straightforwar d understandin g o f 
decomposed objects ' code , i. e th e decompose d objects ' responsibilitie s matc h closel y 
their equivalent real world object responsibilities . 
Well decompose d object s whic h closel y matc h rea l lif e ones , ar e easie r t o understand , 
modify an d evolv e sinc e thei r responsibilitie s ca n usuall y b e predicte d relativel y wit h 
ease b y developers . Typically , whe n object s responsibilitie s an d representation s diverg e 
from thei r rea l wor d counterparts , chaoti c amalgamatio n an d bloatin g o f cod e chunk s 
occur and result in ill-composed and unoptimally modular code chunks. 
To avoid chaoti c amalgamatio n an d cod e bloats , w e propose th e breakdow n o f larg e or 
coarse graine d bloate d component s int o atomic o r composite component s with enhance d 
modularity. An atomic component can be described to be an indivisible code element fre e 
from compositio n wit h an y othe r component . A  componen t wit h enhance d modularit y 
must have a  minimalistic siz e to provide a  concise meanin g an d to capture a  pinpointed 
behavior a s ca n b e observe d i n th e cod e o f th e Displaye r componen t illustrate d i n 
Figure 6.2. 
In the context o f the AOC model, reusable elements are behavioral (operafion s i n a class) 
and statefu l (dat a structur e define d a s a  class ) components . B y promotin g behavior s t o 
full-fledged components , th e AO C mode l loosen s th e couplin g betwee n a  componen t 
(class) an d it s behaviors . I n addition t o that, atomizin g behavior s an d constructing the m 
as composite s wit h enhnace d modularit y improve s th e proces s o f clas s responsibilitie s 
identification an d assignment , increase s th e potentia l o f reuse , makes  i t easie r t o 
understand atomi c behavior s intende d us e and makes their tesfing an d evolution simple r 
and easier. 
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3. Declarativ e selectio n an d composition o f composite components . Sinc e in OOP the class 
is th e basi c reusabl e element , an y clas s membe r ca n b e use d an d manipulate d eve n 
though i t i s no t neede d b y th e constructe d computationa l tasks . Fo r instance , differen t 
application domain s an d context s ma y us e a  variabl e numbe r fro m th e se t o f availabl e 
class members . Thi s scenari o typicall y lead s t o unwante d member s a s mentione d i n 
section 3.3.1 . Wha t i s missing i s the fine  grained contro l mechanis m i n whic h onl y th e 
required clas s members wil l b e reused by a software applicatio n accordin g to its context 
and business domain. 
In this research, the use of declarative definition o f composite components is proposed as 
a remed y t o the limitatio n o f a  software componen t unwante d members . T o construc t a 
particular application , the software develope r needs only to select and define the required 
composite componen t member s leavin g ou t an y unwante d members . Th e us e o f 
declarative definitio n o f composit e component s work s i n concer t wit h th e othe r tw o 
tenants o f the AO C model . Sinc e i n the contex t o f the AO C mode l al l clas s behaviora l 
members are full classes , then those classes can be composed with other components i n a 
fluid and straightforward manner . 
The main drivers behind the AOC model are to: 
1. Leverag e softwar e compositio n t o a  ne w height , achiev e bette r softwar e reus e an d 
consequently improv e th e softwar e constructio n process . Suc h a  ne w heigh t promote s 
software constructio n fro m bein g merely a n instructional compositio n proces s towards a 
higher level being mostly a software componen t compositional process . 
2. Encourag e software constructor s to think i n terms of compositional component s and how 
to compose and wire them to construct a  software applicatio n rather than in terms of code 
instruction amalgamatio n an d writing . Pu t differently , usin g th e AO C mode l softwar e 
constructors hav e t o shif t thei r focu s b y spendin g mor e effor t o n composin g reusabl e 
components rather than on amalgamating code instructions. 
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6.3 Structure and anatomy o f AOC components 
6.3.1 AOC structure 
An AOC component i s a software replaceabl e element acting as a compositional structur e or 
as a  container fo r othe r AO C components . Basically , a n AO C componen t possesse s a n 0 0 
class structure . AO C component s ar e divide d int o tw o groups : atomi c an d composite . 
Furthermore, the y ar e classifie d int o tw o classes : statefu l an d behavioral . AO C group s an d 
classes will be discussed i n sections 6.3.2 and 6.3.4 respecfively . 
Component 
implementation 
A 
(sta 
A( 
(a) 
OC atomic component 
iteful an d behavioral) a 
)C composite behavioi 
components 
s 
ind 
-al 
Component definitio n 
Component composition 
descriptor 
(b) 
AOC stateful composit e 
component 
Figure 6.3 AOC component structure . 
The structur e o f an AOC component depend s on the group to which the component belong s 
as shown i n Figure 6.3 . For instance. Figure 6.3 (a ) illustrate s th e structures o f AOC atomi c 
components (statefu l an d behavioral ) an d AO C composit e behaviora l component s whil e 
Figure 6.3 (b) illustrates the structure of an AOC stateful composit e component . 
6.3.2 AO C component group s 
Atomic: A n AO C atomi c componen t i s a  basi c cod e elemen t wit h enhance d modularit y 
which can be used to construct othe r components . A distinctive featur e o f AOC atomi c and 
enhanced modularit y component s i s that they ca n no t b e refactored an d divide d int o furthe r 
AOC components an d stil l b e capable of providing the computational stat e or behavior the y 
held o r provided originally . I n other words , if an AOC component ca n be broken dow n int o 
distinct ones , thi s mean s i t i s no t a n AO C atomi c o r enhance d modularit y component . 
Essentially, th e atomicit y o r enhanced modularit y o f an AOC componen t i s absolute acros s 
the spac e o f softwar e applications . Obviously , t o preserv e it s atomicit y an d enhance d 
modularity a n AO C componen t mus t b e significantl y concise , pinpointed an d consequentl y 
of a small size as shown in the atomic AOC tax calculator component of Table 6.1. 
Table 6.1 An AOC atomic or enhanced modularity component example 
pub l i c c l a s s TaxAmountCalculato r { 
pub l i c f l oa t c a l c u l a t e ( f l o a t taxableAmount , f l oa t taxPercentage ) { 
r e t u r n taxableAmoun t *  taxPercentage ; 
} 
} 
Composite components : A n AO C composit e componen t i s a  code elemen t wit h enhance d 
modularity whic h i s compose d ou t o f atomi c component s a s wel l a s othe r composit e 
components. Fo r instanc e th e cod e snippe t o f Tabl e 6. 2 belong s t o a n optima l composit e 
component name d "Person " an d whic h i s structurall y compose d ou t o f tw o atomi c 
components; th e first  hold s th e perso n first  nam e an d th e secon d hol d th e perso n famil y 
name. A disfinctive characteristi c o f AOC composite component s i s that they must no t have 
any direc t behaviora l implementatio n withi n their structur e i n opposition t o what i s the cas e 
in traditiona l objec t oriente d classes . Bein g typicall y applicatio n leve l components , AO C 
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composite componen t ma y hav e differen t compositio n configuration s acros s differen t 
software applicatio n and business domains. 
Table 6.2 AOC composite component example 
public class 
} 
public 
public 
St 
St 
Person { 
ring 
ring 
firstName; 
lastName; 
6.3.3 AO C component classes 
Stateful components : An AOC stateful componen t acts as a container which hosts data only. 
The data of an AOC stateful componen t is held inside one or more atomic or composite AOC 
stateful components . Furthermore , AO C statefu l component s ar e exclusivel y compose d o f 
only statefu l components . I n other words , AO C statefu l component s mus t no t posses s an y 
direct behaviora l implementations . Thi s conditio n i s require d t o achiev e enhance d loos e 
coupling betwee n stat e an d behavio r structures . A s a  result , th e achieve d enhance d loos e 
coupling i s translated int o enhanced softwar e reuse . Suc h loos e coupling permit s the us e of 
stateful structure s withou t bein g closel y tie d t o behavior s a s i s the cas e wit h ordinar y 0 0 
classes. 
AOC stateful component s can belong to any AOC group (atomic or composite): 
• A n AO C statefti l atomi c componen t i s a  basi c stat e holde r belongin g t o primitiv e 
component type s whic h ar e provide d typicall y b y th e programmin g language . Fo r 
instance, i n Java, the classe s "Boolean" and "String " can b e considered a s being atomi c 
stateful components . 
• A n AOC stateful composit e componen t i s a component compose d ou t of atomic o r other 
AOC composite components as can be observed in the code snippet shown in Table 6.2. 
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AOC statefu l composit e component s mus t b e couple d wit h a  declarativ e compositio n 
descriptor defining th e inner composite components as shown i n Table 6.4. The composition 
descriptor play s a key role i n the AOC model since i t provides loosel y coupled compositio n 
relationships between the various components that might be useful t o a particular application . 
Behavioral components : A n AO C behaviora l componen t play s th e rol e o f a  containe r o r 
host for the implementation o f only one and one unique business behavior. Put differently, a n 
AOC behaviora l componen t i s focused , concis e an d i s mandate d t o carr y ou t a  particula r 
computational task . The main reason behin d definin g a  singular behavio r insid e the body of 
an AO C behaviora l componen t i s t o attai n enhance d modularit y an d ultimatel y enhance d 
software reus e (se e sectio n 3.3.3) . Simila r t o an y traditiona l behavior , a n AO C behavio r i s 
implemented insid e it s ow n clas s vi a a n operatio n havin g argument s an d a  retur n typ e a s 
illustrated in the code snippet of Table 6.1. 
Table 6.3 Traditional object oriented class 
public class Person ( 
public Strin g firstName; 
public Strin g lastName; 
public displa y 0 { 
System.out.println("FirstName = 
LastName = " + lastName) ; 
} 
} 
" + firstName + " 
A behavio r encapsulate d withi n a n AO C behaviora l componen t manipulate s it s parameter s 
without holdin g an y stat e except loca l transitiona l stat e use d t o carry ou t the computationa l 
task i t i s mandated t o perform (se e Table 6.1) . I n this respect , AO C behavioral component s 
are kin d of  functor object s whic h hav e significan t similaritie s t o function s employe d i n the 
functional programmin g paradig m (Kuhne , 1999) . I n othe r words , behaviora l component s 
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possess a  unique an d exclusiv e containe r an d ar e independen t o f th e componen t fo r whic h 
they provid e servic e i n oppositio n t o ho w behavior s ar e subordinate d an d attache d t o 0 0 
classes. In an 00 clas s the relation betwee n the class and it s subordinate behavior s i s much 
stronger since behaviors cannot be used on their own apart from thei r container class. 
The distinctio n betwee n AO C behaviora l component s an d 0 0 clas s behavior s ca n b e 
observed in the code snippets of Table 6.3, Table 6.4, and Table 6.5. Table 6.3, illustrates the 
code of a  traditional 0 0 clas s named Perso n wit h a  single behavior named display . Tabl e 
6.4, illustrate s th e cod e o f a  computafionall y equivalen t AO C Perso n component . 
Nevertheless, th e displa y behavio r o f the AO C versio n i s define d i n a n AO C behaviora l 
component apar t as shown in Table 6.5. 
Table 6.4 AOC composite component which can be used as a composition descripto r 
p u b l i c c l a s s Pe r so n { 
p u b l i c S t r i n g f i r s t N a m e ; 
p u b l i c S t r i n g las tName ; 
p u b l i c D i s p l a y e r d i s p l a y e r 
} 
AOC behavioral components can be atomic or composite: 
1. A n AOC atomic behavioral componen t i s characterized b y its indivisibility i n contrast to 
traditional behaviors . In other words, an atomic behavior i s a code element which canno t 
be refactore d furthe r int o othe r AO C behaviora l component s whil e stil l bein g abl e t o 
carry ou t successfull y it s origina l computafiona l task . I t shoul d b e commo n t o com e 
across atomi c behaviora l component s compose d ou t o f a  singl e programmin g languag e 
instruction a s illustrated i n Table 6.1 . Sinc e any softwar e applicatio n i s represented b y a 
hierarchy of interacting components, atomic AOC components can be thought of as being 
the leaves in such a hierarchy. 
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Table 6.5 AOC behavioral componen t 
public class Displayer { 
public display(Perso n person) { 
System.out.println("FirstName = " + person.firstName + 
" LastName = " + person.lastName); 
} 
2. A  composit e behaviora l AO C componen t i s a  componen t whic h ha s dependencie s o n 
other AO C behaviora l component s suc h as a cal l t o other AO C behaviora l components . 
In a n applicatio n represente d b y a  hierarchica l tre e o f components , atomi c AO C 
components can be thought of as being any intemal non-leave component . 
AOC behaviora l component s inpendentl y o f thei r grou p o r clas s mus t hav e enhance d 
modularity. To attain enhanced modularity , they must have small sizes. A number of reasons 
stand behin d th e reduce d siz e o f AO C behaviora l components . First , smal l siz e behaviora l 
components provid e quic k comprehensio n an d understandin g o f th e implementatio n logi c 
and consequentl y th e rol e the y pla y i n a  particula r implementation . Second , i t i s easie r t o 
write, tes t an d test-cove r considerabl e part s o f th e implementatio n fo r smal l size d 
components (Hughes , 1990 ; Yu et al, 1998) . Third, small size components increase not only 
the reus e potentia l o f th e componen t bu t als o it s abilit y t o b e compose d wit h othe r 
components. Fourth , being o f a  small size , AOC component s wil l exhibi t highe r degree s o f 
cohesion which can be equally translated into higher degrees of software reuse . 
Table 6.6, summarizes the relationship between the groups and classes of AOC components. 
AOC componen t group s and classes are orthogonal, i. e each component belong s at the same 
time t o on e componen t grou p an d t o on e componen t class . I t i s importan t t o not e tha t th e 
groups and classes of AOC components are conceptual an d have no impact or implication on 
their implementations or physical structures. 
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Table 6.6 Illustrates the relationship between the AOC component groups and classes 
Groups/classes 
Atomic 
Composite 
Stateful 
Yes 
Yes 
Behavioural 
Yes 
Yes 
6.4 Characteristics o f AOC component s 
AOC component s hav e severa l distinguishin g characteristic s a s oppose d t o othe r 
components. I n particular , AO C component s ar e characterize d a s being : atomic , structure d 
for composifion , loosel y coupled , highl y cohesive , stat e an d behavio r insulator , bac k an d 
forward morphologic , seamlessl y reusabl e i n finer  grain s an d fluidly  an d straightforwardl y 
compositional. Each of these characteristics is discussed next. 
6.4.1 Structure d for composition 
Since AOC components share a common physical envelop , in particular the "class" structure. 
This structure act s like an exclusive standalone structure eithe r for state or behavior and thus 
permits easy structural compositio n of AOC components with each others. Traditionally, 0 0 
programming behavior s (methods ) liv e a s subordinate s withi n thei r hos t clas s an d ca n onl y 
be reuse d indirectl y vi a thei r hos t class . I n th e contex t o f th e AO C mode l behavior s hav e 
their own structure which prevents them from bein g hurried withi n the structure of their host 
class. 
The composifion structur e of AOC component is obtained because: 
1. Atomi c AOC components by definition mus t be well structured for composition . 
2. Composit e AO C behaviora l component s b y definitio n mus t b e wil l structure d fo r 
composition. A s fo r AO C statefu l component s i t i s th e responsibilit y o f th e softwar e 
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constructor t o selec t th e require d composit e component s whic h sui t hi s applicatio n 
requirements via the use of AOC stateful componen t compositio n descriptors. Ultimately, 
structuredness fo r composito n wil l b e obtaine d sinc e an y unwante d sub-composit e 
components will be discarded from the AOC stateful componen t structure . 
AOC components do not require customization adaptation or wrapping to be reused. To reuse 
an AO C component , th e onl y tas k require d i s t o declar e i t i n th e compositio n descripto r 
similar to way the Displayer componen t i s used as shown in Table 6.4. 
6.4.2 Loosel y coupled 
Achieving loos e couplin g i s a n importan t softwar e engineerin g principl e whic h softwar e 
engineers tr y t o attain . Existin g guideline s t o achiev e loos e couplin g ar e no t sufficien t t o 
attain this objective because of their inability to enforce a  practice to reach it. Loose coupling 
of AOC component is achieved because: 
1. Atomi c AO C componen t ar e sel f containe d wit h a  smal l siz e s o tha t the y entertai n 
minimal outside dependencies. 
2. Composit e AO C Statefu l component s ar e compose d o f onl y necessar y composit e 
components via the composition descriptor . 
3. Composit e AOC component s mus t no t only have smal l siz e to reduce the coupling wit h 
other components , bu t th e siz e mus t b e minima l o r otherwis e th e componen t mus t b e 
broken down into more than one AOC components. 
6.4.3 Highl y cohesive 
Since couplin g an d cohesio n g o together , th e sam e argumen t use d i n th e previou s poin t 
applies here . Furthermore, i t can be argued tha t since AOC component s posses s a  minimum 
of state/behavior as per application requirements, they are highly cohesive. 
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6.4.4 Stat e and behavior insulator 
Since promotin g behavior s int o structure d first  clas s component s allow s behaviora l 
components to be loosely couple d an d since compliant AO C components ar e separated eac h 
in it s ow n structur e independentl y o f th e clas s t o whic h the y belong , i t ca n b e infere d tha t 
AOC model works as an insulator between state and behavior. 
6.4.5 Bac k and forward morphologi c 
Inheritance i n the 0 0 paradig m i s helpfu l t o mak e reus e b y bloc k (i.e . reus e o f group s o f 
behaviors an d structures) . On e proble m wit h inheritanc e i s it s inabilit y t o allo w variabl e 
subsets or combinations of inheritable elements. Such a feature ca n only be achieved through 
composition. 
AOC atomi c component s ai m a t achievin g bette r reus e b y disassociatin g physicall y th e 
component fro m it s behaviors an d dat a holdin g structures . However , th e structure s holdin g 
component behavior s an d stat e ar e mad e availabl e t o th e componen t i n a  loosel y couple d 
way. Consequently , componen t behavio r an d stat e structure s ca n b e reuse d easil y b y othe r 
components. I n this sense , AOC component s possess the ability t o evolve thei r morpholog y 
backward an d forward . Whil e curren t componen t model s ca n inheri t element s fro m thei r 
super classes , they do not have the ability to loose such inherited elements . On the contrary , 
AOC components, via their composition descriptor , can keep or loose composhe components 
according to the software constructor' s requirements . 
6.4.6 Seamlessl y reusabl e in fine grains 
Using th e AO C model , reus e i s no longe r o n the coars e graine d componen t leve l only : th e 
reuse potentia l reache s optima l level s throug h th e us e o f fine-grained  optimall y structure d 
behaviors promoted t o first class AOC components. Thi s i s an essentia l differentiato r o f the 
AOC component model from other component models. 
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6.4.7 Fluidl y and straightforwardly compositiona l 
Unlike, traditiona l component s whic h i n man y case s nee d t o b e altere d o r tweake d s o tha t 
they fit particular application requirements, AOC components can be easily and in a fluid and 
straightforward manne r b e use d b y softwar e applications . Th e onl y ste p require d t o us e a n 
AOC componen t i s t o identif y it s availabilit y an d it s suitabilit y t o satisf y applicatio n 
requirements. In other words, no customization and few modifications hav e to be done to use 
AOC components. 
6.5 Advantage s o f AOC component base d software applicatio n constructio n 
In a  worl d o f continuou s requirement s evolutio n an d change , th e AO C component-base d 
software constructio n approac h attempt s t o provide remedie s fo r a  number o f issue s whic h 
have been facing softwar e constructio n using traditional applicatio n construction approaches . 
Typically, durin g applicatio n construction , severa l component s ca n b e reuse d whil e man y 
other one s migh t b e unavailabl e an d therefor e nee d t o b e implemente d fro m scratch . 
Nevertheless, usin g th e AO C component-base d softwar e constructio n approac h ha s severa l 
advantages. 
6.5.1 Reduc e the effort o f software constructio n 
Typically, a n applicatio n i s constructe d ou t o f newl y create d component s whic h wil l b e 
integrated wit h othe r component s fro m a  variety o f libraries . The reuse o f AOC componen t 
libraries reduces the effort o f software constructio n sinc e the readability an d comprehensio n 
of AOC component s i s expected t o be easier and faster . Th e argument t o suppor t thi s claim 
goes as follows. Since , AOC behavioral componen t ar e atomic, possess enhanced modularit y 
and hav e loosel y coupling , thi s mean s tha t thei r implementatio n cod e i s shor t an d therefor e 
reading and understanding thei r implementatio n cod e i s easier and faste r tha n reading longe r 
amalgamated an d les s modula r cod e o f thei r counterpar t components . Eve n thoug h 
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constructing ne w AOC component s result s i n a  large number o f components compare d t o a 
traditional approach , the increase i n the number o f existing components i s beneficial sinc e i t 
will increase the potential of software reus e on the one hand and it will lead to the creation of 
specialized AOC components having pinpointed behaviors on the other hand. 
6.5.2 Reduce d refactoring and adaptation of software component s and classes 
Since maintenanc e an d evolutio n o f cod e ha s bee n reporte d a s takin g 70 % o f tota l cos t 
incurred by the overall lifecycle o f a software (Trif u an d Reupke, 2007), the AOC model will 
contribute significantl y t o reduce the cost of this task. Since AOC components are optimally 
modular, optimally coupled, the evolution of software i s mainly adding new features i n terms 
of AO C components . Th e integratio n o f th e ne w feature s take s minima l effor t sinc e n o 
refactoring o r modification t o existing components will be required. 
6.5.3 Les s complex behavioral component s 
AOC behaviora l component s ar e smal l an d provid e implementatio n cod e fo r pinpointe d 
behaviors. Consequently, they tend to be simple and less complex. 
6.5.4 Contribut e to uncover the space of reusable AOC components 
Among th e objective s o f th e AO C mode l i s t o increas e softwar e reuse . Whil e traditiona l 
software component s exhibi t eviden t sign s o f softwar e bloatin g an d amalgamation , AO C 
components hav e almos t none . I t i s interestin g t o examin e th e consequence s o f convertin g 
traditional softwar e component s t o AO C components . Consequently , eac h traditiona l 
component procedure , functio n o r metho d need s t o b e converte d int o on e o r mor e AO C 
component behaviors . A s a  secondar y effec t o f suc h a  conversio n i s th e constructio n o f 
considerably larg e numbe r o f AO C components . Nevertheless , thi s secondar y effec t i s 
beneficial, sinc e it contributes to uncover the space (libraries) of reusable AOC components. 
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6.5.5 Easie r testability 
AOC behavior al component s contai n th e algorithmi c implementatio n which manipulate s 
state held by AOC stateful components . Since AOC behavioral components have small sizes, 
they are easier to test. Furthermore , constructed cod e and implemented testin g scenarios and 
code tend consequently to be shorter and easier to understand, modify an d maintain. 
6.5.6 Flattene d behavioral AOC component spac e 
Traditionally, softwar e component s behavior s canno t b e used directl y withou t dereferencin g 
their container components . I n other words traditional componen t behavior s are organized i n 
a hierarchica l manne r withi n thei r components . O n th e contrary , wit h th e AO C mode l 
behaviors are first class components and can be accessed directly. 
6.5.7 Convergenc e toward standard component s 
In the lon g term adoption o f the AOC model can initiat e a  trend towards the standardizatio n 
of th e reusabl e components . Essentially , thi s expectatio n relie s o n th e advantage s an d th e 
benefits whic h can be obtained from usin g AOC components. 
6.6 Limitation s of the AOC model 
Even thoug h th e AO C mode l provide s enhancemen t t o th e wa y softwar e constructio n ha s 
been done, it has a number of limitations: 
6.6.1 Larg e number of constructed AOC components 
AOC component s hav e bee n designe d t o b e o f smal l size s s o tha t the y wil l b e optimall y 
modular an d optimall y couple d components . I n th e even t o f convertin g a  traditiona l 
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component to AOC components, then the number of resulting AOC components outnumber s 
the coun t o f method s foun d i n th e traditiona l component . Fo r instance , a  traditiona l 
component having 1 0 behavioral member s would resul t i n at least 1 1 AOC components (on e 
to hold the state and 1 0 to hold the 1 0 methods). However , providing the converted method s 
with enhance d modularity , wil l increas e considerabl y th e numbe r o f AO C behaviora l 
components corresponding to those methods. 
From a  constructo r viewpoint , th e effec t o f a  larg e volum e o f AO C componen t mean s 
accessibility t o a  larg e poo l o f reusabl e component s suitabl e fo r a  variet y o f applications . 
Constructors do not need to refactor o r adjust thos e components to sui t their requirements as 
might be the case using traditional softwar e components . However, constructors would spend 
considerable tim e searching , identifyin g an d composin g th e righ t components . T o hel p 
software constructor s identif y an d searc h fo r th e require d components , indexe d an d 
searchable libraries of AOC components can be provided. 
From a performance viewpoint , the large number o f components i s a more serious limitatio n 
since application performance ca n be an issue. Fortunately, this can be remedied fo r by using 
the techniqu e o f cod e " in lining " which eliminate s th e nee d fo r intensiv e metho d call s 
exhibited by AOC component base d applications. 
It i s essentia l t o recal l tha t th e objective s o f th e AO C componen t mode l ar e t o enhanc e 
software composhion , increas e softwar e reuse , an d reduc e softwar e constructio n effort . 
Those objective s requir e th e involvemen t o f softwar e constructo r huma n aspect . 
Consequently, any approach which aims to achieve those objectives has to take the developer 
human aspec t int o consideration . I t i s obviou s tha t th e AO C mode l i s n o exceptio n i n thi s 
respect an d take s measure s (us e o f atomic an d highl y modula r components ) t o achiev e th e 
objectives se t i n thi s researc h project . I t i s wort h mentionin g tha t som e researcher s hav e 
stayed awa y from takin g suc h measures and argue in favor o f striking a balance between the 
size of the atomic behaviors and their effective applicatio n reuse . In other words, they prefe r 
medium-sized behaviors . Although, the intention of this argument is understandable, i t comes 
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at a price. For instance, medium to larger grained behavior are less modular and might suffe r 
from cod e bloatin g an d amalgamation . Furthermore , i t contradict s bes t practic e 
recommendations whic h favo r softwar e modularity , loos e couplin g an d increase d softwar e 
reuse. Fro m th e AO C mode l viewpoint , mediu m t o large r graine d behaviora l component s 
defeats the essence of the optimal modularity principle . 
The debat e o f usin g atomi c versu s medium-t o large r graine d behavior s currentl y seem s t o 
favor th e us e o f th e late r approac h ove r th e first.  I t migh t b e argue d tha t th e balance d 
behavior size is beneficial fro m variou s viewpoints (i.e . performance, manageable number of 
components). However, this argument i s outdated and might be reasonable i n the short term, 
but definitel y loose s groun d o n th e lon g term . A s simpl e a s i t migh t be , th e answe r t o 
managing larg e pool o f components lay s in the use of software tool s to search , identif y an d 
navigate throug h repositorie s o f components . A s fo r applicatio n performance , in-linin g ca n 
be applied automatically i n a systematic way to atomic behaviors. Simply stated , the benefit s 
of using atomic behavior s a s suggested i n the AOC mode l outweig h the benefit s o f using a 
traditional approach . 
6.7 Conclusio n 
In thi s chapte r th e AO C mode l an d AO C component s wer e presented . A n overvie w o f the 
different AO C component s group s (atomi c o r optima l an d composit e components ) an d 
classes (behaviora l an d stateful ) wa s als o presented . Additionally , a  discussio n o f AO C 
component characteristic s i s als o presented . Finally , th e advantage s an d limitafion s o f th e 
AOC model were also discussed. 
CHAPTER 7 
AOC MODEL BASED SOFTWARE CONSTRUCTIO N 
7.1 Introductio n 
Traditional softwar e constructio n involve s th e ste p o f searchin g throug h API s t o identif y 
potential reusabl e cod e element s i n th e for m o f components , classes , operations , etc . I f the 
identification fails , developer s resor t t o writin g thei r ow n packages , modules , components , 
classes an d operations , etc . Th e proces s o f writin g cod e involve s typicall y writin g 
programming languag e construct s an d instructions , composing , connecting an d wiring thos e 
instructions an d construct s wit h pre-existin g code . Finally , th e softwar e constructo r write s 
test cases to validate the implementation against application business requirements. 
Even thoug h th e traditiona l softwar e constructio n proces s involve s a  for m o f softwar e 
composhion, nevertheless this form o f composition i s not leveraged efficiently t o allow fluid 
and straightforward softwar e compositio n at the higher level of components rather than at the 
level of instructions. The aim of the AOC model i s to push the construction process towards 
higher level s o f composition . I n particular , th e AO C mode l aim s t o promot e softwar e 
construction fro m a  proces s characterize d b y chaoti c amalgamatio n o f cod e instruction s 
towards a  process relyin g increasingl y o n th e compositio n o f component s characterize d b y 
their atomicity and enhanced modularity . 
In this chapter, a process of software constructio n using the AOC model is presented. 
7.2 Softwar e construction usin g the AOC model 
The AOC model based software constructio n process spans two phases: 
1. th e component construction phase and; 
2. th e application construction phase. 
124 
The whol e constructio n proces s i s illustrate d throug h th e constructio n o f a  sampl e Jav a 
application whic h make s us e o f fe w component s t o creat e a  person objec t an d displa y th e 
person informatio n o n th e screen . Th e component s use d b y thi s applicatio n are : s t r ing . 
Person, PersonDisplayer , PersonFactor y an d PersonModll . Th e groupin g an d 
classification o f these components are shown in Table 7.1. 
Table 7.1 Sample application component grouping and classificatio n 
Groups/classes 
Atomic o r optimall y 
modular 
Composite 
Stateful 
s t r i n g 
Person, P e r s o n F a c t o r y 
Behavioral 
P e r s o n D i s p l a y e r 
PersonMoldl 
Typically, a n application requiremen t ca n potentially b e decomposed int o one or more AOC 
atomic or composite components. Naturally, decomposed component s can belong to differen t 
domains. I t is the responsibility o f the software constructo r to create components so that they 
match closely their real word business component counterpart s in terms of structure and role. 
The analysis and design phases of AOC are not tackled i n this chapter since the scope of this 
thesis targets mostly the construction phase of the software lif e cycle. 
7.2.1 AO C component construction phase 
The construcfion phas e of AOC components comprises three stages as depicted in Figure 7.1. 
Essentially, the construction o f AOC components is similar to how classes are constructed in 
object oriented programming languages . However, there exis t a  number of subtle difference s 
between how AOC components are structured and composed and how traditional 00 classe s 
are constructed. 
125 
Component 
deflnition 
Component 
composition 
configuration 
Composite componen t 
compilation 
^ • \ 
Component binar y 
code Compilation 
n 
Component sourc e code 
Figure 7.1 AOC component construction process . 
Since AO C component s ar e organize d int o orthogona l group s (atomi c an d composite ) an d 
classes (stateful , behavioral) , it makes sense to discuss the construction o f AOC component s 
according to the different group s and classes to which they belong. 
Stage 1: Component definitio n 
Atomic statefu l AO C components : Thos e component s ar e th e ver y basi c an d elementar y 
code elements . Th e se t o f atomi c AO C statefu l component s i s small . The y ar e usuall y 
provided b y th e implementatio n programmin g language . Example s o f Jav a atomi c AO C 
components ar e th e Lon g an d intege r components . Softwar e constructor s ar e rarell y 
required to define atomic stateful AO C components, but the> reus e those components as sub-
composites o f othe r AO C components . I n the sampl e applicatio n illustrate d i n thi s chapte r 
the compositio n descripto r o f th e Perso n component s make s us e o f th e Jav a Strin g 
component t o define tw o instance s o f this component (firstnam e an d lastname ) a s shown 
in Table 7.2. 
Composite statefu l AO C components : A  composit e stateful l AO C componen t i s define d 
inside th e bod y o f a  compositio n descriptor . A n AO C componen t compositio n descripto r 
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contains th e definitio n o f al l sub-composit e component s whic h hol d the stat e an d behavior s 
of th e component . Th e definitio n o f a  composite statefu l AO C componen t i s simila r t o the 
way a n 0 0 clas s i s constructe d excep t tha t n o behaviora l implementatio n mus t b e presen t 
within it s body as shown i n Table 7.2 . For the sake of simplicity, the composition descripto r 
is define d i n a  tex t file  bearin g th e nam e o f th e componen t an d havin g "comp " a s file 
extension. 
Table 7.2 AOC composite component composition descripto r 
/ / s t a t e f u l component s 
pub l ic S t r in g firstName ; 
pub l i c S t r in g lastName ; 
/ / Behavioura l component s 
pub l ic PersonDisplaye r d i sp l aye r ; 
Atomic behaviora l AO C components : A n atomi c behaviora l AO C componen t i s define d 
like an ordinary Java class which embodies a single method and provides the implementation 
of the componen t behavio r a s show n i n Table 7.3 . I t i s necessary fo r a n atomi c behaviora l 
component to be of a small size so that it preserves its indivisibility and optimal modularity . 
Table 7.3 Example of an atomic behavioral AOC component 
pub l i c voi d displayName(Perso n person ) { 
S y s t e m . o u t . p r i n t l n ( " F i r s t nam e :  "  +  person.f i rs tNam e +  " , Las t nam e 
: "  +  person.lastName ) ; 
} 
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Composite behaviora l AO C components : A  composit e AO C behaviora l componen t i s 
defined i n a similar way to how an atomic AOC behavioral component is defined a s shown in 
Table 7.4. The difference betwee n atomic and composite AOC behavioral component s i s that 
composite behaviora l AO C component s ca n b e decompose d int o mor e tha n on e behaviora l 
AOC component . Furthermore , composit e behaviora l AO C component s d o no t posses s 
composition descriptors similar to those possessed by composite stateful AO C components. 
Table 7.4 Example of a composite behavioral AOC component 
public class PersonMoldl ( 
public static Person createPerson(String firstName, 
Person person = new Person(); 
person.firstName = firstName; 
person.lastName = lastName; 
person.displayer = new PersonDisplayer(); 
return person; 
} 
} 
String lastName) { 
Stage 2: Composite component compilation 
Atomic statefu l AO C components : Thi s stag e doe s no t impac t atomi c statefu l AO C 
components, since they do not possess composition descriptors. 
Composite statefu l AO C components: A  composite statefu l AO C componen t composifio n 
descriptor whic h ha s bee n define d i n th e previou s stag e i s passe d t o th e AO C compile r t o 
check it s validit y an d t o compil e i t into eithe r Jav a sourc e o r binary cod e accordin g t o use r 
instrumentation. Typically , composit e statefu l AO C componen t sourc e cod e i s generate d i n 
this stage as shown in Table 7.5. 
Atomic behaviora l AO C components : Thi s stage does not affec t atomi c behaviora l AO C 
components, since they do not possess composition descriptors . 
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Table 7.5 Example of a composite AOC component and its usage 
of atomic AOC subcomposite component s 
public class Person ( 
public String firstName; 
public String lastName; 
public PersonDisplayer displayer; 
} 
Composite behaviora l AO C components : Thi s stage does no t affec t composit e behaviora l 
AOC components, since they do not possess composition descriptors. 
Stage 3: Compilation 
Atomic statefu l AO C components: Atomic statefu l AO C component s d o not exis t on their 
own; they exist only as sub-composites of other AOC components. Therefore, compilation of 
atomic stateful AO C components is not performed . 
Composite statefu l AO C components : Composit e statefu l AO C component s hav e t o b e 
compiled int o binary Java code only when they have been compiled int o Java source code in 
the stage 2. 
Atomic behaviora l AO C components : Atomi c behaviora l AO C component s define d i n 
terms of Java source code in the first stage have to be compiled into Java binary code. 
Composite behaviora l AO C components: Composite behaviora l AO C components define d 
in terms of Java source code in the first stage have to be compiled into Java binary code. 
In summary , the AOC componen t constructio n phas e consists o f defining AO C component s 
and compilin g the m int o Jav a binar y cod e s o tha t the y wil l b e read y fo r reus e durin g 
application construction . 
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7.2.2 AO C component-based applicatio n construction phas e 
Essentially, AO C component-base d softwar e constructio n proces s i s oriente d towar d th e 
composition o f AOC component s whith enhanced modularity . On e of the interesting aspect s 
of AO C component-base d applicatio n constructio n i s th e compositio n o f a  minima l se t o f 
required components via components' composition descriptors. 
Since AOC components are optimally modular and of small size, this means an abundance of 
reusable AO C component s i s expected t o exist . Equally , since behaviora l AO C component s 
have their own structures and since composite statefu l AO C components do not embody any 
behavioral implementations , assignmen t o f behavior s t o composit e statefu l AO C ha s t o b e 
done vi a composition . I n particular , onl y th e necessar y component s t o satisf y applicatio n 
requirement hav e to be included i n the composition descriptor . Thi s means that the softwar e 
constructor has to edit and modify th e body of the composition descriptor of each component 
required b y th e application . I t thi s proces s o f composin g component s vi a th e compositio n 
descriptor whic h promote s softwar e constructio n fro m a  rathe r programmin g languag e 
instruction composition towards a process based more on components composition. 
Constructing applicatio n usin g the AOC model resembles i n many areas traditional softwar e 
application construction : however , i t ha s som e difference s a s wil l b e discusse d next . AO C 
component-based application software construction involves the following steps : 
1. Identificatio n o f components . Simila r t o traditiona l softwar e construction , th e softwar e 
constructor ha s t o identif y fro m librarie s o f AO C component s th e AO C component s 
which satisf y applicatio n requirements . Th e proces s o f identifyin g th e righ t AO C 
components i s probably easie r since AOC components have small size s and therefore ar e 
easier to read and comprehend. 
2. Implementatio n o f unavailabl e AO C component s i n libraries . Simila r t o traditiona l 
software construction , a  number o f component s migh t no t b e availabl e fo r a  variety o f 
reasons. Therefore , th e softwar e constructo r ha s t o construc t thos e require d AO C 
components according to the process depicted in Figure 7.1. 
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3. Compositio n o f variou s component s t o construc t th e applicatio n accordin g t o 
requirements. This step is further divide d into two substeps: 
a. Compositio n o f composit e statefu l AO C components . Fo r eac h identifie d o r 
constructed composit e statefu l AO C component the software constructo r has to select 
the se t o f sub-composit e AO C components . Thi s tas k i s don e b y editin g th e 
composition descriptor and adding or removing any component declaration accordin g 
to application requirements . 
b. Compositio n o f composit e behaviora l AO C components . Thi s involve s th e 
construction o f application leve l AOC behavioral component s to compose the various 
AOC components together according to application requirements . 
4. Applicatio n compilation . Thi s require s th e compilation o f al l AO C component s tha t ar e 
involved i n the constructio n o f th e application . Thi s ste p i s divided int o tw o sequentia l 
sub-steps: 
a. Generatio n o f AOC composit e statefu l componen t sourc e code . I n this sub-step , the 
composition descripto r o f eac h AO C composit e statefu l componen t wil l b e parse d 
and validated to ultimately generate the AOC component source code. The process of 
parsing, validatin g an d generatin g th e Jav a sourc e cod e o f th e composit e AO C 
components i s don e b y callin g th e AO C compiler . Th e AO C compile r work s a s 
preprocessor, i.e . a s a  source-to-sourc e transformer . Th e textua l conten t o f th e 
composition descripto r i s passe d t o th e AO C compile r t o generat e th e Jav a sourc e 
code of the AOC composite component. 
b. Applicafio n sourc e code compilafion. Sinc e the source code of all the composite AOC 
components has been generated , the source code of the complete application i s ready 
now fo r compilatio n a s Jav a source . Obviously , th e sourc e compilatio n output s th e 
binary source code of the complete application. 
An importan t differenc e betwee n AO C applicatio n constructio n an d traditiona l softwar e 
application constructio n i s th e us e o f dedicate d applicatio n binar y cod e repositorie s b y th e 
AOC applicatio n constructio n process . Essentially , composit e statefu l AO C component s ar e 
made available i n one of two forms : a s packaged librarie s o r as free flat  textua l sourc e files 
131 
created b y th e softwar e constructor . Sinc e composit e statefu l AO C component s ar e 
composed a t applicatio n construction , th e final  structure s o f thos e component s ar e 
determined exclusivel y b y th e requirement s o f eac h application . I n othe r words , th e sam e 
stateful composit e AO C componen t migh t posses s variabl e subset s o f sub-composite s i n 
different applications . Consequently , th e alteratio n o f composit e AO C component s 
composition descriptor s package d int o librarie s require s acces s t o thos e compositio n 
descriptors. Therefore , th e require d librar y package s o f AO C component s hav e t o b e 
unpackaged int o a  spac e wher e alteratio n o f AO C composit e statefu l components ' 
composition descriptor s a s wel l a s generatio n o f thei r component s binar y cod e ha s t o b e 
performed. I n th e contex t o f th e AO C model , thi s spac e i s referre d t o a s th e applicatio n 
binary code repository. 
7.3 Conclusio n 
In this chapter, softwar e constructio n usin g the AOC model wa s presented. First , the phases 
in whic h th e constructio n o f a n AO C componen t passe s wer e discussed . Next , applicatio n 
software constructio n using AOC components was discussed also. 
CHAPTER 8 
AOC MODEL VERSIONING SCHEM E 
8.1 Introductio n 
Historically, software componen t versionin g has received littl e attention. However , the quest 
for softwar e reus e lead s t o th e evolutio n o f softwar e componen t versions . Equally , th e 
ubiquity o f distribute d system s necessitate s th e exchang e o f component s binar y code . 
Consequently, componen t versio n mismatc h issue s hav e cause d fault y an d malfunctionin g 
behavior i n thei r respectiv e applications . I n response t o suc h issues , componen t versionin g 
started t o pla y a n increasin g rol e i n the detectio n o f softwar e componen t mismatches . I t i s 
worth mentionin g tha t a  componen t versio n refer s t o th e uniqu e identifie r associate d wit h 
static binar y cod e o f th e component . I t identifie s th e versio n o f th e componen t use d b y a 
software applicatio n a s oppose d t o th e runtim e dynami c identit y o f a n instanc e o f tha t 
component. 
Current versionin g scheme s provid e limite d suppor t t o preven t suc h componen t versionin g 
mismatch. Fo r instanc e i n Java , a  clas s ca n b e associate d wit h a  uniqu e versio n identifier ; 
however, th e detectio n o f a  class versio n mismatc h result s i n throwing a  runtime exceptio n 
which mos t ofte n result s i n applicatio n halt . Furthermore , evolvabl e version s (i.e . ne w 
component versions ) do not necessaril y compl y wit h olde r versions . For this reason, uniqu e 
version identifiers ar e not sufficient t o handle component evolution and versioning. 
An interesting versioning schem e i s used i n the Open Service s Gateway initiativ e (OSGi ) to 
prevent mismatches between bundles , i.e . jar files (OSGi, 2009). Unfortunately, thi s schem e 
does not operate on the component level , but rather on bundles which are sets of components 
bundled together . 
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In thi s researc h project, a  straightforwar d componen t versionin g schem e is propose d t o 
remedy t o thi s limitafion . Interestingly , thi s schem e fits  quit e wel l th e AO C componen t 
model sinc e al l softwar e applicatio n cod e elements ar e components , a  significant differenc e 
to the way 00 classe s are structured with behaviors. 
8.2 Componen t interface s an d interfac e definitio n languag e 
Component interface s ca n b e considere d a s communicatio n channel s betwee n component s 
whether thes e component s ar e deploye d i n a  loca l o r extema l computatio n environments . 
Component interface s ar e often specifie d usin g an IDL (Interface Definitio n Language ) a s in 
CORBA an d DCOM . However , interface s ca n b e specifie d differentl y vi a a n interfac e 
structure a s i s the case i n the Java programmin g languag e (se e Chapte r 1  for mor e details) . 
Physically, a  componen t interfac e ca n b e considere d a s a  typ e containin g a  se t o f metho d 
signatures whos e implementation s ar e provide d b y particula r components . Curren t ID L 
languages d o no t allo w th e develope r t o specif y interfac e extra-informatio n whic h ca n b e 
used during a component operational life . 
A component interfac e specifie s wha t operations are available through this interface whil e its 
implementation provide s ho w thos e operation s ar e performed . Consequently , componen t 
interfaces provid e flexibility  and loos e couplin g sinc e they ar e no t conceme d wit h ho w th e 
implementation will be done. 
To overcom e inter-component s interoperabilit y an d developmen t complexit y problems , 
many definitio n language s hav e bee n designe d t o provid e component s wit h interfaces . 
Component mode l IDL s provid e abstractio n layer s t o reduc e developmen t effor t a s wel l 
provide reusabl e componen t intercommunicatio n mechanism s withi n heterogeneou s 
computing environments . 
Currently availabl e componen t model s provid e littl e o r n o semanti c propertie s (C.Schmidt , 
Levine an d Mungee , 1998 ; Watkin s an d Thompson , 1998) . Componen t interface s expres s 
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only functiona l aspect s o f a  componen t withou t an y consideratio n fo r aspect s suc h a s 
interface versioning . Nevertheless, attempt s have been made to provide softwar e componen t 
interfaces wit h semantic s fo r differen t purposes . Fo r instance , approache s t o provid e 
component interface s wit h semantic s an d t o expres s aspect s suc h a s qualit y o f servic e an d 
interface versionin g hav e bee n describe d i n the literatur e (C.Schmidt , Levin e an d Mungee , 
1998; Exton, 1997 ; Jacobsen and Kramer, 2000; Watkins and Thompson, 1998) . 
8.3 AO C component interface s 
Composite AO C component s ca n b e considere d a s interface s sinc e an y define d behaviora l 
component implementatio n the y use i s provided i n an outsider behaviora l componen t (i.e . in 
a separat e class) . Consequently , th e AO C versionin g schem e propose d i n thi s researc h i s 
applicable t o AO C component s whethe r the y ar e considere d an d use d a s interface s o r a s 
components. 
8.4 AO C component versioning scheme 
One potential solutio n to remedy fo r component versio n mismatches i s to provide versioning 
information wit h component s an d mak e us e o f thi s informatio n ahea d o f runtim e s o tha t 
appropriate handlin g i s performed. T o this end, versioning informatio n i s provided i n terms 
of annotations which can be queried even at runtime. 
The AO C componen t versionin g schem e require s th e associatio n o f metadat a versionin g 
information wit h eac h AO C component . Th e responsibilit y o f specifyin g an d usin g th e 
information versionin g schem e fall s o n th e softwar e developer . Th e develope r o f th e 
component mus t provide each component wit h it s appropriate versioning metadata and must 
assume the responsibilities o f managing this data during the evolving lif e o f the component . 
The software develope r wh o uses the component mus t specif y th e target componen t versio n 
his application requires. 
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Eventually, to detect any componen t versionin g mismatches , a component versio n mismatc h 
detector ca n b e ru n agains t th e applicatio n cod e t o detec t th e presenc e o f an y mismatches . 
Typically, thi s versio n mismatc h detectio n ca n b e ru n onl y whe n ne w version s o f th e 
application ar e deployed . I n a n alternativ e scenario , softwar e application s ca n b e 
instrumented to check at start-up whether newer versions of its components are deployed and 
calls th e versio n mismatc h detecto r accordingl y t o chec k agains t versio n mismatches . Thi s 
later altemative i s efficient i n the case of runtime application modification wher e components 
are created and used dynamically a t runtime. 
8.5 AO C component versioning scheme implementation 
Technical implementatio n o f this versioning schem e requires languag e construct s to express 
versioning metadata . As Java i s used i n this research for prototyping and experimentation , i t 
makes sense to use Java annotations construct s to define AO C component versio n metadata . 
For appropriat e handlin g o f componen t versio n mismatches , versionin g metadat a ha s t o b e 
specified i n tw o phases : componen t construction-tim e an d applicatio n construction-tim e a s 
will be discussed next . 
8.5.1 Componen t construction-tim e 
Each newly constructed componen t mus t be associated wit h it s versioning metadata i n terms 
of an annotation. In other words, component versioning information mus t be present ahead of 
time befor e use . The implementation cod e fo r the annotation holdin g version metadat a fo r a 
newly create d componen t i s name d componentversio n an d i s illustrate d i n Tabl e 8.1 . At 
constuction time the component version annotation must provide the following information : 
1. Majo r version provides the major version of the component; 
2. Mino r version provides the minor version of the component; 
3. Micr o version provides the micro version of the component; 
4. Lis t of major versions with which the current component major versio n complies with; 
5. Lis t of minor versions with which the current component minor version complies with; 
136 
6. Lis t of micro versions with which the current component micro version complies with. 
The versionin g metadat a associate d wit h a  newl y create d componen t follow s industria l 
conventions b y identifyin g a  componen t versio n a s a  sequenc e o f thre e number s (major , 
minor, and micro). 
Table 8.1 Version annotation fo r newly created component s 
package org.component.version.annotation; 
import 
import 
import 
import 
j ava.lang.annotation 
Java.lang.annotation 
Java.lang.annotation 
Java.lang.annotation 
Retention; 
RetentionPolicy; 
ElementType; 
Target; 
@Retention(RetentionPolicy.RUNTIME) 
©Target((ElementType.TYPE}) 
public 
int ma; 
©interface Componentversion ( 
or ( ) ; 
int minor(); 
int micro(); 
int [] 
int [] 
m t [ ] 
} 
complyWithMajors(); 
complyWithMinors(); 
complyWithMicros(); 
8.5.2 Applicatio n construction-tim e 
At application construction time, the developer makes use of a set of components to construct 
his application . Obviously , containe r component s (component s declarin g othe r component s 
within thei r bodies ) mus t specif y th e particula r versio n o f an y componen t declare d withi n 
their body . Th e implementatio n cod e fo r th e annotatio n holdin g versio n metadat a fo r a 
specific componen t declare d withi n anothe r containe r componen t i s name d 
Targetcomponentversion an d is illustrated in Table 8.2. 
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Table 8.2 Version annotation for used components 
package org.component.version.annotation; 
import Java.lang.annotation.ElementType; 
import Java.lang.annotation.Retention; 
import Java.lang.annotation.RetentionPolicy; 
import Java.lang.annotation.Target; 
©Retention(RetentionPolicy.RUNTIME) 
©Target( ) 
public ©interface Targetcomponentversion { 
int major (); 
int minor(); 
int micro(); 
8.6 AO C component version mismatches detector tool 
The prototype of the component version mismatch detector tool i s obviously implemented i n 
Java. Th e prototyp e implementatio n i s simpl e an d straightforward . A s inpu t i t take s th e 
directory o f jar files used by a particular application and filters the class file stored inside the 
jar files.  Fo r eac h componen t foun d i n the jar files,  i t validate s whethe r th e targe t specifi c 
version matche s th e specifi c versio n o f th e componen t loade d class . I f th e validatio n i s 
negative, th e versio n mismatc h detecto r too l display s enoug h informatio n s o tha t th e 
developer proceed s easil y t o remedy the problem. Th e displayed informatio n list s the nam e 
of the jar file storing the container component , the ful l nam e of the container component an d 
the ful l nam e o f the declared component , i.e . the componen t whos e versio n doe s no t matc h 
the required version by the container component as shown in Table 8.3. 
Table 8.3 Component version mismatch detector tool error message 
Verifying version compliance of: C:\Users\Rowan\MyStuff\workspace\AC 
component version mismatch detector\JarToBeValidated\compression app.jar 
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Table 8.3 Component version mismatch detector tool error message (continued) 
Component version mismatch... 
Component name: world.component.compression.CompressingComponentDeclared 
component name: world.component.compressors.TarCompressor 
Required version 1.0.0 
Found version 1.0. 1 
Compliance with majors[1], minors[0], micros[1] 
Verifying version compliance of: C:\Users\Rowan\MyStuff\workspace\AC 
component version mismatch 
detector\JarToBeValidated\compressors.v.1.0.1.jar 
The implementatio n o f th e componen t versio n mismatc h detecto r i s developed i n Jav a an d 
makes use s o f tw o ope n sourc e libraries : javassis t an d Apach e common-i o libraries . Th e 
javassist librar y provides an API for Java byte code introspection and manipulation whil e the 
Apache common-i o librar y provides an API fo r File s management an d filtering  in (Apache , 
2008). Th e complet e listin g o f th e mismatc h detecto r too l i s provided i n Appendix I I o n a 
CDROM. 
8.7 Usag e scenario: Exampl e 
For bette r understandin g o f th e AO C versionin g scheme , a  usag e scenari o i s provide d 
through a sample application. This application provides hypothetical compression servic e via 
two differen t type s o f compressio n algorithms . Th e applicatio n roo t componen t i s name d 
Compressingcomponent an d instantiate s two compression component s and readies them fo r 
user service . The implementation cod e fo r the root componen t i s illustrated i n Table 8.4 . As 
shown i n thi s table , th e roo t componen t declare s th e TarCompresso r an d zipCompresso r 
components. Equally , eac h o f thos e component s i s associate d wit h a 
TargetcomponentAnnotation. Thi s annotatio n define s explicitl y th e require d specifi c 
version o f th e componen t a s require d b y it s containe r component . I n particular , fo r th e 
TarCompressor component , th e TargetcomponentAnnotatio n specifie s tha t th e require d 
major versio n mus t b e equal t o 1  and both the minor and micro versions mus t be both equa l 
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to 0. A similar annotation pattern to what is shown for the TarCompressor componen t can be 
observed in the zipCompressor component . 
Table 8.4 Sample application 
©Componentversion(major = 1, minor = 0, micro = 0, 
complyWithMajorVersions = {}, complyWithMinorVersions = (}, 
complyWithMicroVersions = {}) 
public class CompressingComponent ( 
©Targetcomponentversion(major = 1, minor = 0, micro = 0) 
public TarCompressor tarCompressor = new TarCompressor(); 
©Targetcomponentversion(major = 1, minor = 0, micro = 1) 
public ZipCompressor zipCompresso r = new ZipCompressor(); 
public void listCompressionComponents() { 
zipCompressor.zip(); 
tarCompressor.tar(); 
} 
p u b l i c s t a t i c v o i d m a i n ( S t r i n g [ ] a r g s ) ( 
new C o m p r e s s i n g C o m p o n e n t ( ) . l i s t C o m p r e s s i o n C o m p o n e n t s ( ) ; 
} 
} 
Unlike the annotation used to specify th e required version of a component inside its container 
component, th e versio n o f a  componen t i s specifie d usin g a  differen t annotation , th e 
Componentversion annotation . Wha t i s particula r abou t thi s annotatio n i s tha t i t possesse s 
lists of major, mino r and micro versions which the component i s capable of supporting apar t 
from it s ow n version . Fo r example , th e TarCompresso r componen t major , mino r an d m i c r o 
versions ar e respecfivel y equa l t o 1 , 0  an d 0 . Addhionally , thi s componen t 
compl ie sWi thMajor s , compl iesWi thMinors , compl i e sWi thMic ro s annotation s ar e 
respectively empt y meaning the component i s compatible wit h no other version a s shown in 
Table 8.5. 
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Table 8.5 Illustration of newly created component version annotafio n 
for the component TarCompresso r 
©Componentversion(major = 1, minor = 0, micro = 0, 
complyWithMajors = (} , complyWithMinors = (}, 
complyWithMicros = (}) 
public class TarCompressor { 
pub l i c voi d t a r ( ) ( 
Sys t em.ou t .p r in t l n ( "Ta r v . 1 . 0 . 0 i s i n s e r v i c e . 
Table 8.6 Illustration of newly created component version annotafio n 
for the component ZipCompresso r 
©Componentversion(major = 1, minor = 0, micro = 1 
complyWithMajors = (Interface21) , complyWithMinors = 
complyWithMicros = {o}) 
public class ZipCompressor { 
public void zip() { 
System.out.println("Zip v.1.0.0 is in service. 
} 
} 
{0}, 
. . ") ; 
While, th e zipCompresso r componen t major , mino r an d micr o version s ar e respectivel y 
equal t o 1 , 0  an d 0 , it s version s compatibilit y list s (complieswithMajors , 
compiieswithMinors, compliesWithMicros ) hav e values respectively 1 , 0 and 0 as shown 
in Table 8.6 . This means that apar t fro m it s own version 1.0.1 , this component i s compatible 
with its pervious, i.e. version 1.0.0. 
8.8 Advantage s and limitations of the AOC versioning scheme 
The versio n schem e o f th e AO C componen t mode l provide s severa l advantage s i n 
comparision to current existing approaches. 
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1. Coexistenc e o f multipl e versions . Th e AO C versionin g schem e allow s tw o differen t 
versions of the same component t o be used by a single application. Unfortunately , suc h a 
scenario i s no t realizabl e give n th e curren t Jav a specificatio n an d platform . T o allo w 
multiple versio n instances , th e Jav a platfor m ha s t o b e modifie d sinc e currentl y Jav a 
classes are distinguished mainly by their full name . 
2. Softwar e qualit y improvement . Improve s the overall qualit y o f a software componen t by 
reducing applicatio n fault s an d bug s relate d t o versio n mismatche d an d du e t o versio n 
obsoleteness. 
3. Improvemen t compare d t o existin g approaches . Fo r instance , Jav a classe s hav e bee n 
augmented wit h a  version attribute . Nevertheless, the AOC versionin g schem e improve s 
on tha t b y providin g complianc e versionin g metadat a whic h enabl e component s wit h 
compatible version s t o replac e eac h others . OSG i provide s versio n informatio n fo r 
bundles o f component s wherea s th e AO C versionin g schem e target s fine-grained 
components, for instance ordinary Java classes. 
On limitation of the AOC versioning scheme is that it requires more effort t o be expended by 
the software constructo r t o provide the required versionin g informatio n a s well a s to specif y 
the target version o f the component a s dictated by requirements. However , the extra effor t i s 
minimal an d ha s t o b e incurre d t o obtai n th e benefits . Similirarily , existin g approache s 
requires additional efforts t o make use and take advantage of versioning information . 
8.9 Conclusio n 
In thi s chapter , backgroun d informatio n o n componen t interface s ha s bee n given . 
Additionaly, th e AO C versionin g schem e wa s presented a s wel l a s it s implementation . Th e 
proposed versionin g schem e makes use of the Java annotation featur e t o provide componen t 
versions a s i n term s o f annotations . Additionally , a  componen t versio n mismatc h detecto r 
tool ha s als o bee n presente d alon g wit h a  sampl e applicatio n illustratin g ho w t o us e thi s 
versioning scheme . Th e advantag e o f usin g thi s versionin g schem e an d componen t versio n 
mismatch tool is an improvement i n the overall quality of software applications . 
CHAPTER 9 
AOC COMPONENT COMPILER REALIZATIO N 
9.1 Introductio n 
This chapte r elaborate s o n th e referenc e implementatio n o f th e AO C componen t compiler . 
The AO C compile r i s specificall y constructe d t o compil e th e compositio n descriptor s o f 
composite statefu l AO C components . Th e compile r outpu t i s expresse d i n term s o f Jav a 
source code. Precisely, the AOC component compile r act s as a source to source transforme r 
since th e compositio n descripto r conten t i s als o expresse d i n th e sam e languag e o f th e 
generated code. 
The next section presents an overview of the compilation and code generation processes. The 
following sectio n presents th e tool s use d i n the implementatio n o f this AOC compiler . Th e 
subsequent sectio n present s th e AO C compile r an d discusse s ho w i t ca n b e used . Th e las t 
section identifies the limitation of the AOC compiler realization. 
9.2 Overvie w of compilation and code generation 
Among th e expecte d deliverable s o f this research projec t i s the implementafio n o f an AOC 
compiler whic h i s used t o compil e component' s compositio n descriptors . Th e implemente d 
compiler serves as a prototype to put into practice the software compositio n theoretica l idea s 
tackled in this research work and to use those principles to leverage the software constructio n 
process. Th e AO C compile r take s a s inpu t th e compositio n descriptor s o f a n application' s 
components an d generate s eithe r sourc e o r binar y cod e fo r thos e component s i n Java . T o 
better understan d th e task s don e b y th e compilatio n an d generatio n o f composit e 
components, a description o f the compilation proces s with it s underlying phases is presented 
next. 
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9.2.1 Th e process of compilation and code generation 
The compilatio n proces s i s considere d a s a  proces s o f progra m translatio n fro m on e 
representation expresse d i n a  specifi c languag e t o a  targe t language . Th e targe t languag e 
could b e a  programmin g languag e o r machin e code . Regardles s o f th e passe s an d 
optimization done by a compiler, the basic tasks are common to all compilers. The process of 
compilation i s broken dow n int o two majo r parts : analysis and synthesi s (A.W. , 1997 ; Aho, 
Sethi an d Oilman , 1986) . The analysi s par t i s furthe r subdivide d int o three othe r part s (se e 
next) which al l contribute to the construction o f an intermediate representation o f the source 
program. Th e synthesi s par t use s th e intermediat e representatio n constructe d previousl y 
during the analysis phase to construct or generate code in another intermediary representatio n 
or in a final target language. 
Analysis phase . Th e analysi s par t consist s o f thre e sub-phases : lexical , syntacti c an d 
semantic. Durin g th e processin g o f thos e sub-phases , th e operation s o f th e progra m ar e 
determined an d store d i n a  hierarchica l structur e calle d a n AS T (Abstrac t Synta x Tree) . In 
addition, th e token variable s matched ar e stored i n a  data structur e commonl y know n a s the 
symbol table. This table contains important and necessary informatio n (e.g . name, type of the 
symbol), whic h wil l b e use d b y th e variou s sub-phase s o f th e compiler . Ofte n i n practic e 
those sub-phases can be implemented separatel y o r merged int o one or more passes. Each of 
these passes is considered separately for the purpose of clarification . 
1. Lexica l Analysis : Thi s sub-phas e i s responsibl e fo r scannin g th e sourc e program' s 
stream o f characters , discardin g al l whit e space s an d comment s an d producin g a  stream 
of lexica l token s (e.g . identifiers , keywords , punctuatio n marks) . Th e specificatio n o f 
lexical tokens is usually done using regular expressions. For example, an identifier migh t 
be specified a s a collection of characters matched by the following regula r expression: 
[ a - z A - Z ] [ a - z A - Z O - 9 ] 
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This regula r expressio n mean s tha t a n identifie r toke n begin s wit h a n alphabetica l 
character an d migh t b e followe d b y zer o o r mor e alphanumerica l characters . I n 
addition, the lexical analyzer should also provide an error reporting mechanism whic h 
detects error s suc h a s unrecognize d token s o r misspelle d keywords . Ther e exis t 
several lexical analyzer generator tools. The efficiency o f those tools relies heavily on 
the power o f regula r expression s i n the token specification s whic h therefor e reduce s 
the programming effor t an d the development time required to construct a compiler. 
Syntactic Analysis : This sub-phas e deal s with th e parsing o f the program's token s int o 
grammatical phrase s by applying the grammar rules of the source language. Context-fre e 
grammars, which are formal description s o f recursive rules , are commonly use d to guide 
the syntactic phase. Such a  grammar i s composed o f terminal, nonterminal, star t symbol s 
and productions which are useful t o describe the syntax of a programming language . The 
terminals represent the basic symbols of which a program is composed. 
Table 9.1 Production rules 
S — > i d =  expressio n 
express ion — > i d e n d i t f i e r 
express ion — > numbe r 
experess ion — > expressio n +  express io n 
expersss ion — > express io n *  express io n 
For example , th e token s numbe r an d iden t i f ie r presen t i n th e se t o f production s 
shown i n Figur e 9. 1 ar e terminals . Th e nonterminal s ar e syntacti c variable s whic h 
represent strin g set s an d shoul d appea r o n th e left-han d sid e o f on e o r mor e 
productions. Fo r example , expressio n i n Table 9. 1 i s a  nonterminal whic h denote s 
the set of strings that form the language defined b y the grammar. The production rules 
of a  gramma r determin e th e wa y i n whic h termina l an d nontermina l symbol s ar e 
combined to form the program phrases. 
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The parsed phrases will be represented by what i s known as a parse tree. For instance, 
the pars e tre e fo r th e expressio n "salar y =  basi c +  ra t e *  lo " i s show n i n 
Figure 9.1 . In thi s tree , interio r node s ar e nontermina l symbol s an d lea f node s ar e 
terminal symbols . However , a  pars e tre e contain s certai n useles s token s suc h a s 
punctuation, additiona l nontermina l symbol s an d extr a production s rule s adde d 
technically to help in the transformation o f the grammar (factoring an d elimination of 
ambiguities) (A.W., 1997) . These extra details are useful t o the parsing phase and are 
not o f an y hel p i n th e late r phases . Consequently , a  more condense d AS T tre e fre e 
fi-om useles s details is constructed fro m th e parse tree in order to be used by the late r 
compilation phases . Th e AS T representatio n constructe d fro m th e pars e tre e fo r th e 
above mentione d expressio n i s show n i n Figur e 9.2 . I n a n AST , operator s an d 
keywords are not leaves but interior nodes. 
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Identifie 
ssion 
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expre 
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Numb 
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Figure 9.1 Parse tree representation. 
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Figure 9.2 Abstract Tree Representation. 
3. Semanti c Analysis : I n thi s sub-phase , th e compile r traverse s th e synta x tre e t o collec t 
type informatio n an d check s th e sourc e cod e agains t semanti c error s suc h a s illega l an d 
undeclared type s o f expression s a s wel l a s illega l scop e acces s t o variables . I t relie s 
heavily o n the informatio n provide d b y the symbo l tabl e t o accomplis h it s mission . A s 
mentioned before , an d i n man y cases , th e lexical , syntacti c an d semanti c analyse s ar e 
done in one pass. The output o f the semantic analysi s can be considered a s an annotate d 
AST tree in addition to the content of the symbol table. 
Synthesis Phase . The synthesis phase deals with different issue s such as translation of the IR 
(intermediate representation ) int o anothe r IR , contro l an d dat a flow  analysi s dependin g o n 
specific need s and purposes (e.g. , various optimizations) , and cod e generation . At this point 
of discussion, the translation or code generation phase is of importance to us. This phase can 
be done in two ways (Parr, 1996) : 
1. Syntax-directe d translation . Thi s metho d generate s th e targe t cod e progressivel y a s th e 
parsing proceeds . The inpu t strea m i s parsed an d translatio n action s ar e executed a t the 
same tim e parsing i s being done , so that a t the en d o f parsing th e outpu t cod e has bee n 
generated. Thi s method doe s not make use nor requires an IR of the source program. For 
this reason, i t was used i n old compilers when memory wa s not large enough to hold the 
entire abstract syntax tree of the program. 
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2. Translatio n throug h th e us e o f a n AS T intermediat e representation . I n thi s method , th e 
AST i s traversed an d translation action s ar e performed t o generat e th e targe t cod e o r to 
construct anothe r I R whic h wil l b e late r wrappe d int o th e targe t language . Generally , 
when a  new I R is produced a s an abstract synta x tree no t only i t conserves the semanti c 
of th e progra m an d simplifie s it s representation , bu t als o serve s a s a  clea n interfac e 
between the parser and the later phases of the compilation process . This method has some 
advantages ove r th e other . Fo r instance , th e I R i s a n independen t representatio n tha t 
could b e mappe d int o an y desire d transitiona l intermediat e o r targe t language s withou t 
implementing a  ne w parse r o r eve n alterin g th e existin g one , thu s facilitatin g th e 
portability o f th e compiler . Furthermore , i t ca n b e manipulate d an d optimize d t o sui t 
specific needs . Usually and from a  practical perspective IR s must have certain propertie s 
which mak e th e manipulatio n o f thos e propertie s simpl e an d efficient . Som e o f thes e 
properties are: 
a. I R must be easily produced by the semantic analysis phase; 
b. I R must be convenient to translate into any language; 
c. I R should have individual component s which describe extremely simple tasks such as 
a single fetch, store , add and move or jump operations. 
In thi s synthesi s phase , th e sourc e progra m AS T representatio n i s use d t o generat e th e 
program int o the target language . Actually, the process of code generation takes place as 
the AST is traversed. Mos t o f the time, every AST node contains enough informatio n t o 
generate the code. However, when additional informatio n i s needed the process becomes 
more difficul t sinc e additiona l secondar y traversal s hav e t o b e don e i n orde r t o gather , 
from th e othe r nodes , th e necessar y informatio n t o accomplis h th e translatio n o f th e 
specific construct . Consequently , tre e traversal s becom e mor e complicated . Fortunately , 
automatically generate d tre e traversa l procedure s ca n hel p d o th e tas k efficientl y an d 
easily. The traversal an d translation o f the tree i s performed throug h the use of grammar 
rules and abstract synta x constructs associated wit h semantic actions . The AST nodes are 
tagged wit h token s representing th e terminal an d non-termina l symbols . Those tag s wil l 
be used by the code generation process. 
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9.3 Compile r construction tool s 
The evolutio n o f compilatio n technique s an d parsin g methodologie s ha s change d th e wa y 
compilers ar e constructed . Compiler s ar e ofte n constructe d manually . However , compile r 
parsers an d AS T traversa l procedure s fo r prototypin g an d som e larg e grammar s ar e 
constructed automaticall y usin g compile r constructo r tool s suc h a s ANTL R (Anothe r Too l 
for Language Recognition) (Parr, 2007), SableCC (Gagnon, 1998 ) and JavaCC (Sun, 2009). 
To construc t a  compiler, compile r constructio n tool s takes a s inpu t a  file containing regula r 
expression specification s o f lexical tokens in addition to the rules of a specific programmin g 
language to generate as output the compiler API . Such API includes both lexica l an d synta x 
analyzers i n addition t o a parser fo r a  specific programmin g language . Typically, the lexica l 
analyzer i s calle d b y synta x analyze r t o retu m th e nex t toke n i n th e strea m o f character s 
representing the source program. In the same vein, the lexical analyzer is called by the parser 
to recognize the program instructio n se t in terms of valid programming languag e sentences . 
When a parser is called it usually constructs and returns an AST to the caller application. 
To transfor m o r t o translat e th e sourc e cod e int o a  differen t forma t o r a  differen t 
programming language , the informatio n store d i n an AST tree i s used to generat e the targe t 
source code . To traverse the AST tree, the tree walker (tree traversal API ) is used. AST tree 
walkers can be constructed automatically using compiler construction tools. 
To construc t a n AS T tree walker , compile r constructio n tool s tak e a s inpu t a  grammar file 
containing a  se t o f rules . Thos e rule s describ e th e AS T tre e structur e an d ar e expresse d i n 
terms o f regula r expression s annotate d wit h action s t o direc t th e cod e generatio n process . 
This brie f overview o n compile r constructio n too l helps understan d ho w the AOC compile r 
construction proces s works . Th e AO C compile r constructio n proces s i s describe d i n a 
subsequent section . 
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9.3.1 ANTL R a compiler construction too l 
ANTLR i s a  compile r constructo r too l widel y use d i n both educatio n an d industria l sector s 
(Parr, 2007) . ANTLR i s an ope n sourc e too l develope d an d maintaine d b y Terenc e Par r t o 
generate top-down "11* " (leftmost derivatio n wit h unlimite d look-ahead ) parsers . ANTLR i s 
distinguished b y it s abilit y t o pars e a  gramma r int o AS T tre e s o tha t late r o n i t ca n b e 
manipulated fo r optimization, transformation o r translation purpose. 
9.4 Purpos e of the AOC compiler 
As mentioned previously , Jav a ha s been chosen to be used a s the programming languag e of 
experimentation i n this research project . Th e AOC compiler takes as an input a  composition 
descriptor whic h define s th e sub-composite s fo r a  particula r AO C statefu l composit e 
component. As output i t produces either the source or the binary class file of that componen t 
according t o th e instrumentatio n supplie d b y th e constructor . Sinc e th e conten t o f a 
composition descripto r i s expresse d i n term s o f a  subse t o f Jav a constructs , th e AO C 
component compile r ha s therefor e t o pars e thos e Jav a construct s an d transfor m the m 
accordingly into Java source code. 
It might be confusing wh y a composition descriptor expressed i n terms of Java constructs has 
to b e translated int o anothe r tex t file  containing th e sam e Java sourc e constructs . Ther e ar e 
two main reasons behind this: 
1. T o constrain use r fro m supplyin g arbitrary Jav a implementatio n cod e instruction s insid e 
the composition descriptor of an AOC stateful composit e component . 
2. T o mak e sur e tha t th e use r supplie s th e righ t syntacti c construct s whe n definin g th e 
content of composition descriptors . In other words, it is to ensure that the definitions o f a 
component's sub-composite s construct s ar e vali d an d consequentl y thi s componen t ca n 
be composed at application construction with the desired se t of sub-composites. 
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9.5 AO C compiler input and output 
The AO C compile r receive s a  composition descripto r o f a n AO C composit e componen t a s 
input t o produc e ou t th e sourc e o r th e binar y cod e o f tha t componen t accordin g t o use r 
instrumentation. However , from th e time the input i s read to the time the output i s generated, 
there are several intermediate representations through which the input will pass. 
9.5.1 Inpu t representation 
The inpu t t o the AO C compile r i s a  se t o f AOC componen t composifio n descriptor s wher e 
each i s associate d wit h on e an d onl y on e AO C composit e statefu l component . Th e 
composition descripto r consist s o f a  textual file  which i s distinguished b y it s file  name an d 
extension. Th e compositio n descripto r mus t hav e th e sam e nam e a s th e componen t i t i s 
associated wit h bu t a  differen t file  extension , i. e "comp" . Th e rol e o f thi s distinctiv e 
extension nam e i s t o mak e th e compositio n descripto r recognizabl e b y bot h th e develope r 
and more importantly, by the AOC compiler. 
A composition descripto r hold s a  set o f constructs whic h describ e th e structura l componen t 
composition definition s require d b y the associate d AO C composit e componen t a s shown i n 
Table 9.2 . The se t o f constructs use d to describe th e definitio n o f composite s ar e borrowe d 
from th e Jav a programmin g language . The rational e behin d usin g Jav a construct s i s purel y 
driven b y simplicit y an d eas e o f use . Sinc e th e targe t programmin g languag e o f th e 
composed componen t i s also Java, i t makes sense to express the composhion relationshi p of 
a component i n the same language of its implementation. 
9.5.2 Outpu t representation and generation 
After th e AO C compile r parse s th e compositio n descripto r o f a n AO C statefu l composit e 
component, i t construct s a n AS T representafio n o f th e sub-composit e componen t definitio n 
found i n the composition descriptor . Next , the AOC compile r traverse s the constructed AS T 
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tree and at each node executes an associated actio n to finally generat e the source code for the 
AOC composit e componen t associate d wit h th e compositio n descriptor . Eventually , th e 
source code is compiled usin g a Java compiler to produce out the Java binary class file of the 
component. 
Table 9.2 AOC composite component whic h can be used as a composition descripto r 
public class Person { 
public Strin g firstName; 
public Strin g lastName; 
public Displaye r displayer; 
} 
Even though the definitions o f component sub-composite s ar e expressed i n Java, they coul d 
have been equally expressed in another language such as XML or the like. 
9.6 AO C compiler construction 
ANTLR ha s bee n use d a s th e automati c compile r constructio n too l t o construc t th e AO C 
component compiler . The choice to use ANTLR i s driven by the know-how to use i t as well 
as b y it s wid e acceptanc e a s a  compile r constructio n tool . Th e proces s o f AO C compile r 
construction is illustrated in Figure 9.3. 
Partial Java 
grammar 
AST Tree 
grammar 
Interface with Java 
compiler API 
ANTLR compiler 
Generator 
AOC syntactic analyser , 
lexical analyser and AST 
tree parser 
ANTLR compile r 
Generator 
Connector of AOC 
compiler API and 
Java compiler API 
Figure 9.3 AOC compiler construction stages. 
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The constructio n o f th e AO C compile r i s don e int o thre e stage s a s show n i n Figur e 9. 3 
(numbered in black circles): 
1. Constructio n of AOC compiler lexical and syntactic analyzers as well as its parser. In this 
stage, ANTLR takes as input a grammar file of which a snippet is shown in Table 9.3 and 
the complete listing is shown in Appendix III . This grammar is an adaptation of the Java 
grammar whic h i s availabl e o n ANTL R We b sh e (Habelitz , 2008) . Th e gramma r file 
provides ANTL R wit h th e inpu t t o produce severa l module s o f the AO C compiler . Th e 
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output produce d b y ANTL R i s a  Jav a AP I containin g bot h th e lexica l an d syntacti c 
analyzers as well as the parser (AST tree constructor) for AOC composition descriptors . 
Table 9.3 ANTLR input grammar rules to generate the AOC compiler parser 
// starting point for parsing a Java file, 
componentSource 
: classScopeDeclarations * 
-> ^(JAVA_SOURC E ClassScopeDeclarations*) 
classScopeDeclarations 
: modifierLis t 
( typ e classFieldDeclaratorList SEM I 
-> '(VARDECLARATIO N modifierList type 
ClassFieldDeclaratorList) 
) 
I SEMI ! 
modifierList 
: modifier * 
-> ^(MODIFIE R LIST modifier*) 
2. Constructio n o f th e AS T tre e walke r an d cod e generator . T o construc t th e AS T tre e 
walker an d th e cod e generator , ANTL R take s a s inpu t anothe r gramma r file  containin g 
rules t o travers e th e AS T tree . Furthermore , thos e rule s ar e annotate d wit h action s t o 
direct the generation o f the component sourc e code. A snippet o f the grammar rules used 
by ANTL R t o generat e th e AS T walker an d cod e generato r AP I i s show n i n Tabl e 9.4 . 
The complete listing of this grammar is shown in Appendix IV. 
3. Th e las t par t o f th e AO C compile r i s develope d manually . Thi s par t i s responsibl e t o 
hook the different AP I parts of the AOC compiler together and to interface wit h the Java 
compiler API to allow direct compilation of AOC components into Java binary code. 
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Table 9.4 ANTLR grammar rules to generate the AOC walker and code generator 
// starting point f 
componentSource [S t 
^(JAVA_SOURCE {c + = 
or parsing a Java file. 
ring componentName, String extendedComponentName ] 
classScopeDeclarations)* )  -> 
component(componentName={$componentName}, 
extendedComponentName=($extendedComponentName}, composites={$c 
1 
classScopeDeclarations 
: " (VAR_DECLARATION 
mL=modifierList 
t=type 
fl=classFie 
composite(modifiers 
modifierList 
IdDeclaratorList) -> 
={$mL.st}, type={$t.st 
"(MODIFIER LIST (mods+=modifier) * ) 
modifier(modifier={$mods}) 
1 
modifier 
: PUBLI C 
1 PROTECTE D 
I PRIVAT E 
I STATI C 
I ABSTRAC T 
I NATIV E 
-> modifier(modifier= 
-> modifier(modifier= 
-> modifier(modifier= 
-> modifier(modifier= 
-> modifier(modifier= 
-> modifier(modifier= 
.}, fieldNameList={$f l 
- > 
($PUBLIC.text}) 
($PROTECTED.text}) 
($PRIVATE.text}) 
($STATIC.text}) 
($ABSTRACT.text}) 
{$NATIVE.text}) 
}) 
.St}) 
1 SYNCHRONIZE D - > modifier(modifier=($SYNCHRONIZED.text}) 
I TRANSIEN T 
I VOLATIL E 
I STRICTF P 
1 FINA L - > 
7 
-> modifier(modifier= 
-> modifier(modifier= 
-> modifier(modifier= 
($TRANSIENT.text}) 
($VOLATILE.text}) 
{$STRICTFP.text}) 
modifier(modifier=($FINAL.text}) 
The code of the AOC compiler i s provided in Appendix V on a CDROM. 
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9.7 Conclusio n 
In thi s chapter , th e AO C compile r constructio n proces s ha s bee n illustrated . A t first,  a n 
overview of compilation an d code generation has been given. Later, background informatio n 
was give n o n compile r constructio n tools , i n particula r th e ANTL R compile r generator . 
Additionally, the purpose of the AOC compiler was explained a s well a s a description o f the 
input and output to the AOC compiler. Finally, the process of constructing the AOC compiler 
was presented. 
CHAPTER 10 
AOC MODEL APPLICATION STUD Y CASE 
10.1 Introductio n 
In this chapter, a  case study i s conducted to demonstrate the applicability o f the AOC model 
as wel l a s t o demonstrat e ho w th e AO C mode l differ s fro m th e traditiona l 0 0 softwar e 
construction approach. The objectives of this case study are to demonstrate: 
1. Ho w software complexit y i s reduced; 
2. Ho w software reus e is increased; 
3. Ho w software construction , evolution and maintenance becomes easier; 
4. Ho w th e AO C mode l promote s softwar e constructio n t o a  highe r leve l o f softwar e 
composition; 
5. Ho w AOC application can be constructed from existing applications. 
10.2 Descriptio n of the application 
The applicatio n use d i n thi s cas e stud y concem s a  phone director y store d i n a  textual file. 
The main computationa l tas k the application performs i s reading the phone directory entrie s 
from th e file and displaying them on the console. The application is intentionally constructe d 
with a minimal set of functionalities fo r the sake of clarity and simplicity . 
10.3 Cas e study conduction Plan 
The steps followed i n the conduction of this cases study are: 
1. A  first  prototype cod e o f th e phon e director y applicatio n i s presented . Th e cod e o f thi s 
prototype is constructed usin g a rapid, but simple and naive object oriented approach . 
2. A  second prototype of phone directory applicatio n i s illustrated. However , this prototype 
code has been subject to restructuring and organization by a first round of refactoring . 
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3. A  thir d prototyp e o f th e phon e director y applicatio n i s agai n restructure d accordin g t o 
another round of refactoring . 
4. A  fourt h an d final  prototyp e o f th e phon e director y applicatio n i s illustrate d wher e th e 
code of this prototype has been refactored t o reach a level where al l the code elements of 
the application have attained enhanced modularity . 
5. Th e application i s constructed followin g the AOC model approach. 
6. Th e differen t applicatio n constructio n step s ar e analyzed , discussed , an d compared . Th e 
output of this step is a comparison summary of the different approaches . Th e comparison 
is conducted according to the objectives se t forth a t the beginning of this chapter. 
10.4 Constructio n of the application following an OO approach 
10.4.1 Firs t prototype 
This first  versio n o f the phon e director y applicatio n i s a n exampl e o f typicall y monolithi c 
applications. Th e cod e o f thi s applicatio n i s containe d int o tw o component s (classes ) a s 
shown in Table 10. 1 and Table 10. 2 
Table 10. 1 Phone directory first prototype - par t 1 
package 
public c 
private 
private 
private 
private 
private 
pub] 
} 
pub! 
} 
pub! 
org.ac. sample.phoneDirectory; 
:lass Entry ( 
String 
String 
String 
String 
String 
lastName; 
firstName; 
internationalCode; 
areaCode; 
phone; 
.ic String getLastName() ( 
return lastName; 
ic void setLastName(String 
this.lastName = lastName; 
ic Stra 
return 
.ng getFirstName() ( 
firstName; 
lastName) { 
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Table 10. 1 Phone directory first prototype - part i (continued ) 
} 
public void setLastName(String lastName) { 
this.lastName = lastName; 
} 
public String getFirstName() ( 
return firstName; 
} 
public void setFirstName(String firstName) ( 
this.firstName = firstName; 
} 
public String getlnternationalCode() { 
return internationalCode; 
} 
public void setlnternationalCode(String internationalCode) { 
this.internationalCode = internationalCode; 
} 
public String getAreaCode() { 
return areaCode; 
} 
public void setAreaCode(String areaCode) { 
this.areaCode = areaCode; 
} 
public String getPhone() { 
return phone; 
} 
public void setPhone(String phone) { 
this.phone = phone; 
} 
Table 10.2 Phone directory first prototype - part 2 
package org.ac.sample.phoneDirectory; 
import java.io.BufferedReader; 
import Java.io.File; 
import Java.io.FilelnputStream; 
import Java.io.lOException; 
import Java.io.InputStreamReader; 
import java.util.ArrayList; 
import Java.util.List; 
public class PhoneDirectoryApp! 
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Table 10.2 Phone directory first prototype - part 2 (continued) 
public List<Entry> readEntries(File file) throws lOException { 
FilelnputStream filelnputStrea m = ne w FilelnputStream(file); 
InputStreamReader inputStreamReader = new 
InputStreamReader(filelnputStream); 
BufferedReader bufferedReader = new 
BufferedReader(inputStreamReader); 
String line = null; 
List<Entry> entries = new ArrayList<Entry>(); 
while((line = bufferedReader.readLine0) ! = null) { 
String [] values = line.split(","); 
Entry entry = new Entry(); 
entry.setFirstName(values[0]); 
entry.setLastName(values [1]); 
entry.setlnternationalCode(values [2] ) ; 
entry.setAreaCode(values[3]); 
entry.setPhone(values [4] ) ; 
entries.add(entry); 
} 
return entries; 
} 
public static void displayDirectory(List<Entry> entries) { 
for (Entr y entry :  entries) ( 
System.out.println(entry.getFirstName() + " " 
+ entry.getLastName() 
+ ", " + entry.getlnternationalCode() 
+ "(" + entry.getAreaCode0 +  " ) " +  entry.getPhone()); 
} 
} 
public static void main(String[] args) throws lOException { 
PhoneDirectoryApp app = new PhoneDirectoryApp(); 
String filePath = "C://ProgramFiles//EclipseWorkspace//" 
+ "ABC_Component_Model//phoneDirectory.txt"; 
File file = new File(filePath); 
List<Entry> entries = app.readEntries(file); 
displayDirectory(entries); 
} 
} 
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10.4.2 Secon d prototype 
In the secon d prototype , a  first  round o f refactoring ha s bee n performed . Th e resul t o f thi s 
refactoring roun d i s intema l cod e reorganizatio n o f on e o f th e tw o component s o f th e 
application. I t is worth mentioning that the refactoring don e in this prototype did not add any 
new component as can be observed by looking at the code of 
Table 10.3. 
Table 10. 3 Phone directory application second prototype part-2 
package org.ac.sample.phoneDirectory; 
import Java.io.BufferedReader; 
import Java.io.File; 
import Java.io.FilelnputStream; 
import Java.io.lOException; 
import j ava.io.InputStreamReader; 
import Java.util.ArrayList; 
import Java.util.List; 
public class PhoneDirectoryApp! 
private BufferedReader getBufferedReader(File file) throws 
lOException { 
FilelnputStream filelnputStrea m = ne w FilelnputStream(file); 
InputStreamReader inputStreamReader = new 
InputStreamReader(filelnputStream); 
BufferedReader bufferedReader = new 
BufferedReader(inputStreamReader); 
return bufferedReader; 
private Entry bindValuesToEntry(String[] values) { 
Entry entry = new Entry(); 
entry.setFirstName(values[0] ); 
entry.setLastName(values[1]) ; 
entry.setlnternationalCode(values[2]); 
entry.setAreaCode(values[3]); 
entry.setPhone(values[4]); 
return entry; 
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Table 10.3 Phone directory application second prototype part-2 (continued) 
public List<Entry> readEntries(File file) throws lOException ( 
BufferedReader bufferedReader = getBufferedReader(file); 
String line = null; 
List<Entry> entries = new ArrayList<Entry>(); 
while((line = bufferedReader.readLine()) ! = null) { 
String [] values = line.split(","); 
entries.add(bindValuesToEntry(values)); 
} 
return entries; 
public static void displayDirectory(List<Entry> entries) ( 
for (Entr y entry :  entries) ( 
System.out.println(entry.getFirstName() + " " 
+ entry.getLastName() + ", " 
+ entry.getlnternationalCode() 
+ "(" + entry.getAreaCode() 
+ " ) " +  entry.getPhone() ); 
} 
} 
public static void main(String[] args) throws lOException { 
PhoneDirectoryApp app = new PhoneDirectoryApp(); 
String filePath = "C://ProgramFiles//EclipseWorkspace//" 
+ "ABC_Component_Model//phoneDirectory.txt"; 
File file = new File(filePath); 
List<Entry> entries = app.readEntries(file); 
displayDirectory(entries); 
} 
10.4.3 Thir d refactored prototyp e 
In this third prototype a considerable refactoring effor t ha s been performed. Th e result of this 
second round of refactoring i s the introducfion o f many new components. Those component s 
have been identifie d fro m th e application domain . The code of this application i s illustrate d 
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in Tabl e 10.4 , Tabl e 10.5 , Table 10.6 , Tabl e 10. 7 an d Tabl e 10.8 . Th e illustratio n o f th e 
complete cod e i s essential t o mak e th e compariso n betwee n th e differen t prototype s simpl e 
and straightforward . 
Table 10. 4 Phone directory application third prototype part-1 
package org.ac.sample; 
import Java.io.BufferedReader; 
import Java.io.File; 
import Java.io.FilelnputStream; 
import Java.io.lOException; 
import j ava.io.InputStreamReader; 
public class FileUtils { 
public static BufferedReader getBufferedReader(File file) throws 
lOException { 
FilelnputStream filelnputStrea m = ne w FilelnputStream(file); 
InputStreamReader inputStreamReader = new 
InputStreamReader(filelnputStream); 
BufferedReader bufferedReader = new 
BufferedReader(inputStreamReader); 
return bufferedReader; 
Table 10. 5 Phone directory application third prototype part-2 
package org.ac.sample; 
public class Person ( 
private String firstName; 
private String lastName; 
public Person(String firstName, String lastName) ( 
this.firstName = firstName; 
this.lastName = lastName; 
} 
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Table 10. 5 Phone directory application third prototype part-2 (continued) 
pub l i c S t r i n g getFirstName{ ) { 
r e t u r n firstName ; 
} 
public void setFirstName(String firstName) { 
this.firstName = firstName; 
} 
public String getLastName() ( 
return lastName; 
} 
public void setLastName(String lastName) { 
this.lastName = lastName; 
} 
public String toString() { 
return this.firstName + "," + this.lastName; 
Table 10.6 Phone directory application third prototype part-3 
package org.ac.sample; 
public class Phone ( 
public String internationalCode; 
public String areaCode; 
public String localNumber; 
public Phone(String internationalCode, String areaCode, 
String localNumber) { 
this.internationalCode = internationalCode; 
this.areaCode = areaCode; 
this.localNumber = localNumber; 
} 
public String getlnternationalCode() ( 
return internationalCode; 
public void setlnternationalCode(String internationalCode) { 
this.internationalCode = internationalCode; 
} 
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Table 10. 6 Phone directory application third prototype part-3 (continued) 
public String getAreaCode() ( 
return areaCode; 
} 
public void setAreaCode(String areaCode) ( 
this.areaCode = areaCode; 
} 
public String getLocalNumber() { 
return localNumber; 
} 
public void setLocalNumber(String localNumber) { 
this.localNumber = localNumber; 
} 
public String toString() { 
return this.internationalCode 
+ "(" + this.areaCode + " ) " 
+ this.localNumber; 
} 
Table 10. 7 Phone directory application third prototype part-4 
package org.ac.sample.phoneDirectory; 
import org.ac.sample.Person; 
import org.ac.sample.Phone; 
public class Entry { 
private Person person; 
private Phone phone; 
public Entry(String[] values) { 
this.person = new Person(values[0] , values [1]); 
this.phone = new Phone(values[2] , values[3], values [4]); 
} 
public Person getPerson() ( 
return person; 
} 
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} 
Table 10.7 Phone directory application third prototype part-4 (continued) 
public void setPerson(Person person) ( 
this.person = person; 
public Phone getPhone() ( 
return phone; 
public void setPhone(Phone phone) ( 
this.phone = phone; 
} 
public String toStringO { 
return this.person +  " " + this.phone ; 
} 
Table 10.8 Phone directory application third prototype part-5 
package org.ac.sample.phoneDirectory; 
import Java.io.BufferedReader; 
import Java.io.File; 
import java.io.lOException; 
import Java.util.ArrayList; 
import Java.util.List; 
import org.ac.sample.FileUtils; 
public class PhoneDirectoryApp! 
public List<Entry> readEntries(File file) throws lOException { 
BufferedReader bufferedReader = 
FileUtils.getBufferedReader(file); 
String line = null; 
List<Entry> entries = new ArrayList<Entry>(); 
while((line = bufferedReader.readLine()) ! = null) ( 
String[] values = line.split(","); 
entries.add( new Entry(values)); 
} 
return entries; 
} 
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Table 10. 8 Phone directory application third prototype part-5 (continued) 
publ ic s t a t i c voi d d isp layDirec tory(Lis t<Entry > e n t r i e s ) { 
for (Entr y en t r y :  e n t r i e s ) { 
S y s t e m . o u t . p r i n t l n ( e n t r y ) ; 
} 
} 
public static void main(String[] args) throws lOException ( 
PhoneDirectoryApp app = new PhoneDirectoryApp(); 
String filePath = "C://ProgramFiles//EclipseWorkspace//" 
+ "ABC_Component_Model//phoneDirectory.txt"; 
File file = new File(filePath); 
List<Entry> entries = app.readEntries(file); 
displayDirectory(entries); 
} 
10.4.4 Fourt h prototype constructed according to the AOC model 
The construction o f the phon e directory applicatio n usin g the AO C uses the third prototyp e 
as its basis since i t shares severa l characteristic s wit h the AOC component mode l prototype . 
In particular , the y bot h hav e smal l siz e component s exhibitin g enhance d modularity . Th e 
difference betwee n th e thir d prototyp e an d th e AO C (fourth ) prototyp e i s i n th e 
decomposition of the third prototype into composites that can be selected and hooked into the 
final component a t application constructio n time . Obviously, the number o f components ha s 
been increase d significantl y i n th e fourt h prototyp e explicitl y s o tha t th e fourt h prototyp e 
complies wit h the AOC model a s can be observed i n the code illustrate d fro m Tabl e 10. 9 to 
Table 10.28 . 
167 
Table 10. 9 AOC component 1 
package org.aoc.sample.phone; 
public class Phone { 
public Integer internationalCode; 
public Integer areaCode; 
public Integer localNumber; 
} 
Table 10.10 A OC component 1 composition descriptor 
//stateful components 
public 
public 
public 
Integer 
Integer 
Integer 
// behaviora l 
org.aoc.sample 
internationalCode; 
areaCode; 
localNumber; 
component 
phone.Di sp1aye r dis player 
Table 10.11 A OC component 2 
package org.aoc.sample.phone; 
public class Displayer { 
public static void display(Phone phone) ( 
System.out.print(phone.internationalCode + 
System.out.print(phone.areaCode + "\t\t") ; 
System.out.print(phone.localNumber + "\t" 
} 
} 
"\t\t\t"); 
+ "\n");} 
Table 10.12 A OC component 3 
package org.aoc.sample.phone; 
public class PhoneFactory ( 
public static Phone create(Integer internationalCode, 
Integer areaCode, Integer localNumber) { 
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Table 10.1 2 AOC component 3  (continued) 
Phone phone = new Phone(); 
phone.internationalCode = internationalCode; 
phone.areaCode = areaCode; 
phone.localNumber = localNumber; 
return phone; 
Table 10.1 3 AOC component 4 
package org.aoc.sample.phone.directory.app; 
import Java.io.File; 
import Java.io.lOException; 
import java.util.List; 
import org.aoc.sample.phone.directory.entry . Entry; 
import org.aoc.sample.phone.directory.entry.FileParser; 
import org.aoc.sample.phone.directory.entry.ListDisplayer; 
public class ApplicationLuncher ( 
public static void main(String args[]) throws lOException ( 
File file = new 
File("C://Users//rowan//MyStuff//EclipseWorkspace//" + 
"5_AtomizedComposed//phoneDirectory.txt"); 
String splitToken = ","; 
List<Entry> entries = FileParser.parseEntries(file, 
splitToken); 
ListDisplayer.display(entries) ; 
Table 10.14 AOC component 5 
package org.aoc.sample.phone.directory.entry; 
public class Displayer { 
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Table 10.14 AOC component 5 (continued) 
public static void display(Entry entry) ( 
entry.person.displayer.display(entry.person) 
entry.phone.displayer.display(entry.phone); 
} 
Table 10.15 AOC component 6 
package org.aoc.sample.phone.directory.entry; 
public class Entry { 
public org.aoc.sample.phone.Phone phone; 
public org.aoc.sample.phone.directory.person.Person person; 
} 
Table 10.1 6 AOC component 6 composhion descripto r 
//Stateful component s 
public org.aoc.sample.phone 
public org.aoc.sample.phone 
// Behaviora l component 
public org.aoc.sample 
.Phone phone; 
.directory.person.Person person; 
phone.directory.entry.Displayer displayer; 
Table 10.1 7 AOC component 7 
package 
import 
import 
public 
; org.aoc.sampl 
org. 
org. 
aoc.sample 
aoc.sample 
class Factory 
public static Ent 
e.phone 
.phone. 
.phone. 
{ 
.directory.entry; 
Phone; 
directory. 
ry create(Person 
person. 
person. 
Person 
Phone phone) { 
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Table 10.17 AOC component 7 (continued) 
Entry entry = new Entry(); 
entry.person = person; 
entry.phone = phone; 
return entry; 
Table 10.18 AOC component 8 
package org.aoc.sample.phone.directory.entry; 
import Java.io.File; 
import Java.io.lOException; 
import Java.util.ArrayList; 
import Java.util.List; 
import org.io.buffered.file.Reader; 
import org.io.buffered.file.ReaderFactory; 
public class FileParser ( 
public static List<Entry> parseEntries(File file. String splitToken 
) throws lOException { 
Reader reade r = ReaderFactory.create(file); 
String line = null; 
List<Entry> entries = new ArrayList<Entry>(); 
while((line = reader.lineReader.readLine( 
reader.bufferedReader)) ! = null) { 
entries.add(StringValuesToEntryBinder. 
bindStringValuesToEntry(line.split(splitToken))); 
} 
} 
} 
r e t u r n e n t r i e s ; 
Table 10.1 9 AOC component 9 
package o r g . a o c . s a m p l e . p h o n e . d i r e c t o r y . e n t r y ; 
import J a v a . u t i l . L i s t ; 
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Table 10.1 9 AOC component 9  (continued) 
public class ListDisplayer ( 
public static void displayList(List<Entry> entries) { 
System.out.println("NameFamilyNameInternationalCode' 
+ "AreaCodeLocalCode") ; 
for (Entr y entry :  entries) { 
Displayer.display(entry); 
} 
} 
Table 10.2 0 AOC component 1 0 
package org.aoc.sample.phone.directory.entry, 
import 
import 
import 
import 
public 
org.aoc 
org.aoc 
org.aoc 
org.aoc 
sample 
sample 
sample 
sample 
phone.Phone; 
phone.PhoneFactory; 
phone.directory.person. 
phone.directory.person. 
class StringValuesToEntryBinder { 
public static Ent 
} 
} 
Person person 
Phone phone = 
Person; 
PersonFac 
xry bindStringValuesToEntry (String 
= PersonFactory.create 
values[1].trim()) 
PhoneFactory.create( 
(values[0] 
Integer.parseInt(values[2].trim()), 
Integer.parseInt(values[3].trim()), 
Integer.parseint(values[4].t 
Entry entry = 
return entry; 
Factory.create(person. 
rim())); 
phone); 
to 
[] 
. t 
1^; 
va 
rim 
lues) { 
0 , 
Table 10.2 1 AOC component 11 
package org.aoc.sample.phone.directory 
public class Person { 
public 
public 
public 
} 
String firstName; 
String lastName; 
Displayer displayer; 
pe rson; 
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Table 10.2 2 AOC component 1 1 composifion descripto r 
// stateful components 
public string firstName; 
public String lastName; 
// Behavioral component s 
public org.aoc.sample.phone.directory.person.Displayer displayer; 
Table 10.23 AOC component 12 
package org.aoc.sample.phone.directory.person; 
public class Displayer { 
public static void display(Person person) ( 
System.out.print(person.firstName + "\t") ; 
System.out.print(person.lastName + "\t\t") ; 
Table 10.24 AOC component 13 
package org.aoc.sample.phone.directory.person; 
public class PersonFactory { 
public static Person create(String firstName, 
Person person = new Person(); 
person.firstName = firstName; 
person.lastName = lastName; 
return person; 
} 
} 
String lastName) { 
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Table 10.25 A OC component 14 
package org 
import Java 
io.buffered.file; 
io.BufferedReader; 
public class Reader { 
// Stateful components, because we need to 
reads. 
public BufferedReader bufferedReader; 
//behaviour components 
public org.io.buffered. file 
} 
hold this obj 
line.Reader lineReader; 
ect for repeated 
Table 10.26 A OC component 14 composition descriptor 
//Single stateful component 
public Java.io.BufferedReader bufferedReader; 
//Multipe behavioural component s 
public org.io.buffered.file.line.Reader lineReader; 
Table 10.27 A OC component 15 
package org.io.buffered.file; 
import Java.io.BufferedReader; 
import Java.io.File; 
import Java.io.FilelnputStream; 
import j ava.io.FileNotFoundException; 
import j ava.io.InputStreamReader; 
import org.io.buffered.file.Reader; 
public class ReaderFactory {  publi c static Reader create(File file) 
throws FileNotFoundException ( 
org.io.buffered.file.Reader reader = new 
org.io.buffered.file.Reader(); 
FilelnputStream filelnputStream = ne w FilelnputStream(file); 
InputStreamReader inputStreamReader = new 
InputStreamReader(filelnputStream); 
reader.bufferedReader = new BufferedReader(inputStreamReader); 
return reader; 
} 
} 
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Table 10.2 8 AOC component 16 
package o r g . i o . b u f f e r e d . f i l e . l i n e ; 
import Java. io .BufferedReader ; 
import Java . io . lOExcept ion ; 
pub l ic c l a s s Reade r ( 
pub l ic s t a t i c S t r in g readLine(BufferedReade r bufferedReader ) 
throws lOExceptio n { 
r e t u r n bufferedReader . readLine() ; 
} 
} 
10.5 Analysis , discussion and comparison between the different version s 
Each of the objectives se t forth a t the beginning of this case study i s analyzed an d discusse d 
according t o th e variation s foun d i n th e differen t prototype s o f th e sam e phon e director y 
application. 
10.5.1 Ho w software complexity i s reduced 
Small siz e component s especiall y behaviora l component s whic h provid e algorithmi c 
computation ar e les s comple x tha n coars e o r large-graine d components . Eve n thoug h th e 
third prototype has undergone significan t refactorin g effort , th e AOC prototype has far mor e 
components (tripl e the count o f components o f the third prototype) . Obviously , th e increas e 
in th e numbe r o f component s i s th e resul t o f decomposin g th e component s o f th e thir d 
prototype int o man y smalle r component s an d consequentl y les s comple x components . Fo r 
example the first prototype method readEntries ha s been decomposed into three methods in 
the secon d prototype . I n th e thir d prototype , th e numbe r o f method s int o whic h th e 
readEntries ha s bee n decompose d staye d th e same , howeve r thos e method s hav e 
undergone some refactoring t o make i t easier to understand wha t those methods are intended 
to provide i n tenns of computational tasks . It is worth mentioning tha t obtaining cod e which 
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has undergone many refactoring passe s i s not often possibl e due to various constraints which 
have already been discussed i n chapter 3. 
In th e AO C prototype , thi s readEntrie s metho d ha s bee n refactore d t o becom e th e 
parseEntries metho d whic h i s availabl e throug h th e FileParse r AO C behaviora l 
component, fro m a  siz e viewpoin t i t ha s a n equivalen t siz e t o th e versio n o f th e thir d 
prototype. However , th e method s i t use s i n the thir d prototyp e hav e bee n promote d t o ful l 
fledged components to increase their reuse potential and to make their composition selectiv e 
at application construction time in compliance with the AOC model. 
Even though the parseEntries metho d has preserved an equivalent siz e to its readEntrie s 
counterpart i n the third and AOC prototypes, from a  complexity poin t of view it has isolated 
and package d glu e cod e o f th e thir d prototyp e versio n int o structure d an d ful l fledged 
component cod e in the AOC prototype (i.e . in th e parseEntries method) . In other words , 
this componentized glu e code i s represented i n an identifiable behavio r which will be easie r 
to understand, search or and consequently reuse . This easiness of handling and manipulatin g 
identifiable an d componentized glu e code is considered as a form of complexity reduction . 
Table 10.2 9 Application prototypes structured code elements comparison 
Prototype/comparison 
criteria 
First prototype 
Second prototyp e 
Third prototyp e 
AOC prototype 
Package 
count 
1 
1 
2 
6 
Component 
count 
2 
2 
5 
16 
Operation 
count 
3 
5 
8 
11 
Reusable 
component 
count 
1 
1 
4 
15 
Reusable 
stateful 
composite 
component 
count 
-
-
-
4 
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10.5.2 Ho w software reus e is increased 
Basically, the count of structured code elements i s used as an indicator of increased reuse . In 
this cas e study , i t i s convene d t o no t conside r se t an d ge t operation s a s structure d cod e 
elements sinc e they ar e provided a s ad-hoc operations to access properties an d therefore ca n 
be remove d i n many cases . Th e bigge r th e coun t o f structure d cod e elements , the bigge r i s 
the reuse potential fo r those elements in various applications. Comparing the number of code 
elements show n i n Tabl e 10.2 9 indicate s clearl y tha t th e AO C mode l approac h ha s th e 
highest ran k whe n i t come s t o softwar e reus e potentia l amon g th e variou s prototypes . 
Furthermore, th e AO C prototyp e ha s promote d man y behavior s (methods ) i n th e previou s 
prototypes t o ful l fledged  component s s o tha t thei r potentia l o f reus e i s increased . Fo r 
instance, th e r e a d E n t r i e s metho d o f th e thir d prototyp e belong s th e PhoneDi rec to ryAp p 
component. Thi s component i s root o f the application : therefore , th e reuse o f its methods i s 
not straightforwar d unles s th e softwar e constructo r ha s alread y develope d thi s applicatio n 
and ha s deep knowledg e o f it s internal s an d location . The name o f the componen t doe s not 
provide an y indicatio n a s to the computationa l rol e o f it s intema l method . O n the contrary , 
using th e AO C mode l th e metho d readEntrie s ha s bee n promote d t o a  full-fledge d 
component havin g a s nam e o r g . a o c . sample , phone, d i r e c t o r y , e n t r y . F i l e P a r s e r . I n 
addition, th e bod y o f th e readEntrie s metho d use s five  differen t reusabl e AO C 
components: 
1. org.io.buffered.file.Reader 
2. org.io.buffered.file.ReaderFactory 
3. org.aoc.sample.phone.directory.entry.StringValuesToEntryBinder 
4. org.io.buffered.file.line.Reader 
5. org.aoc.sample.phone.directory.entry.Entry 
/onong thos e five  components , th e first  tw o component s ca n b e reuse d i n an y applicatio n 
which need s t o manipulat e files  an d therefor e ha s highe r reus e potentia l tha n th e othe r 
components. Th e reus e potentia l o f th e orthe r component s i s limite d t o onl y applicafion s 
which manipulate phone directories. 
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10.5.3 Ho w software construction , evolution and maintenance becomes easier 
Software construction , evolutio n an d maintenanc e usin g th e AO C mode l becom e easie r fo r 
two main reasons: 
1. Smal l siz e components : Breaking bi g issues int o smalle r ones i s a common mechanis m 
to solv e comple x issues . Hence , decompositio n o f softwar e computationa l task s int o 
small size d cod e element s make s softwar e constructio n easier . Constructin g softwar e 
according t o the AO C mode l require s AO C component s t o hav e smal l siz e ful l fledged 
components. Fro m a  readabilit y an d comprehensio n viewpoint , constructin g concis e 
small function s i s easier than constructing large r ones . For instance, the pool of variables 
which exis t i n th e contex t a  coars e o r larg e siz e behaviora l componen t i s mor e ofte n 
bigger than the one existing i n the context o f a small behaviora l component . As a result, 
there is less chance to make inadvertent or erroneous manipulation of the variables which 
exist i n the context o f a small component . Furthermore , testing smal l siz e components i s 
relatively easie r tha n testin g coars e o r larg e graine d component s fo r th e simpl e reaso n 
that ther e i s les s logi c t o test . Th e sam e argumen t hold s fo r maintainin g an d evolvin g 
components with small sizes. 
2. Selectiv e compositio n o f sub-composites a t application constructio n time : Suppos e a 
new requiremen t ha s emerge d an d require s th e additio n o f a  person' s addres s t o th e 
phone directory. I t is interesting to observe the impact of adding this requirement to both 
the secon d an d fourt h prototypes . Th e reason fo r choosin g th e secon d prototyp e i s that , 
according to our experience, i t represents fairly wha t a software construc t might construc t 
in an industrial setting . 
To illustrat e ho w applicatio n construction , evolution , an d maintenanc e becom e easie r 
using th e AO C model , i t i s interestin g t o conside r th e impac t o f introducin g th e ne w 
requirement from two viewpoints: addition of the requirement with no reuse and addition 
of the requirement via reuse of preexisting components. 
178 
With no reuse, the addition of the requirement to prototype 2 requires: 
• Modificatio n o f th e componen t Entr y s o tha t i t ha s structure s t o hol d th e addres s 
details as emphasized i n Table 10.30 . 
• Modificafio n o f th e metho d bindValuesToEntr y t o bin d th e addres s fro m th e 
corresponding values read from the file (see emphasized instruction s of Table 10.31) . 
• Modificatio n o f th e metho d displayDirector y t o displa y th e addres s wit h othe r 
information o f the entry (see emphasized instruction s of Table 10.31) . 
Table 10.3 0 Prototype 2 code elements part-1 modified accordin g to the new requirement 
package org 
public class 
} 
private 
private 
private 
private 
private 
ac.sample.phoneDirectory; 
! Entry 
String 
String 
String 
String 
String 
( 
streetAddress; 
postalCode; 
city; 
province; 
country; 
Table 10.3 1 Prototype 2 code elements part-2 modifie d 
according to the new requirement 
p u b l i c c l a s s PhoneDi rec to ryApp ! 
p r i v a t e E n t r y b i n d V a l u e s T o E n t r y ( S t r i n g [ ] v a l u e s ) { 
Entry e n t r y =  ne w E n t r y ( ) ; 
en t i ry . s e t F i r s t N a me ( v a l u e s [0 ] )  ; 
e n t r y . s e t L a s t N a m e ( v a l u e s [ 1 ] ) ; 
e n t r y . s e t l n t e r n a t i o n a l C o d e ( v a l u e s [ 2 ] ) ; 
e n t r y . s e t A r e a C o d e ( v a l u e s [ 3 ] ) ; 
e n t r y . s e t P h o n e ( v a l u e s [ 4 ] ) ; 
entry . se tStree tNumber(new I n t e g e r ( v a l u e s [ 5 ] ) ) ; 
e n t r y . s e t S t r e e t N a m e ( v a l u e s [ 6 ] ) ; 
e n t r y . s e t P o s t a l C o d e ( v a l u e s [ 7 ] ) ; 
e n t r y . s e t C i t y ( v a l u e s [ 8 ] ) ; 
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Table 10.3 1 Prototype 2 code elements part-2 modifie d 
according to the new requirement (continued ) 
entry.setProvince(values[9]); 
entry.setCountry(values[10]); 
return entry ; 
public stati c voi d displayDirector y (List<Entry> entries ) { 
for (Entr y entry :  entries) ( 
System.out.println(entry.getFirstName() + " " 
+ entry.getLastName( ) + ", " 
+ entry.getlnternationalCode( ) 
+ "( " + entry.getAreaCode0 +  " ) " 
+ entry.getPhone( ) 
+ entry.getStreetNumbe r + " " 
+ entry . getStreetNameO +  " " 
+ entry . getPostalCodeO +  " " 
+ entry . getCxtyO +  " ". 
+ entry.getProvince 0 +  " " 
+ entry.getCountry()) ; 
} 
} 
With no reuse, i.e. component derived from th e new requirement do not exist and have to 
be constructed, the addition of the requirement to prototype 4 requires: 
• Creatio n o f th e Addres s component , it s compositio n descripto r an d it s relate d 
components (Factor y an d Di sp layer ) i n a  new packag e o r g . a o c . sample , addres s 
as shown in Table 10.32 . 
• Modificatio n o f th e Entr y componen t compositio n descripto r an d it s relate d 
components: D i s p l a y e r , S t r i n g V a l u e s T o E n t r y B i n d e r an d F a c t o r y a s 
emphasized in Table 10.33 . 
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Table 10.3 2 Prototype 4 new components as per the new requirement 
package org.aoc.sample.address ; 
pxiblic class Address { 
public Intege r streetNtomber ; 
public Strin g streetName ; 
public Strin g postalCode ; 
public Strin g city ; 
public Strin g province ; 
public Strin g country ; 
public Displayer displayer ; 
package org.aoc.sample.address ; 
public clas s Displayer { 
public stati c void display(Addres s address) { 
System.out.print(address.streetNumber +  "  " ) ; 
System.out.print(address.streetName + "  " ) ; 
System.out.print(address.postalCode + "  ") ; 
System.out.print(address.city + "  " ) ; 
System.out.print(address.province + "  " ) ; 
System.out.print(address.country +  " \ n " ) ; 
} 
package org.aoc.sample.address ; 
public clas s Factor y { 
public stati c Address create(Intege r streetNumber , 
String streetName , String postalCode, 
String city , Strin g province. Strin g country ) 
Address addres s =  new Address() ; 
address.streetName = streetName ; 
address . streetNumber =  streetNiomber ; 
address.postalCode = postalCode; 
address.city = city ; 
address.province = province; 
address.country = country ; 
return address ; 
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Table 10.33 Prototype 4 modified code elements according to the new requirement 
package org.aoc.sample.phone.directory.entry; 
import org.aoc.sample.address.Address; 
import org.aoc.sample.phone.Phone; 
import org.aoc.sample.phone.directory.person.Person; 
import org.aoc.sample.phone.directory.person.PersonFactory; 
public class StringValuesToEntryBinder ( 
public static Entry bindStringValuesToEntry(String[] values) { 
Person person = PersonFactory.create(values [0] .trim(), 
values[1].trim()); 
Phone phone = org.aoc.sample.phone.Factory.create( 
Integer.parseint(values[2].trim()), 
Integer.parseint(values[3].trim()), 
Integer.parseint(values[4].trim())); 
Address address = org.aoc.sample.address.Factory.create( 
new Integer(values[5]), values[6], values[7], values[8], 
values[9], values[10]); 
Entry entry = Factory.create(person, phone, address); 
return entry; 
package org.aoc.sample.phone.directory.entry; 
import org.aoc.sample.address.Address; 
import org.aoc.sample.phone.Phone; 
import org.aoc.sample.phone.directory.person.Person; 
public class Factory { 
public static Entry create(Person person. Phone phone. 
Address address) ( 
Entry entry = new Entry(); 
entry.person = person; 
entry.phone = phone; 
entry.address = address; 
return entry; 
} 
} 
package org.aoc.sample.phone.directory.entry; 
public class Displayer ( 
public static void display(Entry entry) { 
entry.person.displayer.display(entry.person); 
entry.phone.displayer.display(entry.phone); 
entry.address.displayer.display(entry.address); 
} 
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Table 10.33 Prototype 4 modified code elements according 
to the new requirement (continued) 
package org.aoc.sample.phone.directory.entry; 
public class Entry { 
public org.aoc.sample.phone.Phone phone; 
public org.aoc.sample.phone.directory.person.Person person; 
public org.aoc.sample.address.Address address; 
} 
p u b l i c o r g . a o c . s a m p l e . p h o n e . d i r e c t o r y . e n t r y . D i s p l a y e r d i s p l a y e r ; 
/ / Compos i t ion g d e s c r i p t o r f o r t h e Addres s componen t 
/ / s t a t e f u l component s 
p u b l i c I n t e g e r streetNumber ; 
p u b l i c S t r i n g streetName ; 
p u b l i c S t r i n g pos ta lCode ; 
p u b l i c S t r i n g c i t y ; 
p t ib l i c S t r i n g p r o v i n c e ; 
p u b l i c S t r i n g country ; 
/ / b e h a v i o r a l component s 
p u b l i c D i s p l a y e r d i s p l a y e r 
However wit h reuse , th e additio n o f th e requiremen t t o prototyp e 2  require s th e sam e 
modifications applie d to the application as in the case of no reuse as emphasized i n Table 
10.30. Th e reaso n behin d thi s i s tha t th e softwar e constructo r ha s t o cop y th e reusabl e 
instructions fro m som e othe r preexistin g componen t an d amalgamat e the m wit h 
application code. 
With reuse , the additio n o f the requiremen t t o prototype 2  requires onl y a  subse t o f th e 
modifications applie d to application in the case of no reuse which can be summarized as: 
• Modificatio n o f th e Entr y componen t compositio n descripto r an d it s relate d 
components: D i s p l a y e r , S t r i n g V a l u e s T o E n t r y B i n d e r an d F a c t o r y a s 
emphasized in Table 10.34 . 
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Table 10.34 Modification with reuse according to the new requirement for prototype 4 
package org.aoc.sample.phone.directory.entry; 
import org.aoc.sample.address.Address; 
import org.aoc.sample.phone.Phone; 
import org.aoc.sample.phone.directory.person.Person; 
import org.aoc.sample.phone.directory .person.PersonFactory; 
public class StringValuesToEntryBinder { 
public static Entry bindStringValuesToEntry(String[] values) { 
Person person = PersonFactory.create(values [0] .trim(), 
values [1] .trim()); 
Phone phone = org.aoc.sample.phone.Factory.create( 
Integer.parseint(values[2].trim()), 
Integer.parseint(values [3] .trim()), 
Integer.parseint(values[4].trim())); 
Address address = org.aoc.sample.address.Factory.create( 
new Integer(values[5]), values[6], values[7], 
values[8], values[9], values[10]); 
Entry entry = Factory.create(person, phone, address); 
return entry; 
package org.aoc.sample.phone.directory.entry; 
import org.aoc.sample.address.Address; 
import org.aoc.sample.phone.Phone; 
import org.aoc.sample.phone.directory.person.Person; 
public class Factory { 
public static Entry create(Person person, Phone phone. 
Address address) { 
Entry entry = new Entry(); 
entry.person = person; 
entry.phone = phone; 
entry.address = address; 
return entry; 
} 
package org.aoc.sample.phone.directory.entry; 
public class Displayer ( 
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Table 10.3 4 Modification wit h reuse according 
to the new requirement fo r prototype 4 (continued) 
p u b l i c s t a t i c v o i d d i s p l a y ( E n t r y e n t r y ) ( 
e n t r y . p e r s o n . d i s p l a y e r . d i s p l a y ( e n t r y . p e r s o n ) ; 
e n t r y . p h o n e . d i s p l a y e r . d i s p l a y ( e n t r y . p h o n e ) ; 
e n t r y . a d d r e s s . d i s p l a y e r . d i s p l a y ( e n t r y . a d d r e s s ) ; 
} 
} 
// Composition descriptor of the Entry component 
// Stateful ocmponents 
public org.aoc.sample.phone.Phone phone; 
public org.aoc.sample.phone.directory.person.Person person; 
public org.aoc.sample.address.Address address; 
// behavioral components 
public org.aoc.sample.phone.directory.entry.Displayer displayer; 
Observing the modifications don e on prototype 2  and prototype 4  of the phone director y 
application, a  numbe r o f countin g result s ha s bee n obtaine d a s show n i n Tabl e 10.35 . 
Those countin g result s ar e use d i n discussin g an d demonstratin g ho w th e AO C mode l 
makes software construction , evolution and maintenance easier . 
Analyzing th e result s illustrate d i n Tabl e 10.35 , i t ca n b e conclude d tha t constructin g 
application accordin g t o th e AO C mode l withou t an y reus e i s costl y i n term s o f 
development effort . I n other words, a cost has to be paid upfront whe n constructing AOC 
model components . Thi s cos t i s necessary t o read y AO C component s fo r reuse . S o that 
later o n AO C softwar e applicatio n maintenanc e an d evolutio n become s easie r an d les s 
costly in terms of development effort . 
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Table 10.3 5 Modification countin g results as a result of introducing the new requirement 
Count o f adde d 
components 
Count o f modifie d 
components 
Count o f adde d 
instructions 
With no reuse 
Prototype 2 
0 
2 
11 
Prototype 4 
3 
4 
26 
With reuse 
Prototype 2 
0 
2 
11 
Prototype 4 
0 
4 
5 
For instance, modifying prototyp e 2 of the phone directory application to add the address 
requirement, withou t makin g any code reuse, necessitates the addition o f 1 1 instructions 
as show n i n Tabl e 10.35 . Similarly , modifyin g prototyp e 4  o f th e phon e director y 
application to add the same requirement, withou t making any code reuse, necessitated 26 
instructions. On the contrary, modifying prototyp e 2  of the phone directory applicatio n to 
add the address requirement, with code reuse, necessitates the addition of 1 1 instructions. 
However, modifyin g prototyp e 4  o f th e phon e director y applicatio n t o ad d th e sam e 
requirement, without code reuse, necessitated 5  instructions. 
In conclusion , whe n pool s o f reusabl e AO C component s exist , softwar e construction , 
maintenance an d evolution base d o n that poo l o f components i s significantly les s costl y 
than traditional softwar e construction . 
10.5.4 Ho w th e AO C mode l promote s softwar e constructio n t o a  highe r leve l o f 
software compositio n 
AOC model higher level of software composifio n i s achieved via : 
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• Performin g compositio n o f sub-composite s i n a  fluid  an d straightforwar d manner . Fo r 
instance, th e bod y o f th e compositio n descripto r o f a  component act s a s a  compositio n 
template i n whic h ar e declare d th e sub-composit e whic h satisfie s th e applicatio n 
requirements. Observin g th e conten t o f compositio n descriptor s illustrate d i n Tabl e 
10.10, Tabl e 10.1 6 an d Tabl e 10.2 2 demonstrate s ho w fluid  an d straightforwar d i s th e 
inclusion an d exclusio n o f sub-composites . Fo r example , t o remov e th e Displaye r 
component fro m an y o f thos e components , th e lin e containin g th e declaratio n o f tha t 
component has to be removed. 
• Allowin g th e compositio n o f reusabl e sub-composit e component s a t applicatio n 
construction, thu s givin g th e softwar e constructo r muc h flexibility  a s t o th e sub -
composite components the host component composes or ignores. 
• Usag e of behavioral component s as full fledged components. For example the Displaye r 
components liste d i n the compositio n descripto r o f Table 10.10 , Table 10.1 6 an d Tabl e 
10.22 are examples of such behavioral ful l fledged components. 
10.5.5 Ho w AOC applications can be constructed from existing applications 
Prototype 3 forms the basis of any application which needs to be constructed according to the 
AOC model . Thi s prototype ha s passed severa l refactorin g step s s o that it s components an d 
their method s exhibi t characteristic s simila r t o thos e exhibite d b y AO C components . T o 
construct an AOC compliant application from prototyp e 3  of the phone directory application , 
the method s o f prototyp e 3  component s hav e t o b e promote d t o ful l fledged  components . 
Furthermore, composition descriptor s have to be constructed a s templates of the various sub-
composites thos e component s us e a s illustrate d i n prototyp e 4  o f th e phon e director y 
application. 
10.6 Conclusio n 
In thi s chapter , a  cas e stud y wa s buil t t o illustrat e ho w softwar e complexit y i s decreased , 
software reus e i s increased , an d ho w softwar e construction , evolution , an d maintenanc e 
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become easie r usin g th e AO C model . Furthermore , example s o f highe r leve l compositio n 
have bee n illustrated . Finally , a  brie f discussio n o n ho w AO C base d application s ca n b e 
constructed from a  preexisting application was presented. 
CHAPTER 11 
VERIFICATION AND VALIDATION 
11.1 INTRODUCTIO N 
Conducting verificatio n an d validatio n i s an essentia l ste p to verif y objectivel y th e solutio n 
approach. Whil e verificatio n deal s wit h the accurac y o f a  theory o r an approach , validatio n 
concems th e pertinenc e an d meaningfulnes s o f a  theor y o r approac h (Warrel , 2001) . Th e 
validation proces s resul t provide s a n indicato r t o whic h leve l th e ne w theor y i s applicabl e 
into practice . Validatio n o f solution s o r approache s ca n b e performe d b y measurin g an d 
comparing the results derived fro m th e application o f those approaches and solutions agains t 
some reference results . 
Solutions an d approache s whic h lea d t o automate d system s suc h a s algorithm s ca n b e 
validated quantitativel y wit h considerabl e precision . Fo r instance , whe n measurin g th e 
performance o f a  computationa l algorithm , th e tim e take n b y th e algorith m i s compare d 
against th e tim e take n b y altemativ e algorithm s assumin g th e sam e inpu t an d outpu t ar e 
consumed an d produce d b y thos e algorithms . However , unautomate d approache s an d 
solutions suc h a s softwar e constructio n paradigm s ar e ofte n validate d qualitativel y sinc e 
fewer quantitative measures can be applied in such cases. 
11.2 Verificatio n an d validation criteria 
The assessmen t o f the researc h wor k an d result s presente d i n thi s repor t ar e performe d 
according to the following aspect s defined i n (Olesen, 1992) : 
1. Internal  logic: Deals wit h th e assessmen t o f th e relevanc e an d cormectio n betwee n th e 
conceived theor y an d it s relationship s t o existin g theoretica l wor k an d th e connectio n 
between the conceived theory and results. 
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2. Truth:  Concern assessin g whethe r th e conceive d theor y an d solutio n approache s ca n b e 
used to describe real life issues. 
3. Acceptance:  Refer s t o assessin g whethe r th e solutio n approaches , result s an d tool s 
produced by the research are accepted and used by other researchers and practitioners. 
4. Applicability:  Refers t o th e evaluatio n o f th e applicabilit y o f th e conceive d theor y an d 
research output in practice. 
5. Novelty:  Refers to evaluation of whether the solution approaches introduced ne w solution 
approaches to deal with the research problem. 
11.3 Assessmen t 
To perfor m th e verificatio n an d validatio n assessment , th e researc h issue s a s wel l a s th e 
objectives se t forth i n this research wor k provide a  significant resourc e o f information . Th e 
assessment result s ar e described mostl y i n a  qualitative manne r wit h fewer result s provide d 
with quantitative measures. 
11.3.1 Interna l logic 
This criterion is useful particularl y i n determining whether the research issues originate in the 
research literature and are aligned with the presented solutions. 
In this respect , i t is fairly eas y to conduct the assessment. Th e research issues tackled i n this 
research are : a) unwanted component' s members , b) chaotic compositio n an d amalgamatio n 
of cod e elements , c ) suboptima l componen t reuse , an d d ) componen t versio n mismatches . 
Each o f those research issue s i s identified afte r considerabl e effor t o f source s invesfigation , 
analysis and study of previous works originating from the literature on software components . 
For instance, the unwanted component' s member issue is reported in (Al-Hatali and Walton , 
2002) where composifional wrapper s are suggested as a solution to hide imwanted members. 
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Even though this solution does hide unwanted members , it is has some limitation since those 
hidden member s ca n b e accesse d an d misused . Furthermore , th e solutio n inflate s th e cod e 
size, a  situation undesirabl e i n bot h resource s limite d environment s an d heavil y networke d 
applications wher e cod e ha s t o b e transferre d acros s th e wires . Th e altemativ e solutio n 
suggested i n this research provides an altemative solutio n by allowing selective compositio n 
of a  component' s member s a t applicatio n construcfio n time , thu s eliminatin g an y bloatin g 
and risk of misuse caused by unwanted component members . 
In conclusion, the research conducted in this thesis fulfills th e criterion of intemal logic. 
11.3.2 Trut h 
This criterio n assesse s whethe r th e issue s addresse d b y th e researc h projec t ar e real . 
Additionally, i t assesse s whether th e suggeste d approac h do p  rovide a  solutio n a s i t i s 
claimed. 
Do the issues addressed present a real research challenge? Assessing whether the research 
issues presen t rea l problem s an d challenge s ca n b e verifie d b y lookin g a t th e goa l o f th e 
research project . Th e goa l o f the researc h projec t i s to provide a  better approac h t o addres s 
software growin g complexity , increase software reus e and promote software constructio n by 
composition o f components . The answer i s yes since the quest t o achieve this goal has been 
tackled b y researcher s ove r the pas t fe w year s wit h proposal s o f solution s havin g provide d 
many enhancement s ( 0 0 an d componen t oriente d paradigms) , bu t non e providin g a 
satisfactory overal l solution . Assessin g whethe r th e individua l limitation s tackle d i n thi s 
research work present a real research challenge can be verified : 
1. B y examinin g th e presenc e o f th e issue s i n th e researc h literature , i.e . th e issue s ar e 
tackled by other researchers. 
2. Throug h demonstration of occurrence scenarios. 
The assessment results of the limitation tackled in this research are provided in Table 11.1 . 
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Table 11. 1 Issues present real challenges-Literature suppor t 
Issue 
Unwanted component's member s 
Chaotic compositio n an d amalgamatio n 
of code elements 
Suboptimal component reuse 
Component version mismatches 
Tackled by researchers 
Yes (Al-Hatal i an d 
Walton, 2002) 
Yes (Humphrey, 2006) 
(Ferrett an d Offijtt , 
2002) (Mil l et  al, 
1999a; Mil l et  al, 
1999b; Shiv a an d Shala , 
2007) 
(OSGi, 2009) 
Occurrence Scenari o 
(secfion 3.3.1 ) 
(secfion 3.3.2 ) 
(section 3.3.3 ) 
(section 3.3.4 ) 
Do the suggested approach an d tools provide the solution i t is claimed? How can that be 
validated? Verificatio n i s don e throug h demonstration s o f usag e scenario s wher e th e 
solution approaches and tools provide remedies to those issues. Furthermore, a case study has 
been performe d (se e chapter 10 ) to demonstrate ho w the AOC mode l meet s the goa l o f this 
resarch work. 
Table 11. 2 summarizes the issues, the solution approaches and tools provided by the research 
project, the method of verification an d the verification outcome . 
Table 11. 2 Validation methods and outcome 
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Issues 
Unwanted 
component's 
members 
Chaotic compositio n 
and amalgamatio n o f 
code element s 
Suboptimal 
component reus e 
Approach, too l an d 
solution 
1. AO C mode l 
selective 
composition. 
2. AO C compile r 
3. Component' s 
unused membe r 
measurement 
method (CUMM ) 
4. Automati c too l t o 
measure th e 
count an d siz e of 
the unwante d 
members 
AOC mode l atomi c 
and optimall y 
modular component s 
AOC componen t 
model atomi c an d 
optimally modula r 
components 
Truthfulness 
verification metho d 
1. Demonstratio n 
through 
implementation 
of sampl e 
application an d 
compilation 
2. Demonstratio n o f 
how the CUM M 
method ca n b e 
used. 
3. Demonstratio n o f 
the tool t o 
measure 
component 
unused member s 
Demonstration 
through 
implementation o f a 
sample applicatio n 
Demonstration 
through 
implementation o f a 
sample applicatio n 
Verification 
outcomes 
1. AO C compile r 
Works a s 
specified 
2. CUM M too l 
works with som e 
restriction a s 
explained i n 
chapter 6 
Works as specifie d 
Works as specifie d 
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Table 11. 2 Validation methods and outcome (continued) 
Component version 
mismatches 
1. Componen t 
version scheme 
2. Componen t 
version mismatch 
detector 
1. Demonstratio n 
through a sample 
application. 
2. Demonstratio n of 
the version 
mismatch 
detector on a 
sample 
application 
Works as specified 
11.3.3 Acceptanc e 
Assessing th e acceptanc e o f th e approache s an d tool s propose d i n thi s researc h b y th e 
research communit y i s don e b y examinin g whethe r th e approache s an d tool s hav e bee n 
presented i n conferenc e publications . Th e assessmen t resul t i s positive . Th e first  approach , 
the measuremen t method , th e measuremen t tool , an d the componen t versionin g schem e 
suggested i n this research projec t hav e been presented i n international conference s a s shown 
in Tabl e 11.3 . Th e subsequen t wor k wa s onl y complete d recentl y an d stil l ha s t o b e 
submitted to refereed internationa l conferences . 
A suitable assessment of the acceptance of the approaches and tools provided in this research 
would probably measure the availability and how much widespread are the tools in the public 
domain. Fo r th e tim e being , th e tool s ar e no t availabl e publicl y bu t suc h a  mov e wil l b e 
seriously considered in the future . 
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Table 11. 3 Publications 
Approach or Tool 
Component selectiv e 
composition 
Component's unused member 
measurement method (CUMM) 
Automatic too l t o measur e th e 
count an d siz e o f th e unwante d 
members 
Component versio n mismatches 
Conferences 
Euromicro Conference , 200 4 (Msheik , Abra n an d 
Lefebvre, 2004) 
14th Internationa l Worksho p o n Softwar e Measuremen t 
(IWSM) IWSM-Metrikon, 2004 (Msheik et al, 2004 ) 
IEEE Intemationa l Conferenc e o n Compute r System s 
and Applicafions, 2006 . (Msheik et al, 2006 ) 
IEEE Intemational Symposiu m on Industrial Electronics , 
2006. (Msheik and Abran, 2006) 
11.3.4 Applicabilit y 
Assessing th e applicabilit y o f the approache s an d th e tool s provide d i n this researc h woul d 
typically b e performe d b y measurin g ho w eas y th e approache s an d tool s ca n b e applie d t o 
reap th e benefit s the y provide . Tabl e 11. 4 suggest s strategie s fo r th e assessmen t o f th e 
approaches and tools proposed in this research project . 
Table 11. 4 Applicability - assessmen t strateg y 
Proposed approac h 
and/ or tool 
AOC model selectiv e 
composition 
Proposed assessment strategy 
Applying component selective composition in the construction of 
software applicatio n for newly created components and 
applications is straightforward provide d that the components 
comply with the AOC 
Table 11. 4 Applicability -  assessmen t strategy (continued ) 
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model. For each compositional component , the softwar e 
constmctor has to select the sub-composite component s 
according to application requirements . For each unavailable 
stateful componen t the software constructo r has to construct the 
structure of the component. For each unavailable behaviora l 
component, the software constructo r has to write the atomically 
or optimally modular code for that component. It is worth 
mentioning that writing atomically and optimally modular code 
is faster than writing traditional code since such code is small in 
size and thus much easier to comprehend, modify an d test. 
Finally, the software constructo r has to compile the application 
using the AOC compiler to produce out the application 
executable code. In conclusion, applying the AOC model to 
construct application can be considered as a more productive 
approach than traditional application constmction. On the other 
hand, it should be mentioned that writing atomic and modular 
component might take longer time to produce than writing 
chaotically amalgamated code . Nevertheless, from a  reuse 
perspective modular component i s better than less reusable code. 
For already existin g COT S (non e AO C compliant ) components , 
it i s harde r t o construc t application s usin g th e AO C approach , 
since doin g s o require s th e conversio n o f thos e COT S 
component librarie s to AOC compliant componen t libraries . The 
conversion effor t i s considerabl e give n th e volum e o f existin g 
industrial components. 
Measurement of 
component unuse d 
Applying the measurement tool requires little effort; th e user has 
to run the CoMet tool on the application code. When the 
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Table 11. 4 Applicability -  assessmen t strateg y (continued ) 
members using the 
CUMM 
Component version 
mismatch scheme and 
detector 
tool completes the measurement process it will generate a 
measurement report which the user can analyze and use in his 
decision making process. 
Applying and making use of the component versioning scheme is 
straightforward an d simple. The constructor is required to 
provide the complete version information (major , minor and 
micro) of each component used by the application. The 
versioning information ha s to be annotated to the declaration of 
the component. When the construction of the application is done, 
the software constructo r has to run the component version 
mismatch detector on the constructed application code. 
11.3.5 Novelt y 
Assessing th e novelt y element s provide d b y th e approache s an d tool s propose d i n thi s 
research projec t i s illustrated i n Table 11.5 . 
Table 11. 5 Novelty element s 
Approach 
and/ or too l 
Elements o f novelt y 
AOC mode l Selective composition . Usin g selectiv e composition , onl y the require d 
components wil l b e present i n the deployed application . Furthermore , 
selective composition provide s component s wit h the ability t o inheri t o r 
Table 11. 5 Novelty elements (continued) 
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Component's 
unused 
member 
measurement 
method 
(CUMM) 
Component 
version scheme 
and component 
versions 
mismatch 
detector 
disinherit sub-composit e components as dictated by application 
requirements. 
2. Compositiona l softwar e construction . Application constmction is 
performed partiall y via component compositio n rathe r than 
instructional composition . In short, the AOC model provides a shift in 
the way software constmctio n is performed. 
3. Atomi c and enhanced modularity components . AOC components are 
constructed to be small in size so that they exihibit atomic or enhanced 
modularity. 
4. Bette r reuse. Better reuse is attained as a consequence of atomic and 
enhanced modularity . 
5. Loosel y coupled state and behavior. AOC stateful an d behavioral 
components are defined eac h with its own structure, leading thus to 
loose coupling between state and behavior. 
1. Measuremen t o f unuse d membe r method . CUM M i s a  measuremen t 
method develope d usin g soun d principle s t o measur e th e numbe r o f 
unused members of traditional 00 softwar e applications . 
2. Automatio n o f th e measuremen t process . Th e measuremen t o f 
component unwante d member s i s automate d s o tha t developer s ca n 
rapidly obtain measurement results and act accordingly. 
1. Componen t versio n mismatches . Th e versionin g schem e provide s a 
way to detect version mismatches on the granular level of components. 
2. Automati c detectio n of mismatches. An automatic mismatc h detectio n 
tool is provided to help software developer s detect version mismatches 
and then perform the right adjustment rapidly . 
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11.4 Conclusio n 
In thi s chapter , a  verificatio n an d validatio n o f th e researc h projec t i n term s o f propose d 
approaches, metho d tool s hav e bee n presented . Th e verification an d validatio n proces s wa s 
performed accordin g to the following aspects : intemal logic , truth, acceptance , applicability , 
and novelty . 
CONCLUSION 
In an era marked b y continuous technologica l evolution , th e demand fo r softwar e continue s 
to gro w i n tande m wit h th e complexit y o f software . O n th e brigh t side , th e resul t is , a n 
unprecedented evolutio n o f virtually ever y aspec t of the human lif e that touches and exploits 
the ingenious tool of software. O n the somber side, from a  software constructio n perspective , 
the resul t i s a n increasin g deman d fo r software , increasin g complexit y o f software , 
monolithic amalgamatio n o f softwar e cod e whic h i n tur n lead s t o les s modular , les s 
comprehensible, less reusable and less maintainable code. 
Over th e pas t tw o decades , researcher s hav e com e u p wit h ne w approaches , programmin g 
languages, constructs, design patterns, and best practices so that the complexity of software i s 
reduced, it s reuse i s better exploited, it s comprehension become s easier and faster , it s testing 
and maintenance become easier and less costly and finally its constmction and time to market 
become much shorter. For instance, functional language s introduced the principle of softwar e 
functional decompositio n following th e mathematical notion of functions. Equally , functiona l 
languages blurre d th e distinctio n betwee n dat a an d code . Bot h dat a an d cod e ar e treate d 
equally an d interchangeabl y throug h a n interestin g an d uniqu e mechanis m typica l o f 
functional languages . This mechanism i s highly appreciated du e to its practical usefulnes s i n 
the constructio n o f software . Additionally , softwar e constructe d usin g functiona l language s 
tend to be less buggy since functions ar e usually side effect-free. I n spite of these advantages 
provided b y functiona l languages , the y hav e les s industria l adoptio n primaril y du e t o 
performance inefficiencie s compare d to other types of programming languages. 
By contrast , procedura l language s whic h promot e softwar e structura l decompositio n hav e 
better performance tha n functiona l programmin g languages . However , procedura l language s 
are les s efficient whe n i t comes to capturing rea l lif e abstractio n compare d t o the way OO P 
does. It is this inefficiency o f procedural language s which primarily has paved the way to the 
succeeding programming language type, notably the OOP language type. 
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An OO P languag e use s th e metapho r o f rea l wor d object s t o decompos e th e differen t 
interacting part s of software . B y and large , the characteristic o f capturing a  real word objec t 
in ter m o f a n equivalen t softwar e objec t i s behin d th e wid e industria l adoptio n o f OO P 
languages. As their predecessors , OO P language s hav e thei r ow n limitations . Whil e object s 
provide a n interestin g mechanis m t o increas e stati c softwar e reus e (cod e reuse ) they d o not 
easily suppor t dynami c reus e i n term s o f object s distributio n acros s heterogeneou s 
environments and platforms . 
Recently, CBSC which can be considered as an extension to OOP has been widely adopted to 
address th e issue s o f objec t compositio n an d distributio n (CORBA , COM/DCOM/.NET , 
EJB, Java beans). 
Undeniably, significan t progres s can be observed , usin g the abov e mentione d programmin g 
languages, i n particula r OO P an d CBSC . However , BCS C suffer s fro m severa l issues . 
Among those issues and limitations, the following ones are addressed in this research project . 
Tackled research issues and limitations 
During softwar e construction , cod e composition play s a  key role i n the manifestation o f the 
limitations tackled in this research project and which are: 
1. Unwante d component' s members . Durin g th e constructio n o f differen t applications , 
various subset s o f a  component' s member s ar e use d accordin g t o th e contex t an d 
requirements o f each application . Unfortunately , a  number o f unwanted member s migh t 
be present in the code of the application though they are not needed. 
2. Chaoti c composition an d amalgamatio n o f code elements. Even thoug h OO P languages , 
and b y extension CBSC , rely considerably o n the rea l wor d objec t metapho r t o perfor m 
software constmctio n usin g a n objec t an d componen t decompositio n approach , th e 
presence o f chaotic amalgamation o f code chunks is inevitable and lead s to less modular 
and reusable code. 
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3. Suboptima l component reuse . The inherent structural natur e of objects and components is 
rigid enough to prevent th e reus e of a component o r object behaviora l member s withou t 
reusing th e whol e objec t o r component . I n othe r words , behaviora l member s ar e 
subordinate an d canno t b e reuse d o n thei r ow n an d consequentl y leadin g t o suboptima l 
software reuse . 
4. Componen t version s mismatch . Componen t evolutio n lead s t o th e constructio n o f 
different componen t version s du e t o legac y dependencie s o r simpl y du e t o 
implementation variations . As a result component version s mismatch occu r and can lead 
to faulty behaviors . 
Proposed theory 
To addres s th e abov e liste d limitation , th e AOC mode l i s proposed a s a  remedy t o the first 
three limitation s liste d above . Equally , a  component versionin g schem e i s also propose d t o 
remedy the fourth and last of those limitations. 
The AOC model i s designed a s an overall and straightforward solutio n base d on atomic and 
optimally modula r componen t composition . I n thi s respect , th e ide a behin d proposin g th e 
AOC mode l i s to go back to the basics and reshape the amalgamation o f code in the form o f 
atomically and optimal modular components to ultimately promote software constmctio n to a 
higher leve l relyin g increasingl y o n softwar e component s compositio n rathe r tha n o n cod e 
chunk amalgamation . Makin g us e o f elementar y structure s i n th e for m o f atomi c an d 
optimally modula r components will potentially resul t in optimal software reuse . 
The AO C model borrow s fro m othe r approaches an d programming languages . Fo r instance , 
it promotes and uses behaviors as full fledged components on their own and therefore allow s 
for bette r componen t compositio n an d softwar e reuse . Additionally , AO C component s ar e 
basically object s an d thu s bea r object s capabilitie s suc h a s inheritance , polymorphism , an d 
encapsulation. 
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Research deliverable s 
The objectives se t forth and realized in this research project are: 
1. Developmen t of a proposition and implementation of the AOC model. 
2. Desig n of a measurement method to measure component unwanted members . 
3. Developmen t of a measurement tool prototype to measure component unused members. 
4. Developmen t o f a  componen t versionin g schem e t o remed y fo r componen t versio n 
mismatches. 
5. Developmen t o f a  prototyp e implementatio n o f th e componen t versio n mismatc h 
detector. 
Research Limitation s 
This researc h projec t aime d t o improv e th e curren t softwar e constmctio n approache s an d 
methods by addressing an d providin g solution s to a  number o f limitations . I n particular, th e 
AOC mode l seek s t o improv e th e efficienc y o f organizin g cod e chunk s int o atomi c an d 
optimally modula r components and leveraging those components to attain ultimately optima l 
software reuse . 
It i s obvious , tha t adoptio n o f th e AO C mode l b y softwar e constmctor s i s crucia l t o th e 
adoption and deployment o f the AOC model as well to the exploitation and capitalization on 
the benefits and advantages provided by this component model . 
Similarly, constructin g atomi c an d optimall y modula r component s i s a  synony m o f fine 
grained AO C components . Constructin g AO C mode l complian t component s result s i n 
significantly highe r cardinalit y o f component s i n compariso n t o constmctio n component s 
according to traditional softwar e constmctio n models . Additionally, fine grained component s 
would translat e i n furthe r developmen t effor t an d cost s an d potentia l les s efficien t cod e i n 
terms of performance . 
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Even though , increase d effort s an d cost s are most likel y to occur i n the shor t term , the long 
term benefit s an d advantage s outweig h th e initia l cost s simpl y becaus e reuse , 
comprehension, testin g an d maintenanc e ar e easie r t o do.  I n th e sam e vein , atomi c an d 
optimally modula r component s provid e a n interestin g tren d an d incitatio n toward s standar d 
components. 
As to the les s efficient cod e i n terms of performance , optimizatio n technique s suc h a s code 
in-lining can be used and can significantly reduc e such performance inefficiencies . 
Future work 
Since fine-grained  an d component s wit h enhance d modularit y wil l mos t likel y resul t i n 
considerably hig h cardinalit y o f components ; suc h proliferatio n an d abundanc e o f 
components require s therefor e managemen t fo r development , search , identification , testing , 
maintenance an d reuse in newer applications. Obviously, those issues provide a potential fo r 
additional research work. 
Another interestin g researc h effor t woul d targe t the evolution o f components ove r time. For 
instance, what might be considered a n application leve l componen t toda y ma y becomes par t 
of componen t librar y i n the coming year s and decades . In this sense , the issue s which nee d 
further investigatio n an d stud y concer n the organizatio n o f components i n AOC componen t 
spaces and how components would evolve in terms of versions, names and identifiers . 
APPENDIX I 
COMET: CUMM MEASUREMENT TOOL PROTOYPE CODE 
The content of this appendix i s provided on a CDROM in a directory called Appendix I. 
APPENDIX II 
COMPONENT VERSIONS MISMATCH DETECTO R TOOL CODE 
The content of this appendix i s provided on a CDROM in a directory called Appendix II . 
APPENDIX II I 
GRAMMAR T O GENERATE THE AOC COMPILER PARSE R 
/ * * 
* The grammar found in this file represent a subset of the original file. 
* It had been adapted by Hamdan Msheik to construct the the AOC compiler. 
* 
* An ANTLRV3 capable Java 1.5 grammar for building ASTs. 
* 
* Note that there's also the tree grammar 'JavaTreeParser.g ' that can be 
fed 
* with this grammer's output. 
* Please report any detected errors or even suggestions regarding this 
grammar 
* to 
* 
* diete r [ D O T] habelitz [ A T] habelitz [ D O T] com 
* 
* wit h the subject 
• 
* j  som grammar: [you r subject note] 
* 
* To generate a parser based on this grammar you'll need ANTLRv3, which 
you can 
* get from 'http://www.antlr.org' . 
* 
* 
* This grammar is published under the ... 
* 
* BSD licence 
* 
* Copyright (c ) 2007-2008 by HABELITZ Software Developments 
* 
* All rights reserved. 
* 
* http://www.habelitz.com 
* Redistribution and use in source and binary forms, with or without 
* modification, are permitted provided that the following conditions 
* are met: 
* 
* 1 . Redistributions of source code must retain the above copyright 
* notice , this list of conditions and the following disclaimer. 
* 2 . Redistributions in binary form must reproduce the above copyright 
* notice , this list of conditions and the following disclaimer in the 
* documentatio n and/or other materials provided with the 
distribution. 
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* 3 . The name of the author may not be used to endorse or promote 
products 
* derive d from this software without specific prior written 
permission. 
* THIS SOFTWARE IS PROVIDED BY HABELITZ SOFTWARE DEVELOPMENTS ('HSD') 
^ ^AS IS' ' 
* AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, 
THE 
* IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR 
PURPOSE 
* ARE DISCLAIMED. IN NO EVENT SHALL 'HSD ' BE LIABLE FOR ANY DIRECT, 
INDIRECT, 
* INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING , 
BUT NOT 
* LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, 
DATA, 
* OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY 
OF 
* LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDIN G 
* NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS 
SOFTWARE, 
* EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE. 
* 
*/ 
grammar Java_composites; 
options { 
backtrack = true; 
memoize = true; 
output = AST; 
ASTLabelType = CommonTree; 
} 
tokens { 
// operators and other special chars 
AND 
AND_ASSIGN 
ASSIGN 
AT 
BIT_SHIFT_RIGHT 
BIT_SHIFT_RIGHT_ASSIGN 
COLON 
COMMA 
DEC 
DIV 
DIV_ASSIGN 
DOT 
DOTSTAR 
ELLIPSIS 
EQUAL 
GREATER OR EQUAL 
&' 
&= ' 
_ 1 
@ i 
>>> ' 
>>> = 
/' 
/=' 
- — ' 
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GREATER_THAN 
INC 
LBRACK 
LCtJRLY 
LESS_OR_EQUAL 
LESS_THAN 
LOGICAL_AND 
LOGICAL_NOT 
LOGICAL_OR 
LPAREN 
MINUS 
MINUS_ASSIGN 
MOD 
MOD_ASSIGN 
NOT 
NOT_EQUAL 
OR 
OR_ASSIGN 
PLUS 
PLUS_ASSIGN 
QUESTION 
RBRACK 
RCURLY 
RPAREN 
SEMI 
SHIFT_LEFT 
SHIFT_LEFT_AS SIGN 
SHIFT_RIGHT 
SHIFT_RIGHT_ASSIGN 
STAR 
STAR_ASSIGN 
XOR 
XOR ASSIGN 
+ + 
[' 
{' 
< ' 
ScSc 
+' 
+ = 
}• 
) ' 
. 1 
<< ' 
<< = 
>>' 
>> = 
* t 
// keywords 
ABSTRACT 
ASSERT 
BOOLEAN 
BREAK 
BYTE 
CASE 
CATCH 
CHAR 
CLASS 
CONTINUE 
DEFAULT 
DO 
DOUBLE 
ELSE 
ENUM 
EXTENDS 
FALSE 
FINAL 
FINALLY 
' abstract' 
'assert' 
'boolean' 
'break' 
'byte' 
'case' 
'catch' 
'char' 
'class' 
'continue' 
'default' 
'do' 
'double' 
'else' 
'enum' 
'extends' 
'false' 
'final' 
'finally' 
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FLOAT 
FOR 
IF 
IMPLEMENTS 
INSTANCEOF 
INTERFACE 
IMPORT 
INT 
LONG 
NATIVE 
NEW 
NULL 
PACKAGE 
PRIVATE 
PROTECTED 
PUBLIC 
RETURN 
SHORT 
STATIC 
STRICTFP 
SUPER 
SWITCH 
SYNCHRONIZED 
THIS 
THROW 
THROWS 
TRANSIENT 
TRUE 
TRY 
VOID 
VOLATILE 
WHILE 
'float' 
' for' 
'if 
'implements' 
'instanceof' 
'interface' 
'import' 
' int' 
'long' 
'native' 
' new' 
'null' 
'package' 
'private' 
'protected' 
'public' 
'return' 
'short' 
' static 
'strictfp' 
'super' 
'switch' 
'synchronized' 
'this' 
'throw' 
'throws' 
'transient' 
'true' 
'try' 
'void' 
'volatile' 
'while' 
// tokens for imaginary nodes 
ANNOTATION_INIT_ARRAY_ELEMENT; 
ANNOTATION_INIT_BLOCK; 
ANNOTATION_INIT_DEFAULT_KEY; 
ANNOTATION_INIT_KEY_LIST; 
ANNOTATION_LIST; 
ANNOTATION_METHOD_DECL; 
ANNOTATION_SCOPE; 
ANNOTATION_TOP_LEVEL_SCOPE; 
ARGUMENT_LIST; 
ARRAY_DECIxARATOR; 
ARRAY_DECLARATOR_LIST; 
ARRAY_ELEMENT_ACCESS; 
ARRAY_INITIALIZER; 
BLOCK_SCOPE; 
CAST_EXPR; 
CATCH_CLAUSE_LIST; 
CLASS_CONSTRUCTOR_CALL; 
CLASS_INSTANCE_INITIALIZER; 
CLASS_STATIC_INITIALIZER; 
CLASS TOP LEVEL SCOPE; 
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} 
CONSTRUCTOR_DECL; 
ENUM_TOP_LEVEL_SCOPE; 
EXPR; 
EXTENDS_BOUND_LIST; 
EXTENDS_CLAUSE; 
FOR_CONDITION; 
FOR_EACH; 
FOR_INIT; 
FOR_UPDATE; 
FORMAL^PARAMLIST; 
FORMAL_PARAM_STD_DECL; 
FORMAL_PARAM_VARARG_DECL; 
FUNCTION_METHOD_DECL; 
GENERIC_TYPE_ARG_LIST; 
GENERIC_TYPE_PARAM_LIST; 
INTERFACE_TOP_LEVEL_SCOPE; 
IMPLEMENTS_CLAUSE; 
LABELED_STATEMENT; 
LOCAL_MODIFIER_LIST; 
JAVA_SOURCE; 
METHODCALL; 
MODIFIER_LIST; 
PARENTESIZED_EXPR; 
POST_DEC; 
POST_INC; 
PRE_DEC; 
PRE_INC; 
QUALIFIED_TYPE_IDENT; 
STATIC_ARRAY_CREATOR; 
SUPER_CONSTRUCTOR_CALL; 
SWITCH_BLOCK_LABEL_LIST; 
THIS_CONSTRUCTOR_CALL; 
THROWS_CLAUSE; 
TYPE; 
UNARY_MINUS; 
UNARY_PLUS; 
VAR_DECLARATION; 
VAR_DECLARATOR; 
VAR_DECLARATOR_LIST; 
VOID METHOD DECL; 
©header ( 
package ac.compiler; 
} 
©members { 
private boolean mMessageCollectionEnabled = false; 
private boolean mHasErrors = false; 
private List<String> mMessages; 
/ * * 
* Switche s error message collection on or of. 
* 
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* Th e standard destination for parser error messages is 
<code>System.err</code>. 
* However , if <code>true</code> gets passed to this method this 
default 
* behaviou r will be switched off and all error messages will be 
collected 
* instea d of written to anywhere. 
* 
* Th e default value is <code>false</code>. 
* 
* @para m pNewState <code>true</code > if error messages should be 
collected. 
*/ 
public void enableErrorMessageCollection(boolean pNewState) { 
mMessageCollectionEnabled =  pNewState; 
if (mMessage s == null && mMessageCollectionEnabled) { 
mMessages = new ArrayList<String>(); 
} 
} 
* Collect s an error message or passes the error message to <code> 
* super.emitErrorMessage(...)</code> . 
• 
* Th e actual behaviour depends on whether collecting error messages 
* ha s been enabled or not. 
* 
* @para m pMessage Th e error message. 
*/ 
©Override 
public void emitErrorMessage(String pMessage) ( 
if (mMessageCollectionEnabled ) { 
mMessages.add(pMessage); 
} else ( 
super.emitErrorMessage(pMessage); 
} 
} 
/* * 
* Return s collected error messages. 
* 
* ©retur n A  list holding collected error messages or 
<code>null</code> i f 
* collectin g error messages hasn't been enabled. Of course, 
this 
* lis t may be empty if no error message has been emited. 
*/ 
public List<String> getMessages() { 
return mMessages; 
} 
/* * 
* Tell s if parsing a Java source has caused any error messages. 
* 
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* ©retur n <code>true</code > i f parsing a Java source has caused at 
least one error message. 
*/ 
public boolean hasErrors() { 
return mHasErrors; 
} 
} 
©lexer::header { 
package ac.compiler; 
} 
©lexer::members ( 
/* * 
* Determine s if whitespaces and comments should be preserved or thrown 
away. 
* 
* I f <code>true</code> whitespaces and comments will be preserved within 
the 
* hidde n channel, otherwise the appropriate tokens will be skiped. This 
is 
* a  'littl e bit' expensive, of course. If only one of the two behaviours 
is 
* neede d forever the lexer part of the grammar should be changed by 
replacing 
* th e 'if-else ' stuff within the approprate lexer grammar actions. 
*/ 
public boolean preserveWhitespacesAndComments =  false; 
} 
// Starting point for parsing a Java file. 
componentSource 
: classScopeDeclarations * 
-> "(JAVA_SOURC E ClassScopeDeclarations*) 
classScopeDeclarations 
: modifierLis t 
{ typ e ClassFieldDeclaratorList SEM I 
-> ^(VAR_DECLARATIO N modifierList type 
ClassFieldDeclaratorList) 
) 
I SEMI ! 
modifierList 
modifier* 
-> *(MODIFIE R LIST modifier*) 
modifier 
: PtJBLI C 
I PROTECTE D 
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PRIVATE 
STATIC 
ABSTRACT 
NATIVE 
SYNCHRONIZED 
TRANSIENT 
VOLATILE 
STRICTFP 
FINAL 
type 
simpleType 
objectType 
simpleType // including static arrays of simple type elements 
: primitiveTyp e arrayDeclaratorList ? 
-> ^(TYP E primitiveType arrayDeclaratorList? ) 
objectType // including static arrays of object type reference elements 
: qualifiedTypelden t arrayDeclaratorList? 
-> ^(TYP E qualifiedTypeldent arrayDeclaratorList?) 
primitiveType 
BOOLEAN 
CHAR 
BYTE 
SHORT 
INT 
LONG 
FLOAT 
DOUBLE 
quali fiedTypeldent 
: typelden t (DO T typeldent)* 
-> ^(QUALIFIED_TYPE_IDEN T typeldent+] 
t y p e l d e n t 
: IDENT ^ g e n e r i c T y p e A r g u m e n t L i s t ? 
g e n e r i c T y p e A r g u m e n t L i s t 
: LESS_THA N gener icTypeArgumen t (COMM A gene r i cTypeArgumen t ) * 
g e n e r i c T y p e L i s t C l o s i n g 
-> ^(GENERIC_TYPE_ARG_LIST[$LESS_THAN , "GENERIC_TYPE_ARG_LIST" ] 
gener icTypeArgument+) 
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genericTypeArgument 
: typ e 
I QUESTIO N genericWildcardBoundType ? 
-> *(QUESTIO N genericWildcardBoundType? ) 
genericWildcardBoundType 
: (EXTEND S |  SUPER)^  type 
genericTypeListClosing / / This 'trick ' is fairly dirty -  if there's some 
time a better solution should 
// be found to resolve the problem with nested 
generic type parameter lists 
// (i.e . <T1 extends AnyType<T2>> fo r generic type 
parameters or <T1<T2>> for 
// generic type arguments etc) . 
: GREATER_THA N 
I SHIFT_RIGH T 
I BIT_SHIFT_RIGH T 
I / / nothing 
ClassFieldDeclaratorList 
: classFieldDeclarato r (COMM A classFieldDeclarator)* 
-> "(VA R DECLARATOR LIST classFieldDeclarator+) 
classFieldDeclarator 
: variableDeclaratorl d 
-> *(VA R DECLARATOR variableDeclaratorld ) 
variableDeclaratorld 
: IDENT ^ arrayDeclaratorList? 
arrayDeclarator 
: LBRAC K RBRACK 
-> *(ARRA Y DECLARATOR) 
arrayDeclaratorList 
: arrayDeclarator + 
-> ^(ARRAY_DECLARATOR_LIS T arrayDeclarator+) 
WS :  ( ' 'I'\r'I'\t'I'\u000C'I'\n' ) 
{ 
if (IpreserveWhitespacesAndComments ) ( 
skip(); 
} else { 
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$channel =  HIDDEN; 
COMMENT 
'/*' (  options {greedy=false; } )* '* / 
if (!preserveWhitespacesAndComments ) 
skip(); 
} els e { 
$channel =  HIDDEN; 
} 
LINE_COMMENT 
: '// ' -('\n'I'\r') * '\r' ? '\n ' 
{ 
if ('preserveWhitespacesAndComments ) { 
skip(); 
} els e ( 
$channel =  HIDDEN; 
} 
} 
IDENT 
JAVA I D START (JAV A ID PART) * 
fragment 
JAVA_ID_START 
'\u0024' 
'\u0041'. 
'\u005f' 
'\u0061' 
'\uOOcO' 
'\u00d8' 
'\u00f8' 
'\u0100' 
'\u3040' 
'\u3300' 
'\u3400' 
'\u4e00' 
'\uf900' 
'\u005a' 
'\u007a' 
'\u00d6' 
'\u00f6' 
'\uOOff' 
'\ulfff' 
'\u318f' 
'\u337f' 
'\u3d2d' 
'\u9fff' 
'\ufaff' 
fragment 
JAVA_ID_PART 
: JAVA_ID_STAR T 
I '\u0030'..'\u0039 ' 
APPENDIX I V 
GRAMMAR T O GENERATE TH E AOC COMPILER AS T WALKE R 
/ * * 
* The grammar found in this file represent a subset of the original file. 
* It had been adapted by Hamdan Msheik to construct the the AOC compiler. 
* For more information see the head comment within the 'java.g ' grammar 
file 
* that defines the input for this tree grammar. 
* 
* BSD licence 
* 
* Copyright (c ) 2007-2008 by HABELITZ Software Developments 
* 
* All rights reserved. 
* 
* http://www.habelitz.com 
* Redistribution and use in source and binary forms, with or without 
* modification, are permitted provided that the following conditions 
* are met: 
* 
* 1 . Redistributions of source code must retain the above copyright 
* notice , this list of conditions and the following disclaimer. 
* 2 . Redistributions in binary form must reproduce the above copyright 
* notice , this list of conditions and the following disclaimer in the 
* documentatio n and/or other materials provided with the 
distribution. 
* 3 . The name of the author may not be used to endorse or promote 
products 
* derive d from this software without specific prior written 
permission. 
* 
* THIS SOFTWARE IS PROVIDED BY HABELITZ SOFTWARE DEVELOPMENTS ('HSD') 
~^AS IS'' 
* AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, 
THE 
* IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR 
PURPOSE 
* ARE DISCLAIMED. IN NO EVENT SHALL 'HSD ' BE LIABLE FOR ANY DIRECT, 
INDIRECT, 
* INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING , 
BUT NOT 
* LIMITED TO, PROCLTREMENT OF StJBSTITUTE GOODS OR SERVICES; LOSS OF USE, 
DATA, 
* OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY 
OF 
* LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDIN G 
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* NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS 
SOFTWARE, 
* EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE. 
* 
*/ 
tree grammar Java_compositesTreeParser; 
options { 
backtrack = true; 
memoize = true; 
tokenVocab = Java_composites; 
ASTLabelType = CommonTree; 
output = template; 
©treeparser::header { 
package ac.compiler; 
} 
©treeparser::members ( 
boolean mMessageCollectionEnabled =  false; 
private boolean mHasErrors = false; 
List<String> mMessages; 
/* * 
* Switche s error message collection on or of. 
* 
* Th e standard destination for parser error messages is 
<code>System.err</code>. 
* However , if <code>true</code> gets passed to this method this 
default 
* behaviou r will be switched off and all error messages will be 
collected 
* instea d of written to anywhere. 
* 
* Th e default value is <code>false</code>. 
* 
* ©para m pNewState <code>true</code > if error messages should be 
collected. 
*/ 
public void enableErrorMessageCollection(boolean pNewState) ( 
mMessageCollectionEnabled =  pNewState; 
if (mMessage s == null &.&  mMessageCollectionEnabled) { 
mMessages = new ArrayList<String>(); 
} 
} 
/* * 
* Collect s an error message or passes the error message to <code> 
* super.emitErrorMessage(...)</code> . 
* 
* Th e actual behaviour depends on whether collecting error messages 
* ha s been enabled or not. 
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* ©para m pMessage Th e error message. 
*/ 
©Override 
public void emitErrorMessage(String pMessage) { 
if (mMessageCollectionEnabled ) { 
mMessages.add(pMessage); 
} else ( 
super.emitErrorMessage(pMessage); 
} 
} 
* Return s collected error messages. 
* 
* ©retur n A  list holding collected error messages or 
<code>null</code> if 
* collectin g error messages hasn't been enabled. Of course, 
this 
* lis t may be empty if no error message has been emited. 
*/ 
public List<String> getMessages() { 
return mMessages; 
} 
/ * * 
* Tell s if parsing a Java source has caused any error messages. 
* 
* ©retur n <code>true</code > if parsing a Java source has caused at 
least one error message. 
*/ 
public boolean hasErrors() { 
return mHasErrors; 
} 
public void logLn(String string) { 
System.out.println(string); 
} 
public void log(String string) { 
System.out.print(string); 
} 
// Starting point for parsing a Java file. 
componentSource [Strin g componentName, String extendedComponentName ] 
^(JAVA_SOURCE (c+=classScopeDeclarations) * ) -> 
component(componentName=($componentName}, 
extendedComponentName={$extendedComponentName}, composites=($c}) 
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classScopeDeclarations 
: *(VAR_DECLARATIO N 
mL=modifierList 
t=type 
n^=classFieldDeclaratorList) -> composite(modifiers={$mL.st}, 
type=($t.st}, fieldNameList={$fl.st} ) 
modifierList 
(MODIFIER_LIST (mods+=modifier) * ) -> modifier(modifier={$mods}) 
modifier 
: PUBLI C - > modifier(modifier={$PUBLIC.text}) 
I PROTECTE D - > modifier(modifier=($PROTECTED.text}) 
I PRIVAT E - > modifier(modifier={$PRIVATE.text}) 
I STATI C - > modifier(modifier=($STATIC.text}) 
I ABSTRAC T - > modifier(modifier={$ABSTRACT.text}) 
I NATIV E - > modifier(modifier=($NATIVE.text}) 
I SYNCHRONIZE D - > modifier(modifier=($SYNCHRONIZED.text}) 
I TRANSIEN T - > modifier(modifier=($TRANSIENT.text}) 
I VOLATIL E - > modifier(modifier=($VOLATILE.text}) 
I STRICTF P - > modifier(modifier={$STRICTFP.text}) 
j FINA L - > modifier(modifier={$FINAL.text}) 
type 
: st=simpleTyp e -> type(type={$st.st}) 
I ct=objectTyp e - > type(type=($ct.st}) 
t 
simpleType // including static arrays of simple type elements 
: *(TYP E p=primitiveType (ad=arrayDeclaratorList)? ) -> 
simpleType(primitiveType=($p.st}, arrayDec=($ad.st}) 
objectType // including static arrays of object type reference elements 
: "(TYP E qti=qualifiedTypeldent 
(ad=arrayDeclaratorList)?) - > objectType(typeldent=($qti.st}, 
arrayDec={$ad.st}) 
primitiveType 
: BOOLEA N -> primitiveType(type={$BOOLEAN.text}) 
I CHA R -> primitiveType(type=($CHAR.text}) 
I BYT E -> primitiveType(type={$BYTE.text}) 
I SHOR T -> primitiveType(type={$SHORT.text}) 
I IN T -> primitiveType(type={$INT.text}) 
I LON G -> primitiveType(type={$LONG.text}) 
I FLOA T -> primitiveType(type={$FLOAT.text}) 
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DOUBLE -> primitiveType(type={$DOUBLE.text}) 
qualifiedTypeldent 
: "(QUALIFIED_TYPE_IDEN T (id+=typeldent)+ ) -> 
qualifiedTypeldentifier(identifier={$id}) 
typeldent 
: "(id=IDEN T (gtal=genericTypeArgumentList)? ) -> 
typeldentifier(identifierName={$id.text} , 
genericTypeArgumentList={$gtal.st}) 
genericTypeArgumentList 
: "(GENERIC_TYPE_ARG_LIS T (gta+=genericTypeArgument)+ ) -> 
genericTypeArgumentList(genericTypeArgument=($gta}) 
genericTypeArgument 
: t=typ e -> type(type={$t.st}) 
I "(QUESTIO N (gwbt=genericWildcardBoundType)? ) - > 
genericTypeArgument(genericWildcardBoundType={$gwbt.st}) 
genericWildcardBoundType 
: "(EXTEND S t=type ) -> 
extendsGenericWildcardBoundType(type={$t.st}) 
I "(SUPE R t=type ) - > superGenericWildcardBoundType(type=($t.st}) 
classFieldDeclaratorList 
: "(VAR_DECLARATOR_LIS T (cfd+=classFieldDeclarator)+ ) -> 
ClassFieldDeclaratorList(classFieldDeclarator=($cfd}) 
classFieldDeclarator 
: "{VAR_DECLARATO R vdid=variableDeclaratorId) - > 
classFieldDeclarator(variableDeclaratorId=($vdid.st}) 
variableDeclaratorld 
: "(id=IDEN T (adl=arrayDeclaratorList)? ) - > 
variableDeclaratorId(identifier=($id}, arrayDecList=($adl.st}; 
arrayDeclarator 
: lb=LBRAC K rb=RBRAC K - > arrayDeclartor(leftBracket={$lb.text} 
rightBracket=($rb.text}) 
arrayDeclaratorList 
: {  $st = %arrayDeclartorList(); } 
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"(ARRAY_DECLARATOR_LIST 
(ARRAY_DECLARATOR 
{ if($ARRAY_DECLARATOR ! = null) { 
$st.setAttribute("arrayDecList", "[] ") ; 
} 
} 
)* 
) 
APPENDIX V 
AOC COMPILER CODE 
The content of this appendix is provided on a CDROM in a directory called Appendix V. 
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