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Abstrak
Komputasi jumlah bridge pada graf dinamis inkremental meru-
pakan permasalahan perhitungan jumlah bridge pada sebuah graf
yang bentuknya berubah secara dinamis karena pertambahan edge.
Untuk mendapatkan jumlah bridge pada graf bisa dilakukan de-
ngan komputasi ulang untuk setiap operasi penambahan edge na-
mun pendekatan tersebut tentunya tidak efisien.
Pada Tugas Akhir ini akan dirancang penyelesaian permasalah-
an di atas dengan melihat beberapa kondisi yang harus diperhatik-
an dari pasangan vertex yang mengalami pertambahan edge ya-
itu apakah pasangan vertex berada dalam himpunan connected-
component yang berbeda, himpunan connected-component yang
sama namun dalam himpunan bridge-block yang berbeda atau da-
lam himpunan bridge-block yang sama. Implementasi dari solusi
ini menggunakan bantuan struktur data disjoint set ditambah pen-
dekatan heuristik union by weight dan path compression.
Hasil dari Tugas Akhir ini telah berhasil menyelesaikan perma-
salahan di atas dengan cukup efisien dengan kompleksitas waktu
O(M((N))) dimana (N) adalah invers dari fast-growing
ackermann function dan bernilai  4 untuk setiap N.
Kata Kunci: Graf, Bridge, Online, Pencarian, Dinamis,
Inkremental
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Abstract
Bridge number computation on incremental graph is a problem of
computation of bridge number on a graphwhich is dynamically cha-
nged because of edge addition. For obtaining bridge total number
in a graph, the use of re-computation for every single operation of
edge addition is possible, but certainly it is inefficient.
This undergraduate thesis will design the problem solving of the
problem above by seeing some conditions which should be consi-
dered from vertex pair which has edge addition, which is whether
vertex are located in same connected-component set or not but in a
same bridge-block set or in similar bridge-block set. The implemen-
tation of this solution is using the help of disjoint set data structure
and heuristic union by weight and path compression.
The result of this undergraduate thesis has successfully solved the
problem mentioned with sufficient enough by the O(M((N)))
time complexity where (N) is the inverse of fast-growing acker-
mann function and has less than or equal 4 for every single N.
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BAB 1
PENDAHULUAN
Pada bab ini akan dijelaskan latar belakang, rumusan masalah, ba-
tasan masalah, tujuan, metodologi dan sistematika penulisan Tugas
Akhir.
1.1 Latar Belakang
Teori graf adalah salah satu cabang ilmu yang sudah ada sejak lama
dan banyak sekali diterapkan untuk membantu pemecahan masa-
lah terutama di bidang ilmu pengetahuan dan teknologi informasi.
Banyak permasalahan di dunia nyata seperti komputasi jalur terpen-
dek atau informasi yang terkandung pada hubungan pertemanan di
media sosial yang dapat dimodelkan dengan bantuan teori graf un-
tuk selanjutnya dilakukan komputasi dan didapatkan hasil yang di-
inginkan. Dalam beberapa dekade terakhir tidak sedikit algoritma
dan struktur data yang diciptakan untuk mengatasi permasalahan
graf.
Graf dinamis adalah sebuah model permasalahan graf dimana infor-
masi yang diinginkan bisa didapat kapan saja dari sebuah graf yang
bentuknya berubah-ubah dikarenakan operasi modifikasi berupa pe-
nambahan maupun pengurangan vertex atau edge pada graf terse-
but [1]. Permasalahan graf dinamis dapat diklasifikasikan menja-
di fully dynamic dan partially dynamic. Sebuah masalah dikatak-
an fully dynamic apabila dalam masalah tersebut terdapat dua je-
nis operasi modifikasi yaitu penambahan dan penghapusan vertex
atau edge. Sebuah masalah dikatakan partially dynamic apabila ha-
nya ada satu jenis operasi dari penambahan atau penghapusan yang
1
2dapat dilakukan. Jika hanya operasi penambahan yang dapat dila-
kukan, maka masalah tersebut dikatakan inkremental. Jika hanya
operasi penghapusan yang dapat dilakukan, maka masalah tersebut
dikatakan dekremental.
Salah satu topik yang cukup menarik pada teori graf adalah bridge.
Bridge pada graf adalah sebuah edge yang apabila edge tersebut di-
hapus maka akan meningkatkan jumlah connected component pada
sebuah graf. Penulis tertarik melakukan penelitian dalam pemecah-
an masalah yang berhubungan dengan teori graf khususnya perma-
salahan komputasi jumlah bridge pada graf dinamis.
Permasalahan yang diangkat pada Tugas Akhir ini adalah permasa-
lahan komputasi jumlah bridge pada graf yang berubah secara dina-
mis karena operasi penambahan edge atau disebut juga graf dinamis
inkremental. Diberikan sebuah undirected graph yang terdiri dari N
vertex dan pada awalnya graf tersebut tidak memiliki edge. Selan-
jutnya akan dilakukanM operasi penambahan undirected edge yang
menghubungkan antara sebuah vertex dengan vertex lainnya. Untuk
setiap operasi penambahan edge diperlukan informasi total jumlah
bridge yang terdapat pada graf tersebut. Edge yang ditambahkan
untuk setiap operasi dipastikan bukan merupakan edge yang telah
ada sebelumnya ataupun edge yang menghubungkan sebuah vertex
dengan vertex itu sendiri.
Solusi naif dari permasalahan di atas adalah dengan melakukan
komputasi ulang jumlah bridge untuk setiap operasi penambahan
edge, namun solusi tersebut sangatlah tidak efisien mengingat jum-
lah edge pada graf terus bertambah karena adanya operasi penam-
bahan edge. Oleh karena itu, dibutuhkan desain algoritma dan struk-
tur data yang efisien baik dalam kecepatan komputasi maupun peng-
gunaan memori untuk permasalahan ini.
Hasil dari Tugas Akhir ini diharapkan dapat menentukan implemen-
tasi algoritma dan struktur data yang tepat untuk memecahkan per-
3masalahan di atas secara optimal dan dapat memberikan kontribusi
terhadap perkembangan pengetahuan teknologi informasi.
1.2 Rumusan Masalah
Rumusan masalah yang diangkat dalam Tugas Akhir ini adalah se-
bagai berikut:
1. Bagaimana menganalisis dan menentukan algoritma dan
struktur data yang tepat untuk menyelesaikan permasalahan
komputasi jumlah bridge pada graf dinamis inkremental de-
ngan optimal.
2. Bagaimana implementasi dari algoritma dan struktur data
yang dirancang dalam penyelesaian permasalahan komputasi
jumlah bridge pada graf dinamis inkremental.
3. Bagaimana hasil kinerja dari implementasi algoritma dan
struktur data yang dirancang dalam penyelesaian permasalah-
an komputasi jumlah bridge pada graf dinamis inkremental.
1.3 Batasan Masalah
Permasalahan yang dibahas pada Tugas Akhir ini memiliki bebera-
pa batasan, yaitu sebagai berikut:
1. Batas maksimum jumlah vertex awal pada graf adalah 50.000
vertex.
2. Batas maksimum jumlah operasi penambahan edge adalah
100.000 operasi.
3. Edge yang ditambahkan pada graf dipastikan bukan edge
yang telah ada sebelumnya ataupun edge yang menghu-
bungkan antara sebuah vertex dengan vertex itu sendiri.
1.4 Tujuan
Tujuan dari Tugas Akhir ini adalah sebagai berikut:
41. Melakukan analisis dan desain algoritma dan struktur data
untuk menyelesaikan permasalahan komputasi jumlah bridge
pada graf dinamis inkremental.
2. Mengevaluasi hasil dan kinerja dari algoritma dan struk-
tur data yang telah dirancang dalam penyelesaian komputasi
jumlah bridge pada graf dinamis inkremental.
1.5 Metodologi
Metodologi yang digunakan dalam pengerjaan Tugas Akhir ini ada-
lah sebagai berikut:
1. Penyusunan proposal Tugas Akhir
Pada tahap ini dilakukan penyusunan proposal tugas akhir
yang berisi permasalahan dan gagasan solusi yang akan di-
teliti pada permasalahan komputasi jumlah bridge pada graf
dinamis inkremental.
2. Studi literatur
Pada tahap ini dilakukan pencarian informasi dan studi litera-
tur mengenai pengetahuan atau metode yang dapat digunak-
an dalam penyelesaian masalah. Informasi didapatkan dari
materi-materi yang berhubungan dengan algoritma dan struk-
tur data yang digunakan untuk penyelesaian permasalahan
ini, materi-materi tersebut didapatkan dari buku maupun in-
ternet.
3. Desain
Pada tahap ini dilakukan desain rancangan algoritma dan
struktur data yang digunakan dalam solusi untuk pemecahan
masalah komputasi jumlah bridge graf dinamis inkremental.
4. Implementasi perangkat lunak
Pada tahap ini dilakukan implementasi atau realiasi dari ran-
cangan desain algoritma dan struktur data yang telah diba-
ngun pada tahap desain ke dalam bentuk program.
5. Uji coba dan evaluasi
5Pada tahap ini dilakukan uji coba kebenaran dan uji coba ki-
nerja dari implementasi yang telah dilakukan. Pengujian ke-
benaran dilakukan pada sistem penilaian daring SPOJ sesu-
ai dengan masalah yang dikerjakan untuk diuji apakah luaran
dari program telah sesuai dengan luaran yang seharusnya. Pe-
ngujian kinerja dilakukan dengan cara memberi masukan pa-
da implementasi program dengan variasi jumlah vertex dan
operasi penambahan edge yang beragam untuk melihat pe-
ngaruh masing-masing jumlah vertex dan operasi terhadap
pertumbuhan waktu eksekusi. Hasil dari uji coba kebenaran
dan kinerja pada program digunakan sebagai bahan evaluasi
kesalahan dan juga optimasi kinerja agar performa yang di-
dapat lebih optimal.
6. Penyusunan buku Tugas Akhir
Pada tahap ini dilakukan penyusunan buku Tugas Akhir yang
berisi dokumentasi hasil pengerjaan Tugas Akhir.
1.6 Sistematika Penulisan
Berikut adalah sistematika penulisan buku Tugas Akhir ini:
1. BABI: PENDAHULUAN
Bab ini berisi latar belakang, rumusan masalah, batasan ma-
salah, tujuan, metodologi dan sistematika penulisan Tugas
Akhir.
2. BAB II: DASAR TEORI
Bab ini berisi dasar teori mengenai permasalahan dan algori-
tma penyelesaian yang digunakan dalam Tugas Akhir
3. BAB III: DESAIN
Bab ini berisi desain algoritma dan struktur data yang digu-
nakan dalam penyelesaian permasalahan.
4. BAB IV: IMPLEMENTASI
Bab ini berisi implementasi berdasarkan desain algortima dan
struktur data yang telah dilakukan pada tahap desain.
65. BAB V: UJI COBA DAN EVALUASI
Bab ini berisi uji coba dan evaluasi dari hasil implementasi
yang telah dilakukan pada tahap implementasi.
6. BAB VI: KESIMPULAN




Pada bab ini akan dijelaskan mengenai dasar teori yang menjadi da-
sar pengerjaan Tugas Akhir ini.
2.1 Deskripsi Permasalahan
Permasalahan yang diangkat pada Tugas Akhir ini adalah permasa-
lahan komputasi jumlah bridge pada graf yang berubah secara dina-
mis karena operasi penambahan edge atau disebut juga graf dinamis
inkremental. Diberikan sebuah undirected graph yang terdiri dari N
vertex dan pada awalnya graf tersebut tidak memiliki edge. Selan-
jutnya akan dilakukanM operasi penambahan undirected edge yang
menghubungkan antara sebuah vertex dengan vertex lainnya. Untuk
setiap operasi penambahan edge diperlukan informasi total jumlah
bridge yang terdapat pada graf tersebut. Edge yang ditambahkan
untuk setiap operasi dipastikan bukan merupakan edge yang telah
ada sebelumnya ataupun edge yang menghubungkan sebuah vertex
dengan vertex itu sendiri.
Pada Gambar 2.1 diilustrasikan permasalahan di atas dengan jumlah
vertex N bernilai 4 dan setiap vertex diberi nomor dari 0 hingga 3
dan akan dilakukan operasi penambahan edge dengan jumlah ope-
rasi M bernilai 6. Pertama dilakukan operasi penambahan edge(0,
2) yang menghubungkan antara vertex 0 dengan vertex 2, operasi
ini akan membentuk bridge baru karena edge menghubungkan dua
buah connected component yang berbeda sehingga jumlah bridge
setelah operasi tersebut adalah 1. Selanjutnya dilakukan operasi pe-
nambahan edge(0, 1) dan juga edge (0, 3). Kedua operasi ini juga
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8Gambar 2.1: Ilustrasi permasalahan.
masing-masing membentuk sebuah bridge sehingga jumlah bridge
pada dua operasi tersebut adalah 2 kemudian 3. Kemudian dilakuan
operasi penambahan edge(2, 3). Operasi ini membentuk cycle an-
tara vertex 0, 2 dan 3 sehingga edge yang ada pada cycle tersebut
bukan lagi sebuah bridge, jumlah bridge setelah operasi ini adalah 1.
Selanjutnya dilakukan operasi penambahan edge(0, 3) yang bukan
merupakan sebuah bridge karena sudah terdapat cycle sebelumnya
antara kedua vertex tersebut. Operasi selanjutnya adalah penam-
bahan edge(1, 3) yang menciptakan cycle pada graf dan membuat
9edge pada cycle tersebut bukan lagi sebuah bridge, jumlah bridge di
akhir ilustrasi ini adalah 0. Edge yang berwarna merah pada Gam-
bar 2.1 menandakan edge tersebut merupakan sebuah bridge, se-
dangkan edge berwarna hitam berarti vertex-vertex yang terhubung
tergabung dalam sebuah cycle.
2.2 Strategi Penyelesaian Permasalahan
Solusi naif dari permasalahan ini adalah dilakukan komputasi ulang
jumlah bridge untuk setiap operasi penambahan edge dengan cara
mencoba menghapus setiap edge yang ada lalu memeriksa apakah
graf tersebut masih terhubung dengan cara melakukan graf traver-
sal. Jika graf tidak terhubung atau jumlah connected component
bertambah dari pada bentuk graf sebelumnya sebelum edge dihapus
maka edge tersebut merupakan sebuah bridge. Percobaan pengha-
pusan edge ini dilakukan untuk setiap edge pada graf dan diulangi
untuk setiap operasi pertambahan edge. Performansi metode naif
untuk permasalahan ini membutuhkan waktu eksekusi yang kurang
efisien dengan kompleksitas O(M2(N +M)).
Alternatif lain yang dapat dilakukan adalah dengan menggunak-
an algoritma Bridge-finding [2] yang sudah cukup terkenal untuk
setiap operasi yang dilakukan dengan cara melakukan depth-first-
search (DFS) traversal pada graf. Pada saat dilakukanDFS traversal
edge(u, v) (dimisalkan u adalah parent dari v) dikatakan bridge apa-
bila tidak ada path alternatif lain untuk mencapai u atau ancestor da-
ri u dari subtree dengan v sebagai root. Ilustrasi dari komputasi jum-
lah bridge pada suatu graf menggunakan algoritma Bridge-Finding
diilustrasikan pada Gambar 2.2. Algoritma ini dijalankan untuk se-
tiap operasi penambahan edge untuk mengetahui jumlah bridge pa-
da setiap operasi. Pendekatan metode ini untuk menyelesaikan per-
masalahan di atas masih memiliki kompleksitas O(M(N + M))
yang masih belum cukup efisien.
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Gambar 2.2: Ilustrasi komputasi jumlah bridge menggunakan algoritma
Bridge-Finding.
Pada kasus komputasi jumlah bridge pada graf dinamis inkremen-
tal, solusi yang lebih efisien bisa didapatkan denganmemperhatikan
beberapa kondisi ketika terjadi operasi penambahan edge [3].
Dimisalkan bridge-block adalah connected component yang terben-
tuk apabila seluruh bridge pada graf dihapus seperti yang dijelaskan
pada Gambar 2.3, terdapat tiga kondisi yang harus diperhatikan un-
tuk setiap operasi pendambahan edge(u, v) yaitu:
1. Vertex u dan v berada pada himpunan connected component
yang berbeda.
11
2. Vertex u dan v berada pada himpunan bridge-block yang ber-
beda namun tergabung dalam himpunan connected compo-
nent yang sama.
3. Vertex u dan v berada pada himpunan bridge-block yang sa-
ma.
Gambar 2.3: Ilustrasi bridge, dan bridge-block.
Gambar 2.4: Ilustrasi penambahan edge(u, v) dengan u dan v berada pada
connected component yang berbeda.
Jika u dan v berada pada himpunan connected component yang ber-
beda seperti yang diilustrasikan pada Gambar 2.4, maka edge yang
ditambahkan adalah bridge dan vertex u dan v akan tergabung da-
lam himpunan connected component yang sama tetapi masih dalam
himpunan bridge-block yang berbeda karena belum terdapat cycle
antara u dan v.
Jika vertex u dan v berada pada himpunan bridge-block yang berbe-
da namun tergabung dalam himpunan connected component yang
sama, maka edge tersebut akan membentuk cycle baru yang akan
mengurangi jumlah bridge pada graf. Semua bridge-block yang
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Gambar 2.5: Ilustrasi penambahan edge(u, v) dengan u dan v berada pa-
da bridge-block yang berbeda namun dalam connected component yang
sama.
berada di antara path(u, v) akan tergabung menjadi satu bridge-
block yang sama dan semua bridge yang terdapat di antara path(u,
v) bukan lagi sebuah bridge. Kondisi ini diilustrasikan pada Gam-
bar 2.5.
Jika vertex u dan v berada pada himpunan bridge-block yang sa-
ma maka tidak ada perubahan yang terjadi pada struktur data begitu
juga dengan jumlah bridge pada graf karena sudah ada cycle yang
terjadi sebelumnya antara path(u, v).
Dari pendekatan metode penyelesaian di atas, operasi-operasi yang
akan dilakukan adalah:
1. Menentukan apakah dua buah vertex terdapat dalam himpun-
an connected component yang sama atau tidak.
2. Menentukan apakah dua buah vertex terdapat dalam himpun-
an bridge-block yang sama atau tidak.
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3. Mendapatkan path antara bridge-block yang saling terhu-
bung.
4. Menggabungkan dua himpunan connected component men-
jadi satu himpunan.
5. Menggabungkan beberapa himpunan bridge-block menjadi
satu himpunan.
Untuk mendukung operasi di atas bisa digunakan struktur data de-
ngan bantuan disjoint set yang menyimpan himpunan bridge-block
dan connected component dari suatu vertex dan penerapan Lowest
Common Ancestor untuk mendapatkan path antara bridge-block
yang saling terhubung dalam sebuah connected component. De-
ngan pendekatan heuristik union by weight dan path-compression
pada disjoint set, pendekatan penyelesaian di atas memiliki kom-
pleksitas waktu amortized O(M((N))) dimana (N) adalah in-
vers dari fast-growing ackermann function dan bernilai  4 untuk
setiap N [4]. Kompleksitas dari pendekatan penyelesaian ini sudah
memiliki ekspektasi waktu eksekusi yang cukup efisien.
2.3 Disjoint Set
Disjoint set adalah struktur data yang merepresentasikan kumpulan
dari himpunan objek yang saling lepas [2]. Disjoint set digunakan
untuk mengetahui himpunan terkait dari suatu objek. Pada dasarnya
disjoint set mendukung tiga operasi dasar, yaitu:
• Make-Set: Membuat sebuah objek baru yang tidak terkait de-
ngan himpunan yang sudah ada sebelumnya.
• Find-Set: Menentukan himpunan terkait dari suatu objek.
• Union: Menggabungkan dua buah himpunan menjadi satu.
Penerapan disjoint set pada graf dilakukan dengan cara setiap ver-
texmemiliki parent yangmerujuk pada himpunan terkait dari vertex
tersebut. Setiap himpunan pada disjoint set direpresentasikan oleh
salah satu anggota dari himpunan tersebut untuk selanjutnya disebut
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root. Himpunan dari suatu vertex diketahui dengan cara menelusu-
ri parent pointer hingga mencapai root. Proses penggabungan dua
buah himpunan menjadi satu dilakukan dengan cara menjadikan sa-
lah satu vertex pada himpunan menjadi parent dari root himpunan
yang lain.
Terdapat dua pendekatan heuristik yang bisa diterapkan pada dis-
joint set untuk mendapatkan kinerja waktu yang lebih optimal. Pen-
dekatan heuristik yang pertama adalah dengan melihat karakteristik
kedua himpunan ketika akan dilakukan proses penggabungan. Sa-
lah satu metode pada pendekatan ini adalah union by weight. Pada
union by weight penggabungan dua himpunan akan melihat ukur-
an dari kedua himpunan. Root dari himpunan dengan ukuran yang
lebih kecil akan menjadi child dari node pada himpunan dengan
ukuran yang lebih besar. Pendekatan heuristik yang kedua adalah
path-compression. Seperti yang diilustrasikan pada Gambar 2.6 ke-
tika proses Find-set terjadi maka setiap vertex yang ada dalam pa-
th dari vertex awal menuju root pada akhirnya akan merujuk pada
root dari tree. Dengan menggunakan kedua pendekatan heuristik
union by weight dan path-compressionmaka kompleksitas dari dis-
joint-set untuk setiap operasi Find-Set dan Union adalah amortized
(M;N) dimana (M;N) adalah invers dari fast-growing acker-
mann function dan bernilai  4 untuk setiap N [4].
Gambar 2.6: Path-compression pada disjoint set.
Aplikasi dari disjoint set pada permasalahan ini adalah untuk me-
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ngetahui himpunan bridge-block dan connected component dari se-
buah vertex. Pada Gambar 2.7 diilustrasikan inisialisasi dari sebuah
graf yang awalnya tidak memiliki edge dan representasi disjoint set
bridge-block dan connected component dari graf.
Gambar 2.7: Ilustrasi disjoint set dari graf pada permasalahan.
Parent sets pada ilustrasi merupakan disjoint set dari connected
component tanpa path-compression. Parent sets dibutuhkan keti-
ka proses penggabungan beberapa bridge-block menjadi satu aki-
bat terbentuknya cycle dan mengakibatkan berkurangnya jumlah
bridge. Parent sets menjaga struktur hubungan antara bridge-
block.
Seperti yang telah dijelaskan pada subbab 2.2 ketika terjadi proses
penambahan edge maka akan dilihat bridge-block root dari kedua
vertex. Jika kedua vertex tidak dalam bridge-block yang samamaka
akan dilihat connected component root dari kedua vertex. Jika ke-
dua vertex tidak dalam connected component yang sama maka edge
tersebut adalah bridge dan vertex dengan ukuran connected compo-
nent yang lebih kecil akan menjadi root dari himpunan connected
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Gambar 2.8: Ilustrasi penambahan bridge dan representasi pada disjoint
set (1).
component. Untuk mengetahui bridge-block dan connected compo-
nent terkait dari suatu vertex digunakan operasi dasar Find-set pa-
da disjoint set dengan tambahan path-compression untuk connected
component sets dan bridge-block sets namun tidak pada parent se-
ts. Proses menjadikan vertex sebagai root dari himpunan connected
component dilakukan dengan caramembalikkan arah pointer parent
pada parent sets dan connected component sets dari semua bridge-
block root yang ada dalam path dari bridge-block root vertex terse-
but ke root dari connected component. Untuk mengetahui bridge-
block selanjutnya dalam path menuju root connected component
maka akan dilihat parent dari vertex tersebut pada parent sets. Sete-
lah menjadi root dari himpunan connected-componentmaka parent
pada parent sets dan connected component sets dari vertex tersebut
adalah bridge-block root dari vertex dengan ukuran himpunan con-
nected-component yang lebih besar. Ilustrasi dari kondisi di atas
digambarkan juga pada Gambar 2.9, 2.10, 2.11 dan 2.12.
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Gambar 2.9: Ilustrasi penambahan bridge dan representasi pada disjoint
set (2).
Gambar 2.10: Ilustrasi penambahan bridge dan representasi pada disjoint
set (3).
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Gambar 2.11: Ilustrasi penambahan bridge dan representasi pada disjoint
set (4).
Gambar 2.12: Ilustrasi penambahan bridge dan representasi pada disjoint
set (5).
Pada saat penambahan edge(1, 4) seperti yang ditunjukkan pada
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Gambar 2.11 dan 2.12. Vertex 1 memiliki ukuran himpunan con-
nected component yang lebih kecil dibandingkan dengan ukuran
himpunan connected component dari vertex 4. Ukuran himpunan
dapat diketahui dengan melihat nilai ukuran subtree dari disjoint set
yang disimpan pada root dari set. Pada kondisi ini juga dilakukan
path-compression pada disjoint set sehingga vertex 4 langsung me-
rujuk pada vertex 2 yang merupakan root dari himpunan connected
component sedangkan vertex 1 sebelumnya sudah langsung meru-
juk pada root dari connected component yaitu vertex 0. Vertex 1
yang memiliki ukuran himpunan connected component lebih kecil
terlebih dahulu akan menjadi root dari himpunan connected compo-
nent. Proses ini dilakukan dengan cara membalikkan arah pointer
parent pada parent sets dan connected component sets dari semua
bridge-block root yang ada dalam path dari bridge-block root ver-
tex tersebut ke root dari connected component (Gambar 2.11). Se-
telah vertex 1 telah menjadi root dari himpunan connected compo-
nent maka root bridge-block dari vertex dengan ukuran himpunan
connected component yang lebih besar yaitu vertex 4 akan menjadi
parent dari vertex 1 pada connected component sets dan parent sets
(Gambar 2.12).
2.4 Lowest Common Ancestor (LCA)
LCA adalah sebuah konsep dalam teori graf dan ilmu komputer.
LCA antara dua vertex u dan v adalah vertex terjauh dari tree T yang
memiliki u dan v sebagai keturunan [5]. LCA dalam aplikasinya
dapat digunakan untukmencapai titik temu terdekat antara dua buah
vertex dalam sebuah tree. Pada Gambar 2.13 diilustrasikan bahwa
vertex e adalah LCA antara vertex h dan i dalam sebuah tree.
Aplikasi dari LCA pada permasalahan ini adalah ketika proses
penggabungan beberapa bridge-block menjadi satu akibat dari ter-
bentuknya cycle ketika penambahan edge. Semua bridge-block
yang berada di antara path kedua vertex akan tergabung menjadi sa-
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Gambar 2.13: Contoh ilustrasi LCA dari 2 vertex.
tu bridge-block dan semua bridge yang terdapat di antara path terse-
but bukan lagi sebuah bridge. Untuk mengetahui bridge-block yang
ada dalam path antara kedua vertex maka dicari LCA antara kedua
vertex. Pencarian LCA pada kasus ini dilakukan dengan cara kedua
vertex mencari bridge-block root lalu melihat ke arah bridge-block
selanjutnya dengan cara melihat parent dari vertex tersebut pada pa-
rents set. Kemudian dari parent tersebut mencari lagi bridge-block
root dan proses ini berjalan terus menerus hingga mencapai titik
temu antara kedua vertex. Titik temu ini adalah LCA dari kedua
vertex dan parent bridge-block dari semua bridge-block yang telah
dilewati sebelumnya akan merujuk pada LCA.
Pada Gambar 2.14 dan 2.15 diilustrasikan operasi penambahan
edge(0, 2) yang akan membentuk cycle. LCA antara bridge-block
vertex 0 dan 2 adalah vertex 2. Semua bridge-block parent yang ada
dalam path ini yaitu vertex 0, 1, 4, 3 dan 2 akan merujuk pada LCA
yaitu vertex 2 (Gambar 2.15).
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Gambar 2.14: Ilustrasi cycle dan penerapan LCA pada permasalahan (1).
Gambar 2.15: Ilustrasi cycle dan penerapan LCA pada permasalahan (2).
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2.5 Permasalahan Online Bridge Searching pada SPOJ
Pada situs penilaian daring SPOJ terdapat permasalahan komputa-
si jumlah bridge pada graf secara online dengan judul soal Online
Bridge Searching dan kode soal ONBRIDGE [6]. Deskripsi perma-
salahan ditunjukkan pada Gambar 2.16.
Gambar 2.16: Deskripsi permasalahan Online Bridge Searching di SPOJ.
Deskripsi singkat dari persoalan tersebut ialah diberikan sebuah
undirected graph yang terdiri dari N buah vertex dan pada awalnya
graf tersebut tidak memiliki edge. Pada graf tersebut akan dilakuk-
an M operasi penambahan undirected edge yang menghubungkan
antara sebuah vertex dengan vertex lainnya. Untuk setiap opera-
si penambahan edge dibutuhkan informasi total jumlah bridge yang
terdapat pada graf tersebut. Edge yang ditambahkan dipastikan buk-
an merupakan edge yang telah ada sebelumnya ataupun edge yang
menghubungkan sebuah vertex dengan vertex itu sendiri.
Berikut merupakan format masukan yang diminta dari permasalah-
an:
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1. Baris pertama terdiri dari sebuah bilangan integer T yang me-
representasikan banyaknya kasus uji
2. Untuk setiap kasus uji terdapat dua buah integer N dan M
yang menyatakan banyaknya vertex pada graf dan jumlah
operasi penambahan edge yang akan dilakukan.
3. M baris selanjutnya adalah berisi pasangan U dan V yang me-
representasikan dua buah vertex yang mengalami penambah-
an edge.
Format keluaran dari permasalahan tersebut adalah sebuah integer
yang merepresentasikan jumlah bridge pada graf untuk setiap ope-
rasi penambahan edge.
Batasan permasalahan yang diberikan adalah sebagai beri-
kut:
1. T ≤ 10
2. 1 ≤ N ≤ 50000
3. 1 ≤ M ≤ 100000
4. 0 ≤ u, v ≤ N − 1
Program akan diuji pada cluster Cube (Intel Pentium G860 3GHz)
dengan batasan waktu eksekusi 0.140s, batasan kapasitas memory
sebesar 1536MB dan batasan kode sumber sebesar 50000B.
Pada deskripsi soal tersebut dijelaskan juga contoh masukan dan
keluaran yang akan digunakan sesuai dengan format masukan dan
keluaran yang telah dijelaskan. Contoh masukan dan keluaran yang
diberikan digambarkan pada Gambar 2.17.
Untuk menyelesaikan permasalahan pada contoh maka akan diba-
ngun struktur data dan melihat kondisi vertex yang mengalami per-
tambahan edge seperti yang telah dijelaskan pada subbab 2.2.
Pada contoh masukan pertama dilakukan operasi penambahan
edge(3, 0) yang menghubungkan antara vertex 3 dengan vertex
0, operasi ini akan membentuk bridge baru karena edge menghu-
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Gambar 2.17: Contoh masukan dan keluaran pada soal Online Bridge Se-
arching.
bungkan dua buah connected component yang berbeda sehingga
jumlah bridge setelah operasi tersebut adalah 1. Selanjutnya dila-
kukan operasi penambahan edge(0, 2) dan juga edge (1, 0). Ke-
dua operasi ini juga masing-masing memiliki kondisi yang sama
dengan kondisi sebelumnya dengan membentuk sebuah bridge se-
hingga jumlah bridge daripada dua urutan operasi tersebut adalah 2
kemudian 3. Ketiga operasi penambahan bridge ini diilustrasikan
pada Gambar 2.18.
Gambar 2.18: Ilustrasi operasi yang menghasilkan bridge pada contoh
permasalahan.
Ilustrasi disjoint set dari kondisi graf setelah dilakukan ketiga ope-
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rasi di atas digambarkan pada Gambar 2.19.
Gambar 2.19: Ilustrasi disjoint set pada contoh permasalahan.
Kemudian dilakuan operasi penambahan edge(1, 3). Operasi ini
menghubungkan dua buah vertex yang berada pada bridge-block
yang berbeda namun terhimpun dalam connected component yang
sama sehingga membentuk cycle antara vertex 0, 1 dan 3. Operasi
ini mengakibatkan edge yang ada dalam path cycle tersebut bukan
lagi sebuah bridge. Untuk mendapatkan path antara bridge-block
yang sebelumnya sudah berada dalam sebuah connected compo-
nent yang sama maka dilakukan pencarian LCA bridge-block dari
masing-masing vertex seperti yang telah dijelaskan pada subbab 2.2.
Pada awalnya kedua vertex akan melihat pada bridge-block root
masing-amsing lalu untuk mendapatkan vertex selanjutnya yang ha-
rus dikunjungi akan dilihat pada parent sets dari vertex tersebut.
Proses ini terus dilakukan hingga mencapai titik temu antara kedua
vertex. Setelah didapatkan LCA maka bridge-block yang telah di-
kunjungi dalam proses ini pada akhirnya akan merujuk pada LCA
dan jumlah bridge akan berkurang sebanyak jumlah bridge-block
yang mengarah ke LCA kecuali LCA itu sendiri. Jumlah bridge se-
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Gambar 2.20: Ilustrasi operasi yang menggabungkan beberapa bridge-
block dan menghapus bridge pada contoh permasalahan.
telah operasi ini adalah 1. Ilustrasi struktur disjoint set pada operasi
di atas digambarkan pada Gambar 2.21 dan 2.22.
Gambar 2.21: Ilustrasi disjoint set dan LCA saat pembentukan cycle (1).
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Gambar 2.22: Ilustrasi disjoint set dan LCA saat pembentukan cycle (2).
Operasi penambahan edge(1, 4) membentuk sebuah bridge karena
vertex 1 dan 4 berada pada himpunan connected component yang
berbeda. Karena vertex 4 memiliki ukuran himpunan connected
component yang lebih kecil daripada vertex 1 maka vertex 4 akan
merujuk pada bridge-block root dari vertex 1 yaitu vertex 0. To-
tal bridge setelah operasi ini adalah 2. Ilustrasi dari operasi di atas
digambarkan pada Gambar 2.23.
Operasi penambahan edge(2, 4) membentuk cycle pada graf yang
membuat edge pada cycle tersebut bukan lagi sebuah bridge, se-
hingga jumlah bridge setelah operasi ini adalah 0. Ilustrasi struktur
data disjoint set setelah operasi penambahan edge(2, 4) digambark-
an pada Gambar 2.24.
Operasi penambahan edge(4, 0), edge(2, 1), edge(2,3), dan edge(3,
4) menghubungkan vertex yang sudah tergabung dalam bridge-
block yang sama sehingga tidak mempengaruhi jumlah bridge pada
graf. Kondisi akhir dari graf dan struktur data pada akhir operasi
digambarkan pada Gambar 2.25.
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Gambar 2.23: Ilustrasi graf dan disjoint set setelah operasi penambahan
edge(1, 4).
Gambar 2.24: Ilustrasi graf dan disjoint set setelah operasi penambahan
edge(2, 4).
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Gambar 2.25: Ilustrasi kondisi akhir dari graf dan disjoint set pada contoh
kasus Online Bridge Searching.
2.6 Pembuatan Data Generator untuk Uji Coba
Pembuatan data generator dilakukan untuk membuat kasus uji yang
akan digunakan untuk pengujian pada uji coba yang akan dijelaskan
pada bab 5. Data generator ini disesuaikan dengan format masukan
yang sudah dijelaskan pada subbab 2.5.
Terdapat 2 skenario yang akan dilakukan untuk uji coba, skenario
tersebut ialah pengaruh jumlah vertex terhadap waktu dan pengaruh
jumlah operasi pertambahan edge terhadap waktu. Untuk skenario
pertama akan dibuat data generator dengan banyak jumlah operasi
tetap dan jumlah vertex dari 1.000 hingga 50.000 dengan rentang
1.000. Pseudocode dari data generator untuk skenario pertama da-
pat dilihat pada Gambar 2.26.
Untuk skenario kedua akan dibuat data generator dengan banyak
jumlah vertex tetap dan jumlah operasi dari 2.000 hingga 100.000
dengan rentang 2.000. Pseudocode dari data generator untuk ske-
nario kedua dapat dilihat pada Gambar 2.27.
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1 let used[0::MAXN][0::MAXN] be a new array
2 A = 50
3 for a = 1 to A
4 T = 10
5 for i = 0 toMAXN
6 for j = 0 toMAXN
7 used[i][j] = false
8 N = a  1000
9 M = 100000 // constant M value
10 for t = 1 to T
11 writeToF ile(N)
12 writeToF ile(M)
13 for i = 1 toM
14 u = rand()
15 v = rand()
16 while used[u][v] is true
17 u = rand()
18 v = rand()
19 writeToFile(u)
20 writeToFile(v)
Gambar 2.26: Pseudocode Fungsi Main Generator Skenario Uji 1
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1 let used[0::MAXN][0::MAXN] be a new array
2 A = 50
3 for a = 1 to A
4 T = 10
5 for i = 0 toMAXN
6 for j = 0 toMAXN
7 used[i][j] = false
8 N = 50000 // constant N value
9 M = a  2000
10 for t = 1 to T
11 writeToF ile(N)
12 writeToF ile(M)
13 for i = 1 toM
14 u = rand()
15 v = rand()
16 while used[u][v] is true
17 u = rand()
18 v = rand()
19 writeToFile(u)
20 writeToFile(v)
Gambar 2.27: Pseudocode Fungsi Main Generator Skenario Uji 2
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Halaman ini sengaja dikosongkan
BAB 3
DESAIN
Pada bab ini akan dijelaskan desain sistem yang digunakan untuk
menyelesaikan permasalahan pada Tugas Akhir ini.
3.1 Deskripsi Umum Sistem
Sistem akan menerima masukan jumlah kasus uji. Untuk setiap
kasus uji, sistem akan menerima masukan jumlah vertex, jumlah
edge dan rangkaian pasangan vertex yang mengalami penambahan
edge.
1 let node[0::MAXN] be a new array
2 T = Input() // Total testcase
3 for t = 1 to T
4 N = Input() // Total vertex in the graph
5 M = Input() // Total add edge operation
6 bridge = 0
7 for i = 0 to N   1
8 Init(node[i])
9 for i = 0 toM   1
10 u = Input()
11 v = Input()
12 InsertEdge(u; v) // Edge added between u and v
13 Print(bridge)
Gambar 3.1: Pseudocode Fungsi Main
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Pada awalnya sistem akan menginisialisasi nilai dari kelas node
yangmerupakan representasi vertex pada graf. Untuk setiap masuk-
an penambahan edge terhadap pasangan vertex sistem akan menja-
lankan fungsi InsertEdge(u, v) yang akan melakukan penambahan
edge dan komputasi jumlah bridge lalu menampilkan luaran jum-
lah bridge yang terdapat pada graf. Pseudocode Fungsi Main ditun-
jukkan pada Gambar 3.1.
3.2 Desain Kelas Node dan Fungsi Init
KelasNodemerepresentasikan vertex pada graf. Nodememiliki po-
inter yang akan merujuk pada parent dari vertex, pointer yang akan
merujuk pada himpunan bridge-block parent dari vertex dan poin-
ter yang akan merujuk pada himpunan connected component dari
vertex. Node juga menyimpan nilai ukuran connected component
yang tergabung dengan vertex tersebut dan nilai counter yang ak-
an digunakan untuk penomoran vertex ketika proses penggabung-
an bridge-block. Pseudocode Fungsi Init ditunjukkan pada Gambar
3.2
1 u:parent = NULL
2 u:bParent = u
3 u:cParent = u
4 u:cSize = 1
5 u:counter = 0
Gambar 3.2: Pseudocode Fungsi Init
Fungsi Init akan mengatur nilai inisialisasi node. Pada tahap inisia-
lisasi awal, nilai pointer parent akan merujuk pada NULL. Pointer
bridge-block dan connected component akan merujuk pada node itu
sendiri yangmenandakan bahwa vertex tersebut merupakan root da-
ri himpunan bridge-block dan connected component node tersebut.
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Nilai ukuran connected component bernilai satu dan nilai counter
untuk inisialisasi bernilai nol.
3.3 Desain Fungsi InsertEdge
Fungsi InsertEdge menerima dua parameter u dan v yaitu vertex
yang mengalami pertambahan edge. Fungsi InsertEdge akan me-
lihat kondisi pasangan vertex u dan v sebelum mengalami pertam-
bahan edge sesuai dengan kondisi yang telah dijelaskan pada subbab
2.2 . Pseudocode dari Fungsi InsertEdge dijelaskan pada Gambar
3.3.
1 bU = FindBridgeBlock(u)
2 bV = FindBridgeBlock(v)
3 if bU == bV
4 return
5 else cU = FindComponent(u)
6 cV = FindComponent(v)
7 if cU == cV
8 MergeBridgeBlock(bU; bV )
9 else bridge = bridge+ 1
10 if cU:cSize < cV:cSize
11 SetRoot(bU)
12 bU:parent = bV
13 bU:cParent = bV
14 cV:cSize = cV:cSize+ cU:cSize
15 else SetRoot(bV)
16 bV:parent = bU
17 bV:cParent = bU
18 cU:cSize = cU:cSize+ cV:cSize
Gambar 3.3: Pseudocode Fungsi InsertEdge
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3.4 Desain Fungsi FindBridgeBlock
Fungsi FindBridgeBlock akan memberikan nilai kembali berupa
himpunan bridge-block dari node. Himpunan bridge-block dida-
patkan dengan cara menelusuri arah bridge-block parent dari node
hingga bridge-block parent dari sebuah node adalah node itu sendi-
ri. Agar lebih optimal dilakukan juga path compresssion pada struk-
tur data disjoint set yang merepresentasikan himpunan bridge-block
dengan cara menghubungkan langsung setiap node yang dikunjungi
dalam proses ini dengan root dari himpunan bridge-block. Pseudo-
code Fungsi FindBridgeBlock ditunjukkan pada Gambar 3.4
1 if u == u:bParent
2 return u
3 else u:bParent = FindBridgeBlock(u:bParent)
4 return u:bParent
Gambar 3.4: Pseudocode Fungsi FindBridgeBlock
3.5 Desain Fungsi FindComponent
Fungsi FindComponent akan memberikan nilai kembali berupa
himpunan connected component dari node. Himpunan connected
component didapatkan dengan cara menelusuri arah connected
component parent dari node hingga bridge-block parent dari sebu-
ah node adalah node itu sendiri. Pada fungsi ini juga dilakukan path
compresssion pada struktur data disjoint set yang merepresentasik-
an himpunan connected component, setiap node yang dilewati pada
akhirnya akan merujuk ke root dari connected component. Pseudo-
code Fungsi FindComponent ditunjukkan pada Gambar 3.5
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1 uB = FindBridgeBlock(u)
2 if uB == uB:cParent
3 return uB
4 else uB:cParent = FindBridgeBlock(uB:cParent)
5 return uB:cParent
Gambar 3.5: Pseudocode Fungsi FindComponent
3.6 Desain Fungsi SetRoot
Fungsi SetRoot akan menjadikan node tersebut sebagai root dari
himpunan connected component dengan cara mengubah arah par-
ent pointer mengarah ke child berlaku untuk setiap node yang di-
kunjungi antara path node tersebut dengan root. Pseudocode Fungsi
SetRoot ditunjukkan pada Gambar 3.6
1 now = FindBridgeBlock(u)
2 root = u
3 child = NULL
4 while now 6= NULL
5 if now:parent 6= NULL
6 next = FindBridgeBlock(now:parent)
7 else next = NULL
8 now:parent = child
9 now:cParent = root
10 child = now
11 now = next
12 root:cSize = child:cSize
Gambar 3.6: Pseudocode Fungsi SetRoot
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3.7 Desain Fungsi MergeBridgeBlock
Fungsi MergeBridgeBlock menerima dua parameter u dan v yang
merupakan vertex yang mengakibatkan terbentuknya cycle akibat
penambahan edge di antara kedua vertex tersebut. Fungsi Merge-
BridgeBlock akan menggabungkan bridge-block yang terdapat da-
lam path(u, v) menjadi satu bridge-block. Proses menggabungk-
an bridge-block ini akan menghapus bridge yang berada di anta-
ra path(u, v). Penggabungan bridge-block dilakukan dengan cara
mencari LCA dari bridge-block yang ada dalam path(u, v) dan se-
luruh himpunan bridge-block yang dikunjungi pada akhirnya akan
merujuk pada LCA. Jumlah bridge pada proses ini akan berkurang
sebanyak jumlah bridge-block yang dilewati dalam path(u, v) kecu-
ali LCA. Pseudocode Fungsi MergeBridgeBlock ditunjukkan pada
Gambar 3.7
1 lca = LCA(u; v)
2 for each node 2 path(u; v)
3 if node 6= lca
4 node:bParent = lca
5 bridge = bridge  1
Gambar 3.7: Pseudocode Fungsi MergeBridgeBlock
BAB 4
IMPLEMENTASI
Pada bab ini akan dijelaskan implementasi dari algoritma dan struk-
tur data berdasarkan desain yang telah dilakukan.
4.1 Lingkungan Implementasi
Lingkungan implementasi dan pengembangan yang dilakukan ada-
lah sebagai berikut:
1. Perangkat Keras
• Processor Intel Core i3-2120 CPU @ 3.30GHz x 2.
• Memory 7.7 GB.
2. Perangkat Lunak
• Sistem operasi Linux Mint 17.3 Rosa Cinnamon 64-bit.
• Integrated Development Environment Code::Blocks
13.12.
4.2 Implementasi Fungsi Main
Fungsi Main diimplementasikan sesuai pseudocode subbab 3.1. Pa-
da awalnya sistem akan mendeklarasikan variabel-variabel yang di-
butuhkan dan melakukan inisialisasi nilai dari struct node yang me-
rupakan representasi vertex pada graf. Untuk setiap masukan pe-
nambahan edge terhadap pasangan vertex sistem akan menjalankan
fungsi InsertEdge(u, v) yang akanmelakukan penambahan edge dan
komputasi jumlah bridge lalu menampilkan luaran berupa jumlah
bridge yang terdapat pada graf. Didefenisikan juga makro scanInt
sebagai metode input yang lebih cepat dari scanf. Implementasi dari
Fungsi Main dapat dilihat pada Kode Sumber 4.1.
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1 # de f i n e s c a n I n t ( a ) do c= g e t c h a r _ u n l o c k e d ( ) ; \
2 whi le ( c <48 ) ; \
3 f o r ( a =0; c >=48; c= g e t c h a r _ u n l o c k e d ( ) ) a=a *10+c 48;
4
5 i n t main ( ) {
6 i n t t , m, u , v ; char c ;
7 l a b e l C o u n t e r = 0 ;
8 s t r u c t Node node [ 5 0 0 0 0 ] ;
9 s c a n I n t ( t ) ;
10 whi le ( t  ) {
11 b r i d g e = 0 ;
12 s c a n I n t ( n ) ; s c a n I n t (m) ;
13 f o r ( i n t i =0 ; i <=n 1; i ++) {
14 node [ i ] . r e s e t ( ) ;
15 }
16 f o r ( i n t i =1 ; i <=m; i ++) {
17 s c a n I n t ( u ) ; s c a n I n t ( v ) ;
18 node [ u ] . i n s e r t E d g e (&node [ v ] ) ;
19 p r i n t f ( ”%d \ n” , b r i d g e ) ;
20 }
21 }
22 re turn 0 ;
23 }
Kode Sumber 4.1: Implementasi Fungsi Main
4.3 Implementasi Variabel Global
1 i n t n , b r i dge , l a b e l C o u n t e r ;
Kode Sumber 4.2: Implementasi Variabel Global
Variabel dengan scope global dibutuhkan untuk kemudahan pe-
ngaksesan sebuah variabel oleh setiap fungsi yang inginmengakses-
nya. Penggunaan variabel global pada implementasi ini diterapkan
pada variabel bridge yang merepresentasikan jumlah bridge graf,
variabel n yang merepresentasikan jumlah vertex pada graf dan juga
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variabel labelCounter yang akan digunakan untuk pelabelan vertex
saat mencari LCA dari dua bride-block dalam satu himpunan con-
nected component. Implementasi dari variabel global dapat dilihat
pada Kode Sumber 4.2.
4.4 Implementasi Struct Node
Struct Node merupakan implementasi dari desain Kelas Node pa-
da subbab 3.2 dan merupakan representasi sebuah vertex v pada
graf. Pada Struct Node juga terdapat implementasi algoritma yang
digunakan pada komputasi jumlah bridge. Implementasi dari Struct
Node dapat dilihat pada Kode Sumber 4.3.
1 s t r u c t Node {
2 s t r u c t Node * pa r en t , * bPa ren t , * c P a r e n t ;
3 i n t cS ize , l a b e l ;
4
5 void r e s e t ( ) {
6 p a r e n t = NULL;
7 bPa r e n t = t h i s ;
8 c P a r e n t = t h i s ;
9 cS i z e = 1 ;
10 l a b e l =  1;
11 }
12 }
Kode Sumber 4.3: Implementasi Struct Node
Pada line 2 dilakukan deklarasi tipe data pointer yang akan disimp-
an pada struct node. Pointer Node *parent akan menyimpan nilai
pointer dari parent node, pointer *bParent akan menyimpan alamat
pointer bridge-block parent dari node dan pointer *cParent akan
menyimpan alamat pointer connected component parent dari node.
Pada line 3 dilakukan deklarasi nilai cSize dan nilai label. Nilai
cSize adalah ukuran himpunan connected component tergabung de-
ngan vertex. Sedangkan nilai label akan digunakan sebagai coun-
ter saat penggabungan node ketika penambahan edgemenghasilkan
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cycle.
4.5 Implementasi Fungsi InsertEdge
Fungsi InsertEdge melakukan proses penambahan edge(u, v) de-
ngan memperhatikan beberapa kondisi seperti yang telah dijelaskan
pada subbab 2.2. Implementasi dari Fungsi InsertEdge dapat dilihat
pada Kode Sumber 4.4.
1 void i n s e r t E d g e ( s t r u c t Node *v ) {
2 s t r u c t Node *bu = t h i s  >f i n dB r i d g eB l o ck ( ) ;
3 s t r u c t Node *bv = v >f i n dB r i d g eB l o ck ( ) ;
4 i f ( bu != bv ) {
5 s t r u c t Node *cu = bu >findComponent ( ) ;
6 s t r u c t Node *cv = bv >findComponent ( ) ;
7 i f ( cu == cv ) {
8 bu >mergeBr idgeBlock ( bv ) ;
9 }
10 e l s e {
11 i f ( cu >cS i z e < cv >cS i z e ) {
12 bu >s e tRoo t ( ) ;
13 bu >p a r e n t = bv ;
14 bu >cP a r e n t = bv ;
15 cv >cS i z e += bu >cS i z e ;
16 }
17 e l s e {
18 bv >s e tRoo t ( ) ;
19 bv >p a r e n t = bu ;
20 bv >cP a r e n t = bu ;
21 cu >cS i z e += bv >cS i z e ;
22 }




Kode Sumber 4.4: Implementasi Fungsi InsertEdge
Pada Kode Sumber 4.4 line 2-3 akan mendapatkan himpunan
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bridge-block dari u dan v. Jika u dan v memiliki bridge-block yang
sama maka tidak ada perubahan pada jumlah bridge maupun struk-
tur data pada graf. Jika u dan v berada pada bridge-block yang
berbeda maka akan dilihat nilai dari connected component masing-
masing node u dan v seperti yang dijelaskan pada line 5-6. Jika
u dan v terdapat pada himpunan connected component yang sama
maka akan dipanggil fungsi mergeBridgeBlock. Jika u dan v bera-
da pada himpunan connected component yang berbeda maka edge
tersebut adalah bridge dan salah satu dari u atau v akan menjadi
root dari himpunan connected componentnya dan menjadi child da-
ri yang lain seperti yang dijelaskan pada line 11-23.
4.6 Implementasi Fungsi FindBridgeBlock
Fungsi FindBridgeBlock memberikan nilai kembali berupa him-
punan bridge-block dari vertex tersebut. Implementasi dari Fungsi
FindBridgeBlock dapat dilihat pada Kode Sumber 4.5.
1 s t r u c t Node* f i n dB r i d g eB l o ck ( ) {
2 s t r u c t Node* bPa r e n t = t h i s  >bPa r e n t ;
3 i f ( bP a r e n t == t h i s ) re turn t h i s ;
4 e l s e {
5 t h i s  >bPa r e n t = bPa ren t >f i n dB r i d g eB l o c k ( ) ;
6 re turn th i s  >bPa r e n t ;
7 }
8 }
Kode Sumber 4.5: Implementasi Fungsi FindBridgeBlock
Kode Sumber 4.5 merupakan implementasi dari path-compression
disjoint-set pada bridge-block. Jika bParent dari struct node adalah
struct node itu sendiri maka fungsi akan memberikan nilai kemba-
li node tersebut. Jika tidak maka fungsi akan mencari lagi secara
rekursif dan pointer bParent dari setiap node yang dikunjungi akan
mengarah pada root dari bridge-block tersebut.
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4.7 Implementasi Fungsi FindComponent
Fungsi FindComponent memberikan nilai kembali berupa himpun-
an connected component dari vertex tersebut. Implementasi dari
Fungsi FindComponent dapat dilihat pada Kode Sumber 4.6.
1 s t r u c t Node* f indComponent ( ) {
2 s t r u c t Node* b = t h i s  >f i n dB r i d g eB l o ck ( ) ;
3 i f ( b == b >cP a r e n t ) re turn b ;
4 e l s e {
5 b >cP a r e n t = b >cPa r en t >findComponent ( ) ;
6 re turn b >cP a r e n t ;
7 }
8 }
Kode Sumber 4.6: Implementasi Fungsi FindComponent
4.8 Implementasi Fungsi SetRoot
Fungsi SetRoot akan menjadikan vertex tersebut sebagai root pada
himpunan connected component. Implementasi dari Fungsi SetRo-
ot dapat dilihat pada Kode Sumber 4.7.
1 void s e tRoo t ( ) {
2 s t r u c t Node *now = t h i s  >f i n dB r i d g eB l o ck ( ) ;
3 s t r u c t Node * r o o t = t h i s , * c h i l d = NULL;
4 whi le ( now ) {
5 s t r u c t Node *b ;
6 i f ( now >p a r e n t )
7 b = now >pa r en t >f i n dB r i d g eB l o ck ( ) ;
8 e l s e b = NULL;
9 now >p a r e n t = c h i l d ;
10 now >cP a r e n t = r o o t ;
11 c h i l d = now ;
12 now = b ;
13 }
14 roo t >cS i z e = ch i l d  >cS i z e ;
15 }
Kode Sumber 4.7: Implementasi Fungsi SetRoot
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4.9 Implementasi Fungsi MergeBridgeBlock
Fungsi MergeBridgeBlock menggabungkan bridge-block yang ada
pada path(u, v) menjadi satu. Implementasi dari Fungsi MergeBri-
dgeBlock dapat dilihat pada Kode Sumber 4.8.
1 void mergeBr idgeBlock ( s t r u c t Node *v ) {
2 l a b e l C o u n t e r ++;
3 s t r u c t Node *pathX [50000 ] , * pathY [ 5 0 0 0 0 ] ;
4 i n t xEnd = 0 , yEnd = 0 ;
5 s t r u c t Node * l c a = NULL, *x = t h i s , *y = v ;
6 whi le ( t rue ) {
7 i f ( x ) {
8 x = x >f i n dB r i d g eB l o c k ( ) ;
9 pathX [ xEnd++] = x ;
10 i f ( x > l a b e l == l a b e l C o u n t e r ) {
11 l c a = x ; break ;
12 }
13 x > l a b e l = l a b e l C o u n t e r ;
14 x = x >p a r e n t ;
15 }
16 i f ( y ) {
17 y = y >f i n dB r i d g eB l o c k ( ) ;
18 pathY [ yEnd++] = y ;
19 i f ( y > l a b e l == l a b e l C o u n t e r ) {
20 l c a = y ; break ;
21 }
22 y > l a b e l = l a b e l C o u n t e r ;
23 y = y >p a r e n t ;
24 }
25 }
26 f o r ( i n t i =0 ; i <xEnd && pathX [ i ] != l c a ; i ++) {
27 pathX [ i ] >bPa r e n t = l c a ; b r i dge   ;
28 }
29 f o r ( i n t i =0 ; i <yEnd && pathY [ i ] != l c a ; i ++) {
30 pathY [ i ] >bPa r e n t = l c a ; b r i dge   ;
31 }
32 }
Kode Sumber 4.8: Implementasi Fungsi MergeBridgeBlock
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Pada fungsi ini akan dilakukan pencarian LCA antara bridge-block
dari u dan v. Karena u dan v berada pada himpunan connected com-
ponent yang sama sebelumnya, maka edge yang ditambahkan akan
membentuk cycle dan edge yang ada pada path(u, v) bukan lagi se-
buah bridge. Untuk mendapatkan bridge yang ada pada path(u, v)
ditelusuri bridge-block parent dimulai dari vertex u dan v. Penca-
rian LCA dilakukan dengan cara memberi label setiap bridge-block
yang dikunjungi dan jika terdapat node yang menjadi titik pertemu-
an dari penelusuran bridge-block vertex u dan v maka node tersebut
adalah LCA, proses ini dijelaskan pada line 6-27. Line 28-39 akan
mengarahkan bParent dari setiap node yang telah dikunjungi untuk
mengarah ke LCA yang telah didapatkan pada proses sebelumnya.
Pada proses ini juga akan dilakukan pengurangan nilai bridge pada
graf.
BAB 5
UJI COBA DAN EVALUASI
Pada bab ini akan dijelaskan tentang uji coba dan evaluasi dari im-
plementasi sistem yang telah dilakukan pada bab 4.
5.1 Lingkungan Uji Coba
Lingkungan uji coba menggunakan sebuah komputer dengan spesi-
fikasi perangkat lunak dan perangkat keras sebagai berikut:
• Perangkat Keras:
– Processor Intel Core i3-2120 CPU @ 3.30GHz x 2.
– Memory 7.7 GB.
– 64-bit Operating System, x64 based processor.
• Perangkat Lunak:
– Sistem operasi Linux Mint 17.3 Rosa Cinnamon 64-bit.
– Integrated Development Environment Code::Blocks
13.12.
5.2 Skenario Uji Coba
Pada subbab ini akan dijelaskan skenario uji coba yang dilakukan.
Skenario uji coba terdiri dari uji coba kebenaran dan uji coba kiner-
ja.
5.2.1 Uji Coba Kebenaran
Uji coba kebenaran dilakukan dengan analisis penyelesaian sebuah
contoh kasus dengan pendekatan penyelesaian yang telah dijelaskan
pada subbab 2.2 dengan hasil dari luaran program dan pengumpulan
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berkas kode sumber hasil implementasi ke situs sistem penilaian
daring SPOJ. Permasalahan yang diselesaikan adalahOnline Bridge
Searching dengan kode ONBRIDGE.
Kasus yang akan digunakan sebagai bahan uji kebenaran dalam ana-
lisis penyelesaian dengan hasil luaran program adalah data uji yang
dihasilkan oleh data generator yang telah dijelaskan pada subbab
2.6. Hasil data uji dari data generator dengan jumlah 1 kasus uji,
jumlah vertex 6 dan jumlah operasi penambahan edge 8 dapat dili-











Gambar 5.1: Contoh kasus uji hasil dari data generator.
Langkah pertama dilakukan inisialisasi node dari sejumlah vertex
yang ada pada kasus uji. Tahap inisialisasi dapat dilihat pada Gam-
bar 5.2.
Vertex yang mengalami pertambahan edge pada operasi pertama
adalah vertex 5 dan 3. Operasi ini membentuk bridge dan karena ke-
dua vertex memiliki ukuran himpunan connected-component yang
sama maka salah satu vertex (vertex 5) menjadi parent dari vertex
lainnya (vertex 3) pada parent sets dan connected-component sets.
Pada operasi ini jumlah bridge bertambah menjadi 1 sehingga pro-
gram seharusnya mengeluarkan luaran 1 setelah operasi ini. Ilus-
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Gambar 5.2: Inisialisasi contoh kasus uji.
trasi dari operasi penambahan edge(5, 3) dijelaskan pada Gambar
5.3.
Gambar 5.3: Ilustrasi penambahan edge(5, 3) pada contoh kasus uji.
50
Operasi selanjutnya menambahkan edge antara vertex 5 dan vertex
4. Ukuran himpunan connected-component dari vertex 5 saat ini
lebih besar daripada vertex 4. Sehingga vertex 4 akan menjadik-
an dirinya root dari himpunan connected-componentnya dan par-
ent dari vertex 4 selanjutnya adalah bridge-block root dari vertex 5
yang mana merupakan vertex 5 itu sendiri. Setelah operasi ini jum-
lah bridge pada graf bertambah menjadi 2. Operasi penambahan
edge antara vertex 1 dan 4 juga membentuk bridge karena 1 memi-
liki ukuran himpunan connected-component yang lebih kecil maka
1 akan menjadi root dari himpunan connected-componentnya dan
parent dari 1 selanjutnya adalah vertex 4. Jumlah bridge setelah
operasi ini adalah 3. Penambahan edge antara vertex 2 dan 5 mem-
bentuk bridge dan parent dari vertex 2 pada component-sets dan
parent-sets adalah vertex 5. Jumlah bridge setelah operasi ini men-
jadi 4. Ilustrasi dari ketiga operasi di atas dijelaskan pada Gambar
5.4, 5.5 dan 5.6.
Gambar 5.4: Ilustrasi penambahan edge(5, 4) pada contoh kasus uji.
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Gambar 5.5: Ilustrasi penambahan edge(1, 4) pada contoh kasus uji.
Gambar 5.6: Ilustrasi penambahan edge(2, 5) pada contoh kasus uji.
Operasi penambahan edge antara vertex 4 dan 2 akan membentuk
cycle dikarenakan vertex 4 dan 2 berada pada himpunan connected-
component yang sama namun dalam bridge-block yang berbeda.
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Maka akan dicari LCA antara kedua vertex dengan cara masing-
masing vertex mencari bridge-block root masing-masing dan ke-
mudian menuju pada bridge-block selanjutnya dengan cara melihat
parent dari vertex pada parent sets. Akhirnya didapatkan LCA an-
tara kedua vertex tersebut adalah vertex 5 dan semua bridge-block
yang telah dilewati sebelumnya (vertex 4 dan vertex 2) akan meru-
juk pada vertex 5 pada bridge-block sets. Edge yang dilewati selama
proses ini bukan lagi sebuah bridge-block sehingga jumlah bridge
setelah operasi ini adalah 2. Operasi penambahan edge antara ver-
tex 3 dan 2 juga membentuk cycle. LCA antara kedua vertex ini
adalah vertex 5. Karena bridge-block root dari vertex 2 adalah 5
maka jumlah bridge yang berkurang pada operasi ini hanya 1 da-
ri vertex 3 ke 5. Selanjutnya vertex 3 akan merujuk pada vertex 5
pada bridge-block sets. Jumlah bridge setelah operasi ini adalah
1. Kedua operasi ini diilustrasikan pada Gambar 5.7, 5.8, 5.9 dan
5.10.
Gambar 5.7: Ilustrasi penambahan edge(4, 2) pada contoh kasus uji (1).
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Gambar 5.8: Ilustrasi penambahan edge(4, 2) pada contoh kasus uji (2).
Gambar 5.9: Ilustrasi penambahan edge(3, 2) pada contoh kasus uji (1).
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Gambar 5.10: Ilustrasi penambahan edge(3, 2) pada contoh kasus uji (2).
Operasi selanjutnya adalah operasi penambahan edge antara vertex
5 dan 1. Operasi ini membentuk cyclemaka edge yang ada di antara
path(1, 5) bukan lagi sebuah bridge. Bridge-block dan edge yang
berada di antara path(1, 5) bisa didapatkan dengan mencari LCA
antara kedua vertex dengan cara melihat ke arah bridge-block root
dari vertex lalu melihat ke arah parent dari vertex pada himpunan
parent sets dan berulang hingga mencapai titik temu antara kedua
vertex. LCA antara kedua vertex ini adalah vertex 5 dan jumlah
bridge yang berkurang adalah 1 dari vertex 1 ke vertex 4. Selanjut-
nya vertex 1 akan merujuk pada vertex 5 pada bridge-block sets dan
jumlah bridge setelah operasi ini adalah 0. Operasi ini digambarkan
pada Gambar 5.11 dan 5.12.
Operasi terakhir yaitu penambahan edge antara vertex 1 dan 3 tidak
merubah apapun dari struktur data karena vertex 1 dan 3 sudah ber-
ada pada bridge-block dan juga tidak merubah jumlah bridge pada
graf. Operasi ini digambarkan pada Gambar 5.13 dan 5.14.
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Gambar 5.11: Ilustrasi penambahan edge(5, 1) pada contoh kasus uji (1).
Gambar 5.12: Ilustrasi penambahan edge(5, 1) pada contoh kasus uji (2).
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Gambar 5.13: Ilustrasi penambahan edge(1, 3) pada contoh kasus uji (1).
Gambar 5.14: Ilustrasi penambahan edge(1, 3) pada contoh kasus uji (2).
Dari hasil analisis di atas urutan jumlah bridge untuk setiap opera-
si adalah 1, 2, 3 4, 2, 1, 0 dan 0. Kemudian sistem penyelesaian
dijalankan dan diberi masukan sesuai dengan contoh kasus uji dari
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analisis sebelumnya dan hasil dari luaran sistem adalah 1, 2, 3 ,4, 2,
1, 0 dan 0 seperti yang terlihat pada Gambar 5.15.
Gambar 5.15: Hasil luaran program pada contoh kasus uji.
Selanjutnya dilakukan juga uji kebenaran dengan mengumpulkan
berkas kode sumber ke situs SPOJ dapat dilihat umpan balik sis-
tem. Hasil uji kebenaran dan peringkat waktu eksekusi program saat
pengumpulan kasus uji pada situs SPOJ ditunjukkan pada Gambar
5.16 dan 5.17.
Gambar 5.16: Hasil uji kebenaran pada situs SPOJ.
Dari hasil uji coba yang telah dilakukan kode sumber programmen-
dapat umpan balik Accepted. Waktu yang dibutuhkan program ada-
lah 0.02 detik danmemori yang dibutuhkan program adalah 3.9MB.
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Gambar 5.17: Peringkat waktu eksekusi program Online Bridge Sear-
ching pada situs SPOJ.
Hal itu membuktikkan bahwa implementasi yang dilakukan telah
berhasil menyelesaikan permasalahan komputasi jumlah bridge se-
suai dengan batasan-batasan yang telah ditetapkan. Setelah itu di-
lakukan pengiriman kode sumber implementasi sebanyak 30 kali
untuk melihat variasi waktu dan memori yang dibutuhkan program.
Grafik hasil uji coba sebanyak 30 kali ditunjukkan dalam Gambar
5.18.
Dari hasil pengumpulan kode sebanyak 30 kali, didapat waktu rata-
rata program yaitu 0.031 detik dan penggunaan memori rata-rata
yang dibutuhkan program yaitu 3.9MB.
5.2.2 Uji Coba Kinerja
Untuk n vertex dan m operasi penambahan edge, algoritma yang
ditawarkan memiliki kompleksitas waktu O(M((N))) Uji coba
kinerja dilakukan dengan membuat operasi penambahan edge pa-
da graf secara acak sesuai dengan batasan masalah pada subbab
2.5. Setelah itu dilakukan komparasi kinerja untuk melihat penga-
ruh jumlah vertex dan pengaruh operasi penambahan edge terhadap
pertumbuhan waktu.
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5.2.2.1 Pengaruh Jumlah Vertex Terhadap Waktu
Jumlah vertex diatur bervariasi antara 1.000 hingga 50.000 vertex
dengan rentang 1.000 dan banyak operasi penambahan edge dibu-
at tetap yaitu 25.000, 50.000, 75.000 dan 100.000 untuk melihat
perbandingan pengaruh jumlah vertex terhadap pertumbuhan wak-
tu dengan jumlah operasi tetap. Hasil uji coba ditunjukkan pada
Gambar 5.19.
5.2.2.2 Pengaruh Jumlah Operasi Terhadap Waktu
Jumlah operasi penambahan edge diatur bervariasi antara 2.000
hingga 100.000 vertex dengan rentang 2.000 dan banyak vertex di-
buat tetap yaitu 12.500, 25.000, 37.500 dan 50.000 untuk melihat
perbandingan pengaruh jumlah operasi penambahan edge terhadap
pertumbuhan waktu dengan jumlah vertex tetap. Hasil uji coba di-





































































Pada bab ini akan dijelaskan kesimpulan dari hasil uji coba yang
telah dilakukan.
6.1 Kesimpulan
Dari hasil uji coba yang telah dilakukan terhadap implementasi so-
lusi untuk permasalahan komputasi jumlah bridge pada graf dina-
mis inkremental dapat diambil kesimpulan sebagai berikut:
1. Penyelesaian permasalahan komputasi jumlah bridge pada
graf dinamis inkremental dengan memperhatikan kondisi pa-
sangan vertex yang mengalami pertambahan edge dengan
bantuan struktur data disjoint set dan pendekatan heuristik
union by weight dan path-compression memiliki kompleksi-
tas waktu amortized O(M((N))) dimana (N) adalah in-
vers dari fast-growing ackermann function dan bernilai  4
untuk setiap N.
2. Informasi himpunan bridge-block dan connected-component
yang terkait pada sebuah vertex dapat dimanfaatkan untuk
komputasi jumlah bridge secara online ketika ada modifikasi
pada graf karena pertambahan edge.
3. Implementasi dari solusi yang ditawarkan pada Tugas Akhir
ini telah berhasil menyelesaikan permasalahanOnline Bridge
Searching sesuai dengan batasan yang telah ditentukan de-
ngan cukup optimal.
4. Waktu dan penggunaan memori rata-rata yang diperlukan un-
tuk menyelesaikan permasalahan Online Bridge Searching
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dari 30 kali uji coba pada situs SPOJ adalah 0.031 detik dan
penggunaan memori sebesar 3.9 MB.
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Halaman ini sengaja dikosongkan
LAMPIRAN A
HASIL UJI PADA SITUS SPOJ SEBANYAK 30 KALI
Berikut merupakan lampiran hasil uji coba pengumpulan berkas ko-
de solusi pada situs SPOJ sebanyak 30 kali dari grafik yang ditam-
pilkan pada Gambar 5.18.
Gambar A.1: Hasil uji pada situs SPOJ sebanyak 30 kali (1).
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Gambar A.2: Hasil uji pada situs SPOJ sebanyak 30 kali (2).
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Gambar A.3: Hasil uji pada situs SPOJ sebanyak 30 kali (3).
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Halaman ini sengaja dikosongkan
LAMPIRAN B
HASIL UJI KINERJA JUMLAH OPERASI M TETAP
Berikut merupakan lampiran hasil uji kinerja dengan nilai jumlah
operasi M tetap dari grafik pada Gambar 5.19.
Tabel B.1: Hasil uji dengan nilai jumlah operasi M tetap 25.000.
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
1 1000 25000 0.05
2 2000 25000 0.059
3 3000 25000 0.066
4 4000 25000 0.072
5 5000 25000 0.078
6 6000 25000 0.085
7 7000 25000 0.091
8 8000 25000 0.097
9 9000 25000 0.102
10 10000 25000 0.107
11 11000 25000 0.111
12 12000 25000 0.116
13 13000 25000 0.119
14 14000 25000 0.121
15 15000 25000 0.123
16 16000 25000 0.125
17 17000 25000 0.125
18 18000 25000 0.126
19 19000 25000 0.124
20 20000 25000 0.123
21 21000 25000 0.12
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Tabel B.1: Hasil uji dengan nilai jumlah operasiM tetap 25.000 (lanjutan).
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
22 22000 25000 0.118
23 23000 25000 0.117
24 24000 25000 0.113
25 25000 25000 0.111
26 26000 25000 0.108
27 27000 25000 0.104
28 28000 25000 0.101
29 29000 25000 0.099
30 30000 25000 0.095
31 31000 25000 0.093
32 32000 25000 0.089
33 33000 25000 0.087
34 34000 25000 0.084
35 35000 25000 0.081
36 36000 25000 0.08
37 37000 25000 0.077
38 38000 25000 0.075
39 39000 25000 0.073
40 40000 25000 0.071
41 41000 25000 0.07
42 42000 25000 0.068
43 43000 25000 0.067
44 44000 25000 0.066
45 45000 25000 0.066
46 46000 25000 0.065
47 47000 25000 0.065
48 48000 25000 0.064
49 49000 25000 0.064
50 50000 25000 0.064
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Tabel B.2: Hasil uji dengan nilai jumlah operasi M tetap 50.000.
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
1 1000 50000 0.092
2 2000 50000 0.105
3 3000 50000 0.112
4 4000 50000 0.118
5 5000 50000 0.124
6 6000 50000 0.131
7 7000 50000 0.137
8 8000 50000 0.144
9 9000 50000 0.151
10 10000 50000 0.158
11 11000 50000 0.165
12 12000 50000 0.172
13 13000 50000 0.18
14 14000 50000 0.186
15 15000 50000 0.193
16 16000 50000 0.201
17 17000 50000 0.207
18 18000 50000 0.212
19 19000 50000 0.217
20 20000 50000 0.221
21 21000 50000 0.226
22 22000 50000 0.229
23 23000 50000 0.234
24 24000 50000 0.236
25 25000 50000 0.24
26 26000 50000 0.243
27 27000 50000 0.243
28 28000 50000 0.247
29 29000 50000 0.247
30 30000 50000 0.249
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Tabel B.2: Hasil uji dengan nilai jumlah operasiM tetap 50.000 (lanjutan).
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
31 31000 50000 0.251
32 32000 50000 0.252
33 33000 50000 0.25
34 34000 50000 0.251
35 35000 50000 0.249
36 36000 50000 0.25
37 37000 50000 0.249
38 38000 50000 0.248
39 39000 50000 0.247
40 40000 50000 0.245
41 41000 50000 0.246
42 42000 50000 0.246
43 43000 50000 0.242
44 44000 50000 0.238
45 45000 50000 0.235
46 46000 50000 0.233
47 47000 50000 0.231
48 48000 50000 0.228
49 49000 50000 0.226
50 50000 50000 0.226
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Tabel B.3: Hasil uji dengan nilai jumlah operasi M tetap 75.000.
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
1 1000 75000 0.135
2 2000 75000 0.152
3 3000 75000 0.158
4 4000 75000 0.164
5 5000 75000 0.17
6 6000 75000 0.177
7 7000 75000 0.184
8 8000 75000 0.19
9 9000 75000 0.197
10 10000 75000 0.204
11 11000 75000 0.213
12 12000 75000 0.221
13 13000 75000 0.23
14 14000 75000 0.237
15 15000 75000 0.244
16 16000 75000 0.252
17 17000 75000 0.26
18 18000 75000 0.265
19 19000 75000 0.273
20 20000 75000 0.279
21 21000 75000 0.285
22 22000 75000 0.292
23 23000 75000 0.3
24 24000 75000 0.304
25 25000 75000 0.309
26 26000 75000 0.315
27 27000 75000 0.32
28 28000 75000 0.326
29 29000 75000 0.33
30 30000 75000 0.334
76
Tabel B.3: Hasil uji dengan nilai jumlah operasiM tetap 75.000 (lanjutan).
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
31 31000 75000 0.339
32 32000 75000 0.347
33 33000 75000 0.346
34 34000 75000 0.349
35 35000 75000 0.354
36 36000 75000 0.357
37 37000 75000 0.362
38 38000 75000 0.365
39 39000 75000 0.366
40 40000 75000 0.37
41 41000 75000 0.37
42 42000 75000 0.377
43 43000 75000 0.38
44 44000 75000 0.376
45 45000 75000 0.377
46 46000 75000 0.379
47 47000 75000 0.381
48 48000 75000 0.383
49 49000 75000 0.381
50 50000 75000 0.383
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Tabel B.4: Hasil uji dengan nilai jumlah operasi M tetap 100.000.
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
1 1000 100000 0.18
2 2000 100000 0.2
3 3000 100000 0.206
4 4000 100000 0.212
5 5000 100000 0.218
6 6000 100000 0.225
7 7000 100000 0.232
8 8000 100000 0.239
9 9000 100000 0.245
10 10000 100000 0.252
11 11000 100000 0.261
12 12000 100000 0.27
13 13000 100000 0.279
14 14000 100000 0.286
15 15000 100000 0.295
16 16000 100000 0.303
17 17000 100000 0.31
18 18000 100000 0.317
19 19000 100000 0.325
20 20000 100000 0.33
21 21000 100000 0.337
22 22000 100000 0.343
23 23000 100000 0.351
24 24000 100000 0.356
25 25000 100000 0.362
26 26000 100000 0.373
27 27000 100000 0.375
28 28000 100000 0.384
29 29000 100000 0.387
30 30000 100000 0.394
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Tabel B.4: Hasil uji dengan nilai jumlah operasi M tetap 100.000 (lanjut-
an).
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
31 31000 100000 0.398
32 32000 100000 0.406
33 33000 100000 0.41
34 34000 100000 0.416
35 35000 100000 0.424
36 36000 100000 0.427
37 37000 100000 0.434
38 38000 100000 0.44
39 39000 100000 0.442
40 40000 100000 0.448
41 41000 100000 0.452
42 42000 100000 0.455
43 43000 100000 0.463
44 44000 100000 0.463
45 45000 100000 0.469
46 46000 100000 0.473
47 47000 100000 0.474
48 48000 100000 0.48
49 49000 100000 0.485
50 50000 100000 0.489
LAMPIRAN C
HASIL UJI KINERJA JUMLAH VERTEX N TETAP
Berikut merupakan lampiran hasil uji kinerja dengan nilai jumlah
vertex N tetap dari grafik pada Gambar 5.20.
Tabel C.1: Hasil uji dengan nilai jumlah vertex N tetap 12.500.
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
1 12500 2000 0.005
2 12500 4000 0.01
3 12500 6000 0.015
4 12500 8000 0.023
5 12500 10000 0.036
6 12500 12000 0.051
7 12500 14000 0.064
8 12500 16000 0.077
9 12500 18000 0.089
10 12500 20000 0.099
11 12500 22000 0.107
12 12500 24000 0.115
13 12500 26000 0.121
14 12500 28000 0.129
15 12500 30000 0.133
16 12500 32000 0.138
17 12500 34000 0.142
18 12500 36000 0.149
19 12500 38000 0.151
20 12500 40000 0.157
21 12500 42000 0.161
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Tabel C.1: Hasil uji dengan nilai jumlah vertex N tetap 12.500 (lanjutan).
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
22 12500 44000 0.164
23 12500 46000 0.169
24 12500 48000 0.172
25 12500 50000 0.177
26 12500 52000 0.181
27 12500 54000 0.185
28 12500 56000 0.189
29 12500 58000 0.194
30 12500 60000 0.196
31 12500 62000 0.202
32 12500 64000 0.203
33 12500 66000 0.208
34 12500 68000 0.212
35 12500 70000 0.215
36 12500 72000 0.22
37 12500 74000 0.223
38 12500 76000 0.227
39 12500 78000 0.231
40 12500 80000 0.234
41 12500 82000 0.238
42 12500 84000 0.242
43 12500 86000 0.246
44 12500 88000 0.251
45 12500 90000 0.254
46 12500 92000 0.259
47 12500 94000 0.262
48 12500 96000 0.265
49 12500 98000 0.269
50 12500 100000 0.274
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Tabel C.2: Hasil uji dengan nilai jumlah vertex N tetap 25.000.
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
1 25000 2000 0.007
2 25000 4000 0.011
3 25000 6000 0.016
4 25000 8000 0.021
5 25000 10000 0.026
6 25000 12000 0.031
7 25000 14000 0.038
8 25000 16000 0.048
9 25000 18000 0.06
10 25000 20000 0.074
11 25000 22000 0.09
12 25000 24000 0.105
13 25000 26000 0.119
14 25000 28000 0.135
15 25000 30000 0.147
16 25000 32000 0.16
17 25000 34000 0.172
18 25000 36000 0.185
19 25000 38000 0.193
20 25000 40000 0.205
21 25000 42000 0.211
22 25000 44000 0.221
23 25000 46000 0.228
24 25000 48000 0.236
25 25000 50000 0.243
26 25000 52000 0.249
27 25000 54000 0.257
28 25000 56000 0.265
29 25000 58000 0.268
30 25000 60000 0.273
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Tabel C.2: Hasil uji dengan nilai jumlah vertex N tetap 25.000 (lanjutan).
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
31 25000 62000 0.279
32 25000 64000 0.284
33 25000 66000 0.289
34 25000 68000 0.296
35 25000 70000 0.301
36 25000 72000 0.307
37 25000 74000 0.31
38 25000 76000 0.316
39 25000 78000 0.318
40 25000 80000 0.322
41 25000 82000 0.328
42 25000 84000 0.331
43 25000 86000 0.337
44 25000 88000 0.339
45 25000 90000 0.344
46 25000 92000 0.349
47 25000 94000 0.353
48 25000 96000 0.358
49 25000 98000 0.362
50 25000 100000 0.365
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Tabel C.3: Hasil uji dengan nilai jumlah vertex N tetap 37.500.
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
1 37500 2000 0.008
2 37500 4000 0.012
3 37500 6000 0.017
4 37500 8000 0.021
5 37500 10000 0.026
6 37500 12000 0.031
7 37500 14000 0.035
8 37500 16000 0.041
9 37500 18000 0.046
10 37500 20000 0.052
11 37500 22000 0.059
12 37500 24000 0.07
13 37500 26000 0.083
14 37500 28000 0.097
15 37500 30000 0.111
16 37500 32000 0.126
17 37500 34000 0.143
18 37500 36000 0.156
19 37500 38000 0.171
20 37500 40000 0.185
21 37500 42000 0.201
22 37500 44000 0.213
23 37500 46000 0.226
24 37500 48000 0.24
25 37500 50000 0.251
26 37500 52000 0.263
27 37500 54000 0.273
28 37500 56000 0.285
29 37500 58000 0.296
30 37500 60000 0.304
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Tabel C.3: Hasil uji dengan nilai jumlah vertex N tetap 37.500 (lanjutan).
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
31 37500 62000 0.315
32 37500 64000 0.323
33 37500 66000 0.332
34 37500 68000 0.336
35 37500 70000 0.347
36 37500 72000 0.353
37 37500 74000 0.362
38 37500 76000 0.366
39 37500 78000 0.376
40 37500 80000 0.384
41 37500 82000 0.39
42 37500 84000 0.394
43 37500 86000 0.403
44 37500 88000 0.406
45 37500 90000 0.413
46 37500 92000 0.415
47 37500 94000 0.424
48 37500 96000 0.429
49 37500 98000 0.433
50 37500 100000 0.439
85
Tabel C.4: Hasil uji dengan nilai jumlah vertex N tetap 50.000.
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
1 50000 2000 0.009
2 50000 4000 0.013
3 50000 6000 0.018
4 50000 8000 0.023
5 50000 10000 0.027
6 50000 12000 0.032
7 50000 14000 0.036
8 50000 16000 0.041
9 50000 18000 0.046
10 50000 20000 0.051
11 50000 22000 0.056
12 50000 24000 0.062
13 50000 26000 0.068
14 50000 28000 0.074
15 50000 30000 0.083
16 50000 32000 0.096
17 50000 34000 0.106
18 50000 36000 0.12
19 50000 38000 0.134
20 50000 40000 0.149
21 50000 42000 0.164
22 50000 44000 0.178
23 50000 46000 0.194
24 50000 48000 0.21
25 50000 50000 0.226
26 50000 52000 0.239
27 50000 54000 0.255
28 50000 56000 0.267
29 50000 58000 0.283
30 50000 60000 0.297
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Tabel C.4: Hasil uji dengan nilai jumlah vertex N tetap 50.000 (lanjutan).
No. Jumlah Vertex Jumlah Operasi Waktu dalam sekon
31 50000 62000 0.311
32 50000 64000 0.321
33 50000 66000 0.332
34 50000 68000 0.344
35 50000 70000 0.356
36 50000 72000 0.365
37 50000 74000 0.378
38 50000 76000 0.39
39 50000 78000 0.395
40 50000 80000 0.405
41 50000 82000 0.416
42 50000 84000 0.424
43 50000 86000 0.438
44 50000 88000 0.44
45 50000 90000 0.45
46 50000 92000 0.457
47 50000 94000 0.471
48 50000 96000 0.472
49 50000 98000 0.479
50 50000 100000 0.488
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