We describe the design, functionality, and implementation of a data ow query language (DFQL), that graphically represents a query as a directed acyclic data ow graph. The language is well suited for application domains such as scienti c databases, where data analysis and visualization need to be tightly coupled with data retrieval, and the relationships between the entities are ill-de ned. Being a functional language, unlike most visual query languages that are declarative, DFQL provides the ability to combine data retrieval, analysis, and visualization, intuitively in a single query. We have implemented this language in a system being used in a long term data-intensive pavement research project.
Introduction
To de ne a query in a conventional database query language, a user must be familiar with the logical design of the database and the query language. With the recent advances in graphical user interfaces (GUI), visual query languages have been proposed to ease the user's burden of constructing a query. Almost all the visual query languages developed so far are declarative and rely on prior knowledge of the database schema. We argue that such declarative languages are not to represent queries in a universal relation model 6] . It can be thought of as a generalization of QBE that overcomes some of QBE's problems. However, the novelty of the universal relation model and the unfamiliarity and complexity of the hypergraph representation of a query may pose signi cant conceptual di culties to non-programmer users. The language VQL 7] represents a query as a conceptual graph, allowing quanti cation, recursion, and variable-imposed constraints.
The use of variables makes it hard to visualize a complex query in VQL, and its reliance on a novel data model (SSONET 8]) makes it di cult to adapt VQL to databases that use the traditional Entity-Relationship (ER) data model 9]. Other visual languages like QBD* 10], ERC 11] , and VKQL 12] represent a query by an ER or Enhanced ER (EER) 13] diagram. The key advantage of these ER-based approaches is that the query language is the same as the data de nition language, so that a query can be thought as an instantiation of a data model. While this idea is attractive to database professionals and the notation familiar, introducing the ER formalism to non-programmer end-users can be di cult. Moreover, it is unclear how extended data transforms, which are common in many scienti c application domains, can be incorporated into the formalism. VisualReasoner 14] does not use a data model representation as a query language. Instead, a query is mapped to a visual space, and query construction is seen as an incremental re nement of the initial query by navigating in the visual space 14] . The drawbacks of VisualReasoner are that (1) a VisualNet has to be determined (manually) from the content of a database before any re nement operations can be performed on a query, and (2) it is unclear if any complex queries, such as a nested or quanti ed query, can be constructed using the re nement operations.
All these languages are declarative and rely on prior knowledge of the database schema. We believe that they are ill-suited for large-scale scienti c database applications for three reasons.
Most of the data in a scienti c database are sensor readings and experimental results; although It is di cult to understand, test or verify a declarative query piecemeal because the meaning of one part of a query in general depends on the other parts.
Scienti c research requires a close integration of data retrieval (query) with analysis and visualization; however, data analysis and visualization are often de ned functionally or procedurally, making it di cult to integrate these operations in a declarative query language.
An alternative to a declarative query language is to express a query functionally. Using a data ow paradigm to support functional programming has been well studied in the literature. Recent work on data ow programming languages include 15, 16, 17, 18, 19] . Some of these are general purpose programming languages, while the others are related to speci c domains such as signal or image processing. Functionally oriented data ow languages 20, 21, 22] have also shown promise in scienti c visualization. Figure 1 shows an example query to illustrate how data retrieval, analysis and visualization operations are combined in a single data ow graph in DFQL. The data is from a series of Dynamic Cone Penetrometer (DCP) tests, which are used to measure the insitu shear strength of soil and granular materials used in roadway construction. The test consists of driving a steel probe into the soil by dropping a known weight from a known height and measuring the penetration depth of the probe at selected number of blows. In the Mn/ROAD database, each DCP test is given a unique test id. For each test, the date, location, and other parameters are kept in the DCP TESTS To compare the test results at di erent test locations (identi ed by cell id), penetration-belowsurface is plotted against penetration-index for each cell. In the query (Figure 1 ), the calculation of penetration-below-surface and penetration-index is performed by the module labeled Delta, which is a user-de ned operation written as a simple C program. Before performing the calculation, the tests of interest are selected from the DCP VALUES table, rows sorted according to the recording order, and grouped by test id. After the calculation, a join is performed between the results and the DCP TESTS table on test id to nd the cell location for each test. Finally, the relevant columns are sent to a Presentation module for visualization; the resulting plot is shown in gure 2.
The rest of the paper is organized as follows. Section 2 discusses the requirements of a visual query language for scienti c applications. Section 3 describes the data ow query paradigm and the speci c design of the Data Flow Query Language (DFQL). Section 4 presents the data visualization capability of DFQL. Section 5 discusses various implementation considerations. Section 6 describes 
Design Issues
The most important reason for having a visual query language for a scienti c database application is to provide a simple but integrated environment for data retrieval, analysis, and visualization. In contrast to a typical business application, the data model of a scienti c database cannot specify all the relationships that exist between the data. The data collected from a series of experiments may be used to support several research projects, each de ning and identifying di erent relationships between the data entities. Therefore, a suitable query language should be exible and not rely on the database having a precise data model.
Three principles guided our design of a visual query language: conceptual simplicity, expressiveness, and provision of user assistance.
Conceptual Simplicity
Because the language is targeted for non-programmer users, it should be conceptually simple. To achieve conceptual simplicity, we identi ed ve requirements:
Adoption of a functional orientation. We think that a functional query language is conceptually simpler than a declarative one for scienti c applications because (i) it is a paradigm that our users are already familiar with in other domains such as data analysis and visualization, (ii) it allows natural intermixing of data retrieval operations with data analysis and visualization, and (iii) a query speci ed in a functional query language can be constructed or understood in pieces, since the meaning of an operation is independent of the other operations in the query, and intermediate results from part of a query can always be made available.
Maintaining compatibility with the relational data model and query operations. We want to avoid introducing unnecessary new concepts to our users. We chose to use the relational data model for its uniformity, simplicity and popularity.
Use of a single data type for all the operations in the language. Ideally, the query language should be type-free so that our users are not burdened by having to match di erent data types for di erent operators. We use a rich data type, called a data table (see Section 3.1), to represent all data to be operated on by the language. While recursion provides an elegant implementation of looping in a functional language, introducing this concept to a non-programmer user is di cult. An implication of this limitation is that like in SQL, a DFQL query cannot be formulated to obtain the transitive closure of a relationship (e.g. nd all descendants of Joe Smith, given a PARENT OF relationship).
However, this does not signi cantly a ect the expressiveness of DFQL.
Expressiveness
Since queries to a scienti c database are unconstrained in their form, our query language must be powerful enough to represent all queries a user may need. DFQL implements all the basic operators of relational algebra, and is therefore relational-complete. It provides all of SQL's data retrieval capabilities as de ned by the SQL SELECT statement. DFQL does not allow explicitly nested queries. However, as demonstrated in Section 7, nested queries can be \ attened" and expressed in DFQL. Since the primary function of our language is data retrieval and analysis, other capabilities of SQL, such as table creation and update, are omitted from DFQL, but remain accessible via the DFQL system environment.
In addition to data retrieval operations, a query language for a scienti c database also needs to be expressive in data analysis and visualization operations. The approach we have taken in DFQL is to allow the user to de ne new operators in terms of external programs and to integrate them into the language as new operators on data tables. These external programs can be viewed as generalized aggregate functions (see Section 3.3.2) and can appear anywhere in a query.
User Assistance
User assistance means more than on-line documentation. A query should be visualized graphically, and assistance for query construction and troubleshooting and context-sensitive help should also be provided.
By using a data ow representation of a functional query language, a query in DFQL is easily visualized as a graph of operations performing data retrieval, analysis, and visualization. An operation is displayed as an iconic module. The column names of the input data tables of a module are always displayed in the module (see Section 6.3). Any intermediate result can be accessed by connecting a Presentation module (see Section 3.4) to the output of any module within a query.
Data Flow As A Database Query Paradigm
A query in DFQL is constructed as a directed acyclic graph (DAG) with data ow semantics: data ows from one or more source modules to a sink module through zero or more intermediate transformation modules. Transformations are performed in the order speci ed by the DAG. The particular semantics of each module will be discussed shortly in this section. Every module has one or more input ports and one output port. An arc can be attached to a module only at these ports.
An input port can only receive one arc, with the notable exception of modules that perform a join or cross product. There is no limit on the number of arcs that may emanate from an output port: each outgoing arc simply duplicates the output of the module.
A Single Data Type
In DFQL, every module operates on a single data type, a data 
Source Modules
A source module in DFQL retrieves a user-speci ed table from the underlying database. The selected table is then propagated through every out-going arc of the source module. DFQL has three source modules.
Query: This is the simplest source module. It allows the user to retrieve data from any accessible database table. The module also lets the user select only the desired columns and/or specify a condition to restrict the rows being retrieved.
Sensor: This source module provides an easier interface for retrieving application-speci c sensor data. Sensors may be chosen by their type and location. The module also allows the users to specify a time range for the data selected. 
Relational Transformation Modules
Modules in this class can be expressed in relational algebra. The modules Select Columns, Select Rows, Cross Product, Set Di erence, Intersect, and Union correspond to the relational operations of SQL and are self-explanatory. In addition we provide a module to perform joins on time that is described below.
Time Join: The database for which DFQL was developed consists primarily of time-based sensor readings. Of particular interest to the users is the ability to match sensor readings that occurred at about the same time, since the readings are never perfectly synchronized. The Time Join module can align sensor tables on their time points, where two time points that are within a user-de ned interval (resolution) are considered to be the \same". Figure 3 shows a simple query using a time join. We want to correlate the data from two concrete embedment strain gauges that are in di erent pavement sections. The strain gauges Figure 4 shows the dialog box for the time join module that allows the user to specify the start times for each table and also the duration and resolution to be used. In order to match sensor readings generated by the same truck, the time origin (start time) of the second table is shifted by 7 seconds (the approximate time it would take to travel 600 feet at a speed of 60 mph) and a resolution of 3 seconds is used to allow for speed variations. A Select Rows module is added to remove unnecessary data. The resulting output is shown in gure 5. TimeToNum and NumToTime: Sometimes it is preferable to convert a time point to a numeric value to perform analysis or visualization on the data collected at that particular time. This is necessary as not every analysis tool has the capability to handle time and date values. This framework allows the user to integrate a multitude of useful utilities into DFQL, and extend its expressiveness according to the needs of the application domain.
Extended Transformation Modules

The Sink Module
A sink module may be thought of as a receptor for all the data that ow down from the sources of the graph. Currently, there is only one sink module.
Presentation: The Presentation module provides a simple, plain text rendition of the data it receives, as shown in Figure 5 . The data is displayed in a window in pages. The window also provides a menu of options to the user. The user can update the display after changes to the query, save the result as a text le or a database table, or view the result using a visualization package named Mnplot (see Section 4).
A Presentation module can be attached to any module in a query graph to view the partial results, without a ecting the semantics of the graph being constructed. When a user asks a Presentation module to plot the text data, the module will invoke Mnplot, which opens a control window and one or more draw windows. The control window ( Figure 6) features extensive options and utilities to de ne a plot and manage the draw windows via a pointand-click interface. Through the control window, the user can create graphs, plot them on top of each other, customize plots, i.e., give each one a distinct color, style, thickness, marker, title, etc., change axis margins, annotate the plots in numerous ways, zoom in and out of regions of interest, and so on. The control window is depicted in gure 6 in its plot de nition (or creation) mode. A graph is de ned by specifying its X, Y , and Z components and can include business-style charts, 2D plots, and 3D wire-mesh and surface plots. Although the control window can manage many draw windows, at any given moment it operates on the current draw window. The current draw window is specially marked to distinguish it from the others. The user can use either the control window or the mouse to navigate through the draw windows. Figure 2 shows the result of the query in gure 1 while gure 7 shows a Mnplot draw window containing a 3D surface plot.
Implementation Issues
DFQL has been implemented using various languages, tools, and software packages. Figure 8 shows what systems are involved and how they t together.
From Graphs to Data: Tracing The Execution
Conceptually, the execution of the graph can be thought of as a translation from each relational DFQL module to an equivalent SQL statement and each extended DFQL module to an external function call. Although this is a semantically accurate description, it would be very ine cient to However, there are some modules that cannot be folded into an existing SQL statement. These are exactly the modules that make DFQL more expressive than SQL or other relational visual query
languages. An example is a user-de ned function module performing FFT on its input. In this case, we rst create a schema for the resulting table without actually executing the function. When Since creation of temporary tables is expensive, we wish to minimize the number of times they are recreated. Processing of DFQL graphs is divided into three passes: agging, updating and executing.
When some parameters are changed on a module's dialog window, those changes are made to the module's data structure. The module, and all modules downstream, along with any temporary tables they might have created, are agged as requiring update. Flagged modules are then updated in topological order, moving downstream. To update a module, DFQL builds a list of columns entering the module, the module's SQL statements, and then the list of outgoing columns.
Execution rebuilds the temporary tables. This pass is not performed until the user opens a sink module. DFQL nds all Xforms on which the sink depends. These modules are again processed in topological order and all the out-of-date temporary tables are recreated. 
Aliasing
It is possible in a DFQL query graph for paths to fan out and then fan back in, or for di erent paths, each with its own source module but accessing the same database table, to merge at a later point. Either of these situations results in a module getting inputs from two or more tables with the same name. It is important to realize that each input arc carries a di erent copy of the same table and that they must be treated as though they were di erent tables. DFQL automatically creates aliases to resolve this table name con ict. To a user, an aliased table has a distinct small integer appended to its original name. These aliases are determined locally within a module. 6 User Interface DFQL provides an extensive computing environment with all the operations needed to create, manipulate, and manage data ow graphs corresponding to arbitrarily complex database queries.
We shall describe some of the more important aspects of DFQL. The main program window of DFQL ( gure 1) consists of a menu bar, a canvas on which the query is constructed, and an area at the bottom where diagnostics are displayed. The pull-down menu titled \Modules" lists all the available modules. When a particular module is selected from this menu, the module is placed on the canvas. Modules can be moved around the canvas as required.
The user builds a query by placing modules and then connecting them to form a data ow graph.
DFQL provides features to easily construct and modify data ow graphs. A module or a subgraph consisting of a set of modules, can be added, deleted, copied, or pasted. Two modules are connected by creating an arc from one to the other. Arcs can also be deleted.
Dialog Windows
Once a data ow graph is constructed, it is not yet ready to be executed. Most modules also require the user to specify certain parameters. Such modules have a dialog window that can be opened using the mouse. Figures 9 and 10 show the dialog windows associated with the Select Rows and User Function modules used in the example of gure 1. These gures illustrate that the user interface for both relational and extended operations is very similar and most parameters are selected using the mouse. When the user speci es the required parameters, the module changes its color from red to blue. When every module comprising a query is blue, the query is ready to be executed.
Input list
Typically the user performs an operation on some of the columns of the tables that ow into the 
Query Examples
The viability of using data ow languages for extended data transformation and visualization has been demonstrated elsewhere in the literature 20, 15, 16, 17, 18, 21, 19, 22] . In this section
we demonstrate the expressiveness of DFQL for relational operations, by formulating complex relational queries in DFQL. To avoid the complication of introducing our speci c domain (i.e., Mn/ROAD pavement research project) and to provide a common ground for comparing the rela- Figure 11 shows how such a query is realized in DFQL. The query uses two sources, both accessing the same EMP table (both managers and workers are employees and are therefore in EMP). Figure 11 also shows the dialog window of the Select Rows module (Module 3) that selects rows from the (implicit) cross product of the two sources, where the EMPNO from the rst source equals the MGR from the second source (i.e., one is the manager of the other), and SAL from the rst source is less than SAL from the second source (i.e., the manager earns less than the worker).
The result of this join is then sent to a Select Columns module (Module 4) to output only the relevant columns. 
Representing a nested query
A nested query in relational algebra refers to a selection operation (i.e., a query) that contains another selection (a sub-query) in its condition. In SQL, this is the case when a SELECT statement is used in the WHERE clause of another SELECT statement. Usually the sub-query is used to de ne a set of tuples against which a quanti ed logical expression is tested. The following example (as well as examples in the next two subsections) shows that such queries have a \ at" representation in DFQL, and thus no nesting is needed.
Q2: \Find all the employees who earn more than the average salary of employees in their own department, and list them by department."
In SQL, this query can be speci ed as SELECT Notice the use of variable X to correlate the sub-query with each tuple of a main query. It is also used to distinguish the EMP table of the main query from the EMP table of the sub-query.
The use of a variable makes the query di cult to construct and understand. 
Existential Quanti cation
Consider the following query We have successfully adopted the functional approach in our implementation. Unlike SQL and most other graphical query languages, this functional approach to database querying does not make use of and thus does not rely on the underlying semantics of the database. The user, rather than the language, is responsible for discovering and utilizing any relationships among the data. For our application domain, this is an advantage, because our database is schema-poor and the data model could not be precisely determined at design time. We believe this is typical of most data-intensive scienti c databases. This is also useful when the overall database schema is partially inconsistent, as in the cases where one tries to access multiple databases by viewing them as a single piece. Each database may contain incompatible data models (e.g. some relational, some non-relational), use di erent retrieval languages, or store con icting information. Researchers in federated databases have proposed ways to overcome these di culties 25, 26, 27] . We are currently exploring the possibility of using DFQL as the user interface for a federated database.
DFQL can also be adapted to work with traditional, schema-intensive databases with the help of an additional tool to browse the database schema or to constrain query construction based on the known schema. We plan to implement a schema browser in the near future.
Another related problem is to construct a general-purpose query system. The semantics of the underlying data in a database are best represented in a declarative form whereas a functional paradigm is better at allowing the user to specify how to retrieve, transform, analyze, and visualize the required data. An area of future research would be to construct a general-purpose query system that would integrate the declarative and functional approaches.
