Abstract. This paper considers the problem of scheduling n jobs and a number of preventive maintenances (PMs) on parallel machines to minimize the makespan. Each job has a release time, a processing time, and jobs could be continuously processed on the machine as long as the maximum allowed working time is not violated. The maximum allowed working time is given and the PMs are performed periodically once the maximum allowed working time is going to be violated. The problem is NP-hard due to the case of single machine has proven to be NP-hard. For the problem, a mixed integer programming (MIP) model is introduced and optimally solved small-size problems.
Introduction
This paper considers a given set of n jobs is to be processed on parallel machines following in the maintenance activities. The problem under study could be formally stated as follows: there is a set of n jobs that have to be processed on a set of m machine, preemption is not allowed, no precedence relation among jobs is assumed and only one job can be processed on a machine at a time. Each job has a processing time of pj and a release time of rj which it becomes available for processing. For assuring each machine in a good condition, each machine has to perform PMs periodically to avoid its continuously working time exceed the maximum allowance of working time U. The maintenance times of T are the same for all machines, and U assumed for all jobs. The problem is to find a schedule of jobs and PMs on the machines that minimizes the makespan (Cmax). Using standard scheduling notation, this problem is denoted as | , | . Figure. 1 shows that a schedule of jobs and PMs on the machines where the jobs completed between consecutive PMs comprise a batch. PMs are usually deterministic maintenance plans for keeping the machines in such good condition that decreases the chances of machines' failures. However, the machine performs PMs, machine's capacity will decrease consequentially. Thus it is necessary to consider both jobs and PMs to achieve a good schedule. In the literature, Ma, Chu, and Zuo [1] gave a comprehensive survey for the case
wherein the start of PMs and its duration are known in advance. Detienne [2] proposed a mixed integer programming model to minimize the number of late jobs. In Detienne's work, the jobs' release dates were considered and the time durations of unavailable intervals are given in advance. Kubzin and Strusevich [3] investigated another case of variable maintenance in two-machine flow shop and two-machine open shop. In their study, the start of maintenance and the duration of maintenance both are decision variables. In this paper, we focus on the case that the duration of maintenance is fixed and known, but the start of maintenance is not given in advance. Chen [4] considered the problem of scheduling jobs on a single machine with a flexible and multiple maintenance activities. He addressed two mixed binary integer programming models and an efficient heuristic to minimize makespan. Xu, Yin, and Li [5] showed that the worst-case performance bound for the heuristic proposed by Chen [4] is 2. Su and Wang [6] investigated a single-machine scheduling problem with clean activities. In their work, the PMs has to be perform to avoid the accumulated dirt in the machine exceed the maximum pre-deterministic threshold, and the objective is to minimize total absolute deviation of job completion times. Cui and Lu [7] considered a single machine with flexible maintenances and jobs' release dates where the machine must be maintained after it continuously works for a maximum allowed continuous working time. For the problem, they proved that the problem is NP-hard, and proposed a mixed integer programming model and branch and bound (BAB) algorithm to minimize the makespan. This paper is to extend the problem of Cui and Lu [7] to parallel machines, and proposes a mixed integer programming model to obtain optimal solutions for small-size problems. The following sections describe the MIP model, present optimal solutions, and finally summarize the concluding remarks.
Mixed Integer Programming Model
Cui and Lu [7] presented a mixed integer program (MIP) model for minimizing makespan on a single machine scheduling with flexible maintenances and dynamic release times of jobs. In this section, we extend the model of Cui and Lu [7] to parallel machines instead and obtain optimal solutions. The notations used in this paper are shown as follows: (1) Constraints
, 
Constraint (2) describes that maintenance activity does not be assigned in the last position on each machine. Constraint (3) and (4) ensure that each job scheduled only once in one position of one machine's processing sequence and be processed by the machine. Constraint (5) ensures that the former position of each machine has high priority to assign an unscheduled job. Constraint (6) specifies that the available time at one position of one machine should be lager or equal to the release time of the occupied job in the position. Constraint (7) defines that the processing time on one position of one machine. Constraint (8) ensures that at one position the process should not start earlier than the sum of its preceding position's completion time and the possible maintenance time. Constraint (9) describes the relationship between the available time and completion time of one position on one machine. Constraint (10) calculates the accumulated processing time occurred in the first position of each machine. Constraint (11) and (12) specify that the accumulated processing time of one position on each machine should not greater than the sum of preceding position's accumulated processing time and its processing time. Constraint (13) ensures that the accumulated processing time at one position of each machine is not larger than U. Constraint (14) specifies that the makespan should be greater than or equal to the completion time of the last position on each machine.
Cui and Lu [7] presented a lower bound for the single machine with flexible maintenances and jobs' release time, in this paper, we also modified the lower bound of Cui and Lu [7] to parallel machine. The lower bound is formulated as follows.
Lower bound min ∑ ∑
Computational Experiments
For testing effectiveness of the proposed MIP model, a set of 10 problem instances is randomly produced for various number of jobs (n=8, 10, 12, 14) and number of machines (m=2). The integer processing times and release times of jobs are generated from a uniform distribution on the interval [1, 9] and [0, 10], respectively. The maximum allowed working time for all machines is 10, and the time of PM is 5 for all machines. Table 1 shows that the optimal solutions obtained by MIP model. From the Table 1 , it is obvious that the computational time required by the model increases as the number of jobs increases, and it is tough to solve optimally the problems when the number of jobs is greater than 16 in 3600 seconds. Additionally, the computational time of the model is significantly different for different instances even the number of jobs are the same. 
Conclusions
In this paper, we addressed the parallel machines scheduling problem with flexible maintenances and dynamic release times of jobs to minimize the makespan. This problem is extended by the work of Cui and Lu [7] that considered single machine problem and PM is performed after the machine has continuously working within a maximum allowed value. This considered problem is very practical due to jobs are not arrival at the same time in a real world, and periodic maintenance is more increasingly important from the viewpoint of quality assurance, especially for precision machinery. For the problem, we addressed a mixed integer programming (MIP) model to obtain optimal solutions, the results exhibit that it could not obtain optimal solutions for the problems with n=16 in a reasonable CPU times, and due to its complexity, the computational time increases dramatically as the number of jobs increases. Although the solutions obtained by the MIP model could be benchmark solutions, it is necessary to develop efficient heuristic algorithms for the problems. Moreover, different shop environments such as flowshop or job shop could be considered in the future.
