Abstract -This paper proposes a new efficient methodology for fault detection from the structural modeling of a complex system using the UML class diagram. The crisp and precise constraints on the attributes and relationships are represented using the formal specification language, Object Constraint Language (OCL). Model verification is done by converting the model to Constraint Satisfaction Problem(CSP) and by solving the problem. Performance is analysed by both bounded and unbounded validation. Keywords: Complex system; constraints; model verification.
Background
Modeling of complex systems is an area in which research activities are enormous. The relevance of modeling is that it has a significant role in software engineering as it is the back bone on which the system depends. Object oriented modeling (OOM) helps to map each element of the system as a real world object with characteristics and functions. In real-time complex systems, constraints on characteristics of objects are very crucial and the behaviour of the system depends on these constraints. Hence there is a necessity to represent the constraints in the model. Many works are done on developing approaches supporting constraint based programming. Bharat Jayaraman et al. have developed a programming language and execution environment "Cob" for modeling complex engineering entities [1] . Research on UML diagrams, especially class diagrams includes automatic generation of OCL constraints from UML class diagrams explained by Li Tan et al. [2] . Parallel to the release of UML 2.0, a new version of Object Constraint Language has been published. The features of the developed OCL 2.0 at University of Munich are explained by its developers [3] [4] . An evaluation of the past, present and future of OCL is explained by Pandey [5] . The explanation on why OCL is used for precise modeling with UML is explained by Duarte et al. [6] . The emerging need for the verification techniques to find and notify defects in real life models was justified by Jordi Cabot et al. [7] . Markovie et al. explain how the OCL annotations will be updated when the underlying class diagram changes [8] . Ricardo et al. introduced a new modelling language COMMA, a solver independent platform for modelling constrained objects involving continuous and discrete domains [9] . Ali Hamic et al.. have explained the various aspects of syntax and semantics of OCL and the extensions in OCL [10] . Sendall et al. have explained enhancing OCL for specifying Pre and Post conditions [11] . Cabot et al. have addressed the problem in verification of UML models [12] . Roman has given a survey on Constraint Programming technology and its applications [13] . A report on how to bridge the gap between object oriented software engineering methods and formal verification is presented by Wolfgang et al. [14] . Jiang et al. proposed the usage of OCL in executable UML [15] . The relevance of constraints in the conceptual models for verification and validation is emphasised by Elita et al. [16] . A comparison of the existing approaches for the verification of finite satisfiability in class diagrams is done [17] . Kahina et al. have proposed an automatic method of OCL transformation after UML class diagram refactoring [18] . The theoretical and practical views in designing a general purpose constraint solver have also been the area of research for many researchers. A platform "ECLiPSe" for constraint logic programming was also introduced by Wallace et al. [19] . An approach that enables the run-time verification of design implementation of constraints is explained by Yoonsik et al. [20] . An automatic test case generation for UML object diagrams using Genetic algorithms is proposed by Prasanna et al. [21] . The possibilities of transforming OCL formulae to simple rules is also studied [22] . Cadoli et al. have explained the finite satisfiability of UML class diagrams using constraint programming [23] . Ali et al. proposed a search based OCL constraint solver [24] . The formal verification of UML diagrams through a translation process is verified [25] . Hladik et al. have solved a real time allocation problem using constraint programming [26] . Hector et al. have developed a model-based approach for testing whether or not an implementation satisfies the constraints imposed by its design model [27] . Imran et al. have developed a novel approach for transforming constraints in natural language to OCL constraints [28] . Here, a methodology is proposed for ensuring the correctness of UML class diagrams annotated with OCL constraints by converting to an intermediate form of Constraint satisfaction problem. Validation instances could also be obtained from the solution of CSP which could be used for bounded validation. Hence, the proposed methodology doubles the advantage of facilitating both model verification and model validation.
Fault Detection From Object Constrained Models
Software verification is one of the long standing goals of software engineering. The need for correct software specifications is even more relevant in the context of the Model Driven Development (MDD) and Model Driven Architecture (MDA) communities where software models are used to (semi)automatically generate the implementation of the final software system [7] . Hence, the validations and verifications of the model of any system should be great importance since it helps in the creation of a software system that is highly robust in nature. But, the model by itself cannot be verified. Therefore, it needs to be converted to an executable form to carry out verifications. Source code can be generated through the automatic code generation process, from the verified model. This helps in the coding stage of software development since the validations done on the model will be reflected in the code, thereby reducing extraneous coding to a great extent.
The proposed architecture for validations, verification and fault detection from the UML model of an object constrained complex system by converting into CSP is given in Figure 1 . 
Class Diagram Design
Class diagrams are the main source to capture the structural information in a system. It represents the modular structure of the system with its static aspects in terms of classes, objects, methods and its relationships. It also helps to perform better analysis on the structure of classes and how they will interact with each other before actually writing any code. Class diagram acts as a blueprint of the system, which also helps for programmers to get an overview of how the application is structured before examining the actual code. This may reduce maintenance effort.
Constraint Specifications
A constraint is a restriction on one or more values of an object oriented system. Though the UML class diagrams are convenient and easy for understanding, from the point of view of automation, these diagrams may moot ambiguity and misinterpretations. Hence, the formal specification language, Object Constraint Language (OCL) is used which helps to represent the structural relationships in an unambiguous manner. OCL is not a programming language and hence it is not possible to write program logic or flow control in OCL [29] . It is purely an expression language, which supplements UML class diagrams in many ways.  To specify invariants on classes and types in the class model  To specify type invariant for Stereotypes  To describe pre-and post conditions on Operations and Methods  To specify constraints on operations OCL also helps in automating the process of verification and validation of UML models [30] . The constraints on class diagrams include the intra-class constraints, inter-class constraints, collectively called invariants and multiplicity constraints. OCL expressions are also written to specify constraints on operations of objects in the form of pre and post conditions. Pre-condition specifies the constraint that should be satisfied before the execution of a method and post-condition is the constraint that should be satisfied after the execution of an operation.
The two categories of constraints discussed here are:  Generic Constraints  Domain Specific Constraints.
Generic constraints
These constraints can be used for any class diagram. The set of generic constraints defined for any class in a class diagram is given in Table 1 . The main advantage of developing generic constraints is that this could be exported as XMI (XML Metadata Interchange) since it provides a platform for the constrained system to be exported to any environment for validating any complex model.
Domain Specific Constraints
These are application dependent constraints. For class diagrams, invariants on class attributes and pre and post conditions for methods are specified pertaining to the each element of the system being modeled.
Class Diagram to Constraint Satisfaction Problem
In this work, an attempt is made to convert the class diagram of a complex system annotated with OCL constraints to a Constraint Satisfaction Problem (CSP). Development of a system based on Constraint Programming (CP) includes two phases.  Problem is formulated as a CSP
 Formulation is implemented in a Constraint Programming Language
A finite domain is considered for the attribute values during the verification process, which is accomplished through the constraints defined in the OCL based constrained system. This way, the constraint solver is able to perform a complete search within the solution space. The main advantage of this conversion is that a pre-defined set of correctness properties of the UML/OCL diagram can be checked using the resulting CSP. 
Constraint

Model Validation
The overall objective of V&V approaches is to ensure that the system is free from failures and meets its user's expectations. Here model validation means providing instance values to the attributes and functions of objects and validating these instance values against the constraints defined by the OCL based system. Instance values are provided for intra-class attributes, dependent attributes and for the arguments of functions. Though the solution of CSP can be provided as instance values to the model, the main limitation is that it is a bounded validation. Any model, to ensure the quality, should be subject to unbounded validation also. Here, it is accomplished by providing instance values from the real working system to the model. For any complex realtime system, actual on-site data can be provided to the model for checking faults or critical situations. The validation results reveal the presence or absence of faults, on the basis of the attribute values of parameters.
Fault Detection from model
The main functioning of model validation is to verify whether the model is able to identify those instance values that violates the constraints. Fault handlers or relevant mechanism for handling faults can also be developed, thereby creating robust software.
Code generation from model
The main objective of Model-Driven Architecture itself is the development of the final software system from the model either automatically or semi-automatically. The verified and validated UML class diagram which is annotated with OCL constraints are converted to the final software system by code generators. The reflection of constraints in the code helps to reduce unnecessary coding for verification, which is usually deferred to testing stage of software development.
Simulation Results For Fault Detection In TTPS
The system taken for study and implementation is a Thermal Power Plant, TTPS (Tamilnadu Tuticorin Power System) which is a constrained complex system. The Thermal power plant consists of many subsystems, each of which itself is complex.
Basics of Thermal Power Plant
In a conventional thermal power station, a fuel is used to heat water, which gives off steam at high pressure. This in turn drives turbines to generate electricity. At the heart of a power station is a generator, a rotating machine that converts mechanical energy into electrical energy by creating relative motion between a magnetic field and a conductor. The energy source harnessed to turn the generator depends chiefly on which fuels are easily available and on the types of technology used. When coal is used for electricity generation, it is usually pulverised and then burned in a furnace with a boiler. The furnace heat converts boiler water to steam, which is then used to spin turbines which turn generators to produce electricity. The Power plant taken for study , TTPS is a coal-fired thermal power plant.
UML Model of the Thermal Power Plant
From the basic functioning of the thermal power plant, the different classes are identified along with their attributes and functions. All the classes have attributes that are rigid as the model is a complex model with well defined characteristics. The constraints are represented using the formal language , Object Constraint Language (OCL). The different subsystems of TTPS identified as classes are:
All these sub-systems have characteristics and functionalities. Startup() and Shutdown() are two operations of all classes. They are used to ensure the constraints on the values of the parameters before the start-up of that process as precondition. Shutdown() also ensures the constraints before and after shutdown of that subsystem as pre and post conditions.
TTPS to Constraint Satisfaction Problem
To achieve the formal verification of the UML model, it needs to be converted to executable code. Here, to analyse the correctness of the class diagram of TTPS with OCL constraints, it is converted to CSP. For each element of the class diagram, a set of variables, domains and constraints are defined as <attribute, domain, constraint>. For instance, the Pulveriser class is mapped to CSP as given below.
Pulveriser <rawcoalflow,{positive real number},rawcoalflow<=45> <outlet_temp,{positive real number}, outlet_temp<=100> <diffpr,{positive real number}, diffpr<=500> <millcurr,{positive real number}, millcurr<=60> <pairflowrate,{positive real number}, pairflowrate<=75 > UMLtoCSP proposed by Cabot et al. translates UML class diagrams annotated with OCL constraints to CSP . The automatic computation of domains from constraints is a complex problem. The backtracking algorithm is used to find solutions to the problem and the correctness of the model is verified from the solution of CSP. Lack of Constraint Subsumption Verification results reveal that the model can provide finite instances in a manner that all the constraints are satisfied and also that there is no constraint contradiction and constraint subsumption.
Model Validation
The next phase is model validation, where the degree of association between the model and the real system is judged. Model validation helps to establish the quality of the model through its representational accuracy. The results of validation reveal the correctness of the model coded. In the real system of TTPS in C-DAC, fault is detected based on a rule base which consists of all the constraints. Manual intervention is necessary on reception of an "alarm" which indicates a fault. The TTPS system is maintained without faults by mathematical modeling of the coal mill [32] . In this work, the UML class diagram annotated with OCL constraints is validated by providing instance values to the model. The model is validated against the OCL based constrained system. 
Fault Detection Model Validation facilitates two processes:
 Fault Detection from model  Code generation from model Figure 5 shows the fault detection process when the pulveriser sub-system is validated. A few results obtained when the model is validated is summarised in Table 6 . 
Code generation
Model driven engineering has the major advantage of automatic or semiautomatic code generation from the model. Constrained system modeling includes the structural and behavioural modeling along with the constraints. If the constraints are reflected in the code generated from the model, then extraneous coding can be avoided to a great extent. From the UML Class Diagram and the constraint file pertaining to the selected model, a code is generated automatically using Dresden OCL toolkit [34] [35] . The constraints defined in the OCL file, are reflected in the ultimate code that is generated. Many control systems like the steam temperature control system of the boiler component of thermal power plant have been developed using genetic algorithms [36] . Many works have been carried out in coal-mill modeling. A six segment coal-model that covers the whole milling process from mill start-up to mill-shut-down is studied [37] . Modeling coal-mill by machine learning with on-site data was also carried out [38] . In all these works, mathematical modeling of the milling process is done and is optimised at an observable level. Genetic Algorithms were used to find an optimal value to the parameters K1..K17 used in the mathematical modeling of a coal-mill in the real thermal power plant site [39] . Strong mathematical background is very much essential for modelling a coal-mill using any of the above mentioned methodologies. Moreover, direct translation to the source code is not possible which requires the developer to explicitly translate all the constraints in the model to the source code. But, using the proposed approach, direct translation to the code is possible with constraints reflected in it, thereby reducing extraneous coding to a great extend.
Conclusion
In this work, a static model, of a constrained complex system is created, and the model correctness characteristics are verified on the model by converting it to executable code. The verified model is validated against instance values both by unbounded and bounded validation. Fault could be detected from the model, when the instance values violated the constraints. The fault detection routines and error handling procedures written as constraints were reflected in the code generated from the model. The methodology is tested on TTPS and the results of fault detection were in accordance with the real scenario. But, the proposed methodology can be employed only to detect failures from the model of thermal power plant system and failure prediction is not addressed, which is highly relevant for a constrained complex system. Hence the future direction is to incorporate into this model and failure prediction system with which failures can be predicted.
