Open source software provides an example not only of a viable software development methodology, but also a model for collaborative construction of artifacts. Open source communities exemplify principles that are important in collaborative learning environments. This paper explores how open source efforts can be used as inspiration for the creation of collaborative learning experiences in a university course. Concrete public deliverables and use of collaborative technology help students explore ill-defined projects that are personally meaningful. This paper provides a description of open source principles, their role in designing collaborative learning experiences, the application of these principles in a university course, and the findings based on analysis of course projects and collaborative technology.
INTRODUCTION
One view of collaborative learning is as a compromise between two extremes of control. At one extreme, learning is a transmission of knowledge from instructors to learners. At the other extreme, learners choose the topics that are interesting to them and teachers serve as facilitators. In this dichotomy, collaborative learning is a compromise approach in which students and instructors both yield some control to create a more dynamic environment. Both extremes are similar, in that they imply a situation where one party is in control and the other acts in a more passive role. An alternative to this concept is to contrast "one-way" control models with a more community-oriented approach to learning settings (Rogoff, Matusov, & White, 1998) . Participation in this manner transforms the roles and they become more shared and dynamic. This involves not a compromise between extremes but a departure from "one-sided" notions of control. Important to the community-oriented approach to learning is the notion of collaborative construction. Learners take an active role in constructing externalized artifacts in order to explore relevant concepts (Papert, 1980) . Construction is a social activity involving both the artifacts created by the community and the relationships between community members (Shaw, 1996) . This relation between learners and teachers may be asymmetric, and the roles may shift over time. Open source software has been gaining attention recently as a viable software development methodology. In open source situations, diverse groups of individuals work together to create complex software systems. Much of this attention focuses on open source software as inexpensive alternatives to commercial software (Davis et al., 2000) . One popular use of open source software is in teaching computer science principles such as operating systems and networking (Claypool, Finkel, & Wills, 2001; Nelson & Ng, 2000) . Open source principles are also being used in MIT's "OpenCourseWare" project (Goldberg, 2001) , in which all Web course materials will be free to the public. While this provides access to materials, it doesn't address the role the community will play in the evolution of academic resources or questions of intellectual property. An alternative perspective on open source involves the collaborative aspects of the open source communities themselves. Although open source communities may not be explicitly designed as collaborative learning communities, they exhibit many properties relevant to collaborative knowledge building activities. Open source communities provide a real-world example of how groups of individuals collaborate to create new software. Participants play an active role in the creation and refinement of software. The act of creating software is the vehicle through which the community learns about its own needs, explores solutions, and constructs something of benefit to the community.
In this paper, we will explore the relationship between collaborative knowledge construction and open source software. We will describe open source and how open source communities address problems in collaborative knowledge construction. We will then describe how open source principles were used in the design of a university course and some observations about that course. Finally, we will discuss the similarities and differences between open source and course situations as well as the challenges that face both types of collaborative learning situations.
OPEN SOURCE AND COLLABORATIVE KNOWLEDGE CONSTRUCTION

What is Open Source?
Precisely defining open source proves to be rather difficult. Considerable debate continues as even participants who are engaged in open source fail to agree on a single definition, and a unified definition may not be possible (Perens, 1999) . Despite the lack of a precise definition, understanding open source is not difficult. Quite simply, open source situations are grounded in making the source code for some computer system widely available, usually to anyone wants to obtain it. Open source software is often accompanied by licenses (legal contracts), such as the GNU Public License (Stallman, 1999) which are designed to preserve the rights of those who create the software while still permitting public access to the source code. The availability of source code provides the technical core of open source projects. Why is source code availability an essential element of an open source project? The answer lies in the importance of source code in the creation of computer software. Changing computer programs is effectively impossible without having a program's source code. Although many programs provide extensive customization through preferences and end-user programming, without source code there will always be practical limits to the ability to change software. The designers of preference and extension mechanisms make assumptions about the kinds of modifications users will make. If the community of designers and users are distinct, the possibility always exists that there is a mismatch between what changes users see as necessary and the kinds of extensions that are possible. Public source code availability is an enabling condition for a community to contribute to a software project by extending it to meet their needs. Making source code available means that anyone with the time, motivation, and aptitude can change software if necessary.
Community participation in open source software is built around the context of creating and extending software. Source code availability and appropriate licenses create the possibility that users can contribute to the software development effort. Whether a community engages in this software creation activity separates the successful from the unsuccessful open source projects. Just because a piece of software is available does not mean anyone will have any desire to use or modify it. Around every (successful) open source project, there is a community involved in the collaborative construction of that piece of software. Just as the software forms the technical core, the community of sharing participants forms the social core of an open source project. Open source is a socio-technical collaborative design problem, with the software and community co-defining and co-evolving over time.
Open Source and Collaborative Learning
By exploring open source not only as a software development technique but as a collaborative construction process, we observe features that are important to the establishment and sustenance of communities of learners. The following principles are some of the defining characteristics of how open source communities collaboratively solve complex problems.
Open source participants engage in personally meaningful activities. In open source projects, technically inclined individuals create complex computer systems for their own use. These systems may seem technically obscure to outsiders, but it is not strange for a community to produce things whose value is clear to participants but impenetrable to others. Instead, what is important is the fit between a community's objectives and the software it creates. In open source, projects must be designed so that a potentially large group of individuals with diverse motivations can all carve out personally meaningful chunks. Open source communities engage in collaborative discussion and construction to learn their mutual needs and negotiate to produce something meaningful for everyone. In particular, communities use collaborative technology to share ideas (and software) and often engage in conscious creation of priorities in the form of "wish lists" and "TODO items." Designing software helps create solutions to ill-structured problems. In complex design activities, there are often no optimal solutions or any straightforward notions of the "right answer." Learning in these contexts is not about the acquisition of facts but involves the continuous activities of framing and solving problems (Rittel & Webber, 1984) . If we want to explore complex design issues, we must engage in a dynamic and inherently openended process.
Open source software faces the same complex design challenges faced in other domains. Participants have a voice in framing and proposing solutions to problems. Software serves as a concrete, almost tangible artifact that a community can evaluate and change, helping ground vague problems by operationalizing principles within the formal constraints of creating computer software.
Communities rely heavily on shared external representations. Externalizations are important because they are easily shared and reflected upon. They provide a concrete realization of abstract concepts (Bruner, 1996) . A shared external artifact gives a community context for problem solving. Open source projects encourage developers to contribute their changes because only through the evolution of the external representation (the software and surrounding artifacts) open source projects improve. Sharing something that has utility and grounding your contribution with respect to the shared software helps reinforce making concrete contributions towards fulfilling abstract goals.
Collaborative Technologies are used extensively.
In most open source projects, computer-based collaborative tools are the primary media for communication. Even though adoption of new collaborative technologies is often a very hard problem (Grudin, 1989) , virtually every project makes use of email, newsgroups, and/or Web-based discussion groups. Collaborative technologies for sharing software and for discussing the software being produced frequently complement each other. Open source communities can provide some "success stories" for other virtual communities which rely on computer communication tools.
Contributions are incremental and continuously integrated. Open source communities provide examples of how boundaries in learning activities can be more fluid. Many interesting problems are continuous, even though we lack the ability to handle ongoing activities. Learning situations are often constrained by numbers of participants, available time, geographic locality, and so on. Open source communities are not static. Membership is vaguely defined, and different people come and go over the years that an open source project is active. One consequence is that open source contributors create something that future generations of developers subsequently build upon. Unlike some design processes where participants are expected to start "from scratch" (often rediscovering what was already known,) open source projects are ongoing efforts where people can leverage not only good ideas, but also concrete pieces of software that can be extended for purposes never anticipated by the original authors.
DESIGNING OPEN SOURCE INSPIRED COURSES
There were two major reasons for applying open source principles to the design of a university course. First, open source served as a motivating example for the kinds of collaborative learning activities we wished to encourage in the context of the course. Second, we wished to explore the challenges in applying open source principles in situations not directly involved in the construction of software. The goal was to create a collaborative learning community where students and instructors would identify important concerns for the future and explore issues in depth in the context of course projects. What follows is a brief description of the course, the open source principles used in its design, observations of projects and collaborative technology usage, and a discussion of the application of open source principles.
Course Setting
The course described here was called Designing the Information Society of the New Millennium and was taught by Gerhard Fischer and Eric Scharff. A detailed account of a previous version of this course has already been presented (dePaula, Fischer, & Ostwald, 2001 ). The stated objective of the course was to "explore how new media will impact learning, thinking, designing and collaborating in the information society of the new millennium; and how the media itself will be shaped through use by professionals and citizens. (Fischer & Scharff, 2001 )" An important message in the course was that the design considerations and requirements of future generations of information technology are open issues. As indicated in the course announcement, collaborative construction is a central concern:
Students will have the opportunity of learning and discussing that the future is not out there to be discovered, but that it has to be designed and invented-and that they can and should play a meaningful role in this process.
The course was cross-disciplinary, open to both undergraduates and graduates, and could be applied to the "Technology, Arts, and Media" undergraduate certificate program at the University of Colorado. The certificate program is open to undergraduates from diverse disciplines including Communication, Fine Arts, and Computer Science.
Realizing Collaborative Learning Using Open Source Principles
Given the broad, open-ended nature of course topics, there was no fixed notion of "covering" course material. Instead, we envisioned the course as a collaborative learning experience where students would gain exposure to the various conceptual issues through collaboration with each other. One goal in the execution of this course was to think of courses as "seeds", rather than as finished products (dePaula, Fischer, & Ostwald, 2001) . One could think of the course as a collaborative knowledge construction experience in which the object being created was a course that future generations of students could extend. Instead of instructors producing completed courses, students would play an active role in constructing the course. To encourage this knowledge building, instructors chose general the course topics and readings, but the students were expected to research topics of personal interest, summarize their findings, and present their topics to the rest of the class. Ideally, courses will change over time (through the incremental contributions of both students and instructors).
Complementing these broad knowledge construction activities was a group project designed to provide a focused exploration through the construction of something concrete. Students would engage in a kind of open source activity, creating a public artifact that would provide the opportunity to instantiate principles discussed in the course. One possibility would have been to have students engage in implementation of some open source system, but this naïve transfer of open source principles was not appropriate for either the student population or the course objectives. Instead of requiring system building, students were asked to frame projects in the context of an existing system, the Envisionment and Discovery Collaboratory (EDC). The EDC is an environment designed to promote collaborative problem solving (Arias et al., 1999; Arias et al., 2000) . While a full description of the EDC is beyond the scope of this paper, the general idea was to use it as a conceptual and technical framework for projects. The students could, if they desired, extend the current EDC software system, but this was not required because system implementation experience was not a course prerequisite. Students were presented with a number of sample projects, involving system building, research, design, prototyping, and higher level conceptual issues.
Based on personal experience with open source projects as well as other explorations into open source practices, we adopted the following features for the course, all inspired by features found in all successful open source projects:
• Students would engage in concrete projects of their own design. Students were given project suggestions, but were not required to use them. In practice, all of the student teams chose to design their own projects.
• Teams created their own work assignments. In open source projects, participants decide on the role they will play in the community. Similarly, students in the course projects were expected to determine their roles within their teams. Since teams were collaborative, it was up to teams to divide the work appropriately.
• Projects have a leader. Despite the distributed work in open source projects, there is always some notion of a project leader (Raymond, 1998) . The role of the leader is to provide some centralized integration of decentralized development, resolve disputes between members, and help members find direction. Having been intimately involved both with this course and the EDC system building, the author served as the project leader.
The project leader serves more as coordinator and less as "boss" and teams were free to choose their own leaders if they felt it was appropriate.
• Projects have frequent, incremental, public deliverables. Course projects often have progress reports and other written updates. In these course projects, students were not asked to create supplementary documents for their projects. Instead, the current state of the project itself would serve as an intermediate deliverable.
Students were encouraged to make all work available to the outside world. Every four weeks (or three times in the semester), students were expected to present the current state of their project in a concrete public deliverable.
Their work was open to classmates, instructors, and people outside the course. Students were told that, rather than writing for instructors, their deliverables should be understandable by any interested parties.
• Final project deliverables were open. Students were told to create projects which future students could build upon. Final deliverables were not a report or a summary of the project, but a public deliverable of the project work itself. That is, the result was a reusable resource. The kind of resource varied from project to project, but project deliverables were expected to provide sufficient content that other people could understand what they did, and, more importantly, build upon it.
• Projects relied on collaborative technology. Although students met face-to-face throughout the semester, collaborative technology was important in the sharing of resources. Students had at their disposal an email list for the course as well as a collaborative Web construction tool known as a Swiki. A Swiki, also known as CoWeb, is a loosely structured Web-based environment in which any user can create or edit any of the pages in the Web site (Craig et al., 2000; Guzdial et al., 1999; Leuf & Cunningham, 2001) . A Swiki evolves over time as the students and instructors browse the content, make additions, and construct new links between materials. Students could also upload files (such as pictures, word processing documents, and programs) to complement the HTML-based hypertext Web space. Students were expected to post homework responses and public project deliverables in the Swiki. All other usage was optional.
Details and Methods
The course was similar in setup to most courses at residential universities. Seventy-five minute classes were held twice a week over the course of the 15 week Spring semester, 2001. Course meetings were a combination of lectures and discussion covering readings, assignments, demonstrations, guest lectures, and student presentations. Course projects were administered largely through the course mailing list and the Swiki, although project presentations and progress reports were conducted in-class.
There were 11 students enrolled in the class (as well as two auditors who attended class but whose participation in the online discussions was minimal.) The class was predominantly undergraduate (82%) male (73%) and from computer science (64%), the other majors represented being Applied Math, Communications, and Environmental Studies.
The four major grading criteria of the class were participation, homework assignments, an independent research project, and the course final project. Participation included involvement in in-class discussions as well as use of the email list / Swiki for discussion purposes. Assignments were individual responses to readings and questions created and posed by the instructors. These assignments were posted (for public viewing) in the course Swiki. The independent research project was a team project where students were expected to research a topic of interest, write a brief report, and present their research during class. The course project was also a team project described in the previous section. The students formed into three teams of 2, 4, and 5 members. Although it was neither necessary nor required, the group project and independent research project teams were the same.
Throughout the semester, email traffic to the course mailing list and incremental changes to the Swiki were logged. The Swiki kept a complete history of every page created and changed. Anyone could read the Swiki, but students had to log in to make changes, so all pages were tagged by the associated creator / editor.
Use of Collaborative Technology
Although instructors made use of the course mailing list, there were only two messages posted by students. Therefore, the subsequent analysis will not refer to the mailing list, which became a vehicle for instructors to post information about assignments, deadlines, and course instructions but not a medium for discussion.
By the end of the semester, there were 240 individual Web pages in the Swiki, all created over the course of the semester. In these 240 pages, there were 2110 total edits. Recall that the Swiki evolves through edits, where an edit consists of creating a new page (240) or editing an existing page (1870). Of the 240 pages, 74 pages were either assignment materials or assignment responses. Edits to homework pages account for 409 of the total page edits. In other words. roughly 1/3 of pages (and 20% of the total activity) were "required" responses to homework and other assignments. The other 2/3 (and 80% of the changes were "optional" contributions, the vast majority related to projects. Instructors were responsible for 20% of the page edits to the system, which include posting assignments, schedules, news items, and so on. The number of page edits varied considerably. Roughly 1/3 of the pages were created and never changed or were edited once. On the other extreme, 1/3 of the pages were changed frequently, between 10 and 150 times over the course of the semester.
Participation in the Swiki was not uniform. All students participated, but some individuals contributed far more than others. The top three posting students (25% of the class) were responsible for 46% of the total edits. The usage by teams also varied considerably. The largest team (5) created and edited more pages than the other two teams combined. The smallest team (2) also used the Swiki, but rather than creating and editing many pages, this team used mostly the Swiki's ability to store files (source code and design documents). The final team (4) hardly used the Swiki. A closer analysis of their project pages indicates that they used the Swiki to hand in required documents, but would post final versions that rarely changed.
REALITIES OF APPLICATION OF OPEN SOURCE PRINCIPLES
The quantitative evaluation of the Swiki helped provide support for some of the qualitative (and informal) observations about the class. In addition to these usage data, we also relied on several questionnaires (presented to the students throughout the semester), evaluation of project presentations and deliverables, and personal communications with students.
Open Source Successes and Challenges
Students engaged in personally meaningful projects. In open source projects, people participate because of intrinsic motivation. Course situations are a more complex combination of intrinsic motivation (provided by students) and extrinsic motivation (provided by instructors). Instructors control rewards (in the form of grades and other evaluations), but only students know what interests them. If we wish to support personally meaningful projects, instructors must give up control (to some extent) and allow students to produce what they want.
Rather than force students to do certain projects, we chose to allow students to choose projects themselves. The results of this responsibility shift were mixed. Only one of the three team projects in its final form had a strong connection to the EDC, and no team had decided to pursue the example projects. It appeared that students believed it would be more work to do EDC related projects; choosing their own projects and defining their own boundaries seemed easier. The effectiveness of this technique was questionable, as sample projects were arguably more well defined and smaller in scale than some of the projects students chose to pursue. A critical challenge seemed to be that students found it difficult to understand how they could contribute to the EDC, despite numerous in-class demonstrations, papers, example projects, and follow-up discussions. Unlike an open source project, where individuals would be involved in designing and using a system on a day-to-day basis, students were removed from the EDC. It was not a system that they could incorporate into their work practice, and as such it was easier for students to choose projects that were closer to their areas of expertise, and thus more personally meaningful.
Judging from project outcomes, all projects had personal relevance to the students, and helped create a level of interest in problems that the instructors would have had trouble motivating. One team interested in wireless technologies created a cell-phone based input mechanism for the EDC. One team involving applied math students evaluated some of the learning challenges surrounding complex mathematical analysis software. One team, interested in elementary education, chose to investigate technical challenges in using collaborative technology in elementary bilingual education and worked with family of teammates that teach in elementary settings. All the projects made some sort of technical or conceptual contribution to the EDC effort, although the contributions were not always explicit. All teams created personally meaningful concrete projects, and as such it was rewarding to see students take the initiative to create projects themselves. However, had there been an agenda where instructors wanted students to produce some specific EDC extensions, it would not have been satisfied. This illustrates one of the important challenges in open source software: if nobody wants to tackle a specific problem, it will never get solved. Open source is not "free labor" where the community will solve problems for you. Similarly, if there was some need for students to do something specific, making this an explicit task would be more appropriate. This may seem obvious, but raises significant issues about the kinds of boundaries that may need to be created in both open source and collaborative learning classes. Since no one exists to force people to do something (as may be the case in a commercial software project) then some issues may never be addressed, regardless of how important in the abstract a problem might be. There is a tradeoff between top-down, rigidly controlled situations and bottom up, emergent, completely self-motivated projects.
Projects addressed ill-structured problems. In their final questionnaires, students were asked how this project was different from projects they had encountered in the past. Many students commented that these projects were open-ended and lacked fixed solutions. One student summarized the benefits and challenges of ill-structured projects very well:
This project had the least defined rules of any projects I've been involved with before. This was good because we could work on what we wanted but difficult because we had to define our own project.
One of the course objectives was to help students understand the challenges involved in designing in complex realworld settings. It is encouraging that students recognizes that they were tackling open-ended problems. Illstructured problems are (by their very definition) hard. By defining their own projects rather than using project examples, students opted to frame projects themselves, taking on more freedom and more responsibility.
Although projects had a great deal of flexibility, the constraints imposed on the projects turned out to be important. In particular, the requirement to produce incremental deliverables (and the associated deadlines) turned out to be very important to the project. Constraints helped provide boundaries, because a powerful way to solve completely openended problems is to impose constraints. Analysis of the Swiki traffic around project deadlines reveals a repeated pattern. Figure 1 details the traffic before and after various deadlines (the days shown in black.) As expected, as a deadline approached activity increased as people prepare materials. Deadlines were followed by a rest day with practically no activity. However, even after the deadline passed, students continued to make changes (and, in these projects, the subsequent activity is not attributable simply to tardiness.) Instead, it appears that deadlines forced students to produce something public, which then provided them with something to reflect on and refine. Similar patterns are observed in open source projects, where there is a flurry of activity preceding a major release, followed by a flurry of activity as people adopt and further refine the new system. An important difference between courses and open source projects is that course deadlines are formal. Since most open source projects do not have external scheduling constraints, deadlines are arbitrary. What our observation of the course seems to indicate is that imposing deadlines (however arbitrary) may provide an important opportunity for a community to observe its work, reflect on it, and refine it. In open source projects, formal guidelines don't exist. Instead, community norms help provide implicit quality control. In the course projects, formal guidance was intentionally underdesigned so that students could have increased control over what they produced. Public deliverables enforced a number of informal social pressures that motivate people to produce good outcomes. Students were not forced to write a report or other materials that would be read only by instructors. Instead, students were asked to produce something concrete that can be extended in the future. The only recommendation was the creation of a project README to help people understand what they had done.
Despite abstract requirements, all teams adopted a consistent form for presenting their public deliverables. All students provided overviews, descriptions of their work, an easily-downloaded version of project pieces, and contact addresses. After one team produced a skeleton home page, other teams followed with similarly structured pages.
An important difference between this course situation and an open source project is a well-defined ending point. At the end of a semester, students go on to other work. Swiki edits virtually stopped after the final deliverable. This is in sharp contrast to open source communities, where there are no well defined boundaries. Open source participants come and go, but without the formal academic constraints there aren't recognized stopping points. Open source projects have continuous activity over several years, while undergraduate activity is broken into discrete, semester-sized chunks. If creating ongoing situations within the confines of undergraduate education is important, then simply imposing an open source paradigm on a single course is insufficient.
Collaborative technology was important. The use of collaborative technology in this course represents a departure from use in previous semesters. As reported with the same course last year, more than 75% of postings were related to reading assignments (dePaula, Fischer, & Ostwald, 2001) This year, 1/3 of pages (and 20% of total activity) was related to reading assignments. This indicates a shift in the use of collaborative technology from being an assignment-submission mechanism to a project-maintenance system. Although it is difficult to compare activity between two different technologies (last year's course used a threaded discussion system as opposed to the relatively unstructured Swiki), it appears that the 11 students this year utilized the system more than the 30 students did in the previous year. Furthermore, students indicate that they enjoyed using the Swiki. Using a Likert-scale evaluation similar to those used to evaluate other Swikis (Guzdial et al., 1999) , students impressions were positive. Figure 2 presents the average responses to various questions about the Swiki, using a 1-5 scale where 1 corresponds to strongly agree and 5 to strongly disagree.
Despite widespread usage of the Swiki and positive reactions to the technology, students did not think it was the most important or useful aspect of the course. When asked what was the most valuable way of interacting with classmates, nearly every student said that face to face meetings were the single most important method. In fact, the most frequent contributor to the Swiki stated that
We were all too busy to congregate on the swiki, even though our curiosity and interest was high…The least valuable way of communicating for our group communication was the swiki. This is especially surprising given that the student's project team used the Swiki more than any other team as a shared repository and for collaborative writing activities. Project pages changed many times a day. In this student's Swiki evaluation, the Swiki was ranked as useful (1), would like to use in other classes (1), and disagreed that reading and updating was a chore (5). The feedback seems to indicate that the Swiki is a good tool, and usage data does not support perceptions that people were too busy to participate. What these results suggest is that face-to-face communication is far more important and valuable to students than any form of collaborative technology. These results support the notion of "media competition" observed in many communities that have multiple communications channels (Lindstaedt, 1998) . When people have a direct face-to-face communications channel, they seem to favor it above all others, regardless of the technology.
These findings are interesting especially when we observe that open source communities are entirely "virtual," relying on collaborative technology for communication. Open source environments demonstrate that collaboration can take place without face-to-face communication, but when face-to-face meetings are possible they are preferred. An interesting question is how hybrid communities (such as this course with a physical and virtual presence) might compare to purely virtual open source communities. Relying on collaborative technology means that communication can be easily recorded and archived, whereas face-to-face communication is more difficult to manage and tends to be impermanent. On the other hand, face-to-face communication has flexibility that cannot be matched by collaborative technology. Experience with this class indicates that a hybrid open source community may be a viable option.
Question Average
The Swiki was useful 1.6 The Swiki is easier to use than email for sharing information with the class 2.2
The Swiki is easier to use than newsgroups for sharing information with the class 1.6 I liked using the Swiki 1.3 I have my own page (or pages) in the Swiki 1.5 I was motivated to maintain my own page (or pages) in the Swiki 2.35 My main reason for using the Swiki was to get information from my teacher 3.1 The Swiki helped me to perform class assignments 2 The Swiki helped me to learn. 2 The Swiki was used in our group interactions 1.5 The Swiki was very helpful for our group interactions 1.8 I learned more from other students in the Swiki than the teacher in the Swiki 2.6 I would like to use the Swiki in other classes.
1.4 Reading and updating the Swiki was a chore.
3.9
Figure 2: Response to Swiki
CONCLUSIONS
Open source communities embody principles that are considered desirable in many collaborative learning situations. However, naïvely trying to duplicate open source environments in learning settings may not be desirable.
Combining properties that make open source communities work with the realities of a face-to-face undergraduate learning environment creates unique opportunities and challenges. The course described here demonstrates how open source principles may be appropriate by using concrete public deliverables and loose structure to promote collaborative design in ill-structured domains.
An important open question remains after the completion of this class. Will the resources created in this course be useful for future generations of students? Will it be possible or desirable to use these resources to create better future projects because of their ability to leverage past work? In the past, there were not enough resources available for students to build upon previous projects. However, if we envision a future version of this course that builds upon this iteration, many questions arise about how the material produced in this course may provide leverage for extension in future projects.
