Abstract
Introduction
In their original forms, agile software development practices, such as release and iteration planning, on-site customers, and pair programming, are to be used with colocated teams in order to maximize the high bandwidth afforded by face-to-face communication. Unfortunately, distributed software development is sometimes inevitable for reasons like: (1) insufficient office space to co-locate an entire team; (2) the team is too large to work in a single space; and (3) work practices such as telecommuting and offshore development efforts explicitly demand distributed collaborative work.
While there are benefits with distributed development, it comes at a cost of increased complexity in coordination, communication, and collaboration [1] . These increased complexities can be addressed via tool support to some extent. For such tools to be useful for agile teams, they should also provide support for specific agile practices and help overcome some potential drawback in agile methods.
One such potential drawback is the lack of explicit support for organizational learning [12] . Although the concept of learning is embedded in various agile software development practices, such as, on-site customers, pair programming, pair rotation, daily Scrum meetings, and retrospectives, these practices only address knowledge sharing within a team. They do not address issues of knowledge sharing across team boundaries: in a large organization there may exist multiple teams that work on similar tasks, face common problems, or have overlapping interests in specific knowledge areas.
To address the above challenges, we present MASE and EB. Both are extensions of the Wiki web concept [3] . MASE is a process support environment providing support for specific agile practices. EB is an experience repository designed to facilitate knowledge sharing among agile teams in a software organization. Section 2 examines some existing tools used by distributed teams and agile practitioners, and identifies an important area of improvement for existing tools. Section 3 describes how this improvement is realized by the use of Wiki web as an application platform to build web-based collaborative tool like MASE and EB. Section 4 provides example scenarios of how MASE and EB can be used to support specific agile practices and to facilitate organizational learning. We conclude the paper with a summary of our contributions in section 5.
State of Practice
For communication and collaboration among distributed members, typical tools used include e-mail, newsgroups, and instant messengers. From an information sharing perspective, real-time collaboration tools like audio/video conferencing and application sharing facilitate the informal and spontaneous social interactions necessary for sharing tacit knowledge. However, one drawback of such synchronous collaboration tools is that their usage is limited only to team members working at the same time. Assuming normal work hours, this is difficult for teams with members working in different time zones. In contrast, tools like e-mail and newsgroups only support asynchronous communication and collaboration. While they are great for discussion purposes, it is difficult to retrieve and organize information embedded in them. This is because information on a particular knowledge topic is often scattered across multiple discussion threads. In addition, such tools do not allow users to evolve ("refactor") information content even if the information is outdated. This inhibits efficient knowledge discovery.
For project planning and coordination of dispersed members, the use of static project websites is common among distributed teams. In practice, the maintenance of such project websites is often authorized to a few individuals, if not one. This tight control over information authorship has the advantage of ensuring control over the quality of information made available to the entire team. However, the tight control can also limit potential opportunities for expertise sharing and collaborative knowledge creation among distributed team members. These opportunities are critical to agile teams' success as developers are often confronted with short development and learning times as well as unpredictable and continuous changes in both technologies and customer needs.
The reliance on a few individuals to maintain a static project website can also create a bottleneck in keeping the website content current and relevant. Although this problem may be addressed by the use of content management systems like PhpNuke [2] which typically open up information authorship to the entire team, such systems can introduce other potential problems as well. They usually impose a rigid navigational and content structure (often based on a timeline and not on message contents) which does not facilitate free form knowledge sharing well. Furthermore, information retrieval may not be any easier than that in static project websites as users are usually not allowed to modify the site navigational structure. These drawbacks can also be found in project planning and coordination tools such as [8] and [9] that are tailored for agile teams. For a detailed comparison between our approaches and existing tools for agile teams, see [13] .
While each of the above approaches has different benefits and drawbacks, a limitation common to all the above tools is that they restrict users to only one type of collaboration style. This forces software developers to use a myriad of non-integrated tools for their day-to-day collaborative work. As cited in CSCW [4] and software engineering tools construction literature [15] , this is inconvenient and inflexible in practice given the fact that humans switch unconsciously "continually and effortlessly among different collaboration styles: across time, across place, and so on" [4] . This underlies the need for tool support to accommodate more than one particular style of collaborative work.
Wiki Web as an Application Platform
To support various styles of collaborative work, we used the Wiki web concept as the framework on which we design our proposed tools. Wiki technology enables any users to access, create, organize, and update any web pages in real-time using only a web browser. To edit these web pages ("wiki pages"), users apply the Wiki markup language which is much simpler than HTML: a list of all Wiki markup commands including examples fits easily onto a page.
The original Wiki implementation, however, suffers from similar drawback as other tools mentioned above: it only supports asynchronous collaboration and it only allows users to capture information in an unstructured format like text and graphics.
In order to address this inflexibility, we use JSPWiki [14] as the underlying framework for building our proposed tools. JSPWiki is an open-source Java-based implementation of the Wiki web concept and it is chosen for two primary reasons. First, its markup language is very similar to that of the original Wiki. This reduces the amount of learning time for users who are already familiar with the use of the original Wiki web. Second, its software architecture provides a plug-in API which allows tool developers to easily develop additional self-contained functionalities that address the focus on text and graphics in the original Wiki web implementation.
For instance, to support synchronous collaborative work, we have developed a plug-in that integrates with Microsoft NetMeeting and another that provides awareness information by displaying all users who are currently using the system. We have also extended JSPWiki such that every time when a user logs in, the tool tracks the IP address of that user's computer. By viewing an online user's personal profile, one can start a NetMeeting session with that user.
To support the use of structured information content, plug-ins can be developed (1) to present input forms that allow users to submit data following specific schemas or (2) to output tables that display information retrieved from databases in a structured fashion. Structured information contents are useful for reporting purposes, if needed by the team (while automatically generating this reports is difficult based on text-only information).
As a web-based collaborative tool, it is important to provide search facility besides providing carefully crafted information architecture to help users navigate easily to information they need. For this purpose, we have extended JSPWiki with full-text searching capabilities on unstructured and structured content without forcing users to learn two different querying languages.
To provide users complete control over the structure and the type of information that they deem relevant to themselves, we have extended JSPWiki such that when a user first logs in, the tool provides that user with a default wiki page that serves as a personal portal for that user.
The benefits of using JSPWiki as the underlying framework for web-based collaborative work are manifold.
First, JSPWiki allows any plug-ins to be included on any wiki pages simply by referencing the names of the plug-ins in the wiki pages. This capability together with the fact that any content on any wiki pages can be modified by any one gives end-users the flexibility to design both the information content and the navigational structure of their web-based information repository.
Second, the wiki nature of JSPWiki helps minimize the amount of manual effort needed to cross-reference information resources stored in different wiki pages. This is because hyperlinks are automatically created from one wiki page to another when the name of a wiki page is mentioned in other wiki pages. This automatic hyperlink creation can reduce maintenance overhead often found in other forms of web-based information repository. However, it must be noted that this benefit is best realized if all users of the wiki pages follow the same taxonomy when contributing content.
Third, the simple JSPWiki markup language facilitates efficient collaboration between information contributors and readers. This is because information content on any wiki pages are nearly free-formatted text. In typical project web sites, information content is often embedded among HTML markup elements. This makes it time consuming to update content. Although one can argue this nuisance can be relaxed via the use of WYSIWYG web page editors, this requires the users to use another tool. In contrast, updating information content in wiki pages is nearly as easy as reading them. In addition, end-users can simply use the web browser to update information. They do not have to learn another separate tool just for editing information on a web-based information repository.
Forth, the plug-in architecture of JSPWiki makes it easily extendible. This is demonstrated in the two different extensions, MASE and EB, that we have developed to meet our goals of supporting agile development practices and facilitating inter-team learning in agile software companies.
Sample Extensions
MASE and EB differs from each other in that they contains different set of plug-ins. MASE consists of a number of plug-ins that as a whole provides a process support environment tailored for agile development teams. EB contains a different set of plug-ins that as a whole provides an experience repository intended to facilitate knowledge sharing among multiple teams in a company. Despite the different sets of plug-ins they contain, both MASE and EB include a common of set of plug-ins provided by JSPWiki which supports the various styles of collaborative work mentioned above. Upon creation of an iteration, each member of the development team can submit the amount of their available times for that iteration, and MASE will compute a suggested size for that iteration using the developers' estimation accuracy from the previous iteration ( Figure  2c ). This suggested iteration size serves as a guide for the customers and project managers, so they can prioritize user stories by allocating them to other iterations or back to the product backlog (Figure 1) .
MASE: Support for Agile Practices
Details of a user story or a task can be retrieved via plug-ins and stored in wiki pages. As a result, developers are free to annotate additional information, in freeformatted text, about the specific tasks that they are working if they find the default set of input fields provided by the plug-in inadequate.
Besides the support for agile project planning and tracking, developers can also make use of the integration with NetMeeting to perform distributed pair programming [5] by sharing their code editor; to collaborate on a design together using the shared whiteboard; to perform daily Scrum meetings [6] with distributed team members who are working at the same time using the video and audio conferencing and multi-user text-chat features of NetMeeting.
EB: Support for Organizational Learning
To facilitate organizational learning, EB provides two levels of support: one facilitates the dissemination of organizational expertise to teams and another that facilitates knowledge sharing among multiple teams.
To facilitate the dissemination of expertise that is accepted organization-wide to teams, EB supports modelling of common tasks. Such process models can contain detailed description about common tasks and their possible decompositions into finer-grained subtasks in a structured format. Users can also store any other information about the model as free-formatted text. This concept is illustrated in the top left window of figure 3 . Figure 3 . The top left window shows a process model for a common development task, EJB Creation and Deployment. It contains descriptions of the steps one should follow in performing tasks of similar kind. These are stored in a structured format (shown in grey). Additional information such as some common bad practices to avoid is stored as free-formatted text. The bottom right window shows that MASE automatically retrieves task-specific information from particular process model in EB. This integration between EB and MASE is made possible by the fact that EB exposes all its process models as web services and that MASE contains a plug-in that allows users to specify the address of EB's web services.
To effectively disseminate organizational knowledge to operational teams, capturing information in process models is not enough. It is crucial to make the information easy to retrieve as well. To this end, EB attempts to increase the awareness for existing knowledge and reduce users' time in looking up information by automatically delivering task-relevant information to users' project workspace. This concept is illustrated in the bottom right window of figure 3.
It shows that Thomas is working on the "Refactor Version EJB" task in the "Milos" project and this task is linked to the "EJB Creation and Deployment" process model in EB.
Every time when Thomas accesses information about the "Refactor Version EJB" task in MASE, he automatically sees information about others' experiences on tasks of similar kind, in this case, EJB Creation and Deployment.
These experiences may have been provided by others whom Thomas may know but are from other teams in the organization. Since these experiences are annotated on wiki pages, the open-edit nature of wiki and EB's support for synchronous work allow Thomas and co-workers from other teams who share common information needs with him to establish contact, exchange their individual experience and expertise, and collaborate together.
Potential Limitations and Future Work
The Wiki-based application framework underlying our approach is based on the assumption that there is a need for collaborative knowledge creation in a lightweight manger in an information repository. Hence, our approach may not be appropriate for other types of projects or domains.
Immediate future work is to gather feedback on the practicality and usability of the tools. An observation study is currently being conducted but no analysis result is available.
Conclusion
Distributed development is sometimes inevitable and must be dealt with by agile methods practitioners. The increased complexities in communication, collaboration, and coordination associated with distributed development demand tools that can accommodate various styles of collaborative work. For such tools to be useful for agile teams, they also have to provide support for agile practices and overcome the challenge in organizational knowledge sharing. This paper presents some extensions to an existing Wiki web implementation to provide flexible support for various collaborative work styles: co-located and distributed teamwork; asynchronous and synchronous work activities; and use of structured and unstructured information. Using this Wiki-web implementation as an application platform on which other web-based collaborative tools are built, we present a suite of tools that address the above concerns.
One such tool is MASE which provides process support for specific agile practices, such as release and iteration planning, distributed pair programming, and daily Scrum meetings. Another tool is EB which provides a shared experience base that facilitate organizational learning in an agile software company by disseminating organizational knowledge to project teams. It also facilitates knowledge sharing across different teams by providing process models on common tasks and delivering task-relevant information to team members' project workspace on demand via its integration with MASE.
While Wiki web is not a new concept, the novelty of our approach is the extension of existing Wiki web implementation and integration with other CSCW tools to facilitate flexible collaborative work and adapting them for use by agile methods practitioners.
