This paper proposes the system enabling users to use heterogeneous databases in an integrated manner without any conversion and servers. In order to treat a variety of sources in a unified manner, this system is realized by using Java Database Connectivity (JDBC) in accessing databases on the user's computer. It also joins and/or projects them as required. The syntax identifying a kind of database or file is introduced. The system maintains data by using ArrayLists in Java. It is experimentally shown that there is no practical problem in the equijoin of three tables having 100,000 rows in heterogeneous databases.
Introduction
With the spread of computer technology, users handling their data as electronic data on computers have increased. Archaeologists are included in such users.
They also handle their data as electronic data on their computers.
In many cases, archaeologists determine where they store data in their own discretion. Therefore, the data may not be stored in the unified system. Data stored in this way become heterogeneous information sources.
Moreover, data are stored in the different databases due to the change of database administrators even in a department. Each department might use various databases for each.
In order to integrally handle these data, a method of converting the data stored in a database to the data in another database is employed. However, data conversion is a time-consuming task. The data conversion is also cumbersome in maintaining consistency between the copy and the original data when the original data are frequently changed.
The system based on mediators and wrappers 1 Moreover, they may want to handle heterogeneous information sources in a single computer.
Management of distributed and heterogeneous databases has been studied. 2, 3 Many types of heterogeneities including heterogeneities due to the differences in DBMSs and semantic heterogeneity have been treated. General solution is the mapping from local schemas to global one. In these studies, large-scale systems are assumed. A database is managed on a server.
Several databases on several servers can be used in the integrated manner. The methods proposed in the literatures seem to be too heavy-weight for a small-scale system to adopt. It is considered that the light-weight system is good for a small-scale system. The meanings of the light-weight system include the server-less system. Integration of heterogeneous databases without any servers is required for the small-scale system. This system maintains data by using ArrayLists in Java.
It is experimentally shown that there is no problem in the equijoin of three tables with 100,000 rows in heterogeneous databases.
The remaining of the paper is as follows: Section 2 describes the tools used in the proposed system. Section 3 describes a specific design of the system. Section 4 describes implementation. Section 5 shows an example of the execution of the system. Section 6 experimentally evaluates the system. Lastly, Section 7 gives concluding remarks.
Preliminary

Java Database Connectivity
Java Database Connectivity (JDBC) 5 is an API for the connection of a relational database and the program in Java. It has standardized the ability to connect with relational database management system by using the SQL language in Java. In order to use JDBC, it is necessary to prepare a JDBC driver for each database management system. By using JDBC, schema information and the data stored in a database can easily be obtained.
An example of the usage of JDBC is shown in Fig. 1 .
This is an example for SQLite. The driver class is loaded at Line 1. A database is connected to at Line 2.
An instance object for a statement is created at Line 3.
A query is executed and the result is stored in an instance object for a Resultset. We can use various database systems or files only by changing Line 1 and Line 2.
When data are obtained from an Excel file, Apache POI 6 is needed because the JDBC driver for Excel needs it.
Schema information
We get schema information to confirm whether the required table and the columns exist. In case of MySQL, PostgreSQL, and SQLite, we can get the schema information by sending a query using JDBC. If Apache POI is available, we can get the schema information by using Apache POI in Excel. In case of CSV files, we must read the CSV files and get the column names from them.
Design
In this system, a user enters the required information through the special window called the "information input-output window." The system extracts the join condition from the information input, and makes a connection to each database. Next, this system obtains the required table and joins them as needed. Finally, the join result is displayed in the information input-output window. Fig. 2 shows the flow of the process of join, which is the most complex process.
Information input-output window
Users specify the information for connecting databases or files. They get the join result through this information input-output window. This window has the following components:
(i) Input fields of the required informations for connecting to databases, and files.
(ii) Input field of projection column names.
(iii) Input field of the join condition.
(iv) Output field of execution result.
By providing (i) to (iv), we can do everything in a single window.
Join condition
The join condition is the condition for the join operation.
It is the form of "<DBKind>delimiter<Table name> <Alias name>delimiter<Column name>", where <DBKind> is a kind of a database or file, and is one of "MySQL," "PostgreSQL," "SQLite," An example of the specification of the join condition is shown in Fig. 3 . In this example, the table student in a MySQL database, the table student in a PostgreSQL database, and the table student in an SQLite database are joined.
Comparison operators "<=", ">=", "<", ">", "=", "!=", "NOT LIKE", and "LIKE" can be used with numbers or strings in MySQL, PostgreSQL, and SQLite.
Only equijoin of columns of each other is supported for Excel and CSV.
Use of schema information
This system uses schema information as follows:
(i) Confirmation of the existence of the column:
Before getting the data, the system checks whether the required (ii) Add a kind of database or file, and a table name (and an alias name): Since a table name is not given to the result of the query from each database management system, the system has to put a table name, and a kind of database or file to the query result in order to identify them.
Management of data
This system gets all of data as String data type, and manages them in an ArrayList. Also, the data newly 
Implementation
Extraction of join condition
From the information input-output window, the system gets the join condition. First, the system partitions the join conditions and creates lists of required tables and 
Join Operation
Sort merge join 8 and quick sort are used in this system.
If rows are sorted, the system does not sort them again.
Projection
The column name projected is obtained from the information input-output window. In the same manner as in the join condition, the column name must be the form of "<DBKind>:<Table name> <Alias name>:<Column name>." When the user wants to project more than one column, columns are separated by commas. If blank space or "*" is specified, the system obtains a full set of results.
The information input-output window has a check box to allow the user to select removing duplicates. If this check box is not checked, duplication is not removed and the system outputs a full set of results. If it is checked, the system outputs the projection result without duplication.
Execution example
When the system is started, the information input-output window appears. An example of specification is shown in Fig. 5 . The information needed to connect to the databases is specified in the text boxes on the left side of the window. In the SELECT section, a column name is specified. In the WHERE section, join condition is specified for MySQL, PostgreSQL, SQLite, Excel, and CSV file. Using a list (JComboBox) under the Join button, the user selects the join process and can see the process selected.
Performance evaluation
In order to clarify the performance of the constructed system, we evaluate the performance on the actual machine.
Experimental method
The data acquisition time and the join operation one are measured three times on a personal computer (2.7GHz
Intel Corei5, 8GB memory). The results are evaluated in the average. Unit of time is milliseconds.
The tables used in the experiment are as follows:
(i) The numbers of rows are 100, 1,000, 10,000 and 100,000.
(ii) The table has the columns of id, name, and price.
(iii) The column id is a random integer ranging from 0 to the number of rows. For example, in the case of 1,000 rows, it is a random integer of 0 to 1,000.
(iv) The column name is a random string. Its length is 2.
(v) The column price is a random two-digit integer.
All of tables are not manually indexed. Some database management systems may automatically create the primary index to a table. In this case, such an index may be used in the retrieval. Tables are generated by program.
• Experiment1: The data acquisition time of the system is measured.
• Experiment2: Two to five tables, each of which has the same number of rows, are joined. Joining two tables is performed using a table in MySQL and in
PostgreSQL. In the case of three tables, the tables in MySQL, PostgreSQL, and SQLite are used. In the case of four, a CSV file is used in addition to the case three. In the case of five, an Excel file is used in addition to the case four. The join order is
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Experimental Result
• Experiment1: Fig. 7 and Fig. 8 show the times of obtaining data from tables. Fig. 8 is a logarithmic graph of Fig. 7 . We could not measure the acquisition time of the 100,000 rows for an Excel file because an Excel file (.xls) cannot contain 65,537 or more rows, and because of short of memory. A lot of time is needed to get data for an Excel file, while others take almost equal time shorter than an Excel file.
• Experiment2: Fig. 9 and Fig. 10 show the times of multi-table join. Fig. 10 is a logarithmic graph of • Time of multi-table join: From Fig. 9 and Fig. 10, we can see that the processing times are unaffected by the number of tables with up to 10,000 rows.
Each joining time is almost the same. In 100,000
rows, according to the number of tables, the processing time gets longer. However, it seems there is no practical problem because three tables can be joined in about two seconds.
Concluding remarks
In this paper, the data of heterogeneous information sources are made available without any conversion in the integrated manner. We realized the join of tables of heterogeneous information sources. 
