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However, there are one or two criticisms; firstly the book is too long, especially 
the early chapters where the development of an example program is so long and 
the example so trivial that there is a danger of the reader missing the points that 
are being made. Even so, these chapters are well worth reading and fully understand- 
ing the ideas taught. 
Secondly the author’s wordy style is such that in many places one feels the author 
has used a dozen sentences where one might do. Even given this, the book is one 
that all teachers of programming should read so that they might understand an 
alternative approach to software development, and all programmers should read to 
get a better understanding of their craft. 
D.J. ANDREWS 
Computer Studies Depurtment 
University of Leicester 
Leicester, United Kingdom 
A First Course in Formal Logic and its Applications in Computer Science. By R.D. 
Dowsing, V.J. Rayward-Smith and C.D. Walter. Blackwell Scientific Publishers, 
Oxford, 1986, Price X12.95. 
This is one of three books from Blackwell Scientific Publications on theoretical 
topics for undergraduate computer scientists. The others discuss formal languages 
and computability; this one concentrates on propositional and predicate calculi. 
The chosen fields of computer science in which to apply them are circuit design, 
correctness proofs of simple Pascal programs, automatic theorem provers and logic 
programming. The title is a good summary of the authors’ achievement, and they 
can fairly claim to have produced “a clear exposition of the subject to the novice”, 
as they suggest in their preface. 
The approach to the propositional calculus is simple and friendly. The necessary 
formality is there, but it is not intrusive. Propositional calculus is presented both 
as an algebra based on truth tables, and as a formal system based on axioms and 
rules of inference. The reader is referred elsewhere for a proof of equivalence of 
the two formulations. The application of the propositional calculus to circuit design 
is straightforward. 
The presentation of the predicate calculus is closely linked to the intended aims 
of using it for specifying and verifying algorithms, and for explaining logic program- 
ming. I found this rather distracting after a while, and should have liked more of 
a purer mathematical tlavour to have crept in earlier. Interpretations, valuations, 
and models are discussed before the axioms for a predicate calculus are introduced 
and some proofs presented. 
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The chapter on proving programs correct is based on a simple subset of Pascal. 
After illustrating the proof rules for the basic structures, the authors arrive at the 
depressing conclusion that proofs are too difficult unless the programs are small 
and the language restricted. The alleviations they propose are these: more powerful 
programming languages in which verification is easy (functional programming and 
logic programming are given as examples), better training in mathematics for 
programmers, and sophisticated tools to transform specifications into correct pro- 
grams. I feel sure that the difficulty arises from presenting program verification as 
something to do after you have written the program, rather than as part of the 
process of inventing the program. The works of Dijkstra and Gries do not appear 
among the references. 
The predicate calculus is also put to work in chapters on automatic theorem 
provers and using Prolog for logic programming. These subjects are certainly 
important in the contemporary scene, but they give a misleading impression of the 
contribution of mathematical logic to computer science, since they involve restricting 
the expressive power of predicates to make them suitable for computation. There 
is no place in the book for using the mathematics in an unrestricted way, and other 
potential readers of the book will be disappointed to find that there is no treatment 
of data, a complaint seen before in reviews in this journal. Algebraic specifications 
begin to appear in the chapter on the predicate calculus, but they are not pursued, 
a.nd do not get into the references. Model-based specifications are not mentioned. 
Perhaps the authors’ view is that such things should be part of a second rather than 
a first course, but there is nothing specially difficult in the logical treatment of data, 
and it is here that the main benefits of mathematics in software development are to 
be found. The general reader, especially the professional software developer, will 
have to turn elsewhere for guidance. 
There are exercises at the end of each chapter, but none within chapters, and I 
should have liked more pointers as I read to exercises that could be attempted at 
the end of each section. I felt that the lack of solutions to the exercises might leave 
the novice floundering. For undergraduates ome more extended questions of the 
kind they are likely to see in examinations should be provided. 
There are 33 references, 23 to books and 10 to journal papers, perhaps too many 
for undergraduates to pursue. Not many of the authors appear in the book’s index, 
so a close perusal of the text is required to find out which part of the book they 
reinforce. 
In summary I would say it provides a good exposition of the mathematics, but 
is rather restricted in its view of the applications in computer science. 
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