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DESIGN SOLUTION LIBRARY
 
1. INTRODUCTION
 
The engineering design process and the advancement of future computer-aided­
design systems need new design aids to be used during the conceptual design phase. 
This design phase is where information gathering and understanding of the problem 
are developed, analyzed and broken into small more manageable elements. These 
elements consist of customer requirements and engineering specifications, many of 
which are converted into functional expressions that need to be satisfied. Of these 
elements, it is at the most basic level of the functional expression that the beginning 
form of a product is developed. Upon that initial form, consisting of the basic 
envelope (area domain) of the product and defined by form features, components and 
assemblies are added to fulfill the functional requirements of the product. 
This dissertation develops an architecture / basic-structure, of a Function 
Driven Mechanical Design Solution Library (here after called a solution library) for 
the most primitive design structure - the feature. The implementation utilizes the 
functionality a feature inherently possesses to obtain solutions. By using a features's 
functionality for the search criteria during the design of mechanical components, the 
design engineer has access to a wider variety of design solutions than traditional 
libraries are capable of finding. 
The ability to present a wide selection of design solutions to the designer is of 
great importance. During the design process, the designer makes use of many 
different technologies.  It is impossible for the design engineer to be an expert in all 
domain fields such as plastics, casting, machining, sheet-metal, etc., along with the 
usage of a variety of components which are found within the multitude of catalogs 
that exist in the design world. To be an expert in only one of these domain  fields 
requires years of experience, therefore, it can not be expected for a designer to know 2 
the details about domain fields outside their expertise. A solution library brings that 
knowledge and information to the designer when needed. The knowledge of the 
features, components and assemblies is contained within the solution library, so the 
designer need not be an expert in the domain field to use the solutions. 
This dissertation implements the architecture of a solution library by  satisfying 
the basic functional requirements a feature inherently possesses. The concept of 
"feature" is discussed in depth in chapter 2, but the term needs some basic 
clarification here. The features contained within the library satisfy a function (e.g., 
such as a hole to position an interfacing object). These features are also  known as 
"form" features.  Similarly, the term "function", even though discussed in detail in
 
chapter 2, needs some immediate clarification. A function is the behavior or action
 
that the feature must satisfy in order for the product to achieve its overall purpose.
 
Each feature has functional specifications, associated with it.  These
 
specifications represent the fundamental information about the structure,  which are
 
passed from the feature solution to the product design,  allowing for the capture of
 
some basic reasoning about a design's development. Using this information in the
 
development of more complicated structures, such as component  and assembly 
solutions, a greater understanding of a design's creation is possible. 
Prominent design theory researchers have suggested solution library contexts 
revolving around complete design solutions. Other researchers have investigated 
designing- with features by using feature-based solution libraries, similar to the one 
developed here. Each of these investigations has fallen short in their application by 
not fully using functional attributes or by not completely modeling the entire solution 
functionally. 
The library systems based on complete product solutions are very useful in 
First, these solution libraries their specific application but they fail  in several areas. 
do not maintain the history of the development of those solutions; consequently, the 
reasoning and detailed functional development of the design's solution are unknown. 
Secondly, the solutions accessed from a complete product library do not allow for 
Therefore new component variations and modifications to meet new design needs. 3 
innovations are prevented from being developed. Additionally, the selection of a 
solution by the satisfaction of a function and the preserving of functional information 
from that selection is not a usual design practice.  Feature based solution libraries in 
this context have comparable deficiencies. 
Feature based solution libraries, require the engineer to  have an idea of the 
solution and its capabilities before actually using the library. This limits the design to 
solutions that are known to the designer. Consequently, the novice engineer designs 
with a limited number of features, and the expert with many.  Feature based design 
systems,. such as Pro Engineer [Pro Engineer 94], are prime examples of this 
deficiency; they require the feature and its data to be known beforehand. 
Additionally, these systems do not possess the reasoning behind the selection of a 
solution. To overcome these deficiencies, this solution library is developed. 
The architecture of the solution library is implemented as a computer design 
assistant to aid design engineers in the development of products. The difference 
between this system and other database retrieval systems is that the primary index is 
with the functions of the feature or component. This is accomplished by 
incorporating functionality into the primary structure and limiting the design history 
to the smallest definable function level - the feature.  The refinements allow for 
design retrieval based upon the functionality necessary for part development, while 
also allowing for greater idea generation during the conceptual or redesign phases of a 
product. 
The architecture, consisting of basic computer algorithms, databases and 
information structures, should successfully model real world solutions from  basic 
features to more complicated components and assemblies. A successful representation 
enhances the retrieval of potential solutions used within the design and  forms the 
basis for a commercial solution library. 4 
1.1 MOTIVATIONS 
The motivation to develop a solution library comes from the necessity of 
obtaining assistance in satisfying functional issues that arise during the development 
of a product. The solution library is intended to aid the engineer during conceptual 
design development. A range of solutions is presented by the library,.which were 
found using the functions a specific design or product is to satisfy. This dissertation 
develops a solution library that possesses a basic structure where solutions maintain 
the functional content and line of reasoning for each aspect of the solution. This 
structure is lacking in other models.  It is only through the complete storage of a 
solution's attributes that future conceptual solution library design-aids can be fully 
utilized. 
The solution library was influenced by the conclusions derived from the 
development of the Design History tool (DHT) - a rudimentary design storage system 
developed in the programming language LISP at Oregon State. University [Chen 92]. 
With the knowledge gained from this early design history tool, the mechanical design 
solution library was developed. 
The solution library has a few fundamental differences from the DHT. These 
are:  1) the retrieving of previously designed solutions is through the relationships 
and functionality of the objects;  2) the storage and retrieval of design solutions are 
indexed primarily through the functionality and relationships;  3) functional 
information required for retrieval and use of the feature, component or assembly 
solution is preserved. The historical content, decisions and final reasoning of each 
component in the product are stored in the product's database; additionally, the 
relational, functional, and technical data, along with information of the entire part are 
also stored; 4) solution access and vocabulary are standard to that used by engineers 
in industry; 5) the library allows for usage of feature, component and assembly 
solutions developed by the designer and associates;  6) equal levels of abstraction are 
maintained in the search, unless overridden by the user; and 7) component solutions 5 
are developed from feature solutions.  Similarly, assembly solutions are developed 
from component and feature solutions. 
The design solution library development is based upon many design and 
computer theories. The design theories that assisted in the development were from 
the European theories of WDK, VDI-2221 and American design theories from various 
sources. The computer structure for the system includes aspects from object-oriented 
programming and object-oriented databases,  relational programming and databases,' 
knowledge heuristics, artificial intelligence (AI), semantic networks and Cased-Based 
reasoning. 
1.2 OBJECTIVES 
The objective for the mechanical design solution library is to develop an 
architecture using state-of-the-art programming techniques and interfacing packages, 
while also being PC or workstation compatible. The solution library targets the 
functionality and relationships possessed by an object (feature, component, or 
assembly) as the primary search source in finding solution possibilities. The target is 
to assist the user close to the natural design development where the designer is 
attempting to satisfy some underlying function. 
The solutions contained in the solution library are derived from the plastic 
injection molding domain. Expanding the solution library to include other domains 
such as casting, sheet metal forming, and machining is viable once the features and 
corresponding functions are identified as shown in chapter 3 for plastic injection 
molding. Access to potential solutions is obtained through the functional specification 
or need that has been put forth by the problem statement. The solution library 
should, when complete, contain solutions from every design process domain, but for 
this dissertation only injection molded feature solutions are included. 
Note: It is not the intent of this research to develop a database system, but a 
solution library using a database for solution storage. 6 
The solution library is not an "Expert System;" there is no intention to reason 
or infer what the designer desires to search. Any inferred information must be 
accomplished by other computer algorithms before the solution library is accessed. 
1.3 SOLUTION LIBRARY EXAMPLE
 
To give the reader a basic understanding of what the solution library is and 
how it is used, a brief example is presented. Chapter 4 discusses all aspects of the 
solution library in detail, but before proceeding further some basic concepts need to 
be understood. The first point needing clarification is where the solution library is 
located within the basic design process. This is followed by the question: when is the 
solution library accessed and finally what are the steps to accomplish a search. 
To explain the first point and what results, a product's development is 
examined. The design of a product goes through multiple stages of design, starting 
with the initial need and ending with the final product. The initial need is what the 
customer wants, the basic product concept. The desires of the customer are 
interpreted and analyzed by the engineer and transformed into specifications. From 
this preliminary stage to the final creation of the product's manufacturing drawings is 
the concept development phase of design.  It is only after completion of the concept 
design that the final product is obtained. These steps are represented in Figure 1.1. 
The first design step, the initial need, described by the customer, possesses the 
problem statement consisting of 1) a general statement of the design problem, 2) the 
limitations and constraints upon the solution (customer, engineering, government, 
design code requirements, completion dates etc.), and 3) "the criterion of excellence 
to be worked to" [Cross 89]. These three elements are considered the "clarification of 
the task" or the initial gathering of information about the design requirements needed 
to describe the solution, pinpoint the known constraints, and describes the initial need 
of a product. Following the "clarification of the task"  the next stage in the design 
process is the concept development. The concept development comprises of the 
conceptual design, (which establishes the functional structure, investigates potential 7 
Initial Need -->H Concept  Product 
Development 
Conceptual Design 
design Specifications 
Function  Emb o dim ent 
design Breakdown 
Detail 
design (Analysis and evaluation) 
Figure 1.1 Design process 
solution concepts and combines them into possible design alternatives); embodiment 
design (which determines the layout design and then analyze, evaluate, refine and 
develop the solutions from the conceptual stage), and detailing (which consists of the 
final arrangement, form and dimensioning of the product). These last stages develop 
the product that satisfies the initial need. The solution library is to he used during the 
concept development stage of a product. 
The second point, when is the solution library accessed, can occur at any time. 
For optimum use, the author recommends the library he accessed primarily during the 
conceptual design phase while developing concepts. As mentioned above, the 
conceptual design phase is where a function structure is established. The functions in 
the structure are derived from the initial specifications, which are converted by the 
engineer from the customer's requirements of the product. The functions when 
satisfied are represented by the individual features, components and assemblies that 
make up the product. The function information is passed to the solution library and 
is used for the search for solutions which satisfy the function. Figure 1.2 shows when 
the function library is accessed in the progression from specifications to the 
components and assemblies of a product. The solution library receives the 8 
Specifications ---- (conversion) ---- Function	  [Solution)  - features  [Components & I 
[Library  [Assemblies required 
Figure 1.2 Solution library positioning 
function(s), and searches the database for matches and presents the features which 
may potentially satisfy the designer's problem. If the designer is not satisfied, the 
database holding the functions for the search is modified by the designer. With the 
new parameters entered a new search is performed.  The search can be done for many 
different function combinations. The search process can be performed many times 
until either a feature solution is found or the search is terminated. Once a solution 
has been selected to satisfy the needs of the designer, it is added to the database of 
the product and the designer modifies the sketched part accordingly. Figure 1.3 
shows how the various components of the design process interact in a design support 
system. As seen in the diagram, customer and engineering requirements and 
specifications are converted into functions. These functions are acted upon by a 
decision/issue cycle, which is part of a decision support system (not a part of this 
dissertation). The decision support system operates in conjunction with a sketching 
system (also not a part of this dissertation), managing each issue, argument, 
alternative and decision of the sketch. The solution library is accessed by these 
systems when the designer requires alternatives. 
The third, what are the steps to accomplish a search, is performed after the 
function or functions under investigation have been passed to the solution library. The 
functions are used for searching the database for solutions that match the functions. 
If for example the functions of support, position and limit are required by the 
specifications to he satisfied by a potential solution. These are sent to the library and 
stored. The designer activates the solution library through the Microsoft Windows 
interface, producing the main selection screen. The search for solutions is activated 
by pressing the search button on the main selection menu, as seen in Figure 1.4. 9 
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Figure 1.3 Design support system 
Once the button is pushed, the function information is used in the search to find 
potential solutions. This function information is stored in a dedicated database for 
use in the solution library's database search (accessible by pressing the "Functional 
Parameters Information & Constraints" button on the main selection screen producing 
the "Function screen," Figure 1.5). This screen shows the functions that are under 
investigation. 
Once the search is activated, various solutions are found which may satisfy the 
functions: boss, gusset, peg, protrusion, undercut and wall. Each solution is accessed 
by advancing through the found solutions by pushing the arrow button.  If one of the 
solutions is of interest, such as the boss (presented in Figure 1.6), the designer can 
view all of the information relating to the feature. Examples of this information 
might be the limitations of use, the manufacturing characteristics or the operational 10 
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Figure 1.6 Boss solution 
properties of the boss feature. This information aids the designer in making decisions 
as to the solutions feasibility for solving the problem. The designer needs to make a 
decision to either accept, reject the solution or decide for a personally created 
solution. 
If the designer selects a solution that satisfies the function, the solution is then 
saved, all relating data and the function information is passed to the database of the 
product. This database contains all of the information about the product. The 
database consists of a number or individual files representing different aspects of the 
product. Upon the selection or creation of all the components contained in the 
product, the designer can go back through the database and examine each feature, 
component or assembly and be able to view some of the reasoning as to why the 
design was developed through the functions that were satisfied. 
This is a simple example of the solution library access, its location within the 
design process, and the type of information that is contained. Chapter 4 discusses the 
solution library in full. 12 
1.4 ORGANIZATION 
This dissertation is organized into 5 chapters, with  a glossary of terms found 
in the appendices for clarification of terms. Chapter 1  presents the introduction and 
motivations for this research. Chapter 2 presents the background to the solution 
library research.  Section 2.1 reviews the European and American schools of design 
theory used to develop the library.  Chapter 2.1 also presents the concept of 
functionality and the many processes involved during the conceptual design phase of 
product development. Chapter 2.2 examines the Design History Tool developed at 
Oregon State University and the problems encountered. Chapter 2.3 investigates the 
role of computers and computer theories in the design  process. This chapter also 
discusses object-oriented-programming subjects, such as classes, methods, inheritance 
and polymorphism, along with databases, network structures, case base reasoning and 
search theories. The remaining chapters (3  5) comprise the original research within 
this dissertation. Chapter 3 presents the design or problem domain consisting of the 
pertinent knowledge of injection molded design targeted to the solution library. 
Chapter 4.1 introduces the overall view of the solution library and presents  a general 
working view of the system and how the designer uses it to obtain potential design 
solutions from the library.  This chapter introduces the design solution library and 
user interface screens. Chapter 4.2 develops the database structure for obtaining the 
functional information from the user and the database structure of the features, 
components and/or assemblies that reside in the database. Chapter 4.2 also develops 
the actual system by combining various resources and media along with the initial 
layout of the system. Chapter 4.3 presents the library's representation and behind the 
scenes activities with an example to illustrate the solution library's use.  Chapter 4.4 
describes the library's implementation platform and software. Chapter 5 evaluates the 
application of the design solution library and presents conclusions to the 
implementation along with recommendations for the next generation system. The 
appendices contain the feature data not included in chapter 3 and the complete listing 
of the functions associated with each feature. 13 
2. BACKGROUND
 
2.1 DESIGN METHODS
 
The development of the solution library is based upon theories and ideas from 
many sources. These basic theories and ideas of engineering design are required to 
fully define the attributes of a library, from which the concept is derived. The 
discussion herein is targeted specifically toward a mechanical design application. 
Design methodologies, models and design processes by many noted authors 
throughout the European and American design communities are discussed in this 
section. 
The format of chapter 2 is as follows: An introduction to basic design 
theory/taxonomy is introduced in section 2.1.1. The concept of functionality along 
with the methodologies using the functions is discussed in section 2.1.2, which is 
made up of Structure, Connectivity, Systems and Object-Oriented Systems. 
Following this is a discussion of Features in section 2.1.3. Next various European 
design models are discussed. The German VDI-2221 (Verein Deutscher Ingenieure) 
design theory and Pahl and Beitz's theories are discussed in detail in section 2.1.4.1 
and 2.1.4.2 respectively. 
In Denmark, Andreasen [91] has explored the theoretical basis of design and 
has developed a "Chromosome model" to represent his theory.  This is derived from 
the WDK design theory model of Vladimir Huhka for the design process dealing with 
general procedures, methods and tools for developing mechanical products. The 
WDK theory and Andreasen's chromosome model is discussed in section 2.1.4.3. 
As recognized throughout the design community, the design process has many 
levels in the development of a product beyond the phases mentioned above: from the 
initial idea or need, presented to the designer, to the final concept being shipped to 
the consumer. For each phase of the design process, a multitude of problems and 
issues require solving. From these issues, proposals are put forth that demand 14 
decisions. The handling of such issues, proposals and decisions is addressed in 
section 2.1.5. 
Traditionally, potential solutions or designs are developed by the design 
engineer after initial customer and engineering requirement evaluations early in the 
design process. These solution concepts are usually  searched for without an in-depth 
investigation, especially when using descriptive models. New methods, such as the 
Quality Function Deployment (QFD) method, branch away from this 'solution­
focused' nature of design thinking. The QFD method is not used within the solution 
library itself, but for obtaining the function information about the product. This 
function information is later used for the searches within the library.  Section 2.1.6 
briefly presents the QFD technique. 
Additional new theories are recently presented which have direct influence 
upon the solution library, such as Bond and Behavior Graphs and Computer-Assisted 
Catalogs, these are discussed in sections 2.1.7 and 2.1.8 respectively. 
2.1.1 BASIC THEORY 
This section presents the basic concept of the design model and how it relates 
to the development of a design. In mechanical engineering, design models (flow 
charts, design sketches, function models and prototypes) are  important tools for 
developing a product, and since the mechanical design solution  library is based upon 
a model, it is important to understand the term "model." In this context, a model 
represents a system possessing attributes or characteristics of an object or product. 
The model is also capable of reproducing some of the object's  properties. For a 
solution library, function models and geometric models are used in the development 
of a working design model. 
A function model displays the functional properties of the product.  It is "a 
model of the working principles of the product with the purpose to verify ('Does it 
work?') [Buur 89]," to evaluate ('how does it work), or to design ('how should it 
work'). A "geometrical model describes the pure geometry of the product and the 
functional dimensions of the structure" [Salminen 91]. 15 
A design model possesses various categories, mentioned earlier: the 
clarification of task, conceptual design, embodiment design. How the designer tackles 
each of these phases depends upon the designer's expertise.  In general the designer 
identifies the main problems or functions, and concentrates upon these, then considers 
the main attributes and focuses on only specific parts of the design. When the 
designer designs, the vocabulary used depends upon the information needed for 
performing the task [Shah 88b]. The vocabulary comes in the form of textural, 
algebraic, or graphic (symbolic, schematic, kinematic, geometric). 
The design model's vocabulary changes between phases. The vocabulary for 
the problem definition, customer requirements and engineering specifications is 
textural and algebraic. Once the conceptual design phase is begun the vocabulary 
changes into a graphic or sketching phase. During the initial sketching phase a 
designer will primarily use pen and paper for development of ideas through sketches. 
Sketching is typically fast and involves very few instruments (usually just a pencil). 
The sketches are inexact in nature and are therefore not drawn to scale [Ullman et al. 
90]. It is only recently that designers are attempting to use computers to refine these 
sketches and apply them to initial engineering analyses. 
The conceptual design phase of a design's form is very specific to the 
individual designer. Consequently, it is not surprising that present computer systems 
are not flexible enough to handle the free form of conceptual sketching. Manual 
drawing is usually preferred, especially when intended for the designer's use only. 
Additionally, a standardization during conceptual design, such as a standardization of 
components, which are supported by design methods, can speed up the conceptual 
process. 
To develop a product, various procedures, technique aids or tools for designing 
are employed.  These devices represent distinct activities or design methods a 
designer might use and combine into an overall design process. The "most common 
design method can he called the method of 'design by drawing'; that is to say, most 
designers rely extensively on drawing as their main aid to designing" [Cross 89]. A 
designer initially attempts to clarify the design objectives to have a clear idea of the 16 
product. This is helpful at all design stages of the design, although those objectives 
may change as the design work progresses. Jakobsen [91] suggests the basic 
specification of a design problem consist of functional requirements (functions to be 
accomplished), evaluation criteria (for ranking and selecting design proposals), and 
boundary conditions (external conditions satisfied). Additionally Takeda [90b] 
suggests classifying the concepts according to objects, functions, attributes, 
topological relations between the object (description how the parts are related), and 
connection methods between objects and manufacturing methods of the objects. Eight 
categories of knowledge are obtained from his suggestions: Function to Object, 
Object to Function, Attribute to Object, Object to Attribute, Attribute to Attribute, 
Topology to Connection, Object to Manufacturing, and Manufacturing to Attribute 
knowledge as seen in Figure 2.1.1. The object mentioned here is "a concrete existing 
thing, and the object concept is its abstract mental impression conceived by a human 
being. An object concept might be associated with its properties, such as color, size, 
function, and place. These properties are called abstract concepts" [Takeda 90a]. To 
determine these areas of knowledge, the functionality and various methodologies of 
mechanical design are discussed and defined. 
(Function 
Object H Manufacturing 
.{Attribute  Attribute knowledge 
Topology  onnection 
Figure 2.1.1 Categories of knowledge 17 
2.1.2 FUNCTIONALITY AND METHODOLOGIES 
Functionality and design methodologies have been presented and discussed for 
several years. Both of these topics are closely tied together, especially during the 
conceptual design phase. Design methodologies for design engineers have been 
proposed [Pahl & Beitz 84, Hubka 84, Ullman 92, Umeda 90, Yoshikawa 82 etc.] as 
guidelines for aiding the novice design engineer in developing mechanical design 
components. In general it is recommended that a designer should first "determine the 
entire function of a mechanical entity from the given specification" [Umeda 90]. The 
overall function, as shown in "Value Analysis in Design" by T.C. Fowler [90], is in 
turn divided into sub-functions, sub-functions into sub-sub-functions, and so on until 
the basic 'physical behavior' performs the sub-functions. This breakdown results in 
the functional structure being initially clarified. As stated by Anderson [91], 
"functional modeling and functional simulations are important parts of the process of 
developing new products." 
After the functional breakdown many design methodologies recommend 
mechanical components catalogs to be examined for each sub-function and choose 
components that are appropriate. Finally, the designer constructs the product using 
the selected and designed components. 
From here the functional structure is mapped into the physical or form 
structure during the embodiment of the design. How the developed function structure 
is originally broken down, relates to how the design components are combined to 
create the final concept or physical system. The function of a physical system is 
commonly agreed to he defined as: the transformation between an input and an output 
with respect to material, energy and information (signals) (Figure 2.1.2) [Pahl & Beitz 
84, Roth 87, Hundal 91]. From the transformation Pahl & Beitz have determined that 
various sub-functions are derived from the conversion of energy, materials and 
signals/information.  These are: 18 
Figure 2.1.2 Function structure breakdown 
Conversion of energy: Changing energy, Varying energy components, 
Connecting energy with a signal, Channelling energy, Storing energy 
Conversion of material: Changing matter, Varying material dimensions, 
Connecting matter with energy, Connecting matter with signal, Connecting 
materials of different type, Channelling material, Storing material 
Conversion of signals: Changing signals, Varying signal magnitudes, Connecting 
signals with energy, Connecting signals with matter, Connecting signals with 
signals, Channelling signals, Storing signals. 
But, as noted by Ullman [93b] "this is a good paradigm for modeling existing systems 
however, systems methods are weak for modeling and aiding mechanical design when 
the system is still evolving and many of the functions are poorly understood." 
Roth [74] compiled a design catalog representing an initial correspondence 
(mapping) between functions and elements that perform those functions. Functions in 
his approach "also include the relative motions of parts in mechanical systems as 
well" [Umeda 90]. But according to Umeda [90], Roth's approach has been found to 
possess a number of flaws. One of the flaws, due to ambiguities in his approach, is 
in function to form mapping. To rectify the ambiguities requires the definition of 
function, behavior and state to he clear, consistent for all levels of the design. 
Another problem contained within Roth's approach is in not maintaining 
equivalent degrees of abstraction. The degree of abstraction describes the 19 
characteristic level between "concrete and abstract" of an object. Function to form 
mapping is at different levels as is the "relationships between input and output of 
material, energy, and information to relationships between surfaces of mechanical 
parts" [Umeda 90]. The function definition must be capable of describing the 
transformation between input and output, such as the relationship between a bolt and 
its corresponding nut. 
Additionally, how a designer divides a function into sub-functions is unclear 
and is subjective to the designer doing the task, since there is no consistent method. 
And finally, the functional subdivisions should theoretically be the "primitive 
functions that are used as indices to a design catalogue, but these primitive functions 
may potentially be only defined in a limited domain (e.g., the world of kinematic 
pairs). This implies further that the structure of the whole is the sum of the 
substructure correspondent to sub-functions, which is not true in many domains" 
[Umeda 90]. 
Other functional ideas that have potential discrepancies are Rodenacker's 
assumption that a "functional hierarchy has one-to-one correspondent to the 
representation of states" [Umeda 90]. This suggests that there are appropriate parts 
that can perform each individual sub-function and the design object can be 
constructed by combining appropriate parts. This assumption, when feasible, will 
generate inefficient and illogical components and in general cannot he used for 
mechanical components. 
Similar to the problems encountered with the above representations, "the 
system's method," a popular design model, has function representation problems 
[Ullman 93b].  In brief, along with other problems, spatial information is suspended 
until after functional decisions are made, the evolution of form and function's 
interdependence isn't accounted for, and there is an inability to account for multiple 
interaction combinations during a product's life cycle. The "system method" also 
assumes "that each function is a single variable transformation that can be treated 
independently." 20 
The term "function," as stated by Ullman [93c], is "poorly defined even 
though most authors and practitioners have a feeling for what it means." Ullman 
[93c] also states that "in the literature the terms `purpose,' behavior,"operation' and 
`performance' are often confused with function and are not made clear." The relation 
between form and function is also not completely understood. There is no unique 
mapping between function and form (i.e., the same function could be accomplished 
by several different forms, and a given form could be used to perform different 
functions). Also a function can be a composite result of many interacting sub-
functions [Shah 91]. With the adaption of object-oriented programming to 
mechanical engineering, the concept of functionality is being tied more closely with 
the design object [Wingard 91, Wierda 91, Shah 91a, Salomons 91h, and others]. The 
next section, 2.1.2.1, discusses current theories in representing a function. 
2.1.2.1 STRUCTURE OF FUNCTION REPRESENTATION 
A mechanical design solution library, using a function driven process to access 
solutions, requires a function representation and structure that is flexible in 
representing a variety of solution features, components and assemblies. In this 
section, how basic theories and design methodologies represent a function is 
discussed. 
The functional structure or functional requirements are expressed as a set of 
verb-noun pairs [Pahl & Beitz 84, Fowler 90, Andreasen 91, Jakobsen 91, and others] 
along with relating information.' These verb-noun combinations determine the task 
to be carried out by the design. Each function should he formulated independently of 
the solution and between adjoining functions. Functional requirements possess the 
problem that there is a wide diversity of terms, verbs and nouns, in a given technical 
system. Jakobsen [91] recommends a thesaurus to define the verb and noun sets, 
2 As noted by Ullman [93], functionality is of greater complexity than just a 
transformation of materials, energy and information (signals) 21 
applicable in the definitions of the functional requirements along with a synonym 
table to aid the designer. This would aid in the terminology coherence between 
design engineers. The authors, mentioned above, use various terminology to represent 
an object: State, Verb, Noun, Form, and Components, all with varying definitions but 
with common understanding. 
The concepts of state and change are the basic points in classifying a 
functional requirement. A state is a snapshot of the design at a particular incident. 
At different points in time the design will be in different states and will contain the 
description of the technical system along with its relevant environments [Jakobsen 
91]. The change is the action that is taken by a "verb" to fulfill a desired effect. 
To represent the state and change of a function requirement, verbs and nouns 
representing them are combined. The Verb in a verb/noun pair, shows the operation 
of the design and the Noun shows the object of the design. Verbs are usually 
classified according to the type of operation that is to be accomplished. Jakobsen 
breaks the verb into the transformation, control, and generation classes. 
His transformation class "represents the actions/operations that effectuates the 
change from one state to an other." From this class three subclasses are defined, 
depending on the effects on the object:  1) change - changes in the internal state of 
the object. Verbs that represent this are: increase, heat, lower etc.; 2) process 
changes in geometry or form. Two sub-sub-classes exist;  2a) joining or coupling 
verbs such as couple, divide, tie, etc.;  2b) working verbs: drill, machine, squeeze, 
etc.; and 3) movement verbs such as change of position or alignment of the operand. 
Next, Jakobsen uses a control class to represent actions. This control class 
maintains the operation and specification of the properties of one state or the 
"changes of the properties in the transformation from one state to another."  He 
discriminates between active and passive control: regulate, store, steer versus measure 
analyze, count. 
Jakobsen's third class is in generation, which includes verbs: provide, give, 
and generate, etc. This class will not be expanded upon in this research, since this 
class of verbs is actionless and consequently is not usable in a function library. 22 
Jakobsen [91] also discusses the different classes of nouns: qualitative, 
quantitative, concrete, and conceptual. The qualitative and quantitative classes 
relate to properties of the product its environment part properties. The qualitative 
noun represents the properties that are subjective: quality,  comfort, fashion, odor, etc. 
The quantitative noun represents properties that possess a measurable unit or scale. 
Concrete and conceptual nouns refer to the product or the environment. The object is 
considered part of the product or its environment. The concrete noun represents 
artifacts or objects that exist: steel, chair, plastic part, person etc. The conceptual 
noun maintains the abstract concepts like: program, technical system, method, result 
etc. 
As with other authors, Jakobsen declares that the description of a function 
consists as a "verb-noun pair with the attributes connected to the verb and the noun." 
Attributes are related to the function as a whole and possess a complexity, a degree of 
abstraction, and a purpose. The complexity is the "measure of the degree of 
resolution" where the "elementary functions that cannot be resolved further comprise 
the lowest degree." The degree of abstraction describes each function at a specific 
level from the abstract to the concrete. The purpose of the technical system is 
accomplished by the transformation function and is accompanied by "additional 
functions: auxiliary, driving and energy delivering, regulating and controlling, 
connecting and supporting" [Jakobsen 91]. From this Jakobsen proposes a single 
class of function containing the following: 
- verb (known in the classification hierarchy), 
- noun (known in the classification hierarchy), 
- Degree of resolution  (complexity), 
- Degree of abstraction, 
This class additionally has access to any information bound to the verb and noun. 
To combine objects using the verb/noun pairs, the topic of connection between 
objects is discussed next in section 2.1.2.2. 23 
2.1.2.2 CONNECTIVITY 
Umeda [90] and other authors [Ullman 92, Kota and Lee 90, Dixon 88] show 
that the representation of a function is based on the connectivity/relationships of the 
parts rather than the parts by themselves. These relationships achieve their function 
by the constrained motions of the components. 
A component is not an isolated element.  It is the relationship between 
components that affect adjoining components in the entire system. To illustrate this, 
consider two meshing gears. Each gear by itself is incapable of transmitting motion 
as with the interface alone. All three entities must be considered simultaneously, the 
two meshing gears and the interface (represented as a connector). The connector 
naturally does not exist without the components, and the components cannot interact 
without the connector. The system must be taken as a whole and not by the individual 
elements. 
A component is usually designed to perform more than one function (function 
sharing). When a multiple function component is connected to another component, it 
results in a merging of different levels of abstraction or from a tree-node at one level 
to a single node at a lower level. This causes difficulties in pure tree decomposition 
structures. With the use of connectors/relationships function sharing problems 
according to Iyengar 92 can be overcome. To describe his ideas: if two functions are 
performed by one component, 
the two nodes representing these functions merge into a single node at a lower 
level, representing the single component performing these functions.  If these two 
nodes have a connector between them, we can leave the structure as it is, and 
modify only the connector. The connector would then contain the information that 
the two nodes are actually the same component. All other parameters that the 
connector has values for would then he 'perfect' or 'complete'. 
Iyengar believes that the connectors are identifiable, quantifiable, definable, etc. only 
at the component level. 24 
A component-relationship-based description for a design object "matches a 
top-down design process and provides a knowledge framework with function behavior 
and structure" [Gui 91].  It is recognized that on different levels of a function tree the 
relationships may possess dissimilar levels of abstraction. A high level may denote a 
subassembly, whereas a lower level may specify the features of single piece 
components that make the structured.  It is required to use the "data abstractions of 
components and connectors on various levels, to obtain a  unified description for a 
feature-based model of both the assembly and single-piece components" [Gui 91]. 
Gui uses structural, functional (internal properties) and behavior features (external 
properties) on every level. He uses a model based on a multigraph logic structure 
where "each node in a multigraph is either a component node or a connector node, 
which corresponds to a related functional unit," to model the design structure. Gui 
also uses various configurations "such as one connector linking more than two 
components or two components connected with more than two connectors" for 
assemblies (i.e., bolt and nut connect more than two components). The connectors 
used by Gui, Iyengar and others define the relationship and interaction between 
adjacent components in the system and to define aspects of those individual 
components, thereby maintaining data about the components it connects with, and 
their interactions. 
Umeda [90] is presently attempting to use an FBS (function-behavior-state) 
diagram as the basic architecture in modeling a system with functional descriptions. 
The purpose is to construct a "clear, consistent, computable, and widely useful model 
for function, behavior and structure of machines and to examine it in various 
applications, such as computer aided design, simulation, and diagnosis."  For his 
system Umeda defines behavior as "sequential one or more changes of state" and a 
state that does not change over time as a kind of behavior. He also defines a function 
as "a description of behavior abstracted by human through recognition of the 
behavior in order to utilize it."  In other words, a function is an "image of behavior 
abstracted by a human and, in general, is represented in the form of 'to do 
something'." In this system the FBS diagram represents complex hierarchy using 25 
flexible F-B relationships. Additionally, Umeda [91] developed a qualitative 
reasoning system based on Qualitative Process Theory and connected it to the 
function modeler. This allowed the designer to analyze design structure from its 
behavior. 
In 1982 Yoshikawa [Rosen 92] investigated the relationships between 
functional requirements and design solutions and "proposed that the set of design 
entities (solutions: assemblies and components) be categorized separately by 
functional concepts and by their attributes." Taura [Taura & Yoshikawa 91] used 
Yoshikawa's theories to distinguish between a total (whole system) and a partial 
functional space (individual components). Their design methodology could search the 
total and partial function spaces and the set of components in a kinematic design 
domain. They used a method that "defines the function space, measures the similarity 
of function concepts, and directs the search toward components that meet the required 
functionality" [Rosen 92]. The components are then assembled into an assembly, 
which is analyzed and evaluated as to functional satisfaction. 
Crossley [80] presents a graphical technique for conceptually designing with 
mechanical functions. In this approach one represents a design in terms of a 
functional diagram or flow chart, which describes the movement of basic engineering 
quantities which he calls "function boxes." The engineering quantities are 
displacement, pressure, force, torque, motion, electricity, energy and so on, and the 
function boxes are graphical symbols denoting functions such as enlarge, transform, 
change direction, insulate, contain, separate, reduce, connect, and so on. Crossley 
suggests that a catalog of possible mechanisms for commonly occurring combinations 
of functions he kept so that a designer could choose just those best suited to the 
problem at hand. 
In Crossley's work the objects are attached to functions.  In Freeman and 
Newell [Freeman 71] the functions are attached to objects. Crossley is concerned 
with selecting objects using a configuration of functions, whereas Freeman and 
Newell are concerned with developing a set of functions from a configuration of 
objects. 26 
An important part of function modeling is the identification  of functions that 
are the base for the modeling of physical systems. Collins [76] developed a list of 
functions of mechanical devices from the analysis of helicopter failures. This list 
contained 46 key words, 40 antecedent adjectives with and a total of 105 elemental 
mechanical functions. Collins then categorized them according to occurrence. The top 
of functions were (Table 2.1): 
Function  Occurrence 
Supporting  206 
Attaching  108 
Motion constraining  98 
Force transmitting  93 
Sealing  78 
Friction Reducing  71 
Protective Covering  55 
Liquid Constraining  54 
Pivoting  53 
Torque transmitting  40 
Figure 2.1 Top 10 functions [Collins 76] 
From this list, Libardi [88] recommends a conceptual design aid to he developed, in 
which the designer could specify a design in terms of structural units in the 
framework of Freeman and Newell's functional model. 
In the next section, 2.1.2.3, various systems that use functional representations 
is discussed. 
2.1.2.3 SYSTEMS USING FUNCTIONAL REPRESENTATIONS 
Dighe [92] describes a system to automate the design of functional surfaces of 
an injection-molded product housing.  It is based upon the idea that "an offset of the 
exterior aesthetic surface is bridged with allowable mounting areas of components 27 
within the housing." For this method the functional surfaces are specified as the 
interior detail surfaces and "serve to mount components and provide strength and 
rigidity." Their ongoing research attempts to "automate the synthesis of injection 
molded parts by addressing the basic characteristics of injection molding, such as the 
behavior of molten plastic, and the geometric constraints of mold parting." This is 
contrary to the emphasis on theoretically breaking the form of the injection molded 
product down into feature primitives by other authors. The developed method and 
computer-based system are to take an imputed set of surfaces that borders the 
designed injection molded part. The output is to be a fully designed part, 
"represented by some overall description of its surface shape and manufacturable with 
respect to injection molding" [Dighe 92]. Dighe mentions that Ulrich and Graham in 
1990 developed a similar system for the domain of simple sheet metal supports. 
Horvath [90] describes a frame based, rule, logic and algorithm processing 
system called PANGEA for research in mechanical design using segments. By 
developing form features, functional part segments are defined which can be selected 
and combined based on their function sets and interface parameters. Horvath's 
segment term is "an entity that has shape, manufacturing, material and functional 
characterization." The functional information is appended to an object-oriented data 
model, by specifying primary (main) functions, secondary (auxiliary) functions and 
each of the decomposed elements (segments) of the machine's parts. 
The segment-based design put forth by Horvath [90] covers the following: 
* General Function Scheme (GFS) construction (object functional specification), 
* Boundary definition of system and sub-systems on the GFS, 
* Topological structure diagram (TSD) creation with sub-system names, 
* Segment selection based on (function) pattern making and combining into 
topologies systematically (considering interfacing parameters, operational 
values and geometric dimensions), 
* Design rule application about the object, 
* Object topology verification for structural integrity, 
* Dimensional parameter evaluation to find optimum values, 
* Visualizing the geometric model compiled automatically, 
* Documenting the design. 28 
The system uses only known segments and the establishment of the segment-
based synthesis process is by the user. The user defines a comprehensive segment 
library describing the identification, interface characteristics, geometric parameters, 
manufacturing operations, functions and other details for every segment, Figure 2.1.3. 
context sensitive structuring of the library aids the inference engine in finding the 
library file containing the relevant set of segments. Segments are parent, children or 
partner types and an interface specification exists adjoining segments. The system 
describes both the interfacing capabilities of the segments and the input and output 
shape parameters. The interface specifications define the presupposed direct 
connections and indirect connections are defined when it is possible to generate 
Identifier  Segment Code, Name, Type 
Library ID 
Joint Code 
GeoModelCode 
Interface  Children List 
Parent List 
Joint Parameters 
Methods  Expressions 
Working 
Parameters 
Input Data 
Output Data 
Functions  Main Function 
Aux. Functions 
Location  Placement X, Y, Z 
Position XY, YZ, ZX 
Attributes  Attributes ... 
Manufacture  Operations ... 
Figure 2.1.3. Content of the segment instance frame. [Horvath 90] 29 
special interfacing segments. Segment libraries are defined from the object oriented 
design fields, which are used for different application fields.  Pre-selected segment 
libraries based upon function sets are possible providing segment libraries and sub-
libraries that satisfy specific functional categories. 
Searches are by pattern matching from a limited set of candidates due to 
heuristic rules-of-thumb carried out by a knowledge engineer and incorporated into 
the knowledge base. During the matching, the system evaluates all usable items of 
the segment library to find those segments that match the functional specifications. 
Anderson [91] proposed a function oriented MCAE-system for use in design 
by geometrical as well as functional modeling, based on component databases. 
Anderson's reasoning is that a design is an assembly of components with well-known 
properties, and since each component may have multiple functions, the assembly of 
the functional model should be developed along with the assembly of different 
components geometrically. Anderson also agrees that a "function is the ability to 
convert an input measure into a required output measure under precisely given 
conditions." He also agrees with the fact that in mechanical engineering, geometry 
and function are strongly related to each other. A computer system with integrated 
functional and geometrical modeling must have a well-defined structure with which to 
describe the individual components and the connection between components. 
Iyengar [92] is presently attempting to develop a generic method for 
evaluating or comparing different systems or designs that perform the same function. 
His 'Different' refers to "physical domain, size, connectivity, components, complexity, 
etc." This method is to "provide a domain independent tool for comparing alternate 
designs objectively." Iyengar's system is to develop a more rigorous approach to 
design comparison and evaluation than selection methods such as Pugh's selection 
matrix. This is accomplished by "understanding the effect of using alternate 
components on the performance of the system." 
These authors have used functions and behavior extensively and these concepts 
are becoming better defined. The authors present a tree-like structure for the relations 
between functions, working principles, and geometric structures. They show that the 
design process can he treated as the "linking of function trees into 'super' tree-like 30 
structure (a super tree) -- a technical system and that function trees become nodes in 
a super tree" [Duhovnik 92]. 
This section, 2.1.2, has put forth theories, which are important for representing 
functionality. The breakdown of main functions into sub and sub-sub functions 
develops the basic structure of the product's behavior. Next, the conversion of 
functions into verb/noun pairs transforms the relationship by associating objects with 
the functions. This association is further developed through connections. The next 
section, 2.1.3, investigates the basic objects, features, that are the interfacing objects 
which satisfy the function. 
2.1.3 FEATURES 
The term "feature" has become a "catch-all" term used in describing the 
various aspects of an object. Ullman [93c] concludes that "it is nearly impossible to 
define the term consistently." McGinnis [90] states in general that a feature is "any 
particular or specific characteristic of a design object that contains or relates 
information about that object," while Aasland [93] asserts that a feature is "primarily 
a 'chunk of geometry' (part of surface) distinguished by its ability to perform a 
function with one or more other features." These views, along with those recently 
presented by Shah [91] in a comprehensive review of many current ideas on feature 
technology and terminology, all share the concept that features are central to design 
object modeling. Dixon [88] proposed designing-with-features where the designer 
models the object with primary features that are converted into secondary features 
with additional information.  In his model, primary features are formed from concepts 
the designer desires to express and manipulate, while secondary features contain 
information about applications (e.g., manufacturing features are secondary features to 
manufacturing methods and tool shapes). Designing with features "is a synonym for 
all design work involving predefined details, commonly details of shape, form 
features" [Sigurjonsson 92]. Although features are used for many aspects of a design, 
the reasoning behind their usage has not been extensively investigated. 31 
The current literature uses different terms to define features. The features are 
either general (for taxonomies) or specific feature types. General features consists of 
static, kinetic, atomic, compound, rigid, kinematic and Overall features. Static 
features are primarily structural in nature. They consist of primitives (primary 
structural building blocks), add-ons (additions to primitives that provides some local 
function), interactions (specify details of the way primitives and add-ons meet), 
macros (pre-specified combinations of primitives), and whole forms (entire objects or 
a significant region of an object) [Dixon and Cunnningham 88]. Kinetic features 
pertain to motion or energy transfer in satisfying their functionality [Dixon and 
Cunnningham 88]. Atom features are regarded as features that cannot be 
decomposed into other features.  "It is a polymorphic object that contains its own 
description" [Giacometti 91]. Compound features consist of two or more features 
that can be of a rigid nature or kinematic nature [Giacometti 91]. Rigid features are 
rigidly constrained and Kinematic features contain at least one kinematic linkage 
[Giacometti 91]. 
The final type of general feature is the Overall Feature (primary shapes, 
workpieces, components). This entire work piece is considered, which according to 
SigurjOnsson [92] is addressed at different levels of abstraction: Blocks, Sections and 
Net-shapes. 
1. Blocks: The least detailed level description of a component.  It consists of an 
enclosing block with a required volume and area. This concept corresponds to a 
blank prior to secondary operations. 
2. Sections: A section feature is a 2-D projection of a component where different 
projections give different section features. Section features may he compared to 
standard sections, or dedicated tools for production may be considered. 
3. Net-shape: 3-D shape characteristics of the component considered simultaneously. 
Net-shape is a characteristic used for various manufacturing methods, to indicate the 
focus in selection of the component's net-shape. 
The specific features consist of Geometric or Shape features (Form feature, 
Primitive feature), Abstract, Assembly, Functional, Manufacturing, Material, 
Mating, Finishing/Surface features. These features contain detailed development 32 
information of the product. A classification of shape features as discussed in 
Sigurjonsson [92] is as follows: 
1) Passages, subtracted volumes that intersect the pre-existing shape at both ends. 
2) Depressions, subtracted volumes that intersect the pre-existing shape at one 
end. 3) Protrusions, added volumes that intersect the pre-existing shape at an end. 
4) Transitions, regions involved in the smoothing of intersection regions. 5) Area 
Features, 2-D elements defined on faces of preexisting shape. 6) Deformation, 
shape-changing operations, such as bending, stretching etc. 
Geometric or shape features are divided into form features and primitive features. 
Form features are "a generic shape which carries some engineering meaning" 
[WINGARD 91]. Form features are intended to achieve a given function or to 
modify the appearance of a part. Form features can be further classified as simple 
features, pattern features, and compound features. Simple features include holes, 
depressions, protrusions, and areas.  Pattern features such as linear pattern features, 
are represented by a set of patterns defining their patterns and pointer to a simple or 
compound feature [WANG 91]. Wang also defines a form feature as specific 
configurations on surfaces, edges, or corners of a part such as holes, slots etc. Form 
features are built on top of primitive features. Primitive Features "are the basic 
geometric entity of an object (surface, edges, and vertices or auxiliary attributes, such 
as center lines and center planes)" [Wang 91]. Assembly features, material features 
and mating features all possess information such as (but not limited to) mating 
surfaces, fits/clearances, depth of insertion, and relative orientation vectors, material 
specifications, part number, administrative data, etc. Feature attributes can be 
dimensions, shape, and size tolerance etc. Finishing features are aspects like texture, 
roughness, hardness, corrosion resistance, abrasion resistance. Abstract features are 
"entities that cannot he evaluated or physically realized until all variables have been 
specified or derived from the model" [Shah 91a]. They can he used when features 
are not known in detail during the design. Functional features are features which 
can be converted into rigid or kinematic features linking the function with a form 
[GIACOMETTI 90a, 90b, 91]. In Ullman's [93] OREO model as with Bauert's [91] 33 
design theory, a functional feature is the combination of a product's operational steps, 
relations, and object attributes where these three parts determine the relationships 
between a product's function and form. Manufacturing features define the 
"distinctive or characteristic part of a work piece, defining a geometrical shape, which 
is either specific for a machining process or can be used for fixturing and/or 
measuring purposes" [ERVE 88). A manufacturing feature "is for manufacturing only 
and not as a feature in general. The reason is to indicate that the feature is a form 
feature and not a more or less abstract feature and because the feature is related to a 
manufacturing and not necessarily for other applications" [Salomons 91a]. 
For this study, features are considered the primary building blocks of a 
structure used by the engineer, consisting of the specific geometrical form that 
satisfies the functional needs concerning a component. The general features are 
included within the Function Driven Mechanical Design Solution Library, since 
they are maintained within the specific feature types. Of the specific feature 
types discussed above, all except for the abstract and primitive feature types, are 
used in the solution library, but form features (as defined by Wang [91] and 
Wingard [91]) are used predominately. 
2.1.3.1 COMPONENT AND ASSEMBLY FUNCTION FEATURES 
Functions that assemblies or components satisfy are different from functions 
that features satisfy.  Functions associated with an assembly are derived from the 
assembly's component and feature functionality. Tolerance and constraints are 
similarly implied from the assembly's functions, these in turn are relevant for 
manufacturing. Manufacturability evaluation can therefore benefit from knowledge 
about the function. 
Another aspect which must be discussed is the interrelationships between 
form and function features. According to McGinnis [90], 10 different feature 
relations exist, eight of these relations are different form-feature relationships 34 
(dependent feature-relation-independent feature) are observed in protocol studies 
[McGinnis 90].  These are: 
1.  function feature - instantiation 
2. form feature  instantiation 
3. form feature  - form relation  - form feature(s) 
4. form feature  - function relation - form feature(s) 
5. function feature - form relation  - function feature(s) 
6.  function feature - function relation - function feature(s) 
7. form feature  - form relation  - function feature(s) 
8. form feature  function relation - function feature 
9.  function feature - form relation  - form feature(s) 
10. function feature - function relation  form feature(s) 
It is important to note that, unlike the other authors mentioned above, 
McGinnis believes there are only two types of features used by the designer: form 
and function features. His form features 
include geometrical, topological, manufacturing and tolerance features along with 
any other features used to describe the physical structure of the design object." 
McGinnis' functional features "include both the functional purpose of the design 
object such as support, stability, or strength and the operational objectives that 
the design object performs like lifting, gripping, or rotating [McGinnis 89]. 
Due to this difference, care must be taken when comparing McGinnis' feature 
relations with those discussed by other authors. 
Another feature aspect of interest was investigated by Kuffner [89]. He 
studied the development of a single component. Using the same protocol study as 
McGinnis, Kuffner compared the nature "(construction, location, operation, and 
purpose) of the question and conjecture passages versus the topic (assembly, 
component, interface, and feature)" to obtain percentages of interest by the designer 
(Table 2.2). 35 
percent 
construction of feature  16.9 
construction of component  14.8 
location of component  8.9 
construction of interface  7.9 
construction of assembly  7.5 
location of feature  7.3 
operation of assembly  6.4 
operation of component  5.6 
purpose of feature  5.6 
operation of interface  4.0 
operation of feature  3.8 
purpose of component  3.8 
location of interface  3.8 
location of assembly  2.2 
purpose of assembly  1.3 
purpose of interface  0.3 
Table 2.2 Construction, location, operation and purposes [Kuffner 89] 
This study shows where "high percentages of questions and conjectures are 
formed concerning the construction of both features and components" [Kuffner 89]. 
The highest areas of interest by the designer is in the construction of the feature and 
component. Consequently, this indicates that feature and component solutions are the 
primary elements needed to he contained within a solution library. 
Using feature and a design object information, it will be seen that through the 
usage of function-feature based design, a catalog of all shapes and corresponding 
functional attributes is feasible. The next section investigates different design models 
that use features and functions in their design steps which have influence on the 
solution library. 36 
2.1.4 MODELS
 
Attempts to develop a mechanical engineering design model reside in two 
categories, mathematical models and procedural models. The mathematical models by 
Yoshikawa [81], and Tomiyama & Yoshikawa [87], and Suh [88] are not discussed 
since they are based on set theory. These models map mathematically from a set of 
functional statements to a set of design parameters, whereas the solution library 
obtains a design solution from standard (i.e., industry acknowledged) functions. The 
procedural models, where the design process is divided into phases and steps 
(planning, conceptual design, embodiment design, and detailed design) and related to 
important issues and decisions, are typical in mechanical design. German literature 
on design science, plans for each phase are discussed in the VDI-2221 and by Pahl & 
Beitz [84]. 
2.1.4.1 VDI-2221 
The German VDI 2221 [87] is a guideline that maintains an independence 
between the principles of design with that of industrial process domain. The VDI 
2221 provides a general design model by defining stages and results in a systems 
approach methodology.  The model also possesses design methods targeted 
principally for mechanical and precision engineering and distinguishes the four design 
phases: clarification of the task (collecting information and developing requirements 
to define the product); conceptual phase (main problems are determined, solution 
concepts developed by combining solution principles and a best solution concept is 
selected by evaluation); embodiment design (designer determines the design layout 
and develops the product);  detail design (descriptive details: form, dimensions, 
surface properties). These phases describe the chronological succession and are not 
always linearly utilized, and problem solving activities aren't taken into account 
[Klein 92]. The structure of VDI 2221 is based on seven different stages. 37 
* Stage 1: (clarification of the task) clarifying and defining the requirements. 
* Stage 2: (determination of Functions) consists of determining the required 
functions of the design and producing a function structure. The overall function and 
then the most important sub-functions (main functions) of the product or system being 
designed are derived. Once these functions are classified and broken into sub-
functions, these can "form a basis for the search for solutions for the overall product 
or function" [VDI 2221, 1987]. This develops multiple function structures where 
each subdivision aids in the search for previously designed and well-tried solutions, 
while assisting in a modularization of the product. 
The describing functions are derived from: verbal definitions (noun and verb); 
elementary physical effect functions and basic operations; mathematical representation 
in algorithms, equations and computer models; drawings, models, technical sketches. 
The structuring functions are derived from the hierarchy of functions, linked function 
structure and mathematical models. 
* Stage 3 is the search for solution principles for each sub-function. These are 
combined according to the overall function structure into a principle solution 
(concept) with important sub-functions derived first. 
For mechanical systems this includes the geometry, the motion and material 
type.  Sub-function solutions are combined where further sub-functions (auxiliary 
functions) may become apparent. These in turn may cause development other effects 
or solution principles.  First, well-tried and commercially available solutions are 
tried, particularly for the realization of auxiliary functions.  Solutions are then found 
by searching for suitable solution principles, or by searching for suitable physical 
effects. These principles or effects are realized by establishing an "active geometry, 
active motions and selecting materials (active embodiment features)" [VDI 2221, 
1987]. The result is a principle solution representing the combination of physical 
effects and preliminary embodiment features to fulfil the function structure and 
documented as a sketch, diagram or a description. 
* Stage 4 divides the solution into realizable modules and a module structure 
representing the breakdown of the solution into fundamental assemblies. 
* Stage 5 develops key modules into a set of preliminary layouts. 38 
* Stage 6 completes the preliminary layouts of the modules by the addition of 
the assembly and component information and by the combination of the assemblies 
and components into a final product. 
* Stage 7 organizes the final production and operating instructions and 
documents (detail and assembly drawings, part lists, production, assembly, testing, 
transport and operating instructions.) 
To summarize, the VDI guideline uses a general systematic procedure of 
analyzing and understanding the problem fully and only then breaking it into 
subproblems. With this accomplished, suitable sub-solutions are found which are 
combined into an overall solution. The guideline emphasizes "that several solution 
variants should be analyzed and evaluated at each stage and that there is a lot of 
detail in each stage" [Cross 89]. Stages 2 and 3 are pertinent to the development of a 
solution library.  Stage 2 shows the determination of functions, where the initial 
specifications are converted into functions and functions are broken down (see Figure 
1.1).  Stage 3 shows where the library would reside within the VDI 2221 domain. 
These two stages are pertinent to developing a system which is capable of being 
integrated into current design theories. 
2.1.4.2 PAHL & BEITZ 
Pahl and Beitz's [84, 88] theories correspond closely to the German VDI 2221 
theories since they are the original authors.  Both Pahl & Beitz and VDI 2221 
provide general design models by defining stages and results in a systems approach 
methodology and use the four design phases: Clarification of the task, Conceptual 
phase, Embodiment design, and Detail design. Due to the similarities only pertinent 
areas will he addressed about their theories. The first of these apply the functional 
interrelationships where the term function is applied to the general input/output 
relationship of a system whose purpose it is to perform a task.  If the overall task has 
been adequately defined then it is possible to specify the overall function. They also 
maintain that the relationships between sub-functions and the overall function are 39 
often governed by certain constraints. Sub-functions can be linked in various ways to 
create variants. The combination of sub-functions into an overall function produces a 
function structure, which may be varied to satisfy the overall function. 
Functions are defined by verb and noun statements derived from the 
conversions of energy, material and signals. There are two types of functions: main 
and auxiliary functions. Main functions are sub-functions, which serve the overall 
function directly; auxiliary functions contribute to the overall function indirectly. 
They also make a point in saying that "it is also important to examine the 
relationship between the various sub-functions, and too pay particular attention to 
their logical sequence or necessary interconnection [Pahl & Beitz 84]." 
The next pertinent area is in the physical interrelationships where an 
established function structure helps find solutions by simplifying the search and since 
sub-functions solutions can he found independently. 
Another area is in form interrelationships where the "function is satisfied by 
the application of the solution principle, which is realized by the arrangement of 
surfaces (or spaces) and the choice of motions" [Pahl & Beitz 84]. They also state 
that only the combination of the physical principle with the primary form design 
features (surfaces, motions and materials) and the satisfaction of the overall function 
can a solution (solution principle) he obtained. The function structure is similar to 
the VDI 2221 structure, with an objective of breaking down complex functions by 
"the determination of sub-functions facilitating the subsequent search for solutions and 
the combination of these sub-functions into a simple and unambiguous function 
structure." These function structures are used to create modular systems for 
developing a physical structure (assemblies and components) along with their 
relationships. These function structures can also he used for purposed of 
classification such as "a 'classifying criteria' of classification schemes or for the 
subdivision of design catalogues" [Pahl & Beitz 84]. 
Pahl and Beitz suggest nine points to note for a function structure: 
Derive a rough function structure with sub-functions, later breaking this 
structure down even further. 
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2 - Analyze relationships and if no clear relationship exists between the sub-
functions can be identified, then the search for a first solution principle 
may be based on the enumeration of sub-functions without logical or 
physical relationships. 
3 - Logical relationships may lead to function structures through which the
 
logical elements of various working principles can be anticipated.
 
4 - Function structures are not complete unless specifying a flow of energy,
 
material or signals. 
5 - Several sub-functions recur in most structures. 
6 - Derive Variants when possible. 
7 - Keep function structures as simple as possible and combine the 
functions for obtaining integrated function carriers. 
8 - In the search for a solution, only the best function structures should be 
selected. 
9 - Use simple and informative symbols for the representation of function 
structures. 
They also suggest the following points in the construction of an information 
system: determination of the requirements, identification of the sources, collection, 
classification and processing, storage, retrieval, computerization. 
The Pahl and Beitz model is important to the solution library. As with the 
VDI 2221 model, the their model uses similar design steps where a solution library's 
integration could be accomplished. The nine points of a function structure used in 
breaking down the functions are directly applicable to the search for solutions. 
Unfortunately, according to Jakobsen [88], SigurjOnsson [92] and Ullman 
[93a], the nonlinearity of a designer's design process, as found in the experimental 
studies of Ehrlenspiel & Dylla [91], Waldron [88], Ullman [88], shows that these 
procedural models are inadequate for designing. Jakobsen [91], as seen above, has 
tried to overcome the deficiencies of the linearity approach. Other models that are 
attempting to do likewise are the CHROMOSOME and OREO model. 41 
2.1.4.3 CHROMOSOME MODEL 
The chromosome model (Figure 2.1.4), a WDK model developed by 
Ferreirinha [90], is a product model based on the theory of domains. This model 
RELATIONS:  CHROMOSOME:  DOMAINS: 
Process 
This process requires 
Operation 
Process domain 
these functions 
Function 
Function  Function domain 
Tnis function 
few ised by tnis organ 
Organism 
Organ 
Organ domain 
This organ is realsed 
by these components 
Assembly 
structure 
This component  Component 
contributes to 
these organs 
Component domain 
Part 
Figure 2.1.4 Chromosome product model [Andreasen 92] 
developed by Andreasen [91], uses the theory of domain structures, where the four 
domains (process, function, organ and component) are specific views, with specific 
types and inter domain relations, which express the "function/ means causality 
relationships between entities in different domains" [Sigurjonsson 92]. 42 
It should he noted that the WDK theories are based on "systems theory." The 
systems theory is a complete and comprehensive design theory and can be found in 
the publications of WDK researchers (V. Hubka [88], M. Myrup Andreasen [91] and 
others). To briefly note, the WDK theories are targeted to technical processes and 
systems that make up four aspects or systems: 
1) processes or transformations, which relate to the technology that the product is 
associated with;  2) functions (purpose functions and transformation functions) 
give the required effect to the process;  3) organs (functional units), which work 
and interact to create the necessary effects; 4) constructural domains, such as 
machine parts, which implement the organs and thus -- via the process of 
assembly  implement the machine or product [Andreasen 91]. 
Technical Processes, as developed by Vladimir Hubka [84], are "an artificial process 
in which the states of material and biological objects, energy and information are 
changed in a planned fashion." 
In the WDK and the chromosome model a function is a property of the system 
describing its ability to fulfill a purpose. These models recognize different attributes 
of a function [Hubka & Eder 88]: 
(a) Complexity of the function 
(b) Degree of abstraction of the function. 
(c) Categories of purpose of the functions. 
auxiliary functions. 
driving, propelling or energy delivering functions, 
regulating and controlling functions, with sub-functions 
- connecting and supporting functions 
(d) Logical function. 
(e) General function. From coupling an operation (storing, conducting, transforming, 
translating, etc.) with a material, energy, or information. 
(f) Basic function is an elementary function (combining, dividing, conducting). 43 
(g) Physical elementary function. 12 elementary functions: emitting, conducting, 
collecting, guiding, transforming, enlarging, direction-changing, directing, coupling, 
connecting, adding and storing. 
The chromosome model, as seen above, uses functions in a similar manner to 
other models, but when analyzing features within the model, it is found that features 
are not directly represented. The chromosome model  interweaves features into Entity 
and property objects. These objects have a unique identification code or name, and 
property objects are a sub-object to an entity object since a property without an entity 
is meaningless and consequently, the nature of a property object is dependent on the 
entity. 
Besides the entity and property objects the chromosome model uses relational 
objects. These objects are for a variety of purposes: simple relations (how the part 
is coupled to other components, what parameters govern this assembly, when the 
relation is defined and by what); conditional relations (relations that limit the 
validity of the relation. These properties of the involved objects of global objects are 
to improve the performance of information searches); separate (representing 
processes or operations) or as procedural aspects of an object that relates to other 
objects [Sigurjonsson 92]. 
Sigurjonsson [92] recommends a Generic Component Model (GCM) to he 
added to the chromosome model to extend the generic nature, thereby covering the 
descriptions of the basic design properties. This generic model is necessary for 
models derived from a common base model. The generic component model, Figure 
2.1.5, uses a surface representation of the component's geometry. Individual surfaces 
are connected by relationships forming a skeleton structure of the component. This 
model easily represents the basic design properties, which according to Huhka [88] is 
the essence of component design: shape, materials, dimensions, surface quality and 
tolerance. These properties are also associated to the surfaces or to the relations 
between surfaces in the GCM. 
The generic component model to he used in the chromosome model is an 
extension of a surface oriented geometry model with the surface/skeleton 
representation defining the geometry of the component. The GCM uses a surface ---
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Figure 2.1.5 An information model for mechanical 
components [Sigurjonsson 92] 
(face) geometric modeling system rather than a solid (volume) modeling system that 
is common to many systems. To summarize, the attributes of the surface object 
according to Sigurjonsson [92]are shown in Figure 2.1.6. 
As stated earlier the chromosome model doesn't directly use features.  It is 
realized that component features are necessary for production methods and that the 
theory of domains is ideal for defining functional features. 
Design features for this model are the technical details for use in component 
design. The emphasis is on functionality rather than manufacturing characteristics. 
With respect to this model, overall features, form features and finishing features are 
integrated within the system. Overall features are the primary shapes, workpieces 
and components of the work space. The process selection is accomplished by blocks 
(an enclosing block with the required volume and areas); sections (2-D projection of a 
component); net-shape (3-D shape of the component). Form features describe a 45 
Property class  Attributes 
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Figure 2.1.6  Attributes of a surface information object [Sigurjonsson 92] 
detail of a component: slots, holes, keys, surfaces, and grouped as to Surfaces, 
Composite Features (multiple surfaces, properties and functionality) and System 
Features. The last type are the finishing features describe the texture, roughness, 
hardness, corrosion resistance, abrasion resistance of a surface. 
The chromosome model is a "systems model," and as mentioned above, does 
not use features directly. The chromosome model handles functions and functionality 
at the component and assembly level.  It uses the working principles of those 
elements for representing the product. This model is useful for evaluation since it 
presents previously developed products with a complete systems point of view. The 
chromosome model uses of the basic element "component" rather than a form 
"feature," which may limit its early application into design. Additionally this model 
is based on the design process after the product has been developed.  Unless the 
functional nature and complete design history is captured for each individual feature, 
component, and assembly while the design is in its initial stages, the design theory 
will be inadequate. The use of the generic component model with the chromosome 
model compounds the problem since this model fails to capture the design's purpose, 
behavior and functionality.  It is impossible to specify the functionality and reasoning 
with only the surfaces. 46 
The WDK, chromosome model and the generic component model each 
contribute to the solution library development since they present a method of 
representing components and assemblies. Their method of feature representation is 
different to the solution library developed for this dissertation, but their concepts of 
the GCM and use of functions are relevant. The primary deficiency to these models 
is that they do not allow the capturing of information from when the designer starts 
the design from scratch. 
2.1.4.4 OREO MODEL 
Ullman [93a] has put forth a comprehensive functional model derived from the 
object-oriented-paradigm from computer science but targeted toward mechanical 
engineering. The OREO (Object-Relation-Object) model stresses the relationships 
between objects and is made up of three components: operations, relations and 
objects. Where the entire life cycle from initialization to destruction is entirely made 
up of operations that transform or modify an object that possesses various 
relationships. His objects are defined by descriptive information (graphical, textural 
or physical) which may be at varying levels of abstraction and time and/or operational 
step dependent. 
Ullman relies upon three primary assumptions to initialize the model. The 
first is that form, function and behavior simultaneously develop during the design 
process. The second is that "function and behavior are realized through: 1) operations 
or transformations of objects and the relations between them, 2) one object's 
relationship to another object, or 3) a single object's attributes" also discussed in 
Bauert [91]. The third is that design progress and "the evolution of form, function 
and behavior occurs through the development of objects and the relationships between 
them" [Ullman 93a]. 
As mentioned above, functions and behavior definitions for this model are 
derived from the operations, relations and objects of a product. The operational 
function or behavior, is "the transformation of objects or relations during an 47 
operational step or other life cycle phase, or constant object and relation state 
with differing operating conditions." This is based on the reasoning that a product 
is derived from a change or transformation. The relational function or behavior, is 
"the relations between objects during each operation step that causes a change in 
an object or relation state, or that keep the states unchanged during varying 
operating conditions."  It is based on the information contained in the relations 
between objects (energy, material, information). The object function or behavior, is 
"the object's properties that describes the change state of an object during an 
operation step." This is based on the state changes from interaction with other 
objects or attribute changes [Ullman 93c]. 
Each object, according to Ullman, experiences operational steps during its life. 
The steps represent the change in the products current "state" due to the fulfillment of 
the function. The steps describe the change in the state at a specific instance in time. 
These attributes of an operational step are an operational step Change, Time, 
Operating Conditions, and Sequence. Change, Ullman terms as "what happens 
between identifiable points." Time consists of the requirements on the amount of 
time required for an operational step(s). Operating Conditions are made up of three 
conditions: object variant conditions (the condition "when the system must operate 
with one or more of the objects involved having more than one possible variation 
[Ullman 93c]"), relational conditions ("changes in the relationships between two 
objects that affect the product and over which the designer has no control [Ullman 
93c]") and object state change conditions (any change that affects the final product). 
The final operational step is Sequence, which is a pointer to the previous and 
subsequent steps. 
An object's relationship to another object is considered to contain five 
attributes: which objects are related, relative positioning, type of connection (degrees 
of freedom - position, type - nature of connection, rigidity, part-of-assembly ­
pointers); the type of transmission (energy, material, information), relation activity 
[Ullman 93b]. 
Ullman's [93b] object representation is based on the attributes:  object type, 
relations, geometry, energy, information, material state, properties, material properties, 48 
production, cost/quantity and required object information. The object types are 
physical objects (undefined, feature, component or assemblies). The object relations 
are the relationships to other objects using relation identifiers to interface with those 
objects. The relations also specify the object's locations that are part of the geometric 
definitions of the object. The object geometry (object detail transformations / 
geometric coordinate transformations, and geometry of non-detail features) is the 
"transformation between the object details and an object reference frame" [Ullman 
93a]. The geometry is not directly associated with the relations (non-detail or 
connecting geometry) carrying the flow of energy and information between objects. 
The objects, energy, information, and material states, are the states due to the 
relationships from the transformation. The other objects cited by Ullman are 
intuitively obvious so will not be discussed except object properties (physical and 
calculated). The physical properties are a direct result of the material, geometry and 
manufacturing process (density, yield strength, modulus of elasticity, opacity, 
reflectance). The calculated properties are based on the physical properties, geometry 
and relationships (volume, deflection, stress, strain). 
The evolution of the form, function and behavior occurring through the 
development of objects and the relationships between them is by a modified IBIS 
model (Issue Based Information System  discussed in greater detail in section 2.1.5). 
The OREO model, introduced by Ullman attempts to overcome the systems 
model limitations by basing the structure on objects and using the relations or 
interactions between objects that model functionality. 
The solution library uses concepts from the VDI-2221, Pahl & Beitz, WDK, 
Chromosome and the OREO models. The VDI-2221 and Pahl & Beitz models 
present how the function of a product is broken into subfunctions which are in turn 
broken into sub-subfunctions. Each of the functions are derived from verb/noun 
definitions and are used in a search for solution, which is the basis of the solution 
library search. The WDK and Chromosome models recognize the different attributes 
of a function (complexity, degree of abstraction, categories of purpose etc.). These 
models also use relational objects to maintain the different relation types found in a 
system. These concepts along with the surface object information are also used in the 49 
solution library. The OREO model affects the solution library the most by the object­
relationship-object structure that is maintained within the model. Additionally, the 
use of operational steps, in the attempt to document the change in behavior of a 
product as it goes through the design cycle, has been introduced within the solution 
library. The next section, 2.1.5, presents current theories in representing the process 
of resolving questions that develop during the design cycle, which are used to seek 
alternatives from a solution library. 
2.1.5 IBIS 
IBIS (Issue Based Information System), developed by Rittel [73], is a 
deliberation or problem solving process for resolving complex design issues. The 
IBIS method organizes the process into three parts: issues, positions and arguments. 
First, the problem is extracted into issues where any problem, concern, question, task 
or design goal can be an issue. The issue is an identified problem to be resolved by 
deliberation and is the current focus of the problem solving activity. Each issue can 
have many proposed resolutions (positions). A position is a statement or assertion 
that resolves the issue. Each position may have one or more arguments to support or 
oppose the position. Deliberation consists of arguing the pros and cons of proposed 
answers to the issues. Resolution consists of "accepting and rejecting proposed 
answers on the basis of the argumentation and the various issue discussions are 
connected to each other by relationship links to form an 'issue system" [McCall 91]. 
Figure 2.1.7 is the network diagram of the IBIS method with data elements depicted 
as network nodes and relationships depicted as arrows. IBIS is a general model of the 
deliberation process that "does not directly provide a way to show a successful issue 
resolution or, which position was fmally accepted by the participants in the 
deliberation process. Nor does it incorporate a method of representing the temporal 
sequence of the deliberation process" [Nagy 92]. 
The IBIS model is currently being investigated in various systems. One of the 
models is gIBIS. gIBIS is a commercial system that structures and records group 50 
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design deliberations and graphically displays IBIS discussions while allowing 
networked users access to the gIBIS discussion blackboard. With this initial 
implementation of IBIS the following was determined: 
1) it successfully provided a shared memory for the design group with the recorded 
decisions accessible for review and use by the design team; 2) it aided the group in 
detecting design issues; 3) aided the group in understanding the problem to be 
solved; 4) aided in making meetings more productive by structuring the information; 
5) attributed to establishing and focusing the agenda; 6) supported communication 
with other groups. 
The IBIS model has also been used to develop design history tools at Oregon 
State University. Nagy [92] modified the representation into four data-elements: 
issues, proposals, arguments and decisions (Figure 2.1.8) which is based on the four-
step model of mechanical design. First, the designers identify a design issue or issues 
(the need to satisfy a design requirement, establish a value for a parameter, or design-
related question/requirement). Second, proposals ("a suggested addition or change to 
the current design, developed by a designer or design team to resolve a particular 
design issue [Nagy 92] ") are developed to resolve particular design issues. Third, 
designers formulate arguments (identifying the merits or demerits of the proposals) 
either supporting or opposing specific proposals; and when a design decision is made 
to accept or reject the proposals. And fourth, "a decision may evaluate only one 51 
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Figure 2.1.8 Data element network [Nagy 91] 
proposal based exclusively on absolute-type arguments. In a relative comparison 
there is a set of proposals being focused on, and the ability of each proposal to satisfy 
the set of requirements is compared with other proposals" [Nagy 92]. Decisions may 
be suspended without accepting or rejecting any proposal, as when additional 
information is required or no satisfactory proposal is available. 
Nagy's implementation used the following structure: 
Issue:  description, decisions, source 
Proposal:  issue, description, source 
Argument:  supported proposals, opposed proposal, rational 
Decision:  issue, argument, accepted proposals, 
rejected proposals, evaluation, source 
Other points in Nagy's implementation that should be noted: 
1) Designers may move from one issue to issue without evaluating or even identifying 
any proposals. 2) The issue-decomposition represents the breakdown of an issue into 
sub-issues. 3) Child issues are connected by links to form a decomposition of the 
parent issue. 4) The issue-network is composed of issues and proposals. An issue is 
not resolved unless its sub-issues are also resolved. 5) Design-objects are the 52 
graphical and semantic representations of the physical artifacts developed in the 
design process. 6) The design process representation uses four data element 
networks: decision-chain, decision-process, issue-decomposition, and issue-network to 
represent a design process history. 
The OREO model discussed in chapter 2.1.4.4 by Ullman [93c], also uses the 
basic structure of IBIS but with modifications (Figure 2.1.9). In the OREO system 
the attributes of an issue/object and relation specification issue structure attributes: 
Issue structure: action, subject, constraint or requirements, operational step,
 
operating condition.
 
Issue decisions, Sub-issues, Super-issues, Issue source.
 
As with the OREO IBIS model, the issues are design goals, tasks, questions, 
concerns or problems focused on the development and process of a product to be 
designed. 
The action comprises the four types of specification actions applied to objects,
 
relations and operational steps (add, refine, patch and decompose) and
 
antecedents (remove, abstract and compose).
 
The subject of a specification issue is either an object or a relation. The subject 
may also identify existing objects and relations to which a new element may be 
relative. 
- An operational step covers the development of an idea. 
- The operating condition is the situation that the idea is developed to address. 
- Issue decisions either accept, reject or suspend the issue. 
Sub-issues are from the decomposed original issue. 
- Super-issues are parents of the sub-issues. 
- The Issue source is from one of the following: created by ideas or arguments; given 
as part of the design method; or developed from principles according to Altshuller 
[83]. 
According to Ullman [93c] the OREO model initially starts with a single 
OREO triad where the objects may have relations with other objects and where other 
relations between the objects in other operational steps or life cycle phases. The 
OREO objects pass along the modified IBIS steps and passing through eleven issues: 53 
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Figure 2.1.9 OREO - issue based information system [Ullman 93d] 
1) initial objects issue 
2) object variant issue 
3) operational step initialization issue 
4) object relation issue 
5) information source identification issue 
6) relational operating conditional issue 
7) required relations issue 
8) required object attributed issue 
9) benchmark issue 
10) requirement importance issue 
11) requirement flexibility issue 
The OREO IBIS model is a more indepth model than previous models.  It is 
targeted mainly for engineering problems but can handle a variety of issues. No other 
mechanical design model possesses the capability of capturing the basics of an initial 54 
design, while the design is in progress. The usage of the OREO issue based 
information system model and a function driven solution library presenting 
alternatives for the designer to decide upon, is a natural way for a designer to proceed 
in the design. The difficulties lie in the implementation of the OREO issue model 
and the OREO data model. 
The next sections, 2.1.6, discusses a technique for structuring the information 
about a product. This information is passed to an issue based information system for 
processing. This technique is called "Quality Function Deployment." 
2.1.6 QFD 
The quality function deployment (QFD) technique is discussed here as to its 
influence on the design retrieval system and library. The QFD contains four parts: 
the House of Quality, Parts Deployment, Process Planning and Production Planning. 
Only the House of Quality is of importance to this research, and is explained in depth 
in [Hjort 92].  The House of Quality is a process where customer requirements are 
translated into, and compared with technical and engineering specifications for each 
stage of the project.  It also "maps out the relationships between customer 
requirements, expectations and product functions and specifications. (Quality 
Concepts and Statistical Methods)" [Hjort 92]. The two major processes in the QFD 
method are product quality deployment, which translates customer language into 
technical specifications, and deployment of the quality function, which is the 
definition of the overall manufacturing process. The method organizes the 
information a customer's needs or desires in a product. Its highlights where 
engineering effort should be expended and identifies the important engineering 
functions that the customer requires.  The QFD will also "point out the few critical 
things over which we have control and can change the product to maximize customer 
satisfaction.  It is this insight that is then deployed throughout the development 
process" [Hjort 92]. The method is a design methodology that "targets engineering 
expertise and professionalism toward satisfying the needs of the customer, exposing in 55 
the process unrecognized aspects of the customers' expectations and identifying the 
necessary actions to satisfy them" [Hurst 91]. 
QFD is included in this research since it is the first step in the development of 
a function structure. Engineering requirements consist of both constraints and 
functional constraints. Constraints consist of various parameters on the system (e.g., 
maximum radius on the parts, width, height, weight restrictions). Functional 
constraints are constraints with a verb - noun combination (e.g., number of tools 
needed to CONNECT the product; number of steps required to SECURE the 
product; percent of original cost to MAINTAIN the product annually). 
From these original function statements, the solution library obtains the initial 
functional breakdown criteria as the designer would initially do before attempting 
their complete functional breakdown of the complete system. If new functional 
constraints are added to the QFD then the functional break-down sub-system would 
take this information and pass it on down for usage in other areas (i.e., solution 
library searches). How the solution library uses the QFD process is discussed in 
chapter 2.1.9.1. 
From obtaining the initial data from a QFD, the next section, 2.1.7, discusses 
concepts for representing the solutions, once they have been obtained and are to be 
presented to the designer. 
2.1.7 BOND AND BEHAVIOR GRAPHS 
An important concept, which is used in the design solution library, is bond and 
behavioral diagrams. A behavior graph's representation, similar to bond graphs, can 
capture spatial location and orientation information, where in the field of mechanical 
design the form and function are intertwined. The bond graphs mentioned here "are 
generalized representations of dynamic systems developed, not for design, but for 
modeling and analysis of existing systems" [Welch 91]. Bond graphs were developed 
in the early 1960's and have become useful in engineering because of the uniform 
notation between domains. Typically, they are used as an analysis tool since they can 56 
be used to model and analyze a physical system. Bond graphs have been found to 
lack various features for design so a representation called behavior graphs was 
developed. According to Welch [91], "behavior graphs, like bond graphs, are a graph 
representation where the vertices (or nodes) of the graph represent physical principles 
and the edges (or links) represent and analyze physical systems as lumped parameter 
elements operating on idealized effort and flow parameters." The graphs are capable 
of using the physical principles of mass and momentum conversion, the second law of 
thermodynamics, and maps of other parameter relationships based on physical 
principles and phenomena. It is also used as the primary representation for a 
conceptual design model based on iterative redesign where the representation is used 
to select and arrange objects or abstractions of physical objects. Dixon [91] 
recommends the "use of a 'behavior graph' method for representing physical 
principles and connecting these to physical embodiments." 
Behavior graphs are primarily used at the conceptual phase of the design. 
During conceptual design a problem is given in terms of various functions that must 
be satisfied. This functional information is transformed to behavior information based 
on the various physical principles and phenomena where design process uses the 
behavior as a guide to select and configure systems of objects. The object may be an 
abstraction of a physical item such as a spring, gear-chain, or electrical motor, which 
contains behavior information along with constraint and evaluation information. 
The behavior of the system "is a mapping between all the attributes of 
dependent functional parameters." The "behavior can be represented as a black box 
with three connections where there is a direct mapping between an input and output 
functional parameter of the same class; that is, all the attribute values of the input are 
mapped to the corresponding attribute values of the output" [Welch 92]. 
Additionally, "behavior diagrams show order of function activation (precedence 
relationships), control flow and data flow and exit (completion) condition(s). Related 
text shows performance requirements, requirements traceability and other pertinent 
data" [Ballard 89]. 57 
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The behavior described should have meaning in the physical world and based 
on known physical principles or phenomena. The behavior of any object can be at 
different levels of abstraction. In its most basic form the primary behavior is 
described by its interfaces its environment. 
The functional representation of functional diagrams is in terms of energy, 
information, and material as discussed previously. The diagram building blocks for 
behavioral graph systems are given in terms of word functions such as connect, 
transform, store, channel, etc. With a functional diagram created, different "working 
principles" can be explored for each function or sub-function, and objects are matched 
to the principles to produce conceptual designs. 
Other authors have used various graph systems to represent design. Williams 
[90] uses a graph based representation of behavior in the program IBIS to capture the 
relationships between parameters. Laughery [90] uses process charts to graphically 
represent the separate steps or events involved in a process. The overall objective of 
the technique is to represent the flow of events and activities (functions) involved in 
system performance and show the steps that energy, material or information goes 
through. 
Another charting method, mentioned by Laughery, for representing the flow of 
energy, information or material in a system is the Functional Analysis Systems 
Technique (FAST). This charting system uses two-word (verb, noun) statements to 
define functions with the "purpose and procedure are similar to constructing the 58 
operation process chart in that they focus on defining the functions and their 
sequencing" [Laughery 90]. 
Behavior graphs presents the information in a manner which is easy to 
understand and consequently used to present the object relationships within the 
library. The next section, 2.1.8, shifts from the specifics of relating theories, to the 
development of entire computer-assisted catalogs by other authors. 
2.1.8 COMPUTER-ASSISTED CATALOGS 
In mechanical design often the designer must select from an existing set of 
components. Whether this is a feature component or an assembly component some 
for of selection is necessary. Component selection is the task of selecting a single 
component to perform a particular function on a part or in some device. These tacks 
consist of two parts: type selection, and catalog selection. Type selection is the best 
suited type or class of solution to be chosen for the problem, and catalog selection is 
a particular component of that type that must either be designed or selected from a 
catalog of available standard or supplier components. The benefits of a component 
assisted catalog selection tool are summarized by Bradley and Agogino [93]: 
"1) Improved selection: by expanding the set of alternatives searched and by 
using expert systems and optimization methods, the optimality of the final 
selection made may be improved. 
2) Improved efficiency: by transmitting information electronically (as 
opposed to using paper-based catalogs or product documentation), applying 
computer search and indexing techniques, and integrating computation 
routines directly into the product documentation, the efficiency and archival 
of the component selection process can be markedly improved. 
3) Increased likelihood of use of a standard component: by making such 
components electronically available, the likelihood that the best such 
component will be found can be increased, and thus the likelihood 
diminished that expensive custom components will be developed." 59 
Presently it is feasible to computerize engineering catalogs, manuals and texts, 
and with the additional flexibility of hypermedia, the information can be presented 
effectively in a manner customized to the needs of the user with photos, videos and 
sound. 
It is also important that the designer in incorporating his knowledge should not 
have to know the programming terminology to make selections. The library system, 
by inference and control, should help the designer and provide a graphic 
representation capability with an ability to modify the system accordingly as 
knowledge becomes available or obsolete. 
Johnson [91] declares that if a computer is to provide assistance it must be 
capable of processing the mechanical design concepts in a meaningful way (stress, 
force, mass, acceleration, density, bending, moment, etc.). There should be a set of 
standard components and features with their primary function, secondary 
characteristics, shape, principle dimensions noted, rules for sizing, notes on 
manufacture, candidate materials/processes and possible modes of failure. 
Additionally, parts require tagging to maintain conformity with interfacing 
components if the component is altered. 
The use of the functionality of the potential design as the primary search key 
during the conceptual design phase as put forth in this dissertation is recommended by 
Roth, Pahl & Beitz and others. The aim is "to select as classifying criteria the 
functions to be fulfilled by the solutions" [Pahl & Beitz 84]. As previously discussed, 
the conceptual design is based upon the underlying sub-functions and when selecting 
the classifying characteristics for a search it is best to choose generally valid 
functions, helping to obtain the most product-independent solutions. Pahl and Beitz 
suggested the following classification scheme including the sub-functions of an 
overall function along with associated solutions (Figure 2.1.11). 
According to Roth [74], the structure shown in Figure 2.1.12 is most likely to 
satisfy the classification scheme presented by [Pahl & Beitz 84] by identifying 
compatible combinations. Besides this classification, the characteristics of energy 
(mechanical, electrical, optical, etc.), materials or signals of interfacing surfaces, 
motions and physical effects should be included. 60 
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Figure 2.1.12 Basic structure of a design catalogue. [Roth 74] 
Thousands of basic component catalog selection databases for industrial 
merchandise have been created to show the customer a product list.  Various 
researchers have developed libraries or design catalogs of parts with the functional 
intent or working principles of the entire system. For these systems to be complete 
every aspect of the design must be covered. Unfortunately, these systems do not 
maintain functional information and a design history at the detailed or feature level. 
They rely upon the working principles of complete systems and do not assist the 
designer at the detail level of design. The solutions found within these design 61 
catalogs require a high level of abstraction to exist already within the design before 
they can be used. Realistically, these solution catalogs are inadequate for use by the 
average engineer in industry. 
The next section ties the theories and information contained in section 2.1 
together to form the background and information structure used in and with the 
solution library. 
2.1.9 DESIGN METHOD USE AND IMPLEMENTATION 
To make use of the information contained within chapter 2, Figure 1.2 from 
chapter 1 is reintroduced. This diagram contains the design process components for 
developing the information needed to accomplish a search. To start. the initial 
information obtained during the conceptual design phase of product development is 
from the customer's wants and needs. These are in turn mapped into engineering 
specifications. This information is the basic knowledge of the product under 
development. For the solution library the QFD method is used to develop the 
description of the customer, engineering, and competitive product interactions, effects 
and comparisons. The QFD's structure contains the basic core understanding of the 
steps needed for designing a product. 
It is within the QFD structure that the initial information of a functional 
breakdown resides allowing for the development of primary and secondary system 
functions. These functions are obtained from the desires of the customer after in-
depth analysis by the engineer.  The functions developed from the QFD are broken 
down by the designer as in the theories of Pahl and Beitz [84] and in the VDI 2221 
models. The breakdown is as detailed as is possible, but without developing the 
actual form of the product. Later, when more investigations are done, and the 
transformation between function and form has begun, further functional breakdown is 
necessary to handle the interactions with other components of the design. The 
function structure, similar to theories mentioned in this chapter, is in the form of 62 
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Figure 2.1.13 Design process components (reintroduced) 
verb/noun pairs. These pairs are saved in a sentence form and are the primary 
structure for the search of potential solutions. 
The QFD starts with the customer's requirements, in other words: what the 
customer wants. The engineer determines how to satisfy these requirements with 
engineering methods by developing engineering requirements and specifications. By 
knowing this information the engineer can develop a functional breakdown of the 
desired product. With a complete functional breakdown and some initial function-to­
form mapping, detailed functional decomposition information is applied directly to the 
search of specific features that satisfy the function at the feature level. 63 
2.1.9.1 CUSTOMER REQUIREMENTS
 
Customer requirements are usually in a textural format. Any functional 
parameters specified are supporting functions, which indirectly effect the design of the 
product. Customer requirements possess the following information [Ullman 94]: 
1) Functional performance requirements: flow of energy, flow of information, flow 
of materials, operational steps, operational sequence. 
2) Human factors. appearance, force and motion control, ease of sensing state. 
3) Physical requirements: available spatial envelope, weight. 
4) Reliability: mean-time between failures, safety (hazard assessment) 
5) Life cycle: distribution (shipping), maintainability, diagnosability, testability, 
repairability, cleanability, installability, retirement/recycle. 
6) Resource concerns: time; cost - capital, unit; equipment. 
7) Standards: company, governmental. 
8) Manufacture/assembly: material limitations and availability, production and batch 
quantity, company and vendor manufacturing capabilities. 
Once the customers have established their requirements, as shown above in 
these general eight groups, the designer takes this information and develops 
engineering specifications, which in turn leads to the next step in the development of 
function structure. 
2.1.9.2 ENGINEERING SPECIFICATIONS 
From the customers' requirements the design engineer develops engineering 
specifications consisting of information, requirements, and constraints to satisfy each 
requirement specified by the customer. The engineering specifications satisfy the 
overall function of the system. They are specified by the customers, allowing the 
product to meet their needs. 
The engineering specifications, if developed correctly, possess the information 
required to develop the initial hierarchical function structure (mainly primary 64 
functions) by deciding the initial/primary measures of the system. There are distinct 
reasons for every engineering specification. Each is matched with one or more 
customer requirements. In the QFD model there is no formal way the engineering 
specification statements should be formed and represented, but from reviewing the 
literature [Jakobsen 91, Her ling 93, Hjort 92, Hurst 91, Ullman 89, 92] the common 
form used to represent engineering specifications was with verb / noun pairs. Ullman 
[93b], using the QFD method, found that 73% to 75% of the engineering 
specifications used in his studies for "a mechanical device for holding wheel chairs in 
place on a mass transit system," were between objects: object-relationship-object. 
The other 25% represented object-attribute-value specifications. 
From sentences found in the wheel chair retainment system QFD and the other 
sources listed above, the engineering specification statements are in sentence form 
with subject - verb - direct object phrases representing the engineering information. 
To standardize the different forms engineers use in a QFD the base representing 
sentence can be expressed as a Subject Phrase + (Verb + Noun) + Descriptive 
Phase structure describing engineering specification. 
(subject phrase)  (verb)  (noun)  (descriptive phrase) 
The maximum area required to support load on a macro blend plastic part. 
>> transferring energy « 
These sentences formally develop the engineering information required to fulfill the 
design specifications. The sentence structure that represents the object-attribute-value 
information does not possess the active verbs or functions required for a product 
function breakdown, so are not discussed. 
The SUBJECT-PHRASE identifies the nature of the sentence such as the 
physical object which is the 'subject' of a function.  It may also be the reason for an 
action or condition, or may be something that brings about an effect or a result. An 
example of a subject phrase is: "The maximum tilt angle during normal operating 
conditions ...."  This phrase possesses the information about the "subject" or current 
object under investigation.  It also may possess the information about the initial state 65 
of the design object. The initial state may be held in adjoining sentences that relate 
to the initial sentence about relating objects within the system. 
In the sentence structure the Verb is a function statement from the functional 
breakdown done after analysis of the QFD and initial understanding of the design 
problem. It indicates the function of the object and is classified according to what it 
does. The three main classifications of verbs, according to Jakobsen et al. [91], are 
transformation, control and generation. The transformation class represents the 
actions or operations the cause a change of state (i.e., control, process and 
movement). Control represents the actions or operations that regulate or measure the 
properties of a state or the change in properties in the transformation (i.e., active or 
passive). Generation consists of verbs like to allow, to provide, to give, to generate, 
which are passive verbs. Passive verbs are not useful in representing a function since 
no action is requested. The verb must be active and transfer energy, information 
and/or materials between the objects involved. The verbs developed by Fowler [90], 
Collins [76] and the interviewed engineers at Hewlett Packard, which were used in 
the feature study of plastic injection molding features in chapter 3, are found in 
Figure 2.1.14. 
The Noun in the sentence structure is either a qualitative, quantitative, 
concrete, or conceptual noun representing the physical effect that is manipulated by 
the verb [Jakobsen et al. 91]. As defined by Jakobsen in section 2.1.2.1, qualitative 
nouns are based on non-measurable properties (i.e., quality, comfort, fashion etc.). 
Quantitative nouns that can be related to a unit or scale (i.e., angle, dimension, area, 
volume, force, etc.). Concrete nouns represent physical objects (nut, bolt, gear, spring, 
etc.). Conceptual nouns represent abstract concepts (i.e., system, result, method etc.). 
Of these types of nouns, only those which are measurable (i.e., quantitative nouns), 
but don't specify an artifact are used. Thus, "load" or "heat" are usable nouns 
whereas "effect," "comfort" or "bolt" are not. This avoids domain specific reasoning. 
Some Nouns specified by Fowler [90] are shown in Figure 2.1.15. 
The DESCRIPTIVE PHRASE contains the direct object of the sentence.  It 
may possess constraints or attributes as a prepositional and adverbial phrases which 66 
Absorb  Contain  Exude  Limit  Protect  Steer 
Access  Control  Facilitate  Link  Pump  Streamline 
Activate  Convert  Fasten  Locate  Receive  Strengthen 
Actuate  Convey  Filter  Lock  Rectify  Support 
Aid  Cover  Grip  Lubricate  Reduce  Suspend 
Allow  Create  Guard  Maintain  Reinforce  Switch 
Amplify  Dampen  Hide  Maximize  Repel  Time 
Apply  Deflect  Hold  Mesh  Resist  Tolerate 
Assist  Direct  Ignite  Minimize  Restrain  Transfer 
Assure  Disconnect  Impart  Modulate  Roll  Transmit 
Attach  Display  Impede  Mount  Rotate  View 
Avoid  Distribute  Indicate  Move  Satisfy 
Change  Drive  Induce  Open  Seal 
Close  Ease  Inject  Orient  Secure 
Clutch  Eject  Instruct  Partition  Shield 
Collect  Emit  Insulate  Pivot  Shorten 
Comfort  Emphasize  Interrupt  Position  Slide 
Conduct  Enclose  Join  Preserve  Space 
Conform to  Ensure  Latch  Prevent  Stabilize 
Constrain  Establish  Light  Promulgate  Standardize 
Figure 2.1.14 Verbs 
describe the functional problem at hand. The phrase: "... of the roller bearing" 
possesses the information about the receiving or interfacing object. Additionally, this 
phrase may possess the desired final state of the design object or is held in sentences 
connected with the initial sentence. 
The subject and descriptive phrase are the embodiment of the sentence which 
actively develops the objects which are involved. These objects are derived as the 
concepts evolve from the functive under investigation. The verbs along with their 
nouns, subject and descriptive phrases are the basis for the functional decomposition. 
Engineering specifications are developed from evaluating the customers' 
requirements and applying engineering knowledge to them (extracting the pertinent 
information and discarding the irrelevant information of the customer). The engineer 
does much of the conversion in his mind, so the information is not accessible until 67 
Access,  Decoration,  Flux,  Noise,  Task, 
Aesthetics,  Density,  Force,  Odor,  Time, 
Angle  Dependability  Friction  Oxidation  Torque 
Area,  Deterioration  Heat  Pressure  Uniformity 
Care  Dimension  Horsepower  Protection  User 
Catalysis  Direction  Image  Radiation  Variation 
Chromaticity  Dust  Information  Repair  Vibration 
Color  Emissivity  Injury  Rust  Voltage 
Corrosion  Energy  Insulation  Stability  Volume 
Cosmetics  Flow  Light  Status  Weight 
Current  Fluid  Load 
Damage 
Figure 2.1.15 Nouns 
the final form of the engineering requirement. For the engineer to have the ability to 
develop useful engineering requirements a consistent standard format must be used 
which allows them to develop a full functional breakdown from the information. 
Setting up engineering specifications without a complete sentence structure may 
inhibit full development of a function structure that is needed for later component 
development. Additionally, the more complete the sentence describing the 
engineering specification, the greater understanding the designer will have to the 
specification. 
The functional breakdown, similar to the guidelines presented in Ullman [92], 
takes the information from the QFD; and with the assistance of the designer, develops 
discrete phrases that describe the functional aspect of the structure to be designed. 
The following section describes the functional database structure in detail. 
2.1.9.3 FUNCTION DECOMPOSITION STRUCTURE
 
From the information contained in the QFD, a functional breakdown is
 
generated by the designer. The functional information structure developed, is used for
 68 
accessing the solutions. Function structures have been investigated by various 
authors, see section 2.1.2.1. For this dissertation, the functional structure used is 
designed specifically for the requirements of the solution library to access 
information. 
The functional decomposition model and the interaction with potential forms 
(i.e., function to form mapping) which satisfy the functions are shown in Figure 
2.1.16. This model expresses how the functions are broken into sub-functions and 
sub-sub-functions until the functional decomposition is fully defined. 
The function/form decomposition structure is represented by the isolation of 
each function and the form that represents it: features, components and assembly 
combinations. The function/form structure, in theory, represents the final product. 
--1-3esIgn Problem description 
I1 
erall System description 
Function 
Sub-System 1  Sub-System 2 
'Sub 
Primary Function 1 
Function 1  Sub Function N 
" (Multiple functions) 
10. 
Form 
(Assembly 1  Assembly  N 
Component N 
Feature 1 
Feature 
Component 
Feature  Feature 
Figure 2.1.16 Function/Form decomposition structure 69 
Many iterations on the function structure are made from the initial functional 
breakdown before any form is applied, to the final structure with all levels developed. 
In the function/form decomposition diagram, the function levels and form 
characteristics that satisfy the functional requirements are the two groupings of 
information within the diagram. The decomposition (function breakdown) of the 
product's function information is into sub and sub-sub functions. A complete 
function breakdown (theoretically) would consist of all functions3, first without form 
included, and then with form. The second group is the satisfaction of the functional 
parameters by form elements: features, components and assemblies. The combined 
function and form elements satisfy the overall purpose or function of the product. 
With these two groupings, two perspectives are evident from the two methods an 
engineer uses in developing a product. The first is from the engineer's development 
of a component by the transition from function to form. The second perspective is 
from the engineer's selection of components and assemblies from product catalogs, 
design handbooks, and other sources, which require the designer to have extensive 
knowledge of the solution before it is searched for. The designer knows that the 
product possess the functionality that is required. A function driven solution library 
requires a similar view: form possessing functionality. This allows for functional 
parameters to be satisfied by individual or combined forms. 
The following characteristics for each perspective make up the basic 
information contained within a function/form decomposition structure. For function 
to form mapping the characteristics are: 
1) Assemblies have relationships to other entities. 
2) Assemblies have attributes (e.g., dimensions). 
3) Assemblies have features (e.g., curved edges). 
4) Assemblies possess a variety of functions. 
5) An assembly is made up of two or more components. 
3 A complete functional break-down is not always possible or desirable. A product's 
functionality broken into to fine of detail may focus the designer away from the true 
purpose of the design. A general break-down containing multiple levels of 
functionality should be sufficient, even though it isn't theoretically complete. 70 
6) Components have relationships to other components in the assembly and other 
assemblies. 
7) Components have attributes (e.g., dimensions). 
8) Components have features (e.g., curved edges). 
9) Components possess a variety of functions. 
10) A component is made up of one or more features. 
11) Features have relationships to other features in the component. 
12) Features have attributes (e.g., dimensions). 
13) Features possess a variety of functions. 
14) Features are the most basic element of a design. 
15) Form or shape features (defined in section 2.1.3) are made up of graphical 
primitives, 3D (blocks, cylinders, cones, wedges, spheres, torus, etc.) and 2D 
(faces, lines, points). Form features comprise all forms or shapes in a design 
whether for manufacturing, assembly, mating. 
16) Material features, also discussed in section 2.1.3, possess the properties of the 
material along with the effects of the material or fillers in the material. 
17) Surface or finishing features (2.1.3) consist of elements that make up the 
surface of the object. These consist of surface and decorative finishes, painting or 
other surface treating coatings. 
Likewise, the criteria for form possessing functionality: 
1) Features can fulfill a functional need either alone or united with other features. 
A combination of the features make up a component or they add to an assembly. 
2) Components possess the functionality to satisfy the specifications of a specific 
level in the functional breakdown.  This is accomplished alone, combined with 
other components (an assembly), or with individual features from other 
components or assemblies 
3) An assembly possesses the functionality alone or combined with other features, 
components and/or assemblies to satisfy functional specifications of a specific 
level in the functional breakdown. 71 
Designing with features, components, or assemblies requires their relationships 
be defined. The relationships are defined by an objects' relationships with interfacing 
objects (i.e., object-relationship-object). 
2.1.9.4 DECISION SUPPORT SYSTEM AND SKETCHER.
 
This section comprises of two components that interface with the Solution 
Library as seen in Figure 1.2. Only a brief note is given on the decision support and 
sketcher systems, since they are under development at Oregon State University. 
The decision support system is based on Ullman's OREO IBIS system 
discussed in section 2.1.5. As shown in Figure 2.1.9, the combination of issues; 
arguments, alternatives and decisions make up the design decision cycle. At any 
point during the design, issues are put forth needing to be resolved. The issues can 
be any design aspect, but to make use of the solution library the functions which were 
discussed in the previous sections become the issues that need resolving. These 
function(s) are used to access the solutions within the library. 
In the actual design process, designers typically begin developing basic 
concepts by making design sketches to fulfill the required functionality within the 
function breakdown. Sketching designs on a "mechanical design sketcher" with the 
integration of a "decision support system" allows alternatives to be obtained from a 
solution library by passing the parameters to be satisfied to the library. The solution 
library presents multiple design concepts to the designer for comparison by the 
designer. From the solutions presented, hopefully a "best" solution can be found. 
The three systems (solution library, sketcher and decision support system), 
even though not presently integrated, are discussed to show how the systems are 
related and where the information would be obtained for accessing the solution 
library. The next chapter investigates aspects of a design history tool that was 
developed at Oregon State University and had influence in this research. A design 
history tool is a fourth system, which when developed, would interface with the 
solution library and relating systems. 72 
2.2 DESIGN HISTORY RESEARCH
 
Computer-based design history tools and their implementation interact closely 
with a mechanical design solution library. Before continuing, the concept of a design 
history tool needs to be understood. A design history tool is "a means of recording, 
storing and reviewing the important information generated during the process of 
designing a mechanical component or system [McGinnis 90]," and can trace the 
evolution of a design from initial concept to the final product more accurately than 
that of a complete traditional design notebook.  Design history research has only 
recently been investigated for adaptation into the computer realm [Chen 92, Baxter 
90, Lakin 92, McGinnis 90, Nichols 92, Sycara 89, Ullman 93a]; consequently, it 
affects the implementation of the design solution library, and vice versa. 
Development aspects of a design history tool that can be useful to a design 
solution library must be considered. First of all, the solution library and design 
history tool require a common database structure. A design history tool interacts with 
a solution library through the transferring of data from the library to the history tool. 
A decision to use a specific solution along with all of its properties must be passed to 
the history tool based upon the designers reasoning and decision making. 
Consequently, research of design history tools and their applications is discussed. 
An extensive investigation of the development of a prototype design history 
tool was done at Oregon State University. This tool, described below, contained 
various flaws as described by Clark [92], but these flaws have a minor influence on a 
solution library. 
2.2.1 OSU DESIGN HISTORY TOOL (DHT) 
The design history tool envisioned by its designers was created to capture all 
design activities, influences, major decisions and rationale that affected the design. 
This information is then to be stored in a representation that is easily accessed by the 
designer with a chronological history browser. 73 
In developing the Design History Tool (DHT) three interdependent subsystems 
were envisioned: a capturing, a representation, and a playback tool, to satisfy the 
recording, storing, and reviewing requirements. The capture tool is to collect the 
design information from the designer and to convert it into a computer representation 
according to a flexible design model. The representation system stores the captured 
design information. The playback tool would then allow the browsers to review, 
examine and modify a design by retrieving the information from the history as 
needed, displaying it graphically [Chen 91]. 
A version of the design history tool was implemented using the LISP 
programming language. Hyperclass, an object oriented programming environment 
produced by Schlumberger Technologies, with an interface to Vantage, a solid 
modelling package produced at Carnegie Mellon University [Chen, 91] were the 
platforms for the DHT. Of these three systems, only two were developed: 
representation and playback. The capture system was omitted because of a lack of an 
adequate design model and method for design capturing.  It was also believed that the 
technology needed to implement such a system did not exist at the time. 
2.2.2 REPRESENTATION 
Two representations were developed for the DHT based upon earlier work by 
Stauffer [88] and Tikeipuu [88]. The first, the one implemented, was by McGinnis 
[91] and a revised model suggested by Nagy [92]. Both representations were based 
on the DPRG protocol data gathered from five engineers developing non-routine 
designs. Nagy's research also incorporated design protocols from Stanford University 
and the University of Queensland. These involved students doing collaborative 
design and developing ideas from the IBIS model. 
The playback system, developed by Chen [91], allowed the information 
represented in the design history to be found and presented to the user. This system 
possessed the ability to browse design artifacts, browse design evolution, browse 
design rationale and alternatives and browse constraint dependencies. 74 
The background of the DHT system began with research and protocol studies 
conducted by Stauffer [87]. In these studies, he hypothesized that empirical studies 
could better formulate a descriptive design model when compared to the typical 
prescriptive models associated with most "design methodologies."  From the protocol 
data, Stauffer suggested a model for mechanical design called the Task/Episode 
Accumulation Model (TEA model) [Stauffer, 87], which was arranged into a 
hierarchy of tasks, episodes, and operators. A design was developed in this model 
from the identification and execution of tasks formulated by the designer. The tasks 
were described by a set of specific episodes accomplished by operators. A task was 
developed and fulfilled by a set of episodes: assimilation, plan, specification, repair, 
verification, and documentation. These episodes were modeled using an iterative 
sequence of operations: generate, evaluate, and decide. 
Stauffer depicted that proposals were design data elements created by a 
generation operator to produce alternative ways of achieving a specific sub-goal. The 
result of accepting a proposal introduces new constraints that constrict the design 
space. The constraints are broadly defined to include any addition of information to 
the design. The constraints record the changes in the values of design parameters. 
They also identify the addition of new parameters to design-objects or new design-
objects to the design space. 
From the TEA model it was believed that a history for a mechanical design 
process could be mapped by recording the set of operations performed within an 
episode of the process as a sequence of chronological decisions. The temporal 
ordering of the decisions could be maintained by linking the present decision to the 
last decision thereby forming a chain of decisions where each decision describes a 
change in the design space at a particular time. All the changes in the design space 
would represent the design process. 
From the TEA model Tikeipuu [88] developed the basic elements that were 
included in the design objects used by the model. All of the objects were described 
in terms of context sensitive form and function features. Tikerpuu presented eight 
needs for a database representation based on empirical protocol data that followed in 
the development of the DHT: 75 
1) Provide a structure for describing design objects and constraints in terms 
of functions as well as forms. 
2) Record changes that a design object experiences as it is refined 
throughout a design process. 
3) Describe objects in engineering terminology to provide a common 
vocabulary between the database representation and designer. This is also 
important for preservation of the ideas the designer incorporates into the 
design. 
4) Describe design objects in a way that captures the hierarchical form 
relationships between assemblies and parts. 
5) Record design strategies for designers to review and modify to better 
achieve the design goal. 
6) Reference context sensitive information in domains as engineers do to 
provide the information a designer needs to accomplish a domain specific 
task. 
7) Relate design objects to constraints to ease the need for checking for 
constraint violation and satisfaction. 
8) Describe design objects in decomposable units to allow for object 
modification at all levels of the hierarchy describe in need #4. 
Tikerpuu also developed various frames that could be used to capture design 
information into a design history tool. He used the concepts of assembly, proposal, 
constraint, operator, function feature, geometric, and interface frames. With these 
frames, derived from the empirical protocol data, along with the use of a sentence 
structure relating to the frames, the objects having been described by designers could 
be saved in terms of feature relations to functions of the object. 
SENTENCE STRUCTURE: 
Sentence  = subject + verb phrase 
verb phrase  = verb  + noun phrase 
noun phrase  = determinant + noun + prepositional phrase 76 
RELATIONSHIPS WITH FRAME ATTRIBUTES: 
Attribute name  : associated attribute value 
Subject of Function : subject 
Function  : verb 
object of function : noun of noun phrase 
function modifier : preposition phrase of noun phrase. 
The proposal frame is for possible solutions in satisfying a set of given constraints. 
Assembly frame: 
Name 
Is a 
Type of 
Quantity 
Origin 
Referenced drawings 
State 
Generic 
Reference axis 
Composed of 
Geometric feature 
Manufacture feature 
Material 
Interfaces 
Proposal frame: 
Name 
Is a 
Reference drawing 
Description 
Constraints considered 
Objects considered 
Feature considered 
Objects created 
Features created 
Data label affected 
Episodes involved 
State 
Figure 2.2.1 Assembly and proposal frames 77 
Form and function constraint frames of constraints that guide the designer in 
developing and incorporating abstract concepts into the design state subdatabase 
(Figure 2.2.2). 
Constraint frame:  Operator frame: 
Name  Name 
Is a  Is a 
Is type  Task 
Origin  Episode type 
Parent constraint  Episode designator 
Reference drawing  Operator 
State  Sub-episode 
Constraint label  Notes 
Constraint value 
Figure 2.2.2 Constraint and operator frames 
The operator frames are used to note what operator was executed during the 
sequence of operations in the design process (Figure 2.2.3). 
Following this structure as a basic guideline, Chen [91] and McGinnis [91] 
implemented the design history tool. The information of the design process was 
modelled by McGinnis as a decision structure using constraints where the propagation 
of the constraints respectively restricts the design space. Later Nagy [91] enhanced 
McGinnis's work by introducing methods to represent collaborative design. 
According to McGinnis the relationships between the design objects, 
represented by a design object tree, are created by constraints. The constraints are the 
information used in the decision process that makes up the design space. The 
constraints were classified into three categories: given, introduced and derived. The 
given constraints are the initial specifications or requirements supplied to the designer 
that are not typically modifiable by the designer. The introduced constraints are 
derived from the designer's personal domain knowledge, handbooks and other sources 78 
Function feature frame:  Geometric frame: 
Name  Name 
Is a  Is a 
Is type  Is type 
Context  State 
Origin catalog  Origin 
Reference drawing  Context 
State  Reference drawing 
Subject of function  Reference axes 
Function  Binary status 
Object of function  Part of object 
Function modifier  Part of feature 
Function constraint  Shape type 
Shape name 
Reference axes 
Interface frame:  Location 
Name 
Is a 
Is type 
Part of component 
Part of feature 
x location value 
x location label 
x location tolerance 
y location value 
y location label 
y location tolerance 
z location value 
z location label 
z location tolerance 
Figure 2.2.3 Function, geometric, interface frames 
that do not affect the design space until used in making derived constraints. Derived 
constraints, developed from constraints generated inside the design space, are derived 
from decisions acting on constraints in the design space. The derived constraints 
modify and progress the design by changing the design state that the others do not. 79 
The representation generated by Nagy also used the TEA model developed by 
Stauffer but combined with an IBIS system structure (as described in Chapter 2). 
Nagy used the same four IBIS data elements: Issues, Proposals, Arguments, and 
Decisions to represent the information of the design process in the knowledge base of 
the design history tool along with higher level compound networks linking the data 
elements in the temporal order described by the design process. 
Both representations use the same model of chronologically linked decisions 
for representing the design process, but they differ in the operation done on the 
information. 
Nagy assumes that all information from any of the three sources, given, 
introduced, and derived are subject to manipulation and by all of the decision 
operators. Nagy allows the decision to output constraints from any of the 
three sources. This means that given and introduced information may change 
the states the design space. Whereas McGinnis assumes only derived 
constraints can change the state of the design space. McGinnis creates only 
one derived constraint with each decision. In addition, the proposals for the 
decisions can be created and evaluated by any constraint from the three 
constraint sources. The final major differences between the representations 
by McGinnis and Nagy are: 1) the creation of subissues by proposals and 2) 
the use of suspended decisions later in the design process. Each of these 
aspects are supported by Nagy, but not by McGinnis [Clark 92]. 
2.23 OBJECT DATABASE 
The entire set of class objects used in the representations is open-ended and 
allows new sub-classes to be added. The templates used by Chen [91], McGinnis 
[91] and Nagy [91] are included in the overall design history object plan used for 
the DHT, presented in Figure 2.2.4. Specifics of Chen's structure are described in 
detail with various class definitions. 80 
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Figure 2.2.4 Design history template (Chen 91) 
The basic design history tool template for storage of a design history is: 
Object: 
Design-primitives: (aspects of what the feature is made of) 
Design-object:  (the design object parameters) 
Injection molded object
 
Other
 
Constraint-on-the system: (effect the feature has on system) 
Textural 
Graphical 81 
Inequality 
Equational 
Stress 
Moment of inertia 
Bending moment 
Beam deflection 
Constraint-role: (what is the role of the constraints) 
Production 
Appearance  Material 
Production  Surface treatment 
Clearance  Tolerance 
Assembly sequence  Assembly method 
Manufacture sequence  Manufacture method 
Function 
Physical property, behavior, purpose 
Form 
Connection, geometric, dimension, shape/form 
Constraint-source: (what is the type of constraint) 
Derived-constraints 
Introduced-constraints 
Given-constraints 
Evaluation: (primary method for comparison of the feature) 
Comparison-base 
Comparison-type 
Decisions: (reasoning for feature selection) 82 
The design-primitive class is represented by the following template (Figure 2.2.5): 
OBJECT: DESIGN-PRIMITIVES
 
SYNONYMS:
 
GENERALIZATIONS: OBJECT
 
GROUPS:
 
TYPE: CLASS
 
SHAPE:
 
TRANSFORM-VECTOR:
 
X-TRANSLATION:  Y-TRANSLATION:  Z-TRANSLATION: 
X-ROTATION: Y-ROTATION:  Z-ROTATION: 
FACES:  (describe the surfaces of the design primitives) 
MAKE-NODE:  (procedure to generate CSG nodes and trees) 
MAKE-CSG-NODE: 
Figure 2.2.5 Design primitive template 
The design-object class is represented by the following template (Figure 2.2.6): 
(all variations to Chen's design-object class are included) 
OBJECT: DESIGN-OBJECT 
SYNONYMS:  MATERIAL[materiaf]: 
GENERALIZATIONS: OBJECT  MASS[physical-property]: 
GROUPS:  STRESS[physical-property]: 
TYPE: CLASS  DEFLECTION[physical-property]: 
DESIGN-OBJECT-STATUS[expr]:  STRAIN[physical-property]: 
DESIGN-OBJECT-TYPE[object]:  BENDING-MOMENT[physical-property]: 
FUNCTION-PURPOSE[function]:  MOMENT-OF-IN ERTIA[physical-properly]: 
BEHAVIOR[function]:  STRENGTH[physical-property]: 
PRIMARY[object]:  MANUFACTURE-METHOD[production]: 
SUBSIDIARY[object]:  MANUFACTURE-SEQUENCE[production]: 
CONNECTION[text]:  ASSEMBLY-METHOD[production]: 
SHAPE/FORM[design-primitives]:  ASSEMBLY-SEQUENCE[production]: 
HEIGHT[numeric]:  TOLERANCE[tolerance]: 
LENGTH[numeric]:  CLEARANCE[production]: 
WIDTH[numeric]:  SURFACE- TREATMENT[production]: 
FILLETS[text]: 
Figure 2.2.6 Design object template 83 
The purpose class under the constraint-role and function classes is represented by 
the following template (Figure 2.2.7): 
OBJECT: PURPOSE
 
SYNONYMS:
 
GENERALIZATIONS: FUNCTION
 
GROUPS:
 
TYPE: CLASS
 
PURPOSE/BEHAVIOR-1 [OBJECT]:
 
PURPOSE/BEHAVIOR-2[OBJECT]:
 
PURPOSE/BEHAVIOR-3[OBJECT]:
 
PURPOSE/BEHAVIOR-4[OBJECT]:
 
PURPOSE/BEHAVIOR-5[OBJECT]:
 
FEATURE-SPECIFIED: PURPOSE-FUNCTION
 
VALUE-SPECIFIED: PURPOSE/BEHAVIOR-VALUE/SELECTION
 
UPDATE: PURPOSE/BEHAVIOR.UPDATE
 
Figure 2.2.7 Purpose template 
The dimension class under the constraint-role and function classes is represented by 
the following template (Figure 2.2.8): 
OBJECT: DIMENSION
 
SYNONYMS:
 
GENERALIZATIONS: FORM
 
GROUPS:
 
TYPE: CLASS
 
FEATURE-SPECIFIED:
 
VALUE-SPECIFIED:
 
UPDATE:
 
Figure 2.2.8  Dimension template 84 
The purpose/behavior class under the constraint-expression and textual classes is 
represented by the following template (Figure 2.2.9): 
OBJECT: PURPOSE/BEHAVIOR-STRUCTURE
 
SYNONYMS:
 
GENERALIZATIONS: TEXTURAL
 
GROUPS:
 
TYPE: CLASS
 
OBJECT[design-object]:
 
ACTION[expr]:
 
RECEIVER[design-object]:
 
LOCATION[expr]:
 
PRE-CONDITION[expr]:
 
POST- CONDITION[expr]:
 
ACTION-QUALIFIERS[expr]:
 
Figure 2.2.9 Purpose/Behavior structure template 
The distance-between-surface class under the constraint-expression, graphical, and 
surface-constraint classes is represented by the following template (Figure 2.2.10): 
OBJECT: DISTANCE-BETWEEN-SURFACE-CONSTRAINT
 
SYNONYMS:
 
GENERALIZATIONS: SURFACE-CONSTRAINT
 
GROUPS:
 
TYPE: CLASS
 
DISTANCE[EVALUATION-PARAMETER]:
 
DEPENDENT-SURFACE[GEOMETRIC-CONSTRAINT-PARAMETER]:
 
INDEPENDENT-SURFACE[GEOMETRIC-CONSTRAINT-PARAMETER]:
 
SOLVER: DISTANCE-BETWEEN-SURFACE.ASSERT
 
PARSE: GEOMETRIC - CONSTRAINT. PARSE
 
Figure 2.2.10 Distance between surface constraint template 85 
The beam-deflection class under the constraint-expression, and equational classes is 
represented by the following template (Figure 2.2.11): 
OBJECT: Beam-Deflection
 
SYNONYMS:
 
GENERALIZATIONS: EQUATIONAL INTRODUCED-CONSTRAINTS
 
GROUPS:
 
TYPE: CLASS
 
DEFLECTION-VALUE[EVALUATION-PARAMETER]:
 
FORCE[EVALUATION-PARAMETER]:
 
FORCE:
 
VALUE:
 
DATATYPE: EVALUATION-PARAMETER
 
ROLE:
 
PATH:
 
LINKS-UP:
 
LINKS-DOWN:
 
BEAM-LENGTH[EVALUATION-PARAMETER]:
 
MOMENT-INERTIA[EVALUATION-PARAMETER]:
 
ELASTIC-MODULUS[EVALUATION-PARAMETER]:
 
EXPRESSION[TEXT]:
 
EQUATION[EXPR]:
 
SOLVE:
 
Figure 2.2.11  Beam deflection template 
Only the classes of design-primitives, design-object, constraint-expression, 
and constraint-roles have the detail templates shown. decisions, decision-operators 
and evaluation templates have no direct influence upon the mechanical design 
solution library. Constraint-source parameters are introduced constraints when used 
by the designer. 86 
2.2.4 DHT EVALUATION 
To evaluate the DHT with respect to a design solution library, it must be 
understood that maintaining and storing information of the design object is a 
primary part of a design solution library and a design history tool. So, it is 
mandatory that the solution library and the design history tool contain similar 
structures. A design history tool possesses attributes that a solution library does 
not, since it is required to capture all of the information during a design scenario. 
Consequently, only criticisms and suggestions, presented by Clark [92], which are 
pertinent to a design solution library are discussed in this section. 
The DHT researchers noted in their studies that the nature of how designers 
group information seemed similar to the way the object-oriented paradigm 
organized its information; consequently, the DHT was implemented with an 
object-oriented environment to use the grouping capabilities that the object-oriented 
paradigm offered. Clark [92], after evaluating the design history tool developed at 
Oregon State University, found that 
by discretely grouping the information associated with each abstraction level, the 
designer creates manageable groups of information that can be manipulated in 
his/her short-term memory. Therefore, the discrete grouping of information 
allows the designer to easily execute the abstraction-refining loop between 
abstraction levels with his/her short-term memory. The abstraction-refining loop 
can occur between all abstraction levels anywhere in the design space. 
Clark had many criticisms with the system. Below are some of his 
comments concerning the graphic capabilities and the capturing of the qualitative 
information within the DHT system. 
The DHT does not geometrically reproduce complex shapes with the current 
geometric solver. The geometric solver is limited to the orthogonal shapes 
created from a combination of cubes and right-prisms. The reason the DHT 
does not solve complicated shapes is related to difficulties that arise while trying 
to solve the spatial and topological relationships of physical design objects. 87 
Capturing qualitative information in the DHT was unusually difficult because 
most of the qualitative information was represented by the designer in the form 
of sketches. Ullman describes sketching as a graphical language used by 
mechanical designers, but the DHT does not support a corresponding sketching 
representation like there exists for text/voice and equations. 
The DHT adequately captures only the geometric language used in the final 
stages of the design process because a textual and equational representation can 
be used by the knowledge engineer. 
The DHT, without a sketching representation, cannot capture all of the same 
kinds of qualitative information produced by the designer during the conceptual 
design phase.  ...  The DHT needs a geometric representation that can easily 
capture the qualitative information produced by a designer through his/her 
sketches. 
Clark concluded with the fact that the next generation of the DHT needs to 
use "Nagy's representation, with enhancements of state retrieval, extra grouping and 
better inheritance schemes, class object reinheritance, more textual geometric 
constraints for geometric solvers, and a geometric representation that captures 
qualitative information produced in the conceptual design phase." 
To develop the basic database for the design solution library some of the 
information from the various "classes" was taken from the design history tool and 
adapted to the theories discussed in chapter 2. The "class templates" were changed, 
added to, and restructured to form a complete new structure. The new structure 
places all of the object data within a single object database structure (but multiple 
files for each aspect of the design) and the relating information within a "function­
object". The function-object maintains control of the interface between to other 
objects. Structuring the solution database in this way allows for discrete groupings of 
object information to be maintained for solution access and searches. Additionally, 
different abstraction levels are maintained, allowing the designer to make comparisons 
based on equivalent abstraction levels. The details of this new structure can be found 
in chapter 4.2.1.3. 
The DHT was developed in an object-oriented domain. The next chapter 
shows why this is also the programming domain chosen for the solution library. 88 
2.3 COMPUTER MODELS IN DESIGN 
Programming a mechanical design solution library system requires many 
computer algorithms. The structure of the algorithms must be flexible and robust 
while being capable of linking or adapting to a design development system. The 
interface between the user and the domain must be along the natural lines of thinking 
and data representation. To accomplish this, general programming aspects and 
modern computer theories for such a system must be integrated. Object-oriented 
programming, conventional programming, knowledge based systems, database 
development, data representation, search methods, along with other author's design 
representations, which are directly relevant to the algorithms, are investigated and 
discussed in this section. 
2.3.1 TRADITIONAL CAD, KNOWLEDGE BASED SYSTEMS, AND 
REPRESENTATION 
Traditional CAD 
Present day CAD systems are computer aided drafting systems. A number of 
corporations have produced advanced CAD software that is capable of parametric 
design; other companies have versions with limited feature usage, incorporating basic 
elements of a feature's geometry. All of these systems are just enhanced drafting 
packages that are tedious and difficult to use during the conceptual design phase. 
Traditional CAD systems do not use computer models that allow for capturing 
interrelationships between CAD objects and between different design representations. 
To overcome this, new forms of data storage have been and are currently being 
developed. One of these new forms is the "object-oriented database". The object-
oriented database has been developed to provide a better method to structure semantic 
applications. Unlike rule-based systems, "object-oriented systems separate factual and 
procedural data. Object-oriented systems encapsulate data and procedures in a local 
structure. This type of system also allows for inheritance structures" [Johnson 91]. 89 
So an object can inherit data and procedures from a more generic object and have the 
ability to process data local to that object. 
The use of traditional CAD with a solution library is possible, but not 
recommended. This view comes from the fact that the actual conceptual or original 
design is rarely done on these "CAD" systems. The access of solutions must happen 
at the time of the original design development. For this to occur, a solution library 
must be accessed from a design capture system rather than from a design drafting 
system. 
Knowledge-Based Systems 
Knowledge based systems have existed for a number of years. The early 
systems used rules to handle data and information. As knowledge systems became 
more advanced the rule handling became complex. These knowledge based systems 
handled certain types of problems very well, but application problems still remain. 
To overcome the deficiencies, rules have been incorporated into the object-oriented 
programming realm by defining property values of instances and classes, describing 
relations between objects and by constraint handling. These rules "are often called 
production-rules IF-THEN-structures" [Klein 92]. Some researchers [Ritchie 86] have 
also begun investigating the automatic generation of rules from decision trees. 
As stated in the introduction, the mechanical design solution library is not 
based on a knowledge based expert system. There are presently no "if-then" rules or 
"why" facilities pointing out the details of an event. The library does possess 
information obtained from plastic injection design experts, and in the future it could 
contain rules to aid in the search for solutions. 
Representations 
Within a computer system data can be represented in different forms: 
procedural, declarative, functional and object-oriented. Of these, the procedural is 
the most commonly recognized. Procedural representations store knowledge as both 90 
data elements and procedures / instructions. Since this representation is widely used 
in most traditional programming languages, it will not be discussed in detail here. 
Declarative representations use knowledge as a collection of single data 
elements. Each piece of data is stored once and can be used multiple times. The 
data elements do not "interact with each other, and a change in the knowledge base 
does not reduce its comprehensibility" [Chang 90]. There are four structural types of 
declarative representations:  1) semantic nets, information is represented as a set of 
linked nodes [Klein 92]; 2) conceptual dependency, a representation that maintains 
the relationships between components [Chang 90]; 3) frames, a general structure 
usually used to represent complex objects, "often from several different points of 
view; and 4) scripts, a more specialized structure usually used to represent common 
sequences of events" [Chang 90]. 
The functional representation uses a function structure rather than a rule-based 
system. Cambridge University has such a system. Their system is a function 
modeler which uses command words "such as 'shaft' or 'bracket' as input and 
provides shapes to which is attached relevant function requirements" [Johnson 91]. 
During the design's progress "the system is able to check that the functionality of 
each component is not subsequently compromised, and provides the designer with a 
checklist of sub-functions which still have to be satisfied: a bearing to support a shaft, 
for instance" [Johnson 91]. This model uses function, geometry and material 
information for a solution. 
A design system based on function structures has many advantages over a 
general rule-based system. Rule-based expert systems are potentially very powerful, 
but a general engineering rule-based system is virtually impossible to implement due 
to the difficulty of developing a complete design knowledge database. 
Each of the data representations are used at various times in the solution 
library. The procedural representation is used for the basic search code, and 
declarative representation is used for the storage of information in semantic nets and 
in the individual frames. Function representation is used for accessing the solutions 
through the functionality of the object, similar to Cambridge University's. The last 91 
representation, object-oriented, will be discussed in section 2.3.2. since it also deals 
with the whole object-oriented programming domain. 
2.3.2 OBJECT-ORIENTED PROGRAMMING 
Object-oriented programming is a rapidly maturing technology that has been 
identified to possess attributes and advantages over traditional programming. An 
"object-oriented system can be characterized as an attempt at modelling the real 
world" [Walker 92]. This type of system, which uses a natural model, concurrent 
processes, and multiple control, presents many new techniques and algorithms for the 
development and implementation of current mechanical design methodology. This 
section identifies key concepts associated with the object-oriented approach and 
important design issues related to this approach that are pertinent to the development 
of a design solution library. 
In the object-oriented approach, objects can represent design elements that 
exist in the world and can be structured into hierarchies where child objects inherit 
attributes from parent objects. These hierarchies define "is_a" relationships between 
objects. For example, a motor "is_a" type of subassembly and most rules that apply 
to subassembly also apply to motors. To describe an object, attributes can be 
attached, thereby defining the object. Once a design object has been defined, it is 
classified as a feature object and is linked to other feature objects. Several of these 
design objects will eventually be joined to form a network through "part_of' 
relationships, which corresponds to a component or assembly. For example, a shaft 
can be a "part_of' a motor, which is "part_of' an automobile. 
At any given level of this "part_of' hierarchy, relationships need to be defined 
between the design objects, such as the distance between them or interfacing surfaces. 
These relationships end up as attributes themselves of the design object.  For 
example, a 'rib' of a plastic part could have an attribute called 'distance from nearest 
protrusion', where the 'protrusion' itself was another object. A basic premise is that 92 
this relationship information is attached to one of the objects in question without design 
information being lost. 
An Object Oriented Programming Application: 
Using object-oriented techniques in the function driven solution library system, 
features are conceived as 'objects', which have a name for identification and several 
'attributes' to describe their characteristics. These characteristics consist of the types, 
values, and specifications of the attributes, besides other data. Specifying how an 
attribute value is determined, which actions should be taken, when an attribute value 
changes, or which value ranges are valid, can also be stored in the object. 
Thus, individual features (objects) are instances of feature (object) types. Within 
these types other information such as functions, constraints, methods, and procedures 
can also be defined. According to Wierda [91], this "clarifies the difference between a 
design feature 'Round-Hole' and the process planning features Drill-Hole' and Punch-
Hole'. Although the geometry considered is the same in all cases, the relevant 
information to be added to these types will differ." 
The designer may desire to work with features that indicate the function to be 
fulfilled. An example by Wierda [91], shows how a 'Round-Hole' would 
express that something has to fit-in or to pass-through it, and that this opening 
should be circular with specified dimensions. The designer would use the same 
feature type, 'Round-Hole', regardless of whether he is working on a casting a 
machined part or a sheet-metal part. Then the predefined feature types are 
manufacturing independent. 
In using a design solution library, a search for a functional feature will present an 
number of different functional features, and one must be chosen to satisfy the function. 
Additionally, for each functional feature, many manufacturing features exist, and one of 
these must also be chosen. This second selection can occur later in the design process. 
For example: 93 
Function feature:  Manufacturing Feature: 
Round-hole  Drill-hole 
Punch-hole 
etc. 
If we were modeling mechanical objects such as gears, belts, pulleys, v-belts and 
shafts with an object-oriented system, then the following descriptions would apply. 
First, the objects have both descriptive and procedural information which may come in 
the form of materials or some critical measurement associated with it. Second, these 
objects can be represented hierarchically so we could use a general class 
PRIMITIVE COMPONENTS with subclasses GEAR_PAIRS, BELT, PULLEYS and 
SHAFTS. Each of these subclasses may also have associating sub-subclasses, like a 
GEAR_PAIRS with a sub-subclass of PARALLEL and NON PARALLEL for 
corresponding gear pairs. Of course each of these may also have sub-classes of their 
own such as PARALLEL with a subclasses HELICAL and SPUR. 
Information from each of the main classes are passed to their subclasses and any 
pertaining members, and common information to all gear pairs would be stored in the 
top GEAR-PAIR class. Information specific to helical gears would be added to the 
HELICAL subclass. GEAR-PAIRS objects will have slots with pitch, number-of-teeth­
pinion, number-of-teeth-gear and other attributes. SPUR and HELICAL (subclasses of 
the GEAR-PAIRS), inherit all the information from the GEAR-PAIRS class. Only the 
information that is not related to these subclasses will be saved in their respective 
objects. The inheritance allows all attributes and values to be inherited. It must be 
noted that anyone of the values can be overridden when necessary. 
These examples show the basic concepts of the implementation ofa solution 
library using object-oriented techniques. Object-oriented programming technology has 
rapidly been indoctrinated into many areas of the computer programming world. For the 
mechanical design solution library this is of great importance for implementing  a 
design theory which uses objects and their relations similar to that found in object-
oriented programming. 94 
2.3.3 SEMANTIC NETWORK 
CAD database systems that are based on conventional models have been 
criticized by many authors as not being able to model complex data domains [Yang 
88].  It is also maintained that record based conventional models can not adequately 
represent information from these systems. Many current researchers such as Yang 
and others referenced in his article propose that the use of semantic network 
technology developed by artificial intelligence (AI) researchers is a better data model 
for representing CAD information. In trial applications, semantic networks 
not only can completely model a CAD data domain and enhance its 
representation but also mirrors the domain's original structure which is the form 
most familiar to human beings. This is done rather than using a complicated 
conversion algorithm to force translation of the primitives of the data domain into 
artificially specified constructs, as the conventional models do [Yang 88]. 
Maintaining an equivalent model between database information and the original 
information makes it easier to utilize a database system.  It should be noted that 
"semantic nets and frames are not limited to a special purpose and can be used 
generally" [Klein 92]. 
Many features listed in [Yang 88] describe why conventional data models do 
not adequately model a CAD database system. He also points out that record based 
models are too rigidly structured thereby making their modeling potential to limited to 
allow complete CAD database semantics be expressed in a record-based database. 
A semantic network, originally developed by Qui llian and others, was 
invented as an explicit model of human associative memory. In its most basic 
form, a semantic network represents knowledge in terms of a collection of nodes 
(representing classes, objects and events) and directed labelling links between the 
nodes (representing their interrelations). In a semantic network, modifications 
occur through the insertion/deletion of objects and the manipulation of relations. 
Ever since they were originally proposed, most semantic networks have favored 
the use of binary relations as a means of representing binary or components of 
n-ary relationships [Yang 88]. 95 
A semantic network's most useful attribute is in information retrieval. This is 
due to the relationships between nodes define the links for traversing the network. 
Semantic networks use proven methods for accessing and structuring knowledge. 
Semantic networks also associate relevant information. Relevant facts about an object 
or class are inferred from the nodes to which they are linked without extensive 
searches through large databases. It is the semantic network's capability to use 
general constructions: instantiation (is-a), specialization (a-kind-of) and structure (is­
part) to point to pertinent facts and develop or maintain a property inheritance 
hierarchy. 
2.3.4 CASE BASED REASONING (CBR) AND ANALOGICAL 
PROBLEM SOLVING (APS) 
Mechanical design development delves either in the creation of new designs or 
modification of old designs. Mechanical design reuse of components may account for 
more than 60% of the designs in industry [Bardasz 92,]. So the reuse of past 
examples and design solutions is a mandatory requirement in any computer design 
system. To access this previously designed information it is necessary to use the 
knowledge of functions and interactions of the interfacing components involved in the 
design. Designs need to be accessible through a component's design parameters. For 
this to occur some knowledge of the critical design parameters is required, and since 
these parameters may have unique effects on a design, it is best to modify aspects of 
the design process (e.g. parameters and procedures) than to modify the component 
itself [Bardasz 92]. 
To make use of past designs, the technique of Case Based Reasoning (CBR) 
has been developed. In case based problem solving there are two primary issues: 
retrieving relevant cases from memory, and applying precedent cases to current 
problems. The case retrieval is accomplished through a component's conceptual 
similarity (common attributes). Similar concepts "are organized into larger groupings 
based on their similarities, and differential from each other in terms of their 96 
differences" [Sycara 89J. When CBR is utilized in design, case retrieval is with 
respect to (a) the behavior of the object characterized, (b) the casual relations of the 
device's functions, (c) device topology [Sycara 89], and d) physical attributes. Each 
primary attribute (e.g. attributes describing the function, physical description or laws 
of physics of the object) constitutes a similarity criterion. 
The CBR solver accesses designs at several levels of abstraction (i.e. physical 
to the functional level). An example of this by Sycara [89] is when one tries to 
produce a design to perform a particular function, the functional descriptions of that 
design may be used to retrieve cases. If it is also desired to use the case to 
physically synthesize the design and extract the appropriate physical features, it is 
required to capture the relationship between the form and its function. 
With respect to the this adaption, the CBR system combines the found case to 
the existing design thereby obtaining a new functionality. This ability requires the 
basic knowledge of how the structure satisfies the function. [Sycara 89] 
As found in Sycara [89] and Bardasz [92]  , many computer scientists have 
studied and implemented limited CBR memory model systems. Most of these models 
are based on indicial memory models. Indicial memory models can store or retrieve 
events using their descriptive features.  " Indicial memory models were first developed 
as a model of cognitive memory in humans. Since then, they have been continually 
developed as semiefficient memory structures that are particularly relevant in case-
based reasoning and analogical problem solving" [Bardasz 92]. The most prevalent 
embodiment of indicial memory concepts can be found in the form of EMOP-based 
memory models (Episodic Memory Organization Packet). 
Sycara's system, along with the EMOP memory model, uses 'Functional 
Block-Diagramming' where devices are viewed as black boxes which take inputs and 
produce desired outputs similar to Behavior Representation diagram in [Welch 92]. 
She also uses the three types of inputs and outputs in the physical domain identified 
by Pahl & Beitz [84]: signals, energy and materials to characterize the devices 
behavior. 
Sycara's representation of the functional information is by (attribute relation 
attribute) lists. The attributes are of various forms such as flow rates, temperatures, 97 
or positions. They use acyclic graphs and causal explanations to capture the 
underlying behavior of the device. Sycara also uses a semantic network 
representation of components and attributes with causal links between the nodes in the 
network to form her system. 
CBR has a major advantage over Expert Systems in that an expert system 
must re-reason from rules and facts, whereas an CBR system uses a plan which 
embodies the reasoning already used in the retrieved solution. But Case Based 
Reasoning also have been found to have some deficiencies. To overcome some of 
these Bardasz and Zeid [90,92] have developed an extended CBR scheme for the 
efficient reuse of design plans: Analogical Problem Solving (APS). They both focus 
on past experiences in classifying or solving new problems but "CBR differs from 
APS in that most CBR systems have more focused sets of cases in their memory, and 
all cases to be solved pertain to the same class of problems or situations. APS is 
more focused in terms of utilizing abstract information from completely different 
domains to solve the current problem" [Bardasz 92]. 
In case-based reasoning, the memory structure for the knowledge base 
of cases is the episodic memory organization packet (EMOP). An EMOP 
memory is an indicial memory. Events in an EMOP-based memory are 
indexed by the relevant features of that particular event. The memory is 
structured (in a tree-like manner) from the more general situations at the top 
levels to more specific cases at deeper levels. Events are organized under 
EMOPs by the similarities that they share with one another. At the lowest 
level, they are discriminated between by their differences [Bardasz 92]. 
Bardasz's and Zeid's model is EMOP based and consists of storage and 
retrieval of product-design plans, assembly-design plans, component-design plans and 
recurring-engineering-problem plans. A semantic network is also used for the basic 
structure. 
The use of APS and 'Functional Block-Diagramming' are two key 
programming aspects to a successful design library retrieval system. The EMOP 
memory is based on three objects: EMOPs, indices and events. The tree structure, 
EMOPs are dynamically created storage structure (the tree) where each EMOP is a 98 
storage frame. Events (leaf nodes) contain references to anything which is used to 
describe an event such as a design plan, concept, experiences etc. Indices are the 
relationships between events and the EMOPs. 
In a true APS system there are two operations which are required: retrieving 
and storing. Retrieval doesn't require as much processing as a storage operation. 
The retrieval with APS has 4 potential outcomes: 1) no indices to solutions (events), 
2) no solutions (events), 3) an index pointing to an event, 4) an index pointing to an 
EMOP. 
An indicial memory scheme's main advantage is that the events under an 
EMOP are never specified. The feature either matches a corresponding index that can 
be traversed or the feature does not match any indices, which forces the selection of 
another feature. The disadvantage in this method is the potential explosion of indices 
which must be contained to make the model efficient and usable [Bardasz 92]. 
The EMOP concept as developed by Bardasz and Zeid for retrieving design 
plans from storage helped in the formalization of the search mechanism in the 
solution library called a "function-object". The function-object will be explained in 
detail in chapter 4.2. 
2.3.5 APPLICATION EXTENSIONS 
Design information and knowledge are continually being added, changed and 
updated during the design process. Objects representing design knowledge must also 
be updated and modified for real-world designs. Property-inheriting systems provide 
a means for maintaining and utilizing a developing design structure. Various authors 
are currently investigating various aspects of design development in the area of 
mechanical design. 
Alagar [92] developed a simple library management system using the model-
oriented specification language VDM for computer-aided software engineering. This 
is an object-oriented design system without using an object-oriented design method 
programming language. 99 
Hongo & Nakajima [91] use a Self-Organizing Database for conceptual and 
detail design. They have determined that: "introducing a relevance tree method in 
conceptual design, which presents a hierarchial structure of functions for a design 
object, is useful to provide 'a common word' between a designer and a computer." 
As reviewed by Hongo, the authors Takeshige, Tomiyama, Kurumatani and 
Yoshikawa have developed a frame operating system directed detail design and have 
also determined that a frame system is suitable for detail design, based on: (1) 
an entity is represented by a set of attributes. In a frame system, an attribute 
may correspond to a slot.  (2) It is possible to represent both structural and 
physical restrictions for the attributes.  (3) The 'default value' concept and the 
concept of 'inheritance' of the slot value are useful; they are used to represent 
values which are not fixed yet at the beginning of the detail design but are 
necessary for starting the design [Hongo 91]. 
Komgold [89] proposes a model for designing a functional component with a 
function modeler. The designer, in this model, is free to specify either the component 
or sub-components as desired and the specification need not be complete. The 
development of a functional component with a functional modeler uses the parameters 
and attributes that model its function and would link corresponding geometric and 
attribute descriptions and adjacent components. 
Demaid et al. [92] have developed a prototype system that creates a class-free 
inheritance system. Their prototype-oriented approach allows for "continually 
replicating design concepts through object refinement ". They use single taxonomic 
inheritance for representing the information derived from different perspectives, and 
they "criticize the use of multiple inheritance for knowledge representation." Demaid 
also uses a consistency maintenance technique similar to "Truth Maintenance 
Algorithms implemented in a rule-based way." 
Ramchandran et a/. [88] are investigating knowledge based aids for the design 
of mechanical systems. They have developed and implemented a knowledge-based 
aid system for the design of transmission systems. They use an earlier system called 
"MEET" which was developed for circuit design.  Its base structure was that Design = 100 
Refinement + Constraint Propagation. MEET makes use of three knowledge 
categories: 
1) knowledge of Implementation Methods. A collection of rules, each of which 
characterizes some tactic for refining the design; 2) control Knowledge, 
knowledge to select among alternative legal refinement steps; 3) casual 
knowledge. Knowledge used to propagate design constraints 
from one part of the design to another [Ramchandran 88]. 
Another circuit design system "VEXED", developed at Rutgers University uses 
Design = Refinement + Constraint Propagation as the base design model.  The 
VEXED system refines an object or module by breaking it down into sub-
objects/modules, 
with completely defined interfaces between them. As each sub-module is being 
designed, decisions are made that further constrain its possible interfaces. These 
constraints are propagated to the other sub-modules and used to guide their 
design so that the structure as a whole eventually does 
meet its specifications [Ramchandran 88]. 
VEXED makes use of a least-commitment, top-down design strategy where the 
introduced constraints from one component, constrain the implementation of new 
components. 
Mittal, another research group analyzed by Ramchandran, make use of design 
plans as the design model for a system called PRIDE which designs paper handlers. 
They make use of "a problem solver to execute the plans and use the notion of 
dependency-directed backtracking with an advice mechanism to handle constraint 
failures" [Ramchandran 88]. The problem-solver has 2 main phases an initial and a 
revision design phase for backtracking. The design plans are actually the goals of the 
problem which are broken down into sub-parts. 
Ramchandran et al. attempted to use aspects of PRIDE, VEXED with a 
redesigned MEET system to "refine a mechanical design specification into component 
modules such as gear-pairs, belt-pulley, shaft-bearing, etc. Constraint propagation 101 
distributes a design choice made in one particular part of a design throughout the 
entire design" [Ramchandran 88]. MEET requires extensions to take satisfy 
requirements in the Mechanical Engineering domain. So they developed DPMED 
(Design of Primitives in Mechanical Engineering Domain) which is based on Design 
= Refinement + Constraint Propagation + Parameter Selection. The DPMED system 
selects design values within the feasible design space of elements by using a state-
space search, where the search goes from an initial state to a fmal state in by 
increments. The DPMED's fmal state solution should satisfy "all the prescribed goals 
and also satisfied all the constraints" [Ramchandran 88]. DPMED uses four primary 
knowledge domains:  1) knowledge of initialization Methods - to reduce search time 
by starting with a good initial state;  2) knowledge of critical goals; 3) constraint 
knowledge - legality of moves in a search space; 4) control knowledge - a hill-
climbing strategy to guide the search. 
Each of these systems contain fundamental problems in not implementing a 
strategy that possesses a firm understanding of how the designer designs. Problems 
are encountered in utilizing the general object-oriented methodology, rule-based 
heuristics, databases and mechanical engineering design theory since there is no 
concrete understanding of the designer's process. The following discussion of an 
architecture of a mechanical design solution library is based on interviews with 
mechanical design engineers in the plastic injection molding domain. The solution 
library's contents was derived from those interviews and uses the actual functions that 
the designer uses while the design is being created. Many prominent researchers, 
Ullman [92, 93], Dixon [88], Stauffer [88], Waldron [88] etc. have been extensively 
involved in how designers design.  It is not the purpose of this paper to make new 
hypothesis in a design theory, but to put forth a potential new method of aiding in the 
search of solutions while maintaining a basic framework that can be used in a design 
history. With this method the designer can search the basic functional reasoning to 
the product that has been or is being developed through the parts functional content. 102 
2.3.6 IMPLEMENTATION SOFTWARE
 
The database software package, Paradox, developed by the Borland 
corporation was selected for solution library implementation.  Paradox is an 
inexpensive database that contains all of the elements necessary for rapid prototyping 
of the solution library. Paradox comes with a software language called Object Pal. 
This language is a fully developed programming language characteristic to that of C 
or Pascal. To briefly discuss the programming considerations with respect to the 
information presented in this chapter, the following comments about Paradox and the 
solution library are made. 
1. Paradox and Object Pal code possess classes and a class hierarchy where all 
objects are instances of a class. Class creation is not allowed within the Object Pal 
code. Class usage is allowed, but new class development is not. This limitation 
prevents advanced systems containing class creation from being developed. 
2. Paradox and Object Pal code provides methods, encapsulation, inheritance 
and a limited polymorphism. The code that is modifiable is contained within 
"methods" which are attached to an object. Encapsulation is present in the objects, 
containing both data and behaviors with the data contained in properties and the 
behaviors contained in methods. The inheritance in the Object Pal language is limited. 
Instead of true inheritance, Paradox allows objects to be copied, whereby the copy 
retains the behaviors of the object from which it was copied. The methods for the 
copy can be changed to modify the behavior. Because it is only a copy, changes to 
the original do not affect the copy. Additionally Object Pal has limited polymorphism. 
Since polymorphism means that a particular behavior will appear in a manner 
appropriate for the object performing the behavior, this feature is contained within the 
Object Pal Run-Time-Library. The same method, within the library, is available to 
objects of different types, and the action of that method (the behavior) will be 
appropriate for the object being affected. 
Furthermore, the Paradox database system is a relational database but with an 
object-based language "Object Pal" to access the information within the database. The 103 
limitation of being a relational database rather than an object oriented database system 
inhibits the full versatility of OODBS systems, but with its containership and the 
relationship between objects, encapsulation, inheritance, polymorphism, methods, 
event driven and built-in behaviors it is adequate to test the usage of a functional 
search for solutions within a solution library. 
Paradox, being a traditional relational database with extensions into the object-
oriented domain, uses the conventional record database model. The record 
descriptions contain procedure and function headings as well as data fields. 
Unfortunately with a limited inheritance and class implementation, paradox is 
inadequate to model complex data domains. For a solution library, at the feature 
level, paradox is more than adequate since the domain is rigidly constrained. Once 
the solution library expands into greater complexity, complex components and 
assemblies, the limitations of Paradox will force a transfer to an object-oriented 
database system with a semantic network structure. 
The last comment is that the Paradox .ObjectPal language has two forms of 
searches. The fast is a TCursor, used for searching a database for specific individual 
element and the second is a Query, used for searching a database for multiple 
elements. The TCursor is a Paradox ObjectPal Type which is a pointer to data within 
a table. Using TCursors, data can be manipulated without having to show the table. 
The Query is a question that is asked about information in a paradox database table, 
formulated in a query form. The query may show the table or have a form present the 
desired elements within the table. An example sampling of code used in the solution 
library with a Tcursor and a Query for a pushbutton is shown in Figure 2.3.1. 
In the next section, the computer aspects discussed in this chapter are used for 
the research presented in this dissertation, involving the basic features that make up 
standard injection molded plastic parts. The basic features that make up those plastic 
parts are presented and discussed as to feature and functional usage. The remaining 
chapters consist entirely of original research using the theories and information 
presented in the first two chapters. 104 
method pushButton(var eventInfo Event) 
var 
YTDQuery  Query  ; defining the variables 
newForm  Form 
verb  String 
tc  TCursor 
endvar 
;USING A TCURSOR TO FIND A VARIABLE 
tc.open(":features:F-OBJ1.db");open file and connect a TCursor to it. 
tc.end()  ;send pointer to the end of the file 
verb = tc."Function/Verb"  ;get a value from the f-objl.db database 
tc.close()  ;close opened file 
if verb.isBlank() then 
msglnfo( "Search failed ", "The function parameter has 
not been entered. Please enter the data.") 
if NOT newForm.open( ":features:V-MOD-F.FSL") 
then msgStop("Problem","Could not open form.") 
endlf 
else 
;USING A QUERY TO FIND ALL POSSIBLE SOLUTIONS 
YTDQuery = Query 
ANSWER: :PRIV:ANSWER.DB 
:features:FEA-GOAL.DB 
I Feature ID I Goal-Function Primary I Secondary 1 I Secondary 2 I 
I Check EG021 CheckPlus verb  I Check  I Check  I 
:features:FEA-GOAL.DB 
1 Secondary 3 I Feature Name I 
I Check  I Check  I 
:features:FEA-BMPDB 
I Feature ID I Feature Shape I 
I _EGO2  I Check 
EndQuery 
if not YTDQuery.executeQBE() then 
msglnfo( "Query Error","Can't run query") 
endif 
;EXAMINE FOUND SOLUTIONS 
if NOT newForm .open( ":features:FOUND.FSL ") 
then msgStop("Problem","Could not open form.") 
endlf 
endif 
Figure 2.3.1 TCursor & query example code 105 
3. DATA FOR THE SOLUTION LIBRARY 
3.0 DESIGN REASONING USING PLASTIC INJECTION 
MOLDING PRIMARY FEATURES 
The conceptual design of industrial components requires the engineer to be 
knowledgeable and competent in designing with features. Basic design features are 
the primary building blocks of designers: mechanical engineers, industrial engineers, 
material processing engineers and tooling specialists. Each feature is specifically used 
to satisfy an intended function by the individual designer. How the features are used 
is based upon the experience of the designer and the potential of various features to 
satisfy specific functions. 
This chapter presents original research in the use of design features in the 
plastic injection molded domain. The primary features used by designers are 
developed according to their functional properties. Both the primary features and the 
corresponding function characteristics used by experienced design engineers are 
obtained and analyzed. The analysis of a part's functions satisfied by various 
features, along with the frequency of use, gives an overview of the most pertinent 
aspects of feature based design. The next generation CAD systems should 
incorporate design reasoning as a part of the design process algorithms and the 
capacity to analyze the functional aspects of each feature. 
3.1 DESIGNING WITH FEATURES 
Designing with features is not a new concept; considering that all products are 
made entirely of features. In fact, designers always develop designs through the use 
of features. They are used everywhere, but oddly enough, the reasoning behind the 
use has not been extensively investigated. In this study, features are considered the 106 
primary building blocks of a structure (i.e., the specific geometrical form that satisfies 
the functional needs pertaining to a component). 
Features are considered to have few functions associated with them [Salomons 
91]. If this were true, then the capturing of a design's functional intent through the 
individual features within a CAD system would be straightforward. Unfortunately 
this is not true, therefore obtaining the functional information of each feature is 
necessary for incorporating design reasoning into a next generation CAD system. 
The feature definitions from chapter 2.1.3 form the basic descriptions of the 
features studied in this chapter. This chapter consists of 8 sections. The first section, 
3.2 develops the background of the study, presenting the designers and features 
involved. The second section, 3.3 discusses the use of the features, while the section 
3.4 and 3.5 addresses individual features, and the function and feature relationships 
found in the analysis of plastic injection molded parts. Section 3.6 discusses the 
results and conclusions of the feature study. Sections 3.7 discusses some 
recommendations for function/feature usage in CAD systems. The last section, 3.8, 
expands the discussion from basic features to components and assemblies. 
3.2 BACKGROUND 
During the design process, each profession may use or develop injection 
molded components differently. One profession may use a specific feature for a 
completely different reason than another profession. For instance, a tooling designer 
may use a mechanical designer's feature for purposes different from its original 
purpose, and this may cause a conflict. An examination of four professions that 
interact with the design of injection molded components illustrates how features and 
functionality are used. 
Industrial designers are experts in human factors engineering, ergonomics and 
esthetics, dealing directly with the customer and developing designs that are consumer 
friendly. They may simulate the product; determine its proper orientation, size, ease 
of use and configure the design for an acceptable human interface to enhance 107 
marketability, while at the same time attempting to make the product robust, safe and 
aesthetically pleasing by the incorporation of human factors. An industrial designer 
informs the mechanical designer or tool designer (described below) about what is 
needed and what must be accomplished in terms of cosmetics. 
In much the same way, mechanical design engineers develop components for 
the customer by continuing the industrial designers' ideas or by using their methods. 
The mechanical designer's knowledge covers many aspects of the industrial and tool 
designer's knowledge. The mechanical designer makes sure that the functions of the 
designed part meet customer specifications. Deficiencies that prevent the part from 
achieving its functional goal, such as improperly molded components, effects from 
damaged tools or poorly designed parts, are analyzed, evaluated and resolved by the 
mechanical designer. The designer must understand tooling properties that affect the 
design of undercuts, holes, textural effects, drafts, etc. 
After industrial and mechanical designers complete the design, tool designers 
add information necessary for the tool/mold to be made. The tool designer may give 
advice to the mechanical designer on recommended or necessary design changes to 
enhance the design's manufacturability. Tool designers, when consulted during the 
design process, add or suggest features that make tooling easier, cheaper and more 
reliable, with less waste and down time. They are in charge of obtaining the plastic 
molds and informing the mechanical designers about aspects of a design that can or 
cannot be manufactured. Tool designers create the assembly drawings of the tool. 
The tool designer must think of the design from the tool perspective to be able to 
develop the best possible separation of the tool. 
Plastic process engineers are also involved in part design and are considered 
mechanical designers with specialization in plastics and the plastic injection molding 
process. When fillers or additives are required, the process engineers recommend, 
select, modify, evaluate and choose the best material for a product. 108 
METHODS
 
Design engineers from each of these groups were interviewed to obtain 
information about the primary plastic injection molding features and their 
corresponding functional characteristics. In this study, a total of 27 designers were 
interviewed at Hewlett Packard4 about their injection molding design practices: 
mechanical designers (16), industrial designers (6), tool designers (3) and plastic 
process engineers (2). These designers ranged in experience from a novice with one 
year injection molding experience to expert designers with more than 20 years 
experience. The mechanical designers averaged 8.9 years of experience, industrial 
designers 6.5+ years; tool designers more than 20 years; and plastic processing 
engineers, 6 years. The average overall experience was 8.9 years. 
The interviews with the engineers/designers covered a range of topics related 
to the development of their designs. The goal was to obtain detailed information 
about the designer's use of features within their designs, what their plastics design 
process is, and their basic plastic injection molding design knowledge. All interviews 
were conducted on location with a tape recorder to obtain as much information as 
possible. 
In addition to general information about the injection molding process, the 
interviews elicited information about specific components designed and developed by 
the designers, technical information about the injection molding design process, and 
any problems encountered. Over 80 injection molded plastic parts were discussed 
with the subjects and analyzed in this study. For each part the designer developed 
specific questions were asked about the reasoning behind each feature. From this 
study the relationships between function and form for plastic injection molding parts 
4 Developed from research by the author at Hewlett Packard Laboratories (Non­
proprietary). No details concerning Hewlett Packard practices, methods, or 
procedures are discussed in this paper. All information contained herein could be 
derived from a detailed analysis of the actual production parts of each of the plastic 
injection molded parts and the domain knowledge of the various professions. 109 
was acquired. All of the features discussed by the designers were combined together 
to form this study, allowing a solution library to be developed that is useable by each 
profession. 
3.3 INJECTION MOLDING FEATURES 
Basic design features are the primary building blocks of engineers and 
designers. Each feature is specified to satisfy an intended function, making up a 
part's behavior or action. The basic list for the features analyzed included 110 
different functions based on Collins [76], Fowler [90] and the interviewed engineers. 
Of the functions, presented in chapter 2.1.9.2 Figure 2.13, 53 were found in the study, 
Figure 3.1. 
provide access  convey  link  slide 
activate  cover  mount  space 
actuate  create  orient  stabilize 
aid  display  partition  strengthen 
align  eject  pivot  support 
allow  enclose  position  transfer 
amplify  facilitate  prevent  transmit 
assist  fasten  protect  view 
attach  guide  receive 
avoid  hide  reduce 
conform to  hold  repel 
connect  join  restrain 
constrain  latch  rotate 
contain  limit  secure 
control  locate  shield 
Figure 3.1 Functions found in study 110 
Each feature's use was based upon the experience of the designer and the 
potential of the feature to fulfill a specific function. Common groups such as tabs, 
flanges, projections and protrusions were all combined into one protrusion group; 
ribs, gussets, louvers and grates were grouped into bosses; grooves, depressions, 
indents, pockets were grouped into grooves; and disks and rings were grouped into 
disks. The features discussed below consist of 80% of the features found in the 
investigation (Figure 3.2). The remaining 20% of the features, which were grouped 
as "other" and are not included in the study (found in the appendices), include inserts 
molded, live hinges, lettering/ detailing (date stamping), undercuts, large flat parts, 
telescoping features, transitions, components on large flat parts, fillets, tapers, radii, 
corners draft and fmally cosmetics, such as surface and decorative finishes, painting 
and labels. 
Ribs/gussets 
Louvers 
Walls 
Grooves/depressions/indents/pockets 
Holes (through & blind) 
Countersinks 
Bosses/Pegs 
Protrusions/projections/tabs/flanges 
Disks 
Slots 
Windows/cut-outs 
Snap fits 
Figure 3.2 Features in study 
The information obtained from the studied features includes the use of each 
feature and the impact of various functions upon a design. Usage describes how 
different professions use given features. Functional usage is found through 111 
comparison and analysis.  First, the total number of functions found are compared and 
presented by number and percentage of the total, giving an overview of the most 
utilized functions throughout all components. Next, the percentage of usage by each 
function according to each feature is correlated. This information shows the 
frequency of each function's occurrence for the features studied. Accordingly, the 
primary (top five) functions found for each individual feature and their percentages 
are compared to obtain the functions most significant to each feature. Additionally, 
the data show the frequency of use of each feature, the number of functions and the 
number of different functions, and also the correlations between functions and 
features. 
3.4 FEATURE USAGE 
The following sections describe the features and attributes the designers 
employ in their profession. Each feature, obtained from interviews with the designers 
along with the functional characteristics, is presented in the following format: 
Feature name: The feature name consists of the object under investigation with 
any alternate terms for that feature along with the combined number 
found on all of the parts in the study. The number and percentage of 
all features that were found are in parentheses. 
Functionality:  The functionality of the feature consists of the purpose the 
feature is used for by the engineers/designers. These terms are 
standard function names used to describe a component's feature by the 
engineers. The top five functions with their percentages are listed. 
The remaining functions for each feature are listed in the appendix in 
tables 3A, 3B and 3C. Additionally, the number of total functions 
found for each feature and the number of unique functions are 
presented. 112 
Following the feature name and the functionality a basic description containing 
the general information about the feature is presented with respect to the professions 
that use it. 
PRIMARY FEATURES: 
Feature name: Ribs also known as Gussets (430 were found: 18.3%) 
Functionality: strengthen (31.6%), support (16.9%), guide (13.7%), hold (7.4%), 
position (6.3%). Number of functions found: 95 (19 unique). 
Figure 3.3 Ribs 
Ribs increase the rigidity of a molded part without increasing wall thickness, 
and may facilitate flow during molding. Skillful use of reinforcing ribs can maintain 
or increase a part's stiffness while reducing the cycle time and amount of material 
used. Ribs are used in various ways by the industrial designer. Occasionally, texture 
ribs are positioned where sinks form that are difficult 
to hide. 
Ribs, according to the mechanical designers interviewed, are used for load 
bearing, spacing, support, stiffeners, as guides, or for restraining (e.g., preventing 
paper from entering a location). Rib thickness is varied at times by recommendations 113 
of tooling or manufacturing engineers from flow analysis of the part. Ribs are a 
major source of sinks found on adjacent walls; therefore, playing with rib thickness is 
a common strategy for reducing or eliminating  sinks. 
Tool designers use ribs in ways similar to mechanical designers.  First, in 
addition to common guidelines with respect to wall thickness and draft, ribs are 
sometimes used for ejection, by ejector pins, during the separation of the tool. These 
ribs, along with some walls, have ejectors on equal sides to prevent jamming from 
applied forces by preventing moments during ejecting. Ribs also fill faster during 
injection if a boss is on the end allowing trapped air to evacuate. 
Other ribs are used for control of blush. Blush is a cosmetic flaw (dull spots) 
caused by improper plastic dispersion during injection. These ribs are put in by the 
tooling engineer whose responsibility is to assure the mold/tool achieves the desired 
cosmetic look. 
A Rib subset is Louvers (numbers included with ribs). Louvers (also known 
as grill bars or grates) are used for ventilation purposes. They are designed to 
prevent any visual aspect of the machine's interior from being seen, while also 
allowing for efficient passage of air (material) into and out of the machine. 
Consequently, the verbs transfer (ventilation), conform to (cosmetic) and cover 
(visual) represent their primary functions. Louvers contribute to the clean or 
cosmetically pure look desired by the industrial designer. In addition to true louvers, 
fake or cosmetic louvers are used to create an illusion that vents are present. 
Figure 3.4 Louvers 114 
Typically there will be many louvers in an enclosure design. Like ribs, these 
may have subtle thickness changes, which may occur from louver to louver and rib to 
rib for optimum flow that has been specified by the tooling specialist after flow 
analysis. Due to the complexity of the louver, the mechanical designer must have a 
good understanding of how the mold comes together and separates when creating a 
louver. 
Feature name: Walls (388 were found: 16.5%)
 
Functionality: support (27.8%), cover (12.4%), strengthen (7.7%), hold (6.0%),
 
position (4.7%). Number of functions found: 234 (34 unique).
 
Figure 3.5 Walls 
The wall is the basic structure for all design objects' general envelope, 
supporting or encasing a structure. Creating proficient wall designs requires 
mechanical and tooling knowledge of constant wall thicknesses, plastic injection flow, 
and corresponding problems associated with warpage, sinks and other flaws. With 
this knowledge, corresponding shapes or components may be made reliably by 
injection molding, or designers may need to select another manufacturing process. 
For example, a wall thickness specified for rigidity may choke the air flow between 
louvers, or be too thick to mold effectively. 115 
Based on a tool designer's flow analysis, varying wall thicknesses may be 
specified. Warping and bowing of walls may be a problem, so walls are usually 
designed to bend in a direction that assists in the joining of adjacent components. 
Bowing or warping may be corrected with the addition of fillers, changes in packing 
pressures, or cooling times. 
Walls are influenced by DFM guidelines [Beals 85] with respect to thicknesses 
and draft. Furthermore, at times they are tapered or stepped for proper flow control 
of the injected plastic to certain areas. Tooling is also concerned with using walls for 
ejection of the part from the tool. Direct push-off of a bottom or top wall raises 
concerns about wall strength, warpage, or bending of the part by the ejection force. 
As with ribs, vertical walls may have ejector pin bosses to prevent jamming due to a 
moment induced during ejection, but usually the wall is pushed off directly. 
Feature name: Grooves/Depressions/Indents/Pockets  (147 were found: 6.2%) 
Functionality: conform to (cosmetic) (12.7%), assist (7.4%), position and reduce 
(7.3%), attachlguidellimitImountIspace (5.5 %). Number of functions found: 53 (26 
unique). 
Figure 3.6 Grooves 
Grooves are commonly used for cosmetics in making elegant parts, typically 
dictated by corporate guidelines and for alignment and location positioning. The 116 
tooling engineer may use them for flow control, restricting flow in various directions 
and/or evenly spreading the flow in others. 
Indents are usually used for DFA (design for assembly) as in lead-ins, guides 
or aligners. Indents along with tapers and lips are commonly used for self indexing 
(i.e., they present a one-way fit, forcing the parts to align themselves). These features 
allow for greater design variance. 
Feature name: Holes (through & blind)  (239 were found: 10%)
 
Functionality: attach (17.6%), position (17.6%), mount (14.8%), access(8.3%), limit
 
and reduce (5.6%). Number of functions found: 99 (21 unique).
 
Figure 3.7 Holes 
In general, mechanical fasteners depend upon a hole of some type. Holes 
should be designed and located to provide maximum strength and minimum molding 
problems. The types of holes are: through, blind, round, square, irregular, open, slots, 
cross holes and holes with an inside thread. 
Holes are used for many reasons, including screw holes and access holes (e.g., 
pushing out labels when improperly mounted). Tool designers determine whether 
slides are needed to create the hole or whether the hole can be created by direct 117 
separation of the two mold cavities. Holes are created by molding or drilling. 
Molded holes are considered desirable by all engineers. When molded threads are 
included, sleeves are used in the tool, causing extra complications. Drilled holes are 
avoided due to secondary machining unless the volume is low. Holes that are too 
slender to be molded must be drilled. At times it is more economical to drill a hole 
than to mold it using retractable slide cores. In order to locate holes, 'spot points' 
may be molded directly into the part. 
Hole subclass: Countersink (44 were found: 2%)
 
Functionality: hide (32%), assist (16%), attach (12%), conform to (8%), reduce(8%).
 
Number of functions found: 25 (11 unique).
 
Fig. 3.8 Countersink 
Countersinks are a subset of holes, but due to their prevalence they were 
grouped independently. At times counter-sunk holes are designed into the part, as 
with step and intersection holes. In most cases, countersinks were used for cosmetic 
purposes, such as hiding screw heads or assisting in leading in screws, snaps or other 
features into a hole. Countersinks were also used to attach shorter screw lengths or 
to reduce sinks that form in bosses from excess material. 118 
Feature name: Bosses/Pegs (solid/hollow bosses, short ribs:  252 found: 10.7%) 
Functionality: attach (15.2%), eject (13.2%), mount (12.2%), assist(9.1%), strengthen 
(8.1%). Number of functions found: 99 (19 unique). 
Figure 3.9 Bosses/Pegs 
In addition to the functions above, bosses have other functions: to space or to 
separate components such as PCB's, to support components that lay upon the boss, to 
position or hold either by actual screw downs or by merely having a part brace 
against the boss, to locate or match adjoining components, dimension and tolerance 
drivers and ejector pin push offs. The ejector push offs usually require bosses to 
strengthen the ribs or walls that are pushed against in part ejection. Uniform ejection 
of a feature may be accomplished by using adjacent bosses on each side of the 
component. With these many uses, the boss is therefore a primary component for 
dimensioning and their associated tolerancing and stack up problems. 
Bosses at times are also used for flow assists through the walls or for injector 
points, allowing the boss to have multiple uses. Bosses used for spacing, inserts, 
support or attachment places typically are much thicker than the wall thickness. 
Consequently, the center is cored out to the wall to prevent sinks from occurring in 119 
adjoining walls. Additionally, some bosses serve to locate components when the 
tooling engineer creates his assembly drawing. Bosses also reinforce small stressed 
areas, providing sufficient strength for assembly with inserts or screws. Bosses are 
frequently tapped with screw threads for products that require adjustment or numerous 
reassemblies. 
Feature name: Protrusions, Projections, Tabs, Flanges  (303 were found: 12.9%) 
Functionality: hold (15.3%), position (12.7%), align (11.7%), support (8.1%), attach 
(7.2%). Number of function found: 110 (25 unique). 
Figure 3.10 Protrusions, projections, tabs, flanges 
Protrusions are miniature bosses (except for a few that are noncylindrical). 
Pip marks or tiny bosses/protrusions are used for dimensioning and tolerancing. 
Similar pip marks known as pins are used for alignment or joining components to the 
plastic part. Small dimples are for label aligning. Very small protrusions in injection 
molding are used for holding the part onto the core rather than the cavity at 
separation of the mold. These are usually specified by the tool designer but in some 
rare cases specified by the mechanical designer. Some protrusions are used with slots 
as PCB card guides, while others are used for holding or retaining. 120 
Feature name: DISKS (28 were found: 1.2%)
 
Functionality: strengthen (46.2%), support (15.4%), align (7.7%), space (7.7%),
 
reduce (7.7%). Number of functions found: 13 (7 unique).
 
Figure 3.11 Disks 
Disks are very rarely used. One use cited in the interviews is for feet of a 
product. These feet replace the rubber feet that are normally specified when 
environmental conditions would cause the rubber to deteriorate. 
A subset of "disks" is Rings. They occur for manufacturing and functional 
usages. Rings possessed the functionality of reduce (material/sinks) and strengthen 
with the transmission of energy and material. Rings are used specifically for material 
reduction in reducing sinks. When more than two walls come together the extra 
material may cause a sink. To reduce this possibility, a ring or a boss with a hole in 
it joins the ribs together. 
Figure 3.12 Rings 121 
Feature name: Slots (370 were found: 15.7%)
 
Functionality: guide (14.8%), prevent (11.5%), hold (9.8%), transfer (9.8%), access
 
(8.2%). Number of functions found: 56 (22 unique).
 
Figure 3.13 Slots 
Slots for cosmetics typically have standard thicknesses(e.g., 3 mm.), and will 
tend to have visual aesthetics as the only function. Other slots are used for cosmetic 
functions specific to that product. On advice from a mechanical designer, the 
industrial designer typically will put in slots for other functional purposes. 
Slots are found in 0-ring mounts, air venting and at times to reduce material 
for sink reduction. 
Feature name: Windows, Cut-outs (through & blind: 97 were found: 4.1%) 
Functionality: access (29.2%), align (15.3%), view (13.9%), position (11.1% ), guide 
(2.8%). Number of functions found: 51 (14 unique). 
Figure 3.14 Windows 122 
Through windows are used to access other parts of the machine.  It should be 
noted that the size of the window may affect warpage of the part. 
Blind windows are used for label aligning, and some also have a 45 degree 
chamfer for proper label positioning. Some small square windows are for positioning 
rubber feet. Recessed windows also protect by preventing the label from 
inadvertently being peeled off during use. 
Tool designers create windows with as few slides as possible in the tool. In 
cases where windows are used for snaps access, the design of the mold is for the 
fewest number of movable parts.  If windows are adjacent, the tool is designed with 
one slide containing multiple reliefs. 
Feature name: Snap fits  (57 were found: 2.4%)
 
Functionality: hold (44.8%), secure (20.7%), attach or fasten (13.8%), position
 
(10.3%), mount (3.5%). Number of functions found: 29 (6 unique).
 
Figure 3.15 Snap fits 
Snap fits are typically to hold or retain a part.  They are designed for 
movement; therefore, width and length must be carefully controlled during design. 
Some snap fits are designed to snap out easily for DFA and design for disassembly 
since customers may at times be required to make modifications themselves. 
Depending upon the part, snaps may need to be accessible, coming apart as easily as 123 
they go together. In current designs snaps are considered desirable since they replace 
visible attachment components such as screws. The design of snap fits requires either 
material spreading or bending of the snap or the frame into which it locks. A cheaper 
design can be created using snaps if they are designed without the use of tooling 
slides but are created upon separation of the core and cavity. Snaps are only intended 
to keep two parts from separating, not for holding two parts together tightly, and they 
should be under no stress in the snap position. Tolerance on the snap should be 
loose. 
Snap fits are difficult to design since usually they require slides to be added to 
the tool, which increases the cost of the tool, unless snaps are incorporated into the 
separation of the tool. Snaps made outside the part are preferred since they can be 
removed, repaired, and replaced easily. 
3.5 FEATURE AND FUNCTIONAL RELATIONS 
The plastic injection molding parts which were analyzed possess functions that 
were used by each of the four professions. Most of the functions were common to all 
of the professions. The exceptions tended toward very specific aspects of the 
individual profession (e.g., the tool designer's use of the function eject).  Attributes 
have substantial impact in determining which features are used and how they are used 
in a design. These include material properties: strength, temperature effects, creep, 
cold flow, strain, stress relaxation, stress relief, annealing, fatigue, chemical 
resistance, heat resistance, moisture resistance, flammability; safety:  strength, 
temperature rise, electrical resistance; loading: static, dynamic, cycling, impact; 
general: life, space/envelope, weight, finish, quantity; and environment: 
temperature, humidity, solvents, chemicals, sunlight electrical conductivity, heat 
conductivity, abrasive action. Only by analysis of many components can deductions 
be made as to the primary usage of a feature. 124 
3.6 CONCLUSIONS OF THE FEATURE STUDY 
Data on functions and their correlation to features in the study are shown 
below. Table 3.1 lists all of the functions that were found, the numbers of the 
functions, and the percentages of each function with respect to the total number of 
functions in all of the parts analyzed. The primary function found throughout all of 
the analyzed components was support. This function was identified 11.5% of the 
time. The functions position and hold are the next most prevalent at 8.6% and 8.5% 
respectively. The remaining 7 of the top 10 most pertinent functions were attach, 
strengthen, mount, align, guide, provide access and conform to. These percentage 
data suggest that the primary purposes of features in a design is first to support other 
components on the injection molded part, with positioning, holding, attaching and 
mounting of interfacing components that are generally necessary to allow the part to 
perform as intended. 
Table 3.2 presents the primary (top three) functions found for each individual 
feature and their percentages. Table 3.3 contains the numbers of each feature found, 
the number of functions and the number of different functions found. Tables 3.A, 3.B 
and 3.C, found in the appendix, contain the percentage of usage by each function 
according to each feature. 125 
FUNCTION  #  PERCENT  FUNCTION #  Percent 
support  107  11.46  allow  6  0.64 
position  80  8.57  join  6  0.64 
hold  79  8.46  enclose  6  0.64 
attach  66  7.07  aid  6  0.64 
strengthen  66  7.07  locate  5  0.54 
mount  55  5.89  orient  3  0.32 
align  43  4.60  repel  3  0.32 
guide  38  4.07  partition  3  0.32 
provide access 36  3.85  create  3  0.32 
conform to  34  3.64  fasten  2  0.21 
limit  31  3.32  link  2  0.21 
assist  30  3.21  control  2  0.21 
cover  29  3.10  slide  2  0.21 
reduce  26  2.78  connect  2  0.21 
space  22  2.36  activate  2  0.21 
secure  18  1.93  receive  2  0.21 
eject  16  1.71  constrain  1  0.11 
restrain  15  1.61  convey  1  0.11 
protect  13  1.39  amplify  1  0.11 
view  12  1.28  avoid  1  0.11 
transfer  11  1.18  pivot  1  0.11 
shield  10  1.07  display  1  0.11 
prevent  9  0.96  latch  1  0.11 
hide  8  0.86  rotate  1  0.11 
contain  7  0.75  actuate  1  0.11 
transmit  7  0.75  facilitate  1  0.11 
stabilize  1  0.11 
TOTAL Number:  934 TOTAL Different:  53 
Table 3.1 Functions, percentages and total number FEATURE  FUNCTION  %  FUNCTION  %  FUNCTION  %  Function  %  Function 
Ribs:  strengthen  31.6  support  16.9  guide  13.7  hold  7.4  Position  6.3 
Walls:  support  27.8  cover  12.4  strengthen  7.7  hold  6.0  position  4.7 
Grooves:  conform to  12.7  assist  7.4  position & reduce 7.3  attach,guide,limit,mount,space  5.45 
Holes:  attach  17.6  position  17.6  mount  14.8  access  8.33  limit& reduce 5.6 
Countersinks:  hide  32  assist  16  attach  12  conform to  8  reduce  8 
Bosses:  attach  15.2  eject  13.2  mount  12.2  assist  9.1  strengthen  8.1 
Protrusions:  hold  15.3  position  12.7  align  11.7  support  8.1  attach  7.2 
Disks:  strengthen  46.2  support  15.4  align  7.7  space  7.7  reduce  7.7 
Slots:  guide  14.8  position  11.5  hold  9.8  transfer  9.8  access  8.2 
Windows:  provide access 29.2  align  15.3  view  13.9  position  11.1  reduce& space 5.5 
Snaps:  hold  44.8  secure  20.7  attach  13.8  position  10.3  mount  3.5 
Table 3.2  Primary (top 5) functions found for each feature 127 
FEATURE  NUMBER  TOTAL # FUNCTIONS  # DIFFERENT FUNCT.
 
Ribs:  430  95  19 
Walls:  388  234  34 
Grooves:  147  53  26 
Holes:  239  99  21 
Countersinks  44  25  11 
Bosses:  252  99  19 
Protrusions:  303  110  25 
Disks:  28  13  7 
Slots:  370  56  22 
Windows:  97  51  14 
Snaps:  57  29  6 
Table 3.3 Number of features, functions and different functions 
In this study, 53 different functions were found for the parts analyzed. This 
high number of functions, even though a few functions were synonymous (e.g., 
connect and join, restrain and constrain), contrasts with Salomons' [91] finding that 
there is not an extensive set of functions at the feature level. This finding is based 
upon his opinion that components and features are related to "working principle 
related functions". 
Of all features analyzed, ribs were used more frequently than any other 
feature with a total of 430 times in the 79 parts analyzed. Walls make up the next 
highest number (388) and slots are third (370). These data, along with the rest of the 
feature data in Table 3.3, show that the correlation between these features (ribs, walls 
and slots) is much higher than between other features.  Of these three, it is obvious 
that walls are very important since they make up the basic enclosure of a design.  It 
is also obvious that ribs are needed to support the walls; consequently a high 
incidence of usage is not surprising. Many slots are used at every ventilation point, 
resulting in a high occurrence of slots.  Bosses, protrusions and holes are also of high 
frequency among the analyzed parts. 
Next, the frequency of functions for the features is analyzed. The average 
number of different functions found in the primary feature study that a feature utilizes 128 
was 19. From this it is obvious that Salomons' opinion that there is not an extensive 
set of features at the feature level is not necessarily accurate. His research clarified 
many points in function to feature mapping and was not targeted in the same manner 
as this study was. Consequently, the difference of view is understandable. 
3.7 RECOMMENDATIONS FOR USING FEATURES 
Comparing the percentage data for each feature to the total number of each 
feature found reveals that the designer uses features primarily for strengthening, 
supporting, covering and attaching. Combining this conclusion with the top functions 
for each feature, it is indisputable that an effective solution library or program using 
functions, will require a minimum of 19 functions per feature to be completely 
defined as part of any advisory design aid, or design history algorithm. 
The data in this study also lead to conclusions about what features, functions, 
and information are necessary to be included in the next generation CAD system. 
First, a new generation CAD system should include feature based design with 
functional reasoning. This system should focus on features that have a high 
frequency of use along with standard features, and on their functions and reasoning. 
This would allow designers to utilize their natural design methods in developing a 
product through the fulfillment of its functions.  Second, a system utilizing features, 
functions, and reasoning could allow a design's functional reasoning to be captured, 
but only with features and functionality embedded in the system. Third, once the 
features and functionality are contained within the system, the product under 
development could be understood more completely by evaluating the multifiinction 
aspects of certain features. Fourth, the utilized features and  corresponding 
functionality could help designers from one discipline understand features specified by 
designers from another, and thus avoid design conflicts. Only by introducing 
functionality into CAD algorithms can feature-based design be effectively used. The 
solution library is an initial study in the use of functionality in a generic search and 
storage of object relationships. 129 
3.8 COMPONENTS AND ASSEMBLIES 
3.8.1 PRODUCT MODELLING 
Up until now only individual attributes or "features" of a plastic injection 
molded part have been discussed. In practice the designers also consider complete 
components and assemblies in addition to individual features. In the feature 
investigations functions were derived for each feature. These functions are also used 
with components and assemblies the feature interfaces with. The designer employs 
relationships (functions) and known interactions to search for potential solutions. For 
example, if a designer wants to obtain a list of known solutions for joining two parts, 
then solutions such as a screw with corresponding holes and a bolt, snaps, tie wraps 
are presented. The function join is used for the search.  Some products, such as 
screws, bolts, and nuts etc., have had their functionality extensively examined through 
many years of use. The reasoning behind these designs is firmly established and 
requires little explanation to their functionality. Engineering meaning is inferred 
through their functionality that was determined by the original designer and its 
historical engineering use. These products, found in design catalogues can readily be 
included into a design solution library without their complete history of design 
development due to their functional purpose being commonly agreed upon. General 
descriptions of all frequently used designs along with their functionality, parameters 
and engineering background could be developed or converted from existing databases 
for use in a function driven retrieval library system. 
Components and assemblies, as with individual features, are also design 
objects. They relate directly with adjacent objects through functional interfaces and 
indirectly to other objects through spatial and functional relationships. A component 
object is the combination of feature objects, and likewise an assembly object consists 
of multiple components linked together through functional interfaces. Both the 
component and assembly design objects contain information similar to the feature 
objects except spatial, functional, and relational attributes are more extensive. 130 
Design engineers, during product development, use relationships, interactions, 
and functionality between interfacing and adjacent objects under development. As an 
injection molded component or assembly is developed, feature objects are added 
through the engineers decision and solving process to make up the new entity or 
component object. The designer makes decisions based upon the functionality and 
the relationships that must be satisfied through the use of the feature, component, or 
assembly. The solution depends upon the interactions and constraints derived or 
introduced upon them by other objects. Each feature is added to solve a functional 
need on a component; similarly components are grouped together to satisfy functional 
needs in an assembly. Before components and assemblies can be evaluated as to 
function and form, the relationships or interfaces between the potential parts must be 
discussed. 
There are six (6) combinations between structure objects for potential 
interaction: feature - feature, feature - component, feature - assembly, component 
component, component - assembly, assembly - assembly. In each of these 
combinations, the actual interaction is feature  feature, as shown below: 
feature  <-> feature 
Two individual features interface on a single component or assembly. 
feature  <-> component 
A feature interfaces with an individual or multiple features of an adjoining 
object. The features combine, modifying the component. 
feature  <-> assembly 
A feature interfaces with one feature or multiple features which have been 
combined into components, which in turn has been combined into assemblies. 
component <-> component 
A component interfaces another component through individual features it 
possesses. One feature or multiple features on the component may interface with one 
or more features on an adjoining component. 
component <-> assembly 
A component interfaces with an assembly through the individual features it 
possesses. One feature or multiple features on the component may interface with one 131 
or more features on an adjoining assembly. In that assembly the features which 
interface with it may be with respect to the multiple components which make up that 
assembly. 
assembly <-> assembly 
An assembly interfaces with an adjoining assembly through the individual 
component features which make up the assembly to the adjoining component features 
which make up that assembly. 
For each situation, an individual feature interfaces with a corresponding or 
relating feature(s). When a feature is added to a component or assembly the pertinent 
feature information is passed to the component or assembly. 
The feature is the central entity in each of the above combinations. The 
feature <-> feature combination, relationships, and interfaces, whether in a component 
or assembly are of primary importance to functional based searches. For feature 
searches, the combinations of component<->assembly and assembly<->assembly are 
not important, unless the search is for a complete working principle or product. 
3.8.2 DATA MODELLING 
To develop a solution library system using object oriented programming 
methods, terminology with respect to part design, object inheritance, attributes, and 
values, certain points must be clarified. Every object in the design, whether a feature, 
component, or assembly object, is an individual entity specific to itself. A feature 
object can not be direct sibling of a component object since a feature is neither a 
subclass nor a specialization of a component. They are of different values and belong 
to different classes. Feature objects are added to a component object to satisfy a 
functional problem. The component object obtains specific information from the 
feature object when the feature is added. The reasoning behind the addition is from 
the functional problem being solved. 
Relationships between objects are determined from the situation (functional 
problem to be solved) at hand. The relationships are analyzed, combined and 132 
categorized according to their relevance. Since an individual feature possesses 
multiple potential functional possibilities, only upon evaluation of the functional 
problem can a feature be selected. The selected feature passes relevant information to 
the component or assembly object it is combined with and conversely the feature is 
passed selected information about the component or assembly (such as material 
properties).  The properties or attributes passed between objects relates to the 
functionality being satisfied, and is attributed to the relationships acting through the 
object's interfaces. 
Every object, whether feature, component or assembly, maintains information 
as to dimensions, tolerances, material, cosmetics, shape, relative orientation, etc., in 
addition to this information, a description or analysis of the design's reasoning or 
intent through the satisfied functionality would be preserved. This consists of the 
function of the design object, relationships to other objects, constraints posed on it, 
compatibility, or the manufacturing methods by which it should be made. 
To recapitulate the investigations so far, Figure 1.2 is again mentioned. 
Chapter 2 discusses the background information as to the decision support system, the 
mechanical design sketching system and the breakdown of functions that are used for 
searching for solutions. In this chapter (3), the feature data and corresponding 
function information, which is stored in a solution library database, is presented. This 
information is also used by the search mechanism to compare the function used for a 
search for solutions to the functions that correspond to each feature. 
From the features and information derived from analysis of plastic injection 
molded parts and interviews from industrial, mechanical, tooling and plastic 
processing engineers, along with aspects of the theories mentioned in chapter 2, a 
design solution library was created. The next chapter (4) presents the user interface 
to the solution library. Chapter 4 also discusses the detailed structure of the search 
mechanism and database of the solution library. 133 
4. THE SOLUTION LIBRARY
 
4.1 OVERVIEW OF THE SOLUTION LIBRARY
 
4.1.1 BASIC DESIGN SCENARIO
 
Before the individual computer screens of the solution library are presented 
and discussed, the overall use of the library is introduced to show how a search is 
conducted. The basic concepts of the search, how the search is initiated along with 
the process the designer goes through to obtain a solution is presented to 
understand the search process. 
To start a design, as discussed in chapter 2.1, the designer obtains as much 
information from the customer as possible. This general information about the 
product that is to be developed, is formalized into discrete customer requirements. 
The customer requirements are then analyzed to develop engineering specifications 
that match each requirement. The engineering specifications used in the quality 
function deployment (QFD) are primarily used for evaluating product designs, but 
these specifications along with the customer requirements are also useful in 
developing the initial verbal dialog for creating the functionality a product is to 
attain. Both the customer requirements and the engineering specification are used 
to create an initial function breakdown (tree structure) of what the product is to 
accomplish without form. The breakdown includes a verb that the function 
represents and a noun representing some physical effect that the verb manipulates. 
Additionally, attached to the verb-noun pair, is an effect that is transferred by the 
function: material, energy, or information. The effects are obtained by studying the 
subject and descriptive phrases along with the verb-noun combination. An example 
can be found in chapter 2 section 2.1.9 showing this in detail. 
Once the designer has a detailed function breakdown, the next stage 
develops the form to satisfy the functions and function combinations. In many 
cases, a solution will solve multiple functions; sometimes it fulfills only one 134 
function; it depends on the problem. Each function is put forth either alone or with 
others as an issue for the designer to obtain a solution. 
In the decision process the designer passes through different steps. At the 
start, a function is specified to be satisfied. Other issues may be put forth that 
affect the product, such as constraints upon the system. Constraints can occur in 
different forms: as given constraints (constraints given in the design specifications), 
introduced constraints (constraints that are introduced by the designer), or derived 
constraints (constraints that originate from other features) [McGinnis 89]. With the 
constraints, issues and other pertinent information known, the design can be 
initiated. 
Designers typically begin developing basic concepts by making design 
sketches to fulfill the required functionality presented within the function 
breakdown. Creating multiple design concepts permits the designer to have a 
better understanding of the problem while also having the opportunity for 
developing a "best" solutions (i.e., the more alternative solution variations 
developed, the greater chance of a successful design). In the process of designing 
a product many issues are raised, designs developed, alternatives presented, 
arguments introduced for and against each concept, and fmally decisions made to 
fmalize the design. This issue based design process was presented in chapter 2A, 
from Ullman [93d]. Eventually, after all issues are accounted for and every 
function satisfied by some form, manufacturing design drawings are created to 
document the final product. 
4.1.2 COMPUTER BASED DESIGN SCENARIO 
To effectively use a computer-based mechanical engineering design system, 
the whole process described in the previous section must be developed. To show 
where the Function Driven Mechanical Design Solution Library resides within the 
design system each of the system components are graphically shown in Figure 
4.1.1. As discussed before, chapter 2.1.9, customer requirements and engineering 135 
specification are used to obtain the information for a function decomposition. The 
function information is passed to the decision support system, which aids the 
designer in making the best solution selection from the current knowledge. The 
connection between the mechanical design sketcher and decision algorithms is 
transparent, both act together. When alternatives are desired by the designer, the 
function driven mechanical design solution library is accessed. Currently, the 
sketcher, decision support system and design history tool are under development at 
Oregon State University (OSU). 
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4.1.3 SOLUTION LIBRARY DESIGN ACCESS SCENARIO 
The design solution library is accessed when the designer has determined 
that solutions, other than those he/she developed, are needed to fulfill a function. 
The solution desired may be a specific feature or a complete component or 
assembly. Once the decision has been made to search for alternative solutions, the 
decision support system passes the function (issue) to be satisfied to the design 
solution library along with pertinent constraints. This information is placed in a 
database structure called a function-object. This function-object contains the base 
index for searching for solutions in the library. The function-object also has other 
purposes, but those will be discussed later. 
To run through a quick example to understand the basics of solution library, 
we will assume that the designer is in the process of designing some product which 
needs a feature to be added to it to satisfy the function "to assist." The designer 
within the sketching domain signals the decision process that alternative designs 
are needed (Figure 4.1.2 and Figure 4.1.3 are the current sketching and decision 
Figure 4.1.2 Design sketching system [Gulur 94] 137 
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support systems under development at O.S.U. that may be integrated with the 
solution library). The known information about the current design issue is passed 
to the solution library's function-object. For this case, the information passed is 
the function to assist. Other information such as the noun representing the physical 
effect of the verb; the initial state that the object will take; the material, energy or 
information transmission that is required of the solution; the type of interface and 
the degrees of freedom are also be sent to the function-object. Once this 
information has been transferred, the solution library is activated. The first screen 
that is seen is the introductory screen, shown in Figure 4.1.4. This screen is only 
presented once, since the solution library resides in the memory of the computer 
system for quick access through the windows interface. 
Pressing the OK button presents the second screen consisting of the main 
selection screen. This screen can be seen in Figure 4.1.5. The screen contains 
thirteen buttons, of which only the "search" button is of interest at the moment, the 
others will be discussed later. The search information already resides in the 138 
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function objects so all that is needed is to press the search button. Solutions will 
be searched for with the function or functions (if multiple functions exist), and if 
solutions are found, they are presented to the designer for evaluation. For the 
function to assist the following solutions are presented. Only some of the 
solutions are shown since over 15 exist (Figure 4.1.6, 4.1.7).  Solutions are 
obtained according to frequency of use. The solutions for the primary function are 
obtained first, followed by the 2nd, 3rd, 4th and 5th. 
Information about the solution is maintained on-line for the designer to 
access. The key point to note is that the solutions are accessed through their 
functionality rather than by their name. The advantage to this is that the designer 
does not need to know the solution or solution domain before searching for an 
object which satisfies the problem. 
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Once the designer has decided on a solution, then it is passed to the 
product's computer database file along with the information maintaining the 
relationships between the features, components and/or assemblies. The databases 
are continually updated as the product evolves and features, components and 
assemblies are added, changed or removed from the product's design. 
After the designer has selected or designed various solution elements, all of 
the information is held in the database of the product. This database is accessible 
through various utilities to view and make modifications. Accessing the 
information is through the three buttons on the main selection screen. The 
descriptions of these buttons are presented in the next section. 
Another aspect of the solution library is when the information sent to the 
function-object (database containing the search criteria) that is either overly 
constrained or not sufficient for a search. In these cases the function-object can be 
accessed and modified by the designer to search the database using his or her own 
specific search combinations. How to access and make these modifications is also 
discussed in the next section. 141 
4.1.4 SOLUTION LIBRARY SCREEN PRESENTATION 
Implementing a solution library is accomplished with a search, information 
and relationship database linking the design objects together. Before going into the 
detailed architecture of the solution library (chapter 4.2) an overview of the run­
time screens and general usage as mentioned in the previous section is presented. 
The overview presents the description of how the user interfaces with the system 
along with the contents of the facilities found within the solution library (solution 
library flow charts are found in the appendices). 
The mechanical design solution library system is similar to that of a 
traditional library. Only information that resides in the library can be addressed 
and only with proper indexes can the stored information be accessed. 
As stated in chapter 1, the primary purpose of this software is to assist the 
designer in developing solutions. Consequently the software must be easy to use, 
understandable, robust, complete and readily accessible. The library system 
requires information obtained during the initial design development to be accessible 
so it can be used to aid in the search for solution concepts. Additionally, the 
solution library accepts information passed from decision modules to the library's 
search database. 
The solution library consists of three elements: the user interface, the search 
mechanism and the database (see Figure 4.1.8). The user interface is the screens 
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Figure 4.1.8 Library routines 142 
and computer facility which interacts with the user of the solution library. The user 
interface is required to be self-explanatory, useable without instruction and directly 
applicable to the designs under development. The following screens and descriptions 
present the current solution library. 
The solution library runs under Microsoft Windows 3.1 and can be integrated 
with other program routines such as a sketcher, QFD, Decision & Issue system and 
any other software needed for the development of a design concept. Each of these, 
when developed would be accessible through the windows interface and its DLL 
(Dynamic Link Libraries), OLE (Object Linking and Embedding), and DDE 
(Dynamic Data Exchange). Upon accessing the solution library the introductory 
screen is presented as shown previously in Figure 4.1.4. Entering the next screen 
with the "OK" button presents the Main Selection Screen (Figure 4.1.5), also shown 
in the previous section. This screen may reside in the background of the computer's 
memory for quick access. This screen possesses a viewing area and various buttons. 
The viewing area presents an extended description of each button. When the user 
passes the cursor over a button, information relating to the purpose of the button 
appears within the viewing area. Each button is discussed in order. 
The first button, "Functional Parameters, Information & Constraints," accesses 
the function-object where the current search information is held. This, as mentioned 
before, is entered initially from the decision support system. If the search parameters 
are to restrictive or to broad, causing either no design to be found or to many, the 
parameters may be modified by the designer. This button allows the designer to do 
that by presenting the screen shown in Figure 4.1.9 and the consecutive screens 
shown in Figure 4.1.10, 4.1.11, 4.1.12, 4.1.13 and 4.1.14. 
The first screen (4.1.9) contains the function information currently under 
investigation by the decision support system. This screen possesses the main function 
and the auxiliary functions that may also be used in a search. The auxiliary 
functions, also passed from the decision support system, occur when a design concept 
is required to satisfy multiple functions simultaneously. 
On this first screen, dictionary, synonym and function listing buttons are also 
present for the designer to obtain definitions, terms and the current functions residing 143 
Paradox for Windows 
file  edit  Form Record  Properties  Window Help 
View 1 Modify Search Parameters 
Function/Verb :  ssist 
xilla  Function 1  : 
xilla  Function 2 : 
uxillar  Function 3 : 
uxillar  Function 4 : 
tren . hen 
ictiona 
unction Listin 
4.1.9 Modifying and/or viewing search parameters (page 1 - Functions)  Figure 4.1.9
in the solution library. Usage of the "edit" key on the first screen of the Modifying 
and/or Viewing search parameters, allows the user to edit any variable in the entire 
search parameter database. Once new information is entered using the edit mode, an 
entire new record of information is derived, preserving the original information and 
adding a new record of information that can be edited by the designer. All new 
attempts in searching for a solution is saved as new records in the function-object. 
This allows the designer to be able to browse through all variables that were tried in 
the search for a solution. The designer may restart with the original set of 
information by using the reset button. This button deletes all but the original search 
information. Whenever a new part design is being investigated (i.e., the next level of 
the function decomposition model) a whole new function-object is created for the new 
function which is under investigation. 
Figure 4.1.10, the second page of the function-object, contains the constraints, 
the type of interface and the degrees of freedom along with any pertinent notes that 
could be useable in the search for a solution. This information is also passed from 144 
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Figure 4.1.10 Modifying and/or viewing search parameters (page 2  Constraints) 
the decision support system. The constraints are used to reduce the number of 
solution possibilities from a search. The user adjusts these constraints according to 
their needs. A constraint limiting search has not been implemented in this version of 
the solution library. 
Figure 4.1.11, the third page of the function-object, and the following three 
screens (Figures 4.1.12, 4.1.13, 4.1.14), which are also part of the function-object, are 
not used in the search for solutions. These screens are used in developing a complete 
record and history of the product. The design information contained may be viewed 
and edited by the designer. This design information is obtained from the QFD, 
function breakdown and from decisions during the design of the current product. 
This concept will be expanded upon more in the next section (4.2) when discussing 
the actual structure of the solution library. 
Figure 4.1.11 contains the parental and child function information of the 
function under investigation. For the different levels of the search, feature, 145 
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component and assembly, the amount of information contained on this page will 
differ. An assembly will possess information in all slots whereas a feature won't. 
Figure 4.1.12 maintains the states and the objects which interact with the 
design under investigation. The performing-object, from Figure 4.1.12, is the current 
object under investigation. The initial state of the performer is the original state 
before the function has acted upon the object. The final state of the performer is the 
new state once the function has finished its task.  The receiving-object of the 
function is the object which has been acted upon by the performing-object. The noun 
is the physical effect that is manipulated by the function. 
Figure 4.1.13 contains the type of transfer between the objects. This 
information is in the form of energy, information and material transfer similar to that 
put forth by Pahl & Beitz [87]. The function-object maintains the form of the energy, 
information and/or material, where it comes from and where it goes. See chapter 2A 
for a more complete description of the energy, information, and material flow theory. 146 
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Figure 4.1.14 completes the information that is modifiable in the function-
object. This screen contains the relationship to the part that the element is attached 
to, with "Part  of', the rigidity and any assumptions that have been made are 
presented. 
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The function-object has multiple uses, not just for the search process. The first 
is for the search mechanism for storing the search parameters. The second use is to 
contain the relationship elements between objects (object-relationship-object) once the 
solution has been accepted and combined into the product's database. The function-
object is also used to contain some basic reasoning as to why a solution was selected. 
This allows other designers to have some basis of understanding the design and the 
designer's process by viewing the data contained within. 
Going back to the main selection screen (Figure 4.1.5), the next button allows 
the user to specify the type of search that is to be done, Figure 4.1.15. The search 148 
may be targeted at features, components or assemblies. For this study, features are 
the primary focus. Components and assemblies were only investigated for proper 
specification and development when created from the basic features. Next, on this 
form, the search can be general or specific. 
A general search (Figure 4.1.15), in comparison to the specific search, allows 
a larger selection of potential solution ideas to be explored.  The general case uses the 
function information specified by the designer concerning the structure; the general 
form is known, perhaps the general functionality of the current problem and perhaps 
some partial knowledge of the structure. The solution library is accessed by the user 
once the information is passed or entered into the function-object. The general search 
is used when the solution library is accessed at times other than the conceptual design 
phase or when the detailed information about the design is not known (i.e., the 
sketched object that the solution is to interface with). 
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The specific case requires an integrated design environment where there is a 
direct link between the solution library and the software for sketching (mechanical 
design sketcher system, see Figure 1.4). The designer specifies the area where the 
new solution is to be placed. This consists of an area, a feature, component or 
assembly that is highlighted for modification by adding, subtracting or refonning the 
area to obtain the desired functionality. The solution library is used either to obtain 
ideas for modifying this area or obtain a solution that can be used directly at the 
location. 
The specific solution search has not implemented since it requires integration 
with a design sketching system. If it were to be implemented it would access the 
system in the following way: first a specific area is selected for the interfacing 
feature, component or assembly to interact. Next and an appropriate button in the 
sketcher system activates the mechanical design solution library and passes the 
function information to the function-object. If changes are required they may be 
entered by hand. Once the function information is contained in the function-object 
the search is begun. After a solution is found and selected by the designer, one of 
two processes will occur. If the solution is a feature, then the sketching system is 
instructed to use an appropriate drawing algorithm to enter the feature on the sketch. 
If the solution is a component or an assembly then the 3-Dimensional image is passed 
from the solution library's database to the sketcher system, where it is resized and 
oriented to fit the current design. Without an integrated system it is not possible to 
implement the specific search section. 
To continue with the description of the solution library search attribute 
screen (Figure 4.1.15), the next option to be set on this screen is the domain (i.e., 
manufacturing domain that the search is to take place). For this implementation, only 
plastic injection molding has been researched and implemented. Other domains can 
be directly implemented into the solution library once their functional uses of each 
feature have been determined. 
The last category to be selected on the solution library search attribute 
screen is the abstraction level to be used in the search. To set the abstraction level 150 
the designer must decide whether exact solutions with scale and detail drawings are 
necessary, or are general concepts with rough drawings adequate.  The levels of 
abstraction for graphic representation are: rough sketches, scale drawings and detail 
drawings. Currently only the rough abstract level is implemented with the general 
conceptual feature presented to the designer. 
Once the attributes have been set on the solution library search attribute screen 
the designer is ready to begin the search process. Going back to the main selection 
screen, the next button presents the list of functions that is currently contained within 
the solution library. Figure 4.1.16 shows how this is presented to the user. Each of 
the verbs has a definition, along with the feature names and terms that are used 
within the database. These are on-line for the user from within a dictionary as shown 
in Figure 4.1.17. Additionally, terms which have similar or multiple terms, as found 
across process domains, are contained within a synonym database, Figure 4.1.18, that 
is accessible form the synonym button. 
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Figure 4.1.17  Dictionary screen 
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The main selection screen also has an edit database button to maintain the 
database. This button is password protected and intended for authorized database 
maintenance personal only. This database contains all "official" design features, 
components and assemblies which have been approved for permanent storage. 
Activation of this edit domain is protected to prevent data corruption and/or 
destruction of data by unknowing persons. Once this button has been activated, a 
screen with 26 buttons is displayed (Figure 4.1.19). These buttons access the 
different elements of the solution library's database, which contain everything 
concerning the development and usage of the feature, component or assembly. For 
example the Geometry/Shape presents a screen showing the basic form that represents 
the object (Figure 4.1.20). On this screen the maintainer of the database can step 
through and edit the entire database of Geometries as required. 
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Figure 4.1.19 Screen to edit the database 
The function-object that is accessible from the screen to edit the database 
contains the same slots as the function-object used for the search, but is used for 153 
maintaining the relationships between objects.  Interfacing features, components and 
assemblies all possess function-objects to link them together. 
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The search for a solution is activated by pressing the search button on the 
main selection screen (Figure 4.1.5). This button promptly searches for solutions 
using the functions and information that has been passed from the decision/issue 
system to the function-object. The search is hierarchial with the first function being 
the most important and each auxiliary function of less importance than the previous. 
The first function must be found or the search fails.  If solutions are found for this 
main function then solutions are searched for using the second, third, fourth and fifth 
functions. If these functions do not exist, or there is no solution with the complete 
combination of the functions searched for, then only the solutions possessing the 154 
limited functionality is shown. For example, if the designer wishes a solution that 
possesses three functions, but the solution only possesses two of these functions, then 
these two function solutions are presented to the designer. This hierarchial search 
allows the designer to obtain the best solution contained within the database to match 
the search criteria. This search also prevents solutions that have minor or 
inconsequential functions to prevent solutions to be found for the important or 
primary functions. 
The search options button next to the search button gives a few extra 
possibilities in the search for a solution. This button presents the search screen 
shown in Figure 4.1.21. Passing the cursor over each search button presents a 
description about the search in the window. As in the previous menu, a function 
listing, dictionary, synonym, clearing/erasing of old data and viewing current data 
buttons are available to the user and are discussed in other sections. The search 
buttons are used to search the feature database using attributes of the function object. 
The first button allows the database to be searched using just the main function in the 
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function-object template and the primary function of the feature. The functions, as 
discussed in chapter 3 were put in a hierarchy according to usage by industrial, 
mechanical designers, tooling specialists and plastic process engineers. This allows 
the features which have a higher usage to be accessed first. The second button allows 
for all the feature's function slots to be searched using only the main function in the 
function-object template. The third button is the same as on the previous screen, and 
the fourth button uses constraints to limit the search domain. 
As an example, as shown in the beginning of this chapter, a search was made 
using just the main function in the function-object. The function used was to assist, 
which is required when a feature is used to assist another object into a specific 
position various feature solutions are searched for and found. Figure 4.1.22 shows 
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one of the possible solutions for the specified function. Other functions like guide or 
aid could also be used depending on which specific meaning of assistance that is 
requested. 
For a search using multiple functions within the function-object search 
database, for example using conform to and assist simultaneously, the search would 
find solutions to match the combination (e.g., Figure 4.1.23). 
Figure 4.1.23 Found solution using multiple functions. 
If only the main function was sought, then the selection "Primary ALL" would 
be used for the search rather than the selection "ALL". If the designer wishes to use 
constraints with the search, then the button "Primary & Constraints" is selected. This 
button searches the solution database only with the most important function and using 
the constraints as the limiting factor. 
If no solution is found, the system asks whether the designer desires to modify 
the search parameters and promptly opens the pertinent information entrance screens 157 
and the search is redone. In the case of a found solution the designer has various 
possible options.  First, the solution can be accepted and saved in the database 
directly related to the project under development. Selection of this button allows the 
designer to be able to save the solution, save the solution with its own specific name, 
or print the selected objects information, Figure 4.1.24. Second, the designer can 
mark the feature as a possible selection. This allows the designer to save all potential 
solutions without using the data space required for a complete solution save. Later 
the solution can be accepted into the design or rejected without difficulty. If the 
designer only wants the solution for the development of ideas specifically for the 
design at hand, the selection of "mark as an idea" saves the feature for idea use only. 
The designer uses this information only superficially since it is not intended to be 
saved or incorporated into the design. 
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Once the Save button has been selected, the message that it has been saved 
will appear to confirm that it has successfully be saved, Figure 4.1.25. Otherwise 
various error messages will appear to inform the user of the problem. 
Figure 4.1.25 Saved solution confirmation 
The Examine Data button on the Solutions Found screen presents a screen 
containing various options for viewing the attributes of the selected solution, Figure 
4.1.26. The "All Attributes" button presents a form similar to those found when 
editing, or viewing the data contained within the database, see Figure 4.1.27. 
Paradox for Windows 
Edit  Form  Record  Properties  Window  Help 
Solutions Found Examine 
{He 
Ob ect Structur 
Function Structur  onstraints 
elational Mode  Al Attnbutes/Notes 
Figure 4.1.26 Examine object's data 159 
Paradox tor Windows 
file  Edit  Form  Record  Properties  Window  help 
Saved Soltdiofts by Designer 
rvuLt
 
oal - Function  eKinematic Prop.  perational Prop 
aterial Pro edie  earance Pro 
oundar Pro .  rens ort & Stora 
eometry/Shap  EDimension Prop.  onomic 
keleto  olerance Pro'. 
()calm  anufactunn. Pro.. 
unction-013 e 
roduction Pro.. 
urface Quaid  allure Modes 
urface Pro ertie  conomic Pro.. 
Figure 4.1.27 Additional information screen 
The last two buttons on the main screen are for viewing the features, 
components and assemblies that the designer has selected, and for deleting those same 
selections. The deletion screen, Figure 4.1.28 consists of six option buttons and a 
Paradox for Windows 
File  Edit  Form  Record  Properties  Window  Help 
Cleaned 8 Deli-red 
IELElver'OUR DATABASE ? 
DELETE an Object 
rom your Database ? 
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description viewing screen. The first button resets the search parameters to their 
initial settings. This button is similar to the reset button in the viewing and 
modifying search parameters form. The second button deletes all of the search 
parameters. This sets the search parameters to a null set for starting a new search for 
solutions. The third and fourth buttons delete the selected possibilities and solution 
ideas databases. The fifth button deletes the entire database that the user has created; 
This is used when starting a brand new design component and after the previous 
database has been archived. The Delete your Database selection allows the designer 
to save the current database to a different name. Since the database consists of many 
sub-databases containing portions of the actual object, only three letters are permitted 
to be used in saving the saved solutions to a different database; The other positions 
are reserved for the individual database descriptions. 
The last button allows the user to step through the created database of features 
and delete specific items from the database. This is useful when design changes have 
made a certain aspect of the solution invalid. An example of this is shown in Figure 
4.1.29. The deletion promptly erases the object from all sub-databases and resets the 
feature index. This eliminates all reference to the deleted object. At the moment 
there is no "history" of deletions made, all deletions are currently permanent. These 
saved solution databases can be viewed or loaded for modification or analysis from 
various screens within the solution library. 
The screen for viewing saved solution elements possesses various options, 
Figure 4.1.30. The "possibilities" and the "ideas" options are shown in Figure 4.1.31 
and 4.1.32. The "examine solutions" option will be discussed momentarily. The 
Possibility and Idea screens only present the basics of the saved options. If more 
information is desired, then detailed information can be requested, whereupon the 
original database will be accessed according to what is desired by the designer. 
The examine solutions button presents a screen that shows the graphic 
representation of the object along with the name, main function that it is used for and 
access to other information, Figure 4.1.33. There are a few points to note:  first, the 
figure number relates to the current object number within the database; second, the 
database is developed in chronological order; and third, that all features, components 161 
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and assemblies are connected through the information contained within each of their 
function-objects. 
From this View Saved Solution Screen, the designer has access to all the 
information contained within the database concerning the design under development, 
as can be seen from Figure 4.1.34. This is accessed by pressing the "more 
information" button and selecting a topic button which contains detailed information 
about the object.  If other information is desired then the "options" button, on either 
of the screens, can be selected. Pressing this button presents the screen, Figure 4.1.35, 
for accessing the "Object-Tree", "Decisions & Reasoning", browsing another saved 
database, or printing the present information contained within the database, either the 
object currently pointed to or the entire database. 
The object tree information is obtained from analyzing the parent and child 
information in each function-object for each element within the database. This 
information is then categorized into which features are related to which components 
and then constructing a tree structure corresponding to the information. This is 
likewise be done for assemblies. 164 
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Figure 4.1.35 Options 
The decisions and reasoning information, Figure 4.1.36, arises also from the 
data held within the database. This is represented by how the function is satisfied by 165 
the feature, component or assembly and the relationships between the interacting 
objects. Links to the actual decisions made by the designer are not currently possible, 
so obtaining the reasoning from within the design itself is the only way to infer what 
the designer desired in the object's behavior. 
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4.1.5 FEATURES -> COMPONENTS -> ASSEMBLIES 
The above discussion presents the basic elements of the solution library with 
the purpose of obtaining a design solution feature. The selected features are 
combined into components and those components are in turn combined into 
assemblies with the assistance of the designer. This is accomplished when an object 
is selected to fulfill an issue in the design problem from a group of alternatives (i.e. 
solutions). The designer's decision marks the solution as either accepted, wait-listed 
(selected as a possibility), rejected, confirmed by other factors, modified, fulfilled, 166 
cancelled, or archived, depending upon the design criteria. When the user requests a 
solution, that solution is activated, whereupon the solution is either wait-listed, 
accepted/confirmed, or Cancelled. The modified attribute, not implemented, is 
utilized when there needs to be modifications to the solution before any attempt of 
usage. 
Upon selection of a solution various activities happen. First, the system 
checks to see if there exists an object with which the feature, component or assembly 
is to attached to.  If no parent object is available one is created using the information 
from the function-object (i.e., the Subject of the function). The created parent is 
passed the functional information from the next higher level in the functional 
breakdown along with the list of children objects. If this information is unavailable 
then this data is temporarily left blank until it comes accessible. If an object exists, 
then the attributes from the search function-object are transferred to the specific 
function-object of the feature, component or assembly. Additionally, other 
information is updated: parent & children objects that interrelate with the selected 
object, part-of and type of interface specification along with interaction pointers and 
data. When other object solutions are added to the database, each are checked 
according to which parent they belong to. Accordingly, the child parent information 
is constantly being updated and maintained along with their functional attributes. The 
designer, when the component or assembly is fmally sketched, will add the sketch to 
the product's database. Later, the detail drawing will also be added to the product's 
database. 
The basics of the user interface for the mechanical design solution library has 
been presented. In the next chapter the development and use of a function-object for 
searching the database for a solution and for maintaining the linkage between each of 
the objects within the design is discussed. Additionally, how the entire database 
structure that has been integrated into the system for each feature, component and 
assembly is discussed. Examples show how the function-objects are used and how 
the designer can progress through the design being created. 167 
4.2 STRUCTURE OF THE SOLUTION LIBRARY
 
In using a design solution library, the designer wants potential ideas to help in 
solving a specific problem. The problem arises from the necessity of fulfilling a 
functional design requirement. Depending on how the function is to be satisfied, 
different considerations are made in a solution search. This dissertation implements a 
solution library at the feature level, specifically in the injection molded design realm. 
The format of the solution library allows components and assemblies to be added to 
databases similar to the feature database. 
The first priority of this chapter is the development of a computer data 
structure that receives the search information from a decision support system similar 
to the IBIS system (chapter 2.1.5). This computer data structure is used primarily for 
two purposes (Figure 4.2.1): as the search mechanism for the library and as the 
structure to maintain the functional information of the solution to other objects that 
relate or interact with it. The second priority of this chapter is the creation a database 
structure that possesses the capability to store all attributes of a product. A database 
that is expandable, modifiable with retrieval based upon the stored solution's 
functionality. This chapter is organized: section 4.2.1 presents the data structure 
(Function-Object) used for beginning a search for a solution. This data structure is 
also used in representing the functionality and relationships between design objects in 
Solution Library Routines 
User Interface 
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Figure 4.2.1  Solution library routines 168 
storage of the product. A detailed example involving the selection of features during 
the development of a design object that is common in the product design is also 
presented in this section. Section 4.2.2 develops the database structure of the solution 
library. 
As discussed in chapters 2 and 4.1, the solution library is accessed during the 
decision process where issues are decided upon through arguments that support a 
solution. In the design cycle, solutions are accessed from the library when 
alternatives are requested. The request is made by passing the issue to be satisfied to 
the solution library. During the decision cycle many issues are investigated. Only 
some of the issues that arise are functions, consequently only issues that are functions 
are permitted access to the solution library. 
After the solution library is accessed, a decision is made by the designer to 
either select a solution or postpone the selection to a later time. The selection is 
based on a evaluation of each solution to the criteria governing the issue. The criteria 
can consist of any of the following: reasoning or usages of a feature, type of 
application, boundary conditions, initial constraints on the system, introduced 
constraints due to the relationships to adjacent objects, or the actual functional 
problem under investigation. An example of an issue in a design context could be to 
mount a roller bearing. The function mounting is broken into subfunctions, such as to 
support in axial and radial directions. The search for solutions would directly relate 
to these criteria. 
The solution library contains the functional knowledge of each object 
contained within it to pinpoint solutions. Many authors discussed in chapter 2 have 
put forth useful and necessary database elements for feature and component storage. 
Some of their ideas have been included in the database structure presented here. The 
database also contains pointers to graphical images, a glossary of similar functional 
titles and references to limitations and problems that are encountered with the 
solution. Additionally, the database contains what the solution is best suited for and 
why (the reasoning behind the solution concept). The database information contained 
in this chapter is obtained and developed from investigations of many sources [Pahl & 169 
Beitz 84, Tikerpuu 88, Ullman 92, Hubka 84 and others], and combined into a 
comprehensive data structure specifically for the solution library. The retrieval of 
solutions through the functionality is in line with the way designers naturally use in 
searching for solutions. 
4.2.1  OBJECTS-RELATIONSHIPS-OBJECTS AND FUNCTION-OBJECT 
The relationships between features, components and assemblies possess a 
number of attributes to represent them. This section discusses the attributes which 
maintain the information representing the relationships. These attributes are held in 
the search mechanism (Figure 4.2.2) for the solution library. A couple of the 
attributes are the transferring of energy, materials and/or signals between objects, and 
the ftmction/verb and noun used to represent the base relationship. 
Solution Library Routines 
User Interface 
Search mechanism 
Library database 
Figure 4.2.2 Search mechanism 
The location of the interface is where the function effects the objects involved, 
whether or not the effect is intended. The information about the location, function, 
and relating information with respect to the interface is stored in an object called a 
"function object" which is used in design retrieval. 170 
The function-object is a database representation containing the information 
from the engineering specifications, the function decomposition information and other 
relating data between features, components and assemblies. The function-object 
maintains the information about the relationships between the interfacing 
physical/implicit objects: 
1) Every function-object is associated with the function-object of at least two other 
physical or implicit objects. The "relationship" is maintained through the function-
object of every physical or implicit object. 
2) A function-object may interface with multiple function-objects. 
3) The function-object maintains the information about the interface and 
relationships between the interfacing objects. 
The function-object maintains four of the five items Ullman [93b] states in his 
OREO model, of one object's relationship to another is considered to contain: which 
objects are related, type of connection, type of transmission, relation action (see 
chapter 2.1.4.4). The fifth item, relative positioning, is contained within the database 
itself. 
The function-object also contains other information about the relationships 
between the objects and the functions involved. One of these, the degree of 
resolution or the complexity of the system or object has great importance. The 
degree of resolution is the level from where elementary functions cannot be resolved 
further, comprising the lowest degree. The degree of resolution maintains the level of 
abstraction within the developing function structure, additionally the degree of 
resolution aids in keeping track of each function level as each is satisfied with a 
solution. 
The function object maintains the transmission or conversion of energy, 
information, and/or material data that is acted on by the "verb" between the objects, 
Figure 4.2.3. 
To model a function-object the type of physical connection that is possible or 
directly specified between the two interfacing objects must also be included. This 
information provides a connection between components with a specific degree of 
freedom. According to Agogino [88] this is standard, "since the basic effect on a 171 
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Figure 4.2.3 Function-Object 
body of being connected to another is to reduce its freedom of motion, a classification 
of virtual bodies by degrees of freedom and type of motion is appropriate." 
Chakrabarti [92] has presented a diagram for a database of physical connection 
(Figure 4.2.4). For kinematics and mechanics various degrees of freedom (DOF) are 
present for the various physical connections that exist, these are shown in Figure 
4.2.5. The designer designates the number of degrees of freedom and the index 
Figure 4.2.4 Database of physical connections [Chakrabarti 92] 172 
Degrees of Freedom  Degrees of Freedom 
Nr.  Translation T  Rotation  R  sum  Nr.  Translation T  Rotation  R  sum 
1 0 0  1 2 3 A/ A/ 0  12  C/ 
2 / 
1 /1/ 0 1  13  2  1 3 
3  /I  1  14 /1/
0 c  1  1 c 2 3 
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Figure 4.2.5 Degrees of freedom for physical connections [Chakrabarti 92] 
number specifying the type of DOF. Specifying the type of DOF presents a 
constraint which narrows the number of solution possibilities. The physical 
connection information is maintained in the function-object as the type-of-interface. 
This category includes the degrees of freedom, type of connection (flexible, fixed, 
temporary, pennanent)(surface, line, point), and a part-of pointer to another object. 
Combining all of the above information into one model to describe the basic 
functionality between two objects, a function-object can be constructed to maintain 
the information. This object contains the data needed for an in depth search of a 
library of solutions. The function-object does not possess every relationship that 
exists between objects. The intention is to develop a criteria template that can be 
used in a search algorithm while also presenting information in greater detail about 
the objects under investigation. 173 
FUNCTION - OBJECT 
FUNCTION:  (An action verb representing the function to be satisfied) 
AUX. FUNCTION 1:  (An action verb representing the function of secondary importance) 
AUX. FUNCTION 2:  (An action verb representing the function of tertiary importance) 
AUX. FUNCTION 3:  (An action verb representing the function of fourth importance) 
AUX. FUNCTION 4:  (An action verb representing the function of fifth importance) 
NOUN:  (physical effect manipulated by the function) 
PERFORMING-OBJECT:  (object performing the function)
 
INITIAL STATE of PERFORMER:(Sentence describing initial state of performing-object)
 
FINAL STATE of PERFORMER:  (Sentence describing final state of performing-object)
 
RECEIVING-OBJECT:  (object receiving the effects of the function)
 
TYPE OF FUNCTION:  (functional, manufacturing, mating, assembly)
 
PRECEDING FUNCTION: (The function that directly proceeds it in the breakdown ­
this may be the parent or a brother/sister function) 
Degree of Resolution for the preceding function: (The depth of the 
function in the function breakdown) 
SUCCEEDING FUNCTION: (The function that directly succeeds it in the breakdown ­
This may be a parent or a brother/sister function) 
Degree of Resolution of the succeeding function: 
PARALLEL FUNCTION(s):  (An objects co-existing functions) 
DEGREE of RESOLUTION of the current function: 
PARENT FUNCTION(s):  (Parent functions from the function breakdown) 
CHILD FUNCTIONS:  (Child functions from the function breakdown) 
Class - Function modifiers (energy, material, signal/information) (see chapter 2.1.9.4)
 
MATERIAL FLOW TO:  (Location material is transmitted to)
 
ENERGY FLOW TO:  (Location energy is transmitted to)
 
SIGNAL/INFORMATION FLOW TO: (Location information is transmitted to)
 
MATERIAL FLOW FROM:  (Location material is transmitted from)
 
ENERGY FLOW FROM:  (Location energy is transmitted from)
 
SIGNAL/INFORMATION FLOW FROM:(Location information is transmitted from)
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ENERGY FORM:  (Type of energy)
 
SIGNAL/INFORMATION FORM: (Type of information)
 
SIGNAL/INFORMATION:  (The information)
 
ASSUMPTIONS:  (with respect to any of the above information)
 
Operational Information 
TYPE OF INTERFACE: 
degrees of freedom (1 to 6), 
type of connection: (rigid, flexible, temporary, permanent), 
part-of (component or assembly the object interfaces with). 
CONSTRAINTS on the system: 
OPERATIONAL RELATION: 
(The relationship between objects within the transformed design object. ) 
OPERATIONAL FUNCTION: 
(Function that represents the transfonned design object - may differ from the above function) 
It must be noted that this function-object template can be expanded upon when 
other theories of functionality are implemented, as long as the above parameters are 
also included. The basic set above is necessary for the solution library to access the 
functional information for a search. 
USE of the FUNCTION-OBJECT 
To describe the a functional breakdown and the function object template the 
following example is given. This example consists of the general actions of a robotic 
arm that picks up an object and moves it to a new location. Plastics is the nucleus of 
the solution library and the example's focus. The example comprises a small set of 
the functional statements that could make up a system that is to be designed. 
First the primary function is broken down into its sub and sub-sub functions. 
In this example the primary function is to "position" an object. 
To Position an object the functional breakdown could be as follows: 175 
Locate object 
* Move robot hand vertical to a position within working height of object. 
** Transmit signal to power mechanism 
*** Transfer/convert electrical energy to mechanical power 
*** Transfer mechanical power to component  interfaces with robot hand 
** Guide robot hand vertically 
** Restrain robot hand degrees of freedom.
 
*** Motion limit - linear X,Y-direction
 
*** Motion limit - rotation X,Y,Z components
 
*** Align vertically
 
* Move robot hand horizontal to working radius of object
 
**
 Transmit signal to power mechanism 
*** Transfer/convert electrical energy to mechanical power 
*** Transfer mechanical power to component - interfaces with robot hand. 
** Guide robot hand horizontally
 
*** Y direction & X direction position sensing
 
**
 Restrain robot hand degrees of freedom.
 
***
 Motion limit - linear Z-direction
 
***
 Motion limit - rotation X,Y,Z components
 
***
 Align horizontally 
Grasp object 
* Transmit signal to power mechanism
 
** transfer/convert electrical energy to mechanical power
 
** transfer mechanical power to component - interfaces with robot hand.
 
* Stabilize object 
* Support object 
Verify connection with object 
* Contact sensing of object 
** pressure sensing of object 
Move object 
* Move robot hand & object vertical to new position. 
** Transmit signal to power mechanism 
*** Transfer/convert electrical energy to mechanical power 176 
*** Transfer mech. power to component - interfaces with hand/object. 
** Guide robot hand/object vertically 
** Restrain robot hand/object degrees of freedom. 
*** Motion limit - linear X,Y-direction 
*** Motion limit - rotation X,Y,Z components 
*** Align vertically 
* Move robot hand & object horizontal to new position. 
** Transmit signal to power mechanism 
*** Transfer/convert electrical energy to mechanical power 
*** Transfer mech. power to component - interfaces with hand/object. 
** Guide robot hand/object horizontally 
*** Y direction & X direction position sensing 
** Restrain robot hand/object degrees of freedom. 
*** Motion limit - linear Z-direction 
*** Motion limit - rotation X,Y,Z components 
*** Align horizontally 
Orient object 
* Position robot hand/object to correct orientation 
** Transmit signal to power mechanism 
*** Transfer/convert electrical energy to mechanical power 
*** Transfer mech. power to component - interfaces with hand/object. 
** Guide robot hand/object (rotational movement) XY, XZ, YZ 
** Restrain robot hand/object degrees of freedom. 
*** Motion limit - linear X,YZ-direction 
Release object 
* Transmit signal to power mechanism
 
** Transfer/convert electrical energy to mechanical power
 
** Transfer mech. power to component - interfaces with robot hand/object.
 
** move robot hand to open position
 
The function information (i.e., function breakdown) can be represented using a tree-
structure (Figure 4.2.6). 177 
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Figure 4.2.6  Tree structure breakdown 
As seen above, the combined set of functions highlighted above comprise the 
verb/function POSITION for this example case. Each of the above highlighted 
functions is applied individually to the function object template i.e., ORIENT object. 
The following template is created for the function ORIENT: 
Function-Object 
FUNCTION: Orient 
NOUN: Load 
PERFORMING-OBJECT: Robot hand. 
INITIAL STATE of PERFORMER: Original Coordinate Position/Orientation. 
FINAL STATE of PERFORMER: New Coordinate Position/Orientation. 178 
RECEIVING-OBJECT: Object. 
PRECEDING FUNCTION: Move (object). 
Degree of Resolution: 4/5 (4th out of 5 possible levels for this example) 
SUCCEEDING FUNCTION: Release (object). 
Degree of Resolution: 4/5 (4th out of 5 levels) 
PARALLEL FUNCTION: Null. 
DEGREE of RESOLUTION: 4/5 (4th level out of 5 levels). 
PARENT FUNCTION: POSITION (top level function). 
CHILD FUNCTIONS: POSITION  (sub-function with specialization). 
Class - Function modifiers (energy, material, signal/information)
 
MATERIAL FLOW TO: Null.
 
ENERGY FLOW TO: Robot hand/Object.
 
SIGNAL FLOW TO: Orientation sensor.
 
MATERIAL FLOW FROM: Null
 
ENERGY FLOW FROM: Robot hand/Object driver.
 
SIGNAL FLOW FROM: Orientation sensor.
 
ENERGY FORM: Mechanical.
 
SIGNAL FORM: electrical.
 
SIGNAL: binary to controller determining correct orientation.
 
ASSUMPTIONS: That the new orientation is achievable.
 
Operational Information 
TYPE OF INTERFACE: DOF: 6, type of connection: null, part-of: null 
CONSTRAINTS: Boundary conditions 
OPERATIONAL RELATION: Null 
OPERATIONAL FUNCTION: Null 
Solutions are accessed at the level specified by the degree of resolution. The 
information found in each of the function-object's slots is used as the initial search 
parameters. Upon the selection of a design element the function-object, used for the 179 
search, is passed to the database structure for the developing product. This inclusion 
maintains the integrity of the design through the functionality and relationships 
derived from the search specified by the designer. The above example shows the 
function-object before the function to form mapping is done. Only basic concepts or 
abstract objects are known. At this level of abstraction the only possible solutions 
that can be retrieved are complete assemblies or components. Features are at a much 
lower level of abstraction, therefor are not able to be used until an assembly or a 
component is selected whereupon features may be added to the assembly or 
component. For the feature level, the primary focus of this dissertation, some basic 
form must be realized. The level of function breakdown is now with respect to actual 
form representation. To show this in detail the above example will be further broken 
down with various physical forms being included. 
The following example describes the usage of features for the development of 
a bearing seat which is required for the gripper arm from the above example too 
rotate. For this example it is assumed that the components in the bearing seat are 
plastic injection molded parts. The design engineer should, whether or not they 
realize the details, proceed through the design process according to functional 
specifications. The database information has been abbreviated for viewing the 
pertinent information. 
Example: 
This example describes a bearing seating for commonly used roller bearings. 
The seating consists of the roller-bearing mount and the roller-bearing housing. Both 
of these parts will be developed in this example to show the design selection process 
using the solution library to access the features. The example will first discuss the 
development of the roller-bearing mount and then proceed with the roller-bearing 
housing. Once the entire design is complete a object diagram is presented to show 
the entire design assembly. 
Before beginning the roller-bearing seating design, the basic knowledge of the 
roller-bearing is obtained from either a part catalog or from a sample the designer has 
at hand. Roller-bearing information such as inner and outer race diameters and 180 
thickness are obtained to develop the initial form of the seating. To mount the roller-
bearing, a cylinder or shaft form would be selected by the designer to satisfy the 
condition that the inner race of the roller-bearing is round while also having to satisfy 
the design functions: support radial forces and related movements which take place 
over a constructive length. Other constraints may also influence the selection of the 
shaft form, but those won't be discussed for this example. The function object for 
this level would look like: 
Function/Relational Object 
FUNCTION: Support 
AUX. FUNCTION 1: Mount 
AUX. FUNCTION 2: Null 
NOUN: Load 
PERFORMING-OBJECT: Unknown until selected =>cylinder/shaft 
INITIAL STATE of PERFORMER: Free radial movement 
FINAL STATE of PERFORMER: zero radial movement +/- tolerances 
RECEIVING-OBJECT: Roller Bearing 
PRECEDING FUNCTION: Unknown (for this example) 
Degree of Resolution:  " 
t1 
SUCCEEDING FUNCTION: Support (axial forces) 
Degree of Resolution: Unknown (for this example) 
PARALLEL FUNCTION: Null 
DEGREE of RESOLUTION: 1/1 
PARENT FUNCTION:  Null 
CHILD FUNCTIONS: Null 
Class - Function modifiers (energy, material, signal/information) 
MATERIAL FLOW TO: Null 
ENERGY FLOW TO: object to be selected => cylinder/shaft 
SIGNAL FLOW TO: Null 
MATERIAL FLOW FROM: Null 
ENERGY FLOW FROM: Roller bearing 181 
SIGNAL FLOW FROM: Null 
ENERGY FORM: Mechanical 
SIGNAL FORM: Null 
SIGNAL: Null 
ASSUMPTIONS: Using Roller Bearing constraints 
Operational Information 
TYPE OF INTERFACE: DOF: 1; Connection: rotational; Part-of: unknown. 
CONSTRAINTS: Cylindrical form based on Roller Bearing constraints 
OPERATIONAL RELATION: unknown 
OPERATIONAL FUNCTION: unknown 
The information contained in this function-object was passed from the decision 
support system to the solution library to initiate the search. This information is 
accessed from the solution library's main selection screen by pushing the "Functional 
Parameters Information & Constraints" button (see Figure 4.1.5). Once the button is 
pushed, the following six screens (Figures 4.2.7, 4.2.8, 4.2.9, 4.2.10, 4.2.11, 4.2.12) 
representing the six pages of the function-object information. 
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Using the function information in the function-object, feature solutions are 
searched for and found: boss, protrusion and wall. Of these, only the boss fulfills 
the basic requirements for a bearing seat. The boss is selected to form the basic 
cylindrical element of the design. 
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Figure 4.2.16 Shaft element desired Figure 4.2.15 Wall solution 
Cylindrical/shaft element 1 
Library type: feature 
Design functions: support of radial forces and related movements 
After the boss feature has been saved with it's relating function-object to the 
solution database, checks are made to determine which component it connects with 
and to determine what type of connection it is. The part-of is initially classified as 
unknown so the designer is asked to enter a name: shaft. Next checks are made to 186 
decide what assembly the shaft is part of. This information would normally have 
been entered earlier when the basic concepts, functions and design groupings were 
constructed; consequently, the name is requested from the designer: roller-bearing 
assembly. 
Next, from the decision support system the design functions consisting of 
supporting axial forces and their related movements must be accounted for. A new 
function-object is created for this new solution search. This function-object contains 
the information of restraining and mounting roller-bearings upon the shaft. The 
functions of limit-movement, position and support-axial forces must be satisfied by 
either creating features or obtaining them from a database. Solutions found within the 
database to limit or restrain the movement in one axial direction would consist of a 
boss, depression, groove, gusset, hole, protrusion, snap, wall. Solutions for limiting 
and positioning are boss, depression, groove, hole, protrusion, snap, wall and solutions 
for limiting and supporting are boss, gusset, peg, protrusion, undercut, wall. Solutions 
that possess all three, Figure 4.2.17, are boss, peg, protrusion, wall. Of these, the 
designer must evaluate each solution according to the current design. For this case, 
four of the solutions fulfill the functional requirements, each with different means of 
solving the problem. The two main solutions are the wall and boss. If a wall is 
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Figure 4.2.17 Support, position and limit functions 187 
selected, then it must be modified to prevent interference with the outer-race of the 
roller bearing, or the designer can select the boss with an outer diameter that doesn't 
interfere with the outer-race. Applying either of the two solutions presents the design 
shown in the Cylindrical/shaft element in Figure 4.2.18. 
Library type: feature 
Design functions: support of axial forces and related movements. 
Assembly functions: stop motion during the assembly operation of the roller-bearing. 
Figure 4.2.18 Cylinder/shaft element 
A search to restrain the bearing in the opposite axial direction would come up 
with various solutions as presented before. Of these solutions, only the snap would 
satisfy the functional requirements. The other solutions, such as wall and boss, are 
not removable. Therefore mounting the roller bearing would be impossible. 
At this stage, component solutions haven't been entered into the library. 
When component solutions are entered in the library, a search for a component to 
restrain, attach, position and assist the roller bearing would produce a solution such as 
a retaining ring and its corresponding groove. Components do not presently exist in 
the solution library so the retaining ring is represented as a snap, since it locks in 
similar to a snap (Figure 4.2.19). 188 
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Figure 4.2.19 Snap solution 
Searching for a solution solving the functions limit, attach, position and assist (Figure 
4.2.20) produces the solutions: depression, groove, and rib. The groove (Figure 
4.2.21) is selected to attach the retaining ring, see Figure 4.2.22. 
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Figure 4.2.22 Retaining ring groove 190 
Retaining ring groove 
Library Type: feature 
Design Functions: To seat a retaining ring to support axial forces 
and related movements. 
Assembly Functions: Realization of a detachable connection with the roller bearing 
(with the help of a retaining ring) 
To assist and guide the roller bearing onto the shaft, solutions of chamfers, 
tapers and corner radii are found and added to the database. Of these, the chamfer is 
selected for the design, Figure 4.2.23. 
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Figure 4.2.23 Chamfer solution 
Chamfer
 
Library Type: feature
 
Assembly Functions: Centering the roller bearing during the assembly process.
 
Manufacturing Functions: Realization of a defmite form of the edge.
 191 
To reduce the stresses developed at the transition between the two different 
size cylinders or shafts. The selected undercut feature is specified by using the 
function: reduce (stresses) which are at the transition between the shafts. The 
solutions presented by the system are undercuts and fillets.  Fillets are rejected due to 
interfere with the roller bearing. The feature undercut is selected, Figure 4.2.24. 
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Figure 4.2.24 Undercut solution 
Undercut 
Library type: feature 
Strength functions: decrease the fatigue strength reduction factor with regard to 
sharp-edged steps. 
Manufacturing functions: run out for tools necessary for grinding. 
The final bearing-seat developed contains two cylinders an undercut, retaining 
ring groove and a chamfer, Figure 4.2.25. The object structure of the bearing-seat 
assembly consists of the assembly, three components and the features of each 
component. The object-tree looks similar to the abbreviated diagram shown in Figure 
4.2.26. 192 
Figure 4.2.25 Bearing seat 
Name: bearing seat 
Library Type: component 
Design Functions: to position, to support 
Description: bearing-seat: roller-bearing mount. 
Input: Load upon cylinder/shaft from bearing. 
Output: stresses on cylinder 
Phenomena: normal stresses, transverse stresses 
Participants: 
children: cylinder 1, cylinder 2, undercut feature, groove feature, 
chamfer feature
 
Parents: Null
 
Brother/Sisters: Null
 
Connection 1 DOF: restrictive 1
 
Type of connection: attaches to 
Connection requirement features, components, assemblies: 
Retaining ring 
Roller-bearing 
Energy Domain: rotational 
Loads: static 193 
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Figure 4.2.26 Object-Tree 
Similarly the bearing-seat housing for the roller bearing is developed. As 
before the functions needed to be satisfied are obtained. For the bearing-housing the 
functions to be solved are as follows: 
Position, mount and limit in the radial direction. 
Limit, position and support in the axial direction (right). 
Limit, attach, position and assist in the axial direction (left). 
Assist and guide for use in designing for assembly. 
To start with the first combinations of functions (position, mount and limit) we obtain 
the following solutions (Figure 4.2.27, Figure 4.2.28 and some others not shown): 
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Figure 4.2.27  Snap solution  Figure 4.2.28  Hole solution 194 
Figure 4.2.29 Hole in blank stock 
From the solutions presented, the hole is selected to fulfill the initial roller-bearing 
housing functions. Once the hole is selected, the next set of function is searched for: 
limit, position and support in the axial direction (right). Using these functions the 
wall solution is found and selected from the solutions presented, Figure 4.2.30. 
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Figure 4.2.30  Wall solution 195 
Wall 
Figure 4.2.31 Wall solution combined 
Once the wall solution is combined with the previous solution (Figure 4.2.31), the 
functions, limit, attach, position and assist are used to find a solution for the axial 
direction (left). As in the previous shaft solution example, the search in the axial 
direction (left) can be done with a retaining ring and a groove. Likewise a similar 
solution will be used here.  First using the function to limit to obtain the snap and 
then search using limit, attach, position and assist. From these two searches we 
obtain solutions, Figure 4.2.32 and 4.2.33. 
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Figure 4.2.33  Groove solution Figure 4.2.32  Snap solution 196 
To finish the design of the roller-bearing housing, the functions assist and 
guide are searched for to obtain a feature to aid in the assembly of the roller-bearing 
on the housing. From the search the chamfer solution is obtained to complete the 
design, Figure 4.2.34. 
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Figure 4.2.34 Chamfer solution 
From the combination of the bearing-seat housing, roller bearing and the bearing-seat 
components, an assembly solution for the support of a shaft is created (Figure 4.2.35), 
with the complete object-structure for the assembly shown in Figure 4.2.36. This 
assembly solution may then be saved in the solution library for future use. 
This example shows the use of the function-object in a search for solutions. 
When multiple functions (i.e., parallel functions) need to be satisfied, the search uses 
the primary function first, followed by each successive function. 
The function-object can also be expanded to include aspects from other 
theories, such as in the OREO model where operational steps and changes to the 
behavior of an object during an operational step can be included as other means of 
linking and relating objects. 197 
housing 
retaining ring 1 
roller bearing 1 
retaining ring 2 
Figure 4.2.35 Roller-bearing assembly 
Figure 4.2.36 Complete object-tree 
The function decomposition and the function-object associated with each 
problem contains the basic information required for a search.  Information residing in 
the function-object is accessed by the solution library, which for this example 
corresponds to the injection molding process domain maintained in a data base. Each 
feature is associated with functional information pertaining to the features primary, 
secondary and tertiary functions. 
The function decomposition and the function-objects as discussed are used for 
obtaining feature, component and assembly solutions. This dissertation only 198 
implements features and their corresponding functionality for access by the designer, 
but components and assemblies may also be implemented. To use the function-object 
to search for component and assembly solutions a few secondary indices are 
maintained. 
4.2.2 COMPONENT AND ASSEMBLY SECONDARY INDICES 
All three element types: features, components and assemblies have functions 
as primary keys for searching for solutions, but components and assemblies have 
different secondary indices for the search condition. Components such as: arm, 
bearing, blade, bolt, bracket, bush, cam, cantilever, cap, chamber, crank, dog, duct, 
gasket, gear, housing, key, link, nozzle, nut, pillar, pin, pipe, piston, rack, rod, shaft, 
sleeve, spoke, spring, torsion bar, tube, wheel etc. along with user defined 
components require the following secondary indices: 
Component indices: 
Library ID: 
Object: Design-Object 
Library Type: (e.g., undefined, feature, component, assembly) 
Name: Generic description identifier. 
Synonyms: Like names for the component. 
Groups: The manufacturing domain (e.g., plastic injection-molded, sheet-metal, 
cast, composites, ceramics). 
Function type = goal - primary function Key:  (Primary Index key) 
- auxiliary function keys:  (Primary Index key) 
Class: A description of the design (e.g., shaft, bearing, gear, electric motor) 
Type classification: Topology & shape form. 
Description: A descriptive list of terms used to describe the situations under which 
the object best serves its goal (e.g. helical gear: high load, high number of 
revolutions per minute, parallel shafts etc.). 199 
Input: The initial design state comprising a list of the attribute names that 
represent the known information at the initial state of the design (e.g., 
horsepower, load, etc.). These are represented by energy, information and/or 
material. 
Output:  Final Design State comprising a list of the attributes that represent 
information derived from the final state of the design.  The output is also 
represented with energy, information and/or material. 
Assessment: The criteria by which the design is to be judged (e g , minimum 
weight, minimum cost, maximum speed, maximum efficiency, etc.). 
Phenomena: The physical phenomena used to satisfy the function/ function-
combination (e.g. friction, transverse stress, heat transfer). 
Shape: The rough shape of the mechanical component (e.g., cylindrical, rectangular). 
Interface: The type of interface required between adjacent components (e.g., 
rigid, flexible, temporary, permanent). 
Sub-assemblies and full assemblies will have the following as secondary indexes. 
Assembly indices 
Library ID: 
Object: Design-Object 
Library type:  (e.g., undefined, feature, component, assembly) 
Name: Generic description identifier) 
Function type = goal - primary function Key:  (Primary Index key) 
- auxiliary function keys:  (Primary Index key) 
Class: A description of the design. 
Input: The initial design state comprising a list of the attribute names that 
represent the known information at the initial state of the design (e.g., 
horsepower, load, etc.). These are represented by energy, information and/or 
material. 200 
Output:  Final Design State comprising a list of the attributes that represent 
information derived from the final state of the design. The output is also 
represented with energy, information and/or material. 
Assessment: The criteria by which the design is to be judged (e g , minimum 
weight, minimum cost, maximum speed, maximum efficiency, etc.). 
Phenomena: The physical phenomena used to satisfy the function/ function-
combination (e.g., friction, transverse stress, heat transfer). 
Interface: The type of interface required between adjacent components (e.g., 
rigid, flexible, temporary, permanent). 
The database of features, components and assemblies are arranged in a 
hierarchical class structure as shown previously in Figure 4.2.36. The basic relation 
with other parts of a product being the interface between the objects. Once the 
designer selects an object for usage, the design information is accessed from the 
database. The structure of the database, where all of the information about each 
feature is stored, is discussed in the next section. 201 
4.23 DATABASE STRUCTURE 
Developing a database to include all of the parameters that occur in a design is 
a difficult task when the many different professions and points of view are 
considered. This section describes the content of the solution library's feature 
database. The database is constructed so components and assemblies may also be 
added. The database consists of the elements that are required for using the feature 
but unlike any present feature based system, this information contains the usage, 
functionality, limitations, purpose and design intent of each feature. 
The database possesses a comprehensive information structure for maintaining 
the detailed data information about each feature, component or assembly. The 
features, being the most primitive element contained, possess the least amount of 
information. Components require the information of multiple features along with the 
relational and functional information at that higher level of abstraction to that of the 
feature. Assemblies are handled likewise. The information presented below is the 
basic structure for the database. Descriptions of each element of the database briefly 
present their purpose. 
This section discusses the basic database for the injection molded design-
object (feature). The database contains the fields or slots that contain the properties 
and attributes of each injection molding feature. The database also represents the 
information about the components and assemblies that are derived from the 
development of a product. The database consists of the following fields: 
Note: The index pointers mentioned in the following database acquire the 
information from the database specified. 202 
OBJECT-DATABASE 
Feature Name: Generic description identifier (e.g., wall, gusset, etc.). 
Library ID: Computer identification. 
Library Type: (e.g., undefined, feature, component, assembly). 
Object: Design-Object. 
There are many types of objects that are used in a design system. The type of object 
is important to be maintained for categorization and consistency between objects 
(e.g., design, manufacturing, constraint, decision object or the many other types of 
objects which exist during the development of a design). 
Synonyms: All equivalent names for the feature, component, assembly. 
Generalizations: Object 
Information common to every object in its object class [Chen 91]. 
Groups: Injection_Molding_Knowledge_Base 
The group that this database/knowledge base belongs to. 
Goal Function = - primary function Key: 
Listing of the primary function of this database element. 
- auxiliary function keys: 
Listing of all other functions which this database element is capable of 
addressing. 
Degree of abstraction of function: The level of completeness of this database 
element abstract concept, rough sketch, partial design, detailed, full 
description-all domains concrete description. 
Complexity of function: simple -> complex (the simpler the function the 
more constrained the known system which in turn limits the search to a 
tighter domain). 
Type of functions: (e.g., design, assembly, strength, manufacturing). 
Description: List of terms to describe the situations under which the object best 
satisfies the function (e.g., gear: high load, parallel shafts ...). 
Input: List of attribute names representing the info at the initial state of the design 
object (e.g., horsepower, load, geometric parameters etc.). 
Output: List of attribute names representing information derived from the 
execution of the design plan (e.g., max. stress, geometric parameters etc.). 203 
Assessment: Criteria by which the object is judged (e g , minimum weight, cost, 
maximum speed, efficiency) 
Phenomena: Physical phenomena used to satisfy the function/s (e.g., friction, 
transverse stress, heat transfer, etc.). 
Participants( List of other objects that are required for the object to exist (e.g., hole 
(surface)) 
** If a component or assembly -> Function-Objects and design objects - children and 
parents which make up the design solution ** 
Children Object List/pointers: Children related to the object. 
Parent Object List/pointers:  Parents of the object. 
Brother/Sister Object List/pointers: Indirectly relating objects. 
Adjacency: Objects adjacent with each other. 
Joint Parameters Parallel functions, parameters cross-linked with another object. 
type of connection: { 
degrees of freedom - 1 to 6.
 
type of connection - Rigid flexible, temporary, permanent.
 
part-of - Component or assembly the object interfaces with.
 
connection requirement features, components, assemblies (for the part to
 
exist) } 
Energy Domain: (e.g., translational, rotational, electrical, thermal, fluid, null) 
Loads: (e.g., static, dynamic, cycling, impact) 
Type classification: Topology & general shape form: (e.g., spherical, cylindrical, 
rectangular etc.) 
Skeleton 
Class: 
Space/envelope: - dimensions  => volume: 
Curvature: 
Symmetry: (e.g., Axial, Radial, Vertical, Horizontal, Parallel, Sequential) 
Generic Surface( 
(default parameters defining the functional/interfacing surface of the object) 
type: (e.g., simple, complex) 204 
shape:  (e.g., curve, circle, ellipse, hyperbola, parabola, triangle, square, 
rectangle, pentagon, hexagon, octagon, cylinder, cone, rhombi, cube, 
sphere, symmetrical, asymmetrical) 
Size/Volume: (e.g., small, large, narrow, broad, tall, low) 
Geometry/shape model: (bitmap/primitives of the database element) 
Location I 
Orientation - vector (for vector parameters) in 3-D space with rectangular Cartesian 
coordinates x,y,z and limited by three orthogonal unit vectors. 
Position XY, YZ, ZX: (rectangular Cartesian coordinates) } 
kinematics determined by: 
type (translation-rotation) 
nature (regular-irregular) 
direction (x,y,z direction, x,y,z axis) 
magnitude 
number 
Surface Quality (surface quality implies the conformation and color of a surface.) 
geometry  (geometry index pointer) 
roughness 
flatness 
waviness 
color -light and shade 
texture 
text and symbols 
Surface Properties: 
operational properties  (operational index pointer) 
ergonomic properties  (ergonomic index pointer) 
appearance properties  (appearance index pointer) 
economic properties  (economic index pointer) 
strength properties  (material index pointer) 
wear  (material index pointer) 
corrosion properties  (material index pointer) 205 
tolerances  (tolerance index pointer) 
method of manufacture  (manufacture index pointer) 
Material( (The information here would be inherited/common to a complete domain group) 
State 
Properties: strength, temperature effects, creep, cold flow, strain, stress 
relaxation, stress relief, annealing, fatigue, chemical/corrosion 
resistance, heat resistance, moisture resistance, flammability, electrical 
conductivity, hardness, wear. 
function  (type-goal index pointer) 
ergonomic  (ergonomic index pointer) 
appearance  (appearance index pointer) 
transport  (transport index pointer) 
economic  (economic index pointer) 
surface quality  (surface quality, surface properties index pointer) 
operational properties  (operational index pointer) 
manufacturing properties  (manufacturing index pointer) 
Boundary properties (physical and calculated): 
The result of the material, geometry and manufacturing process (e.g., density, yield 
strength, modulus of elasticity, opacity, reflectance). The calculated properties are 
based on the physical properties, geometry and relationships (e.g., volume, deflection, 
stress, strain). 
Mathematical constraints: 
Rules governing the object: 
Dimensions Properties 
function  (type-goal index pointer) 
operational properties  (operational index pointer) 
ergonomic properties  (ergonomic index pointer) 
appearance properties  (appearance index pointer) 
transport properties  (transport index pointer) 
manufacturing properties  (manufacturing index pointer) 
economic properties  (economical index pointer) 206 
strength properties  (material & boundary index pointer) 
stiffness  (material & boundary index pointer) 
wear  (material index pointer) 
material  (material index pointer) 
prescribed space and connections: 
Tolerances Properties 
function  (type-goal index pointer) 
operational properties  (operational index pointer) 
ergonomic properties  (ergonomic index pointer) 
manufacturing properties  (manufacturing index pointer) 
economic properties  (economic index pointer) 
wear  (material index pointer) 
method of manufacture  (manufacturing index pointer) 
dimensions  (dimension index pointer) 
Manufacture (information inherited/common to an entire group) 
Operation: (process: casting, rota molded, injection molded etc.) 
Notes (life) 
Properties: 
strength properties  (material index pointer) 
hardness  (material index pointer) 
toughness  (material index pointer) 
form  (shape index pointer) 
material  (material index pointer) 
surface tolerance  (tolerance index pointer) 
dimension  (shape index pointer) 
Additional features & services (necessary for component to work):
 
(these would be inherited/common by an entire group)
 
Production Notes: (... )
 
Failure modes (... )
 
Ergonomic properties: (... )
 
Transport and storage properties: (... )
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Economic properties:  (... ) 
Operational properties: 
(type-goal index, ...) 
Appearance properties: 
(Skeleton index, Surface quality, Surface properties index pointer) 
These properties make up the database for each feature, component and 
assembly. The database is modular, so if other properties need to be stored the entire 
database need not be completely revised. Only the new modular addition is required 
to be incorporated. 
The three sections within chapter 4.2 make up the heart of the solution library 
comprising of the search mechanism for feature, components and assemblies and the 
database that maintains the information about each. The next section discusses the 
behind the scene activities of the solution library that allow it to operate successfully. 208 
4.3 LIBRARY INFORMATION MANAGEMENT 
The development of the solution library requires a search mechanism, 
database, a strategy to present the information to the user, a means for the 
information to be passed to and from the user, and finally, the maintenance of 
information hidden to the user. Sections 4.2.1, 4.2.2 and 4.2.3 discuss the search 
mechanism and database, while section 4.1.4 discusses the multiple screens used to 
present and obtain the information to and from the user with the flow charts in the 
appendices showing the relations between the screens. The final topic to be discussed 
is the maintenance of the information that is hidden to the user (i.e., the behind the 
scene activities). 
The information residing on the screens of the design solution library and the 
information that is passed between them was developed with a standard index card 
model [Budd 91] where each card possesses three attributes:  1) the name of the card 
stating what the card's topic is;  2) the responsibility describing the problem to be 
solved with descriptions of what is done, how it is accomplished, and its 
responsibility in maintaining control over what the class does; and each card 3) 
possesses a list of collaborators including any class affected by the current index card 
class. This third attribute is for message passing and maintaining control at a 
minimum. 
The screens of the solution library, presented to the designer, obtain, manage 
and process the data within the database. Each screen contains 'classes' (see section 
2.3) for viewing or displaying the information along with classes needed to generate, 
accept and manage the data to be processed or stored. 
The data managing screen (i.e., Main Selection Screen), which controls the 
data, has the responsibility of managing any value that is accessed, modified 
substantially or exists for a significant period of time. This manager makes sure that 
only one class has the responsibilities for the actions taken to view or alter the values. 
Other classes that need to obtain values must pass requests to the manager for such 
actions rather than accessing the data themselves. 209 
The Paradox development platform, as discussed in section 2.3.6, allows most 
of the object-oriented concepts to be developed within the solution library, these are: 
1) a class, which is similar to a record description except it may  contain procedure 
and function headings as well as data fields; 2) private data or elements, which are 
accessible only by the methods in the class itself;  3) public data or elements, which 
are accessible to everything outside the class;  4) constants, which describe quantities 
that will not alter, and can be applied to instance variables, arguments etc.; and 5) 
control, which Paradox maintains over the constructors and destructors of the screens 
and other elements that are created and destroyed within a session. 
The presentation and data entrance fields on the solution library screens are 
linked to the database information by pointers. Paradox maintains control of the 
database access by maintaining the type of data within a list. 
The benefits of inheritance as used within Paradox are: 1) software reusability, 
2) code sharing, 3) consistency of interfaces, 4) rapid prototyping, 5) 
polymorphism, and 6) information hiding. These factors aid in the development and 
maintainability of the software [Budd 914 
Object-oriented and object-based systems improve the representation of design 
data by containing and manipulating everything within an "object." The software 
within a class, and the "physical artifact" that is held within the design are both 
objects with properties, attributes and behaviors. By maintaining everything within 
the object representation (the handling of information about each object, what they 
inherit, what they are responsible for and how they interact with other objects), allows 
for a system to be developed that can be integrated into other applications. 
Using the object-oriented and object-based schema and the index card model 
to develop the screens within the solution library the behind the scenes activities is 
discussed. 
Behind the scenes activities of the solution library: 
Many activities take place behind the scenes from the user. These comprise of 
retrieving solutions, maintaining the information within each database and updating all 210 
pertinent databases and screens. The first of these activities is the search and retrieval 
of solutions. 
The solution library searches the state space (i.e., the databases) for a solution 
by using the functional behavior and the physical attributes of the device, similar to 
that found in APS (analogical problem solving), which is based on CBR (case based 
reasoning - see section 2.3.4). The 'function-object', which is similar to an EMOP 
(episodic memory organization packet) in APS, contains the basic search criteria and 
indices. The information held within the function-object is the basic criteria the 
designer is attempting to find a solution for. The designer, in the process of 
developing the product, maintains sketches of the current design. While the sketches 
are developed, a concurrent issue based information support cycle maintains the 
issues, decisions, and information that is being processed. When the designer makes 
a decision to access alternate solutions from the solution library, the basic information 
about the part is passed to the function-object search mechanism. 
The search is initiated with the parameters within the function-object and using 
a hierarchial search to obtain solutions (i.e., the main function is the most important 
function to be satisfied). In the hierarchial search, each auxiliary function is of less 
importance than the previous functions, consequently if a higher order function does 
not succeed in obtaining a solution, the search is ended. In actuality, one function 
may be of equal importance to another, but in order to limit the number of different 
search combinations a function hierarchy is used. This is not unreasonable since the 
designer can arbitrarily assign importance to near equal functions and modify the 
` function-object' accordingly. The cancellation of the search is important when a 
higher level function is not found. Obtaining solutions for functions of lesser 
importance can cause confusion when evaluating a solution's purpose and detracts 
from the overall reason for the solution, especially when not critical to the problem 
under investigation. In searching for a solution, up to five functions are used. A 
typical feature is normally used to satisfy one, two or three functions simultaneously, 
whereas, components and assemblies may satisfy many more functions, consequently 
an implementation decision was made to exceed the number of functions that a 211 
specific feature normally satisfy to allow for expansion when components and 
assemblies are incorporated. 
For each function to be searched for an individual database is created and 
maintained for the successfully matched solutions. Expanding the number of 
functions to be used in a search creates a database for each function combination. If 
the designer searches for and finds solutions with five functions, then solution 
databases with four, three, two and one function are also created and available for 
evaluation by the designer. 
The next behind the scene activity takes place once a solution is found for the 
specified search parameters and the designer has accepted it as a solution within the 
design. First, the solution library copies the function-object used in the search to the 
database of the feature, component or assembly which maintains the relation 
information (i.e., a corresponding function-object tied directly to the feature selected). 
Next, checks are made of the "part_of' slot within the function-object to see which 
object it connects to. The solution database is then checked for the part in the 
"part_of' slot.  If this "part_of' object does not exist, then it is promptly created with 
the attribute of component, if the current object is a feature.  It is classified as an 
assembly, if the current object is a component. A child slot of this newly created 
object has the current object-name filled. With this accomplished, the function-object 
fills the subject of the function as the current feature, component or assembly-name. 
If this selected object has connections to other parents (through the parent slot 
definitions) then these too would be updated or created. To clarify the above 
statements, take the roller-bearing example. The first element found (i.e., the first 
shaft) is added to the solution database of the part. The database is searched for the 
part name contained in the "part_of' slot.  If it exists, then only the sibling 
information is updated to preserve the connection between the part and the feature. If 
the part name (i.e., the roller-bearing shaft) does not exist then it is created along with 
corresponding databases (which are temporarily empty), and the connection 
information between the part and the feature is updated. Next, the assembly (i.e., the 
roller-bearing assembly) the part belongs to is also requested from the designer. If 212 
the assembly exists in the solution database then only the sibling information is 
updated to preserve the connection between the assembly and the part, otherwise it is 
created and added to the solution database. 
In a typical design scenario a basic form or structure (e.g., block, cylinder, 
pyramid) begins the process. The designer starts from this form and modifies it to 
satisfy the functional needs. Features that are added to the basic form are maintained 
and have some attributes selectively inherited by the component. Likewise, this 
occurs between components within an assembly. 
The type of interface is the next parameter investigated. This parameter 
decides the type of effect the function has upon the connection. If the interface is 
permanent, then the solution library assumes that the connection is between two 
features, thereby making up a component. As stated before, the component is the 
smallest element that a part can consist of. Any breakup beyond this level destroys 
or irreversible changes the functional content of the part. So if there is a connection 
between two components with a permanent interface, then a new object is created to 
become the "master" component of these two components. The "part_of' slots of all 
of the children are promptly renamed to this new master component name. The 
receiving-object of the function remains the same as before. For example, the 
interface between the features 'wall' and 'boss' within a the roller-bearing shaft are 
classified as a permanent connection. These two features could have also have been 
two components wall/slab and a cylinder with a similar permanent connection. 
Consequently, the type of connection in the function-object for each feature is 
automatically set to this parameter. The type of interface between the features of 
components or assemblies that are not permanent are also stored within their 
respective function-objects with their specific type of connection based upon the 
behavior operation being represented. 
Another activity behind the scenes occurs when the object structure is 
requested. Within the function-object the "Part_of', "IS_A" (i.e., subject-of-function) 
and "Satisfies" (i.e., the function parameters), which are maintained within the 
solution database, are used for obtaining the information about the object's structure. 213 
The parent, child and sister/brother databases for each solution object is combined 
with the `Part_Of', `IS_A' and 'Satisfies' attributes and presented in graphical form 
as in Figure 4.3.1 (the roller-bearing assembly object-structure was shown in Figure 
4.2.36). 
Figure 43.1 Object structure 
One final behind scenes activity to be discussed, which is of importance to the 
solution library, is the ability to maintain some representation over the transformation/ 
changing-of-the-state of an object as it evolves. When a feature is added to other 
features to make up a component, or when a feature or component is added to other 
components to make up an assembly, the operational conditions change. This is a 
change in the "state" of the design, which for each component or assembly evolves as 
the product is developed. As features are combined into components and components 
into assemblies, the functions between each are transformed into new functions 
represented in the combined component or assembly. The function maybe internal to 
the component or assembly, or external, actively contributing to the overall function 
of the product. The functions that are internal to the assembly only affect the 214 
assembly itself; consequently, there are no new external interactions. A feature's 
function that becomes a function of a component or assembly possesses a change of 
state, which occurs from the transformation from the feature's function to the 
component's or assembly's function. To preserve this information, the functional 
information of a lower order feature, which is pertinent to the assembly, is passed to 
an operational-function slot, attached to the assembly's function object. 
Another operational condition addressed is between interfacing and non-
interfacing components that make up an assembly. To represent this relational 
"state," information of the object's functional state is maintained. It should be noted 
that only features that can change the operational condition of a product are contained 
within the database. These are mainly "form" features. Other types, which do not 
affect the operational conditions of the product, are not contained within the solution 
library (e.g., it is not possible to search for a color). Exceptions to this are properties 
of the material that affect the total performance of the product under varying 
conditions. To save this information the operational-relation and operational function 
slots of the assembly and component are updated. The operational-relation slot 
contains the connection information about the new design combination; the 
operational-function slot possesses the new "behavior" that the combination generates. 
Besides the operational conditions, the transmission of material, energy and/or 
information that abides within the feature, component or assembly is updated 
according to the new operational conditions. In a truly object-oriented programming 
environment this is accomplished by selective inheritance. In Paradox the information 
is made available through pointers or by directly passing the information. To 
represent this, when the designer needs the operational content of an object. 
When the function structure is asked for from the optional information buttons, 
the function representation is obtained from the function-object of all of the solutions 
that are within the saved solution database. Figure 4.3.3 shows how this is presented 
to the designer. 
The development of the solution library requires a number of different 
modules for implementation. This section focused on the handing of information 215 
transparent to the user. The next section, 4.4, discusses the software implementation 
platform that was used for the solution library. 
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4.4 IMPLEMENTATION OF THE SOLUTION LIBRARY
 
The implementation of the design solution library consists of a number of 
different modules, initially discussed in section 4.1.1. This section presents in greater 
detail the actual make up of the system. 
The usage of a design solution library requires the existence of an entire 
design development package consisting of software to develop the function structure, 
information structure, relationship & connections, problem requirements/QFD package 
and an decision/issue package along with a CAD/Sketcher package, solid modeler and 
finite element package. 
In a design development package the entire process of developing a product is 
contained, from the initial analysis of the customer requirements to the final 
manufacturing specifications and even information according to sales, delivery, repair 
and recycling of the product. All of this information is maintained and accessible 
through a design history system. 
The solution library is one part of an integrated design system, Figure 4.4.1. 
The implementation of the solution library must be on a platform which the entire 
development system can be developed.  It must also be accessible to all design users. 
Consequently, the implementation must be on the most used machines in the world. 
This chapter discusses the implementation of the solution library using a 486 personal 
computer, the Paradox database system, the Borland C++ programming language and 
the windows environment. 
4.4.1 MEDIA OF IMPLEMENTATION 
The media of implementation for the solution library consists of the computer 
hardware and software to develop and utilize the solution library. The hardware/main 
platform consists of a personal computer running Microsoft windows, Borland C-H­
compiler language and Borland's Paradox database software for implementation. The 
C-H- language allows for information to be passed from C++ object-oriented routines 217 
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to the Paradox object-based routines and database through the use of DDE (dynamic 
data exchange) and DLL's (dynamic-link libraries). PC's, Microsoft Windows, C++ 
and the Paradox database system, as used in the development of the solution library, 
is discussed. 218 
4.4.2 PERSONAL COMPUTERS 
Personal computers are presently powerful enough to compete with 
professional work stations with respect to usability, memory, power and software. 
Upper level PC systems are equivalent to the lower level work stations, and with the 
development of efficient pen based computer systems and finger activated cursers, the 
old trackball, mouse and keyboard entrance of information are being replaced. 
Information sketched directly on the screen is now possible on very inexpensive 
machines. It is these advanced features in PC systems, their inexpensive hardware, 
popularity and degree of professional utilization that make them the ideal platform to 
implement the solution library. More man hours are spent developing PC hardware 
and software than any other individual system. Consequently they are the most used 
systems in the world. Personal computers are rapidly developing the hardware and 
software necessary for complete multi-media systems, which are required of any new 
design/CAD system currently underdevelopment. 
The development of the mechanical design solution library was implemented 
on an 486SX laptop computer with 200 Meg hard drive  and 4 Meg RAM, running 
windows 3.1 and DOS 6.2. This configuration is currently the bare minimum for 
developing any windows applications. The system, if ported to a system other than 
DOS base (such as a UNIX system), would required changes due to the differences in 
the operating systems. 
4.4.3 PARADOX AND OBJECTPAL 
The software used to develop the solution library on a personal computer was 
Paradox. Paradox and its associated Object Pal code are object-oriented applications 
written in C++. Paradox's Object Pal is an object-based language, where the objects 
that are applied in developing an application possess the attributes of those in 
standard object-oriented programs, but the Object Pal code limits the users to only 
manipulating existing object types within its domain. This limitation is satisfactory 219 
for the development of a solution library since only the usage of objects is required 
for a library. 
The architecture of a mechanical design solution library's ideal domain is 
within object-oriented realm, especially when fully implemented. Implementation of 
the basic structure using object-based Paradox allows for rapid prototype development 
of the function search technique contained in the solution library. Finding potential 
design solutions is quick and straightforward, since Paradox contains all of the 
elements to implement the solution library in its present form. 
The use of Paradox, even though it is a relational database, possesses the 
necessary capabilities for this trial development of a solution library. Paradox handles 
data such as blobs (binary large objects), memos and large amounts of text with ease. 
The amount of information that can be stored with Paradox is only limited by the size 
of the hard disk memory. Paradox is a full-featured, easy to use database 
management system, capable of handling information of many categories such as 
alphanumeric, numbers, Memos (formatted and unformatted), binary fields, graphic or 
bitmap fields such as drawings, and data linkages to outside domains through the use 
of Object Linking and Embedding (OLE). Additionally Paradox possesses a utility 
called Object Pal which allows computer code to "drive" the user interface and access 
to the database. The designer defines menus, organizes and structures the tables used, 
and defines the programming functions that drive the application. Once an 
application has been delivered, all Object Pal code is hidden from the user, so the 
customization of Paradox is transparent. Object Pal was used extensively to 
implement the function driven mechanical design solution library. 
ObjectPal 
Object Pal is a full-featured programming Language which is designed as an 
object-based, Windows relational database with a programming language. With it 
being an object based language rather than an object-oriented language, the package is 
easily usable to all programmers rather than just object-oriented programmers. With 
the concept of containership, abstract quantities of object-based thinking is supported. 
The programmer attaches code to a physical object which can be modified and visibly 220 
presented. As a programming language Object Pal is similar to C and possesses 
similar data structures and almost the same level of control over data types as 
conventional programming. The Object Pal structure possesses limitations some of 
these were mentioned in chapter 2, section 3 (Computer Models in Design). 
4.4.4 C++ 
C and C++ are now considered the main development software for all 
applications by the computer industry. Some corporations still use languages like 
ADA, FORTRAN or LISP, but recently C and C++ have become the primary 
development language. The C++ object oriented programming concepts, even though 
relatively new, have been accepted as the means to more reusable, efficient and 
maintainable programming allowing for rapid development of code and programs. 
Borland's C++ 4.0 compiler possesses a complete implementation of the 
AT&T version 3.0 specification as well as a 100% ANSI C compiler. It provides 
many utilities, class libraries and the first complete commercial implementation  of 
templates, which allow efficient collection classes to be built using paramaterized 
types for software development. Borland's C++ possesses a complete application 
development package which is professionally supported and enhanced along with 
being one of the most dependable development software . 
Borland's C++ allows the software developer to use and create dynamic link 
libraries (DLLs) for commonly used code. A Run-time library is contained in a DLL 
for windows applications. Borland's development platform contains a complete set of 
utilities for debugging, developing the user interface, and it contains an extensive help 
facility. Borland's C++ is being used to develop the sketching system and will be 
used for connecting the decision/issue system and this design solution library, which 
are both developed using Borland's Paradox database system. 221 
4.4.5 WINDOWS 
Windows programming has become the main target for programming in both 
the PC domain and the workstation domain. The ease of use, flexibility, multi-
program processing makes this the primary domain for development of computer 
applications. Windows also maintains a shared display, keyboard, mouse, a data 
interchange with other applications, device-independent graphics, multitasking and 
dynamic linking. Windows allows applications, running simultaneously on the 
system, to share hardware resources so application developers need not write specific 
code to accomplish this complex task. 
The clipboard, a Windows feature, acts as a place for data interchange 
between applications. The information sent between applications can be in the form 
of text, bitmaps, or graphic operations. Windows provides a number of functions and 
messages that regulate the transmission of information with the clipboard. These 
functions and the corresponding messages are part of the window manager interface, 
one of several libraries in the application programming interface (API) of the 
Microsoft Windows presentation manager. 
Windows contains functions that an application can use for device-independent 
graphic operations. These functions create output that is compatible with raster 
displays and printers of varying resolution, as well as with a number of vector 
devices. These functions are part of the graphics device interface (GDI) API library. 
Windows provides multitasking, where several applications are able to run 
simultaneously. The functions that affect multitasking and memory management in 
general are part of the system services interface API library. 
To keep the memory as compact as possible, due to DOS limitations, 
Windows utilizes dynamic linking and the use of discardable code, which allows an 
application to load and execute a subset of the library of functions at run time 
therefore only a single copy of a library is necessary, no matter how many 
applications access it. 222 
Windows contains a manager interface. This window manager interface 
contains the functions that create, move, and alter a window, the most basic element 
in a Windows application. A Window is a rectangular region that contains graphic 
representations of user input, input options, and system output. 
Windows is a menu-driven environment; menus are the principle mans of 
presenting options to a user from within an application. The functions that create 
menus, alter their contents, and obtain the status of menu items are also part of the 
window manager interface as are the function groups in the following list: Message, 
Information, Window-creation, System, Display and movement, Clipboard, Error, 
Input, Caret, Hardware, Painting, Hook, Dialog, Property, Scrolling, Rectangle, and 
Menu functions. 
Windows also maintains a graphics device interface (GDI). The GDI contains 
the functions that perform device-independent graphic operations within a Windows 
application. These functions create a wide variety of line, text, and bitmap output on 
a number of different output devices. The GDI allows an application to create pens, 
brushes, fonts, and bitmaps for specific output operations. The following list 
describes the function groups found in the GDI: device-context, ellipse and polygon, 
drawing-tool, bitmap, drawing-attribute, text, mapping, font, coordinate, metafile, 
region, printer-escape, clipping, environment, line-output, and system functions. 
Additional to the above interface libraries, Windows maintains a systems 
services interface. The system services interface contains the functions that access 
code and data in modules, allocate and manage memory (local and global), manage 
tasks, load program resources, translate strings from one character set to another, alter 
the Windows initialization file, assist in system debugging, carry out communications 
through the system's I/O ports, create and open files, and create sounds using the 
system's sound generator. The following list describes the function groups in the 
system services interface: module-management, initialization-file, memory-
management, communication, task, sound, resource-management, utility, string-
translation, file I/O, atom-management, and system functions [Windows 93]. 223 
4.4.6 EXPERIMENTATION
 
Running experimental design scenarios to evaluate the performance is 
necessary to test the system. Multiple runs are required to determine what 
deficiencies are present within the system and which areas should be targeted for 
modification or enhancement changes. Even though the solution library is only one 
module within a larger design system, experiments without the presence of the 
interfacing systems (e.g., mechanical design sketcher or a decision support system) 
can show the information required to be transfer between the different design modules 
within a complete design system. 
Evaluating the design solution library requires the design-cycle process 
information must be artificially entered (i.e., by hand). Evaluating the solution library 
without a fully implemented system is accomplished by first developing realistic 
design scenarios that are straight forward. Once a few design scenario have been run 
then the function driven mechanical design solution library can be tested by a design 
engineer. The same procedure must be done with the design engineer. The 
information sought after is whether the function-object representation is adequate or 
should there be modifications. The primary point is to acquire and understand the 
deficiencies of the object-relationship-object representation and determine a way to 
improve the representation. The evaluation by a design engineer of the system in its 
rudimentary form can produce insights as to useability, user-friendliness, robustness, 
and what is required for completeness. 
To run a series of trial runs to check the implementation of the design solution 
library a number of design assemblies need to be developed similar to the one in the 
example from section 4.2.1. The function breakdown must be complete to the same 
level as found within the example. Once the entire function breakdown is complete 
for each experiment, targeted toward the acquisition of features, then the solution 
library can be tested for use. The designer must understand that some functions can 
be represented by synonyms. Additionally, the designer needs to take care in using 
functions which apply primarily to components and assemblies rather than to features. 224 
And finally, the designer must be able to interpret the designs presented by the 
solution library into a form which is useable in the design. The solution library is not 
intended to create the concept for designer, only to assist the him/her in finding 
solutions for specific function parameters. 
Once a number of tests are made and analyzed, the exact specifications, which 
need to be transferred between modules within a combined system, will be understood 
in greater detail. The interface between other systems can then be accomplished with 
this understanding and knowledge. 
To realistically test the system without having to enter all of the data that is 
transferred, the decision and sketching facilities need to be completed. These systems 
will allow for the design sketch and the decision information to be passed directly to 
the solution library and saved directly in the solution database during the design 
process. 
The completeness of the solution library depends upon the amount of usage it 
receives. So the more the solution library is used to create components and 
assemblies, then there will exist a greater the number of solutions that will be 
contained within the library. 225 
5. CONCLUSIONS 
The development of a design solution library for usage during the design of 
mechanical components allows the design engineer to have access to a great variety 
of design solutions. During the design process, the designer makes use of many 
different technologies. It is impossible for the design engineer to be an expert in all 
domain fields such as plastics, casting, machining, sheet-metal, etc., along with the 
usage of a variety of components which at found within the multitude of catalogs that 
exist in the design world. To be an expert in only one of these domain fields requires 
years of experience, therefore, it can not be expected for a designer to know the 
details about domain fields outside their expertise. A design solution library brings 
that knowledge and information to the designer when needed. The knowledge  of the 
features, components and assemblies is contained within the solution library, so the 
designer need not be an expert in the domain field to use the solutions. Information 
concerning the usage, limitations, or problems of a specific feature, component, 
assembly is available. 
With a fully implemented solution library, the time to market of a product 
may be reduced since the time used for searching and developing ideas is reduced. 
This is especially true if many past designs or corporate catalogs are used to create 
the designer's current design. A large number of solutions contained in the design 
solution library can increase the productivity of the designer. This is accomplished 
by obtaining solutions faster and presenting a greater range of design solutions than is 
accomplished by the designer looking through catalogs or reinventing design 
concepts. 
To be fully operational the design solution library should be integrated with a 
design system, as discussed in chapters 1 and 4. The design system should contain 
various modules in addition to the solution library to ensure the development of a 
complete design: sketcher, design history system, decision/issue system, QFD 
developer, function decomposition developer and other support modules (solid 
modeler, finite element, etc.). The sketcher captures the graphic information; the 226 
design history system holds, maintains, retrieves and presents the captured design 
information; the decision/issue system controls the decision process in creating a 
design; the QFD module categorizes the information from the customer and engineer; 
the function decomposition developer breaks down the product into functions for use 
in searching for solutions. 
This dissertation describes the architecture for a function driven mechanical 
design solution library containing the design knowledge from the most elementary 
design element, the "feature," to the most complex, the "assembly." The important 
words in the title of this dissertation are function driven. Catalog systems have been 
on the market for several years, as mentioned in chapter 2. These systems retrieve 
solutions by name only. The designer is required to know what the part is for, 
capable of doing and its specifications, even before it is found. The basic solution 
idea has to be known in advance. The function driven mechanical design solution 
library is concerned with what the solution is to do. Therefore the designer does not 
need to know the solution before searching for the solution. 
A few research catalog systems do exist (see chapter 2) that use functions for 
obtaining solutions. These systems handle only complete components or complete 
assembly designs. They do not take into account the whole design process from the 
design of the basic features to the design of the entire assembly. Many of these 
systems also fail to take into account the basic information obtained during the design 
cycle. A majority of the search information required for a search comes from the 
initial design's investigation. This information is primarily the function-break down, 
initial and derived constraints that appear at the beginning and during the design 
cycle, and type of transmission (energy, information or material) that needs to occur 
between components and assemblies. This dissertation is an attempt to develop a 
solution library that takes these deficiencies into account. 
The primary contributions of this dissertation are:  1) the utilization of features 
to satisfy the function requirements a designer is investigating; 2) the application of 
the function information between objects (i.e., at their interface), to search for a 
solution to fulfill the functions; 3) the adaptation of the same interface between the 227 
objects into a specific database for maintaining the relationship between the objects; 
4) the preservation of the interfacing data with the main database of each object 
within the product, allowing for some basic reasoning of the product to be captured; 
and 5) the management of the features, components and assemblies, their interfaces 
and their storage to maintain the information obtained during the development of the 
product. 
The mechanical design solution library developed here requires that only the 
functions needed to be satisfied be known. The feature, component and assembly 
solutions are found from the known functions. To take into account the feature 
information not contained within other catalog systems using functions, a study was 
performed to account for the functionality of each individual feature found in plastic 
injection molding. The information and conclusions from this study can be found in 
chapter 5. The primary result from this study is that every feature contains many 
uses/functions. By statistics it is found that each function of a feature can be ranked 
according to the feature.  It is also possible to rank the combined features together to 
determine which features are used most and how. This information gives a basic 
understanding of features, their use, and may aid in feature applications in the 
solution library, the sketcher system, and how to present the information with a 
design history tool. 
This dissertation presents the architecture of a solution library using the 
functionality of the elementary design structure - the feature, and has the capability to 
integrate components and assemblies. The process of using the functionality of the 
structure, allows for some basic reasoning about a design's development to be 
obtained. Obtaining this reasoning is important when the design is under evaluation 
during the original design or a later redesign. 
The design solution library currently possesses thirty three feature solutions 
that were obtained from the study of plastic injection molded parts. When a solution 
is obtained from a search, the list of functions, which the feature is capable of 
satisfying, is shown to the user. The functions higher up in the list are the ones the 
feature is more commonly used for. This aids the designer's evaluation of a potential 
solution. Each solution possesses a substantial amount of information. The designer 228 
can access this information for a better understanding of the feature. Consequently, 
the designer has access to large amounts of information about each feature. When 
component and assembly solutions are also added into the solution library the 
designer will have access to a powerful database of information. 
The design solution library is currently targeted for the most elementary level 
of the design process: developing designs from individual features that make up the 
product. The solution library has been developed with a generic structure that will 
allow for more complicated structures to be saved, such as components and 
assemblies. At the heart of the system is a generic search and design object structure 
called a function-object. This function-object handles the information used in the 
searches and possesses the relational information or relating objects: features with 
other features making up components, features with component objects and features 
with assemblies. 
As stated before, the solution library is not an "Expert System." There is no 
reasoning or inferring what the designer desires to search for. No "rules," "certainty 
factors" or "Meta Reasoning" exists at this time within the system. These "expert 
system" features, if implemented, would be contained in the software for capturing 
the original design or implemented in an advanced version of the solution library to 
aid in the search process. In the solution library developed here, there are expert-
system-like-traits within. The user may ask why a solution was chosen and receive 
the functional parameters of the selected solution from the ones contained within the 
object's database. This information presents the reasoning as to why a specific 
solution was specified and shows the interaction between objects. 
Implementation of 'Expert System' features into more advanced versions of 
the solution library could contain the following: discounting or acceptance rules, 
ranking rules, summarization rules, domain specific rules, and usage of certainty 
parameters for use with constraint based searches. These would add greater flexibility 
but the complexity of the solution library system would be greater. 
From the development of this design solution library various points can be 
concluded. First, a more concrete mechanical design theory must be developed to 
handle the complexities that are found within a design's creation. The OREO model 229 
is a start in developing such a system. Modelling this theory into a workable system 
requires the introduction of many current ideas that are presently being proposed to 
aid the design process. With a firm design model established, other design 
components can be developed directly to interface with one another. Without a fixed 
design theory, exact implementation of assisting design software, such as a solution 
library, can only be experimental. 
Adjacent to this mechanical design solution library, an attempt is being made 
to implement an decision/issue system and sketcher system. Both of these systems 
are being implemented upon personal computers. When these systems are completed 
and combined together with the solution library the true capabilities of an integrated 
system can be realized. 
To recapitulate, interaction between software packages requires an integrated 
system, all packages must be interlaced. A design system can no longer be just a 
CAD system.  It must be a design development system containing many modules: a 
sketcher for initial graphic input; a OREO-IBIS type design reasoning capture system 
for taking the issues, arguments, alternatives, decisions and constraints and compiling 
them together; a design history system to maintain the design as it is created; and an 
design solution library to access designs to aid the designer during the product's 
development by accessing information, ideas and designs which have been previously 
created. All of these systems need to be integrated for in a future design system. 
Engineering design and the advancement of future CAD systems requires the 
development of assisting design aids to be used during the conceptual design phase. 
This design phase is where information gathering and understanding of the problem 
are developed, analyzed and broken into small more manageable elements: customer 
requirements, engineering specifications and functional expressions. Of these 
elements, it is at the lowest level of the functional expression that beginning form of 
a product is developed.  Upon that form, consisting of the basic envelop (area 
domain) of the product and defined by form features, components and assemblies are 
added to fulfill the functional requirements of the product. 
Current design theories have been investigated and many aspects have been 
included into the overall structure of the solution library. The adaptation of these 230 
design theories and current computer technology allowed a state-of-the-art solution 
library to be developed. 
To conclude, this dissertation presents the architecture for a function driven 
mechanical design solution library. The architecture is unique in its ability to present 
solutions from all levels of the design. The architecture is also unique in the 
relational structure that maintains the connections and relationships between 
interfacing objects. The search structure is a generic relational structure that is also 
used to relate the interfacing objects.  And finally, as shown in this dissertation, 
accessing solutions through the function requirements of a problem allows for a more 
realistic way of accessing design information. The designer doesn't need to know the 
answer before looking for a solution. This ability allows the designer to view design 
possibilities which may never have occurred to them. 
The mechanical design solution library is only one facet in the development of 
a useful development system for the engineer. The information required of the 
designer for rapid product development, and more detailed documentation, requires 
more complete design development tools. No longer can the designer spend his time 
on a cumbersome CAD system, burdened with the many menus and time consuming 
design development. The designer requires speed, reliability, consistency, and readily 
available solutions in product development. The designs that are created need to be 
completely documented as to what is developed along with the reasons as to why it 
was developed. All other factors must also be maintained such as manufacturing, 
distribution and recycling information of the product. 
Recommendations for future work: 
To improve the mechanical design solution library various aspects should be 
investigated. First, the transferring of the design solution library from an object-based 
system to a truly object-oriented-system should be the first task. This will allow for 
full usage of all of the object-oriented programming capabilities such as class 
development of created objects where true inheritance can be utilized. Second, the 
input of data at the feature level for the plastic injection molded domain along with 
the sheet-metal and casting domains should be completed. These two domains are 231 
closely related to the injection molding domain so can be readily integrated into the 
library system. Analysis for each of those domains, similar to that found in chapter 
3, must be done according to which functions are found in each of the features 
encountered. Third, the library system should be integrated with a sketcher, OREO­
IBIS information system along with a design history system, a function breakdown 
and a QFD design investigation system. And fourth, detail analysis of the entire 
system needs to be accomplished using design engineers from industry to evaluate 
every aspect of the design process. Additionally, a basic set of component and 
assembly solutions needs to be entered into the library. With a basic set of solutions 
contained within the library, more and more solutions will be developed and saved 
within the system. 232 
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Appendix A:  GLOSSARY 
Abstract concept: [Takeda 90a]
 
An abstract mental impression conceived by a human being.
 
Active area: [VDI 87]
 
The active geometry, active motion, active space, active surface, etc. The area
 
(geometry, motion, space, surface,etc) of an assembly or part which is contributing to
 
the effect of particular interest at the time.
 
Active principle (Working principle): [VDI 87]
 
Fundamental law or principle governing the effect of particular interest.
 
Acyclic graph: [Pedrycz 89]
 
An acyclic graph (made up of nodes and arcs) is an influence diagram for
 
probabilistic inference if the nodes represent the variables and the arcs represent the
 
condition influences between them. A bayesian network is a directed acyclic graph
 
where the nodes are random variables, and certain independence assumptions hold.
 
Algorithm: [VDI 87]
 
Fixed, clear, finite series of steps and rules, which when followed lead to a precise
 
solution of one class of problem.
 
Analogical problem solving (APS): [Bardasz 90]
 
An extended case based reasoning scheme based on the concept that problem solving
 
can benefit from solutions to previous problems.
 
Application programming interface (API): [Windows 92]
 
The programming environment that is used to develop and/or run an application.
 
This may be a Windows environment or a DOS environment.
 
Area domain:
 
The surface area the physical object possesses.
 
Argument: [Nagy 90]
 
An argument represents the designer's rationale for either supporting or opposing
 
particular proposals.
 
Assembly:
 
One or more components combined together. Each component contributes a specific
 
fimction(s), so when combined together the new combination possesses a functionality
 
independent of the individual components making up the assembly.
 250 
Assembly design plan:
 
The detail drawing of an assembly showing the relative position of all components
 
within an assembly.
 
Assembly solution:
 
The combination of components that have been joined to satisfy some function within
 
a product.
 
Assimilate: [Ullman 93a]
 
A type of issue that has the goal of bringing information from external environment
 
into the product information database. The information may be proposals,
 
requirements or examples from the designers memory, colleagues, books, patents or
 
other source.
 
ATMS (Automated Truth Maintenance System): [Budd 91a]
 
A artificial intelligence theory of how a program might record its reasons for
 
believing a hypothesis.
 
Attaches to: This represents a solid connection with no relative motion between the 
two components during operation. This link is broken by physically removing the 
first component. 
Attribute: [Ullman 93a]
 
The types of information represented for an object, relation, operational step or issue.
 
Backward chaining:
 
Searching backward from the goal state.
 
Basic envelope:
 
The volume region the physical object encompasses.
 
Behavior: [Ullman 93a] 
What an object or group of objects do or how they perform, - their change in state ­
in response to relations with other objects  the physics of objects and their 
relationships. Often used as one of the definitions of function or as the result of the 
function or action. 
Intended behaviors:
 
Behaviors expected and designed for to meet the requirements of the system.
 
Unintended behaviors:
 
Behaviors not foreseen by the designer which may adversely affect the operation
 
of the product.
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Behavior graph: [Welch 91]
 
Behavior graphs are a graph representation where the vertices of the graph represent
 
physical principles and the edges represent parameter elements operating on idealized
 
effort and flow parameters.
 
Bond graph: [Welch 91] 
Bond graphs are a generalized representation of dynamic systems developed for 
modeling and analysis of existing systems. 
Boundary conditions:
 
Conditions imposed upon the system from an external state.
 
Capture tool:
 
The section (computer algorithms) in the DHT to acquire information about a design.
 
Case based reasoning: [Bardasz 90] 
The retrieval of previously defined cases from memory and applying precedent cases 
to current problems. 
Casual relations:
 
Irregular or infrequent association between two objects.
 
Change:
 
Change is the action that is taken by a "verb" to fulfill a desired effect.
 
Chromosome model: [Aasland 93]
 
A design model, based on the "systems approach", developed by Andreasen.
 
Clarification of the task:
 
The initial gathering of information about design requirements to define the solution.
 
Class:
 
A group of objects that responds to a message with the same method
 
Class hierarchy:
 
The class hierarchy provides the framework for uniform treatment of all data types.
 
Cognitive memory:
 
The mental process of knowing: awareness, perception, reasoning and judgement.
 
Comparison: [Ullman 93a] 
Comparisons for evaluating ideas are of two types: absolute and relative. Absolute 
comparisons are between an idea and a requirement. relative comparisons are 252 
between two or more ideas in terms of their performance. Comparisons can only be 
made between items expressed in the same language and at the same level of 
abstraction. 
Component: A design element that cannot be dissembled without permanent damage 
to the resulting pieces, or loss of intended function following reassembly with the 
resulting pieces. 
Component design plans:
 
Detail design drawings of components.
 
Component node:
 
A grouping of information that represents a component within a graphic
 
representation.
 
Component-relationship-based description:
 
A description that relates objects within a design.
 
Component solution:
 
An answer represented by a component.
 
Comprehensive segment library:
 
A database of individual segments developed by Horvath [90].
 
Computer algorithms:
 
Programming code written in anyone of the many computer languages to accomplish
 
some task.
 
Computer-based mechanical engineering design system:
 
A computer algorithm representing the entire mechanical design process.
 
Conceptual dependency: [Chang 90]
 
A representation that maintains the relationship between components.
 
Conceptual design: [VDI 87]
 
Development and representation of a function structure and the search for solution
 
principles and their structures in accordance with the task and the specification. The
 
result is a principle solution of a concept.
 
Conceptual noun:
 
A conceptual noun represents abstract concepts like: program, system, method, result,
 
etc.
 
Concrete noun:
 
A concrete noun represents objects from the real world.
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Concurrent engineering: [Andreasen 92] 
Commonly designates both computer techniques, shared databases, and procedures for 
teamwork across the borders of professions or as simultaneous, integrated, and 
provident development of production, and production method 
Conditional relations:
 
Relations that limit the validity of the relation.
 
Connect to: This represents a solid connection with no relative motion between the 
two components during operation. This link can be broken without physically 
removing either of the two components. 
Connector node:
 
A grouping of information that representation the relationship between objects.
 
Constraint:
 
Constraints define the information used for comparison to generated proposals,
 
requirements or examples.
 
External - given external to the solution being considered.
 
Introduced - introduced by the designer.
 
Derived - derived as the result of decisions.
 
Constraint-on-the-system: [Chen 91] 
The effect a feature has on the system. 
Constraint propagation: [Chen 91]
 
The expansion of limitations upon an object or system.
 
Constructor - a function with the same name invoked any time an object of the 
associated class is created. 
Control class: [Jakobsen 91]
 
This control class maintains the operation and specification of the properties of one
 
state or the changes of the properties in the transformation from one state to another.
 
Conventional Programming:
 
Top down procedural programming using relational information.
 
Corporate guidelines: policies and regulations a corporation uses to guide their 
employees in standardized design practices. 
Covers: No physical connection exists between the two components, but the first 
component in the link must be removed to access the second component. 254 
Customer requirements:
 
Design requirements imposed upon a design by the customer.
 
Database system: [CALS 91]
 
A database system is a syntax for representing a data model and operations
 
meaningful under the data model.
 
Decision: [Nagy 90]
 
The process where designers evaluate proposals to resolve a particular design issue by
 
weighing the arguments supporting or opposing the proposals.
 
Decision-chain: [Nagy 90]
 
A chronological sequence of decisions.  It is used to represent the temporal history of
 
the design process.
 
Decision support system:
 
A scheme to represent the design thought process and data through the issues,
 
arguments, decisions and alternatives from the issue based information system.
 
Decision-process: [Nagy 90]
 
A network of the decisions of a design project that focus on a particular design issue.
 
Declarative representation:
 
An information representation that uses knowledge as a collection of single data
 
elements.
 
Degree of abstraction of the function:
 
Each function may be described at various levels between "concrete and abstract".
 
Degree of resolution:
 
The amount of complexity at a specific state of the product's design.
 
Degrees of freedom:
 
The number of coordinates required to specify the motion of a mechanical system.
 
Dependency directed backtracking:
 
Searching backward from the goal state collecting evidence to support the goal state
 
through heuristic relations, data abstractions and required data to solve the problem.
 
Descriptive model:
 
A representation characterizing the details of some process, e.g., the mechanical
 
engineering design process.
 
Design artifacts: 
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Design by drawing:
 
The act of creating a product with sketches and illustrations.
 
Design-by-Feature: [CATS 91]
 
A technology used to create product definition from statements of desired product
 
attributes.
 
Design code:
 
Computer algorithms and procedures that model the design process.
 
Design community:
 
The personnel involved in the theoretical study of the mechanical design process.
 
Design evolution:
 
The process in which a design changes into a different and more complex form.
 
Design for production quality:
 
The process of producing a product which is of superior quality.
 
Design history tool:
 
A computer module to maintain the records of important information generated during
 
the design process.
 
Design knowledge database:
 
A database containing the data and rules-of-thumb pertaining to the design process
 
and/or a designed object.
 
Design model: (flow charts, design sketches, function models and prototypes)
 
Tools for developing a product. - see model.
 
Design method:
 
Are procedures, technique aids or tools for designing. They represent distinct
 
activities that the designer might use and combine into an overall design process.
 
Design methodology: [Hubka 84]
 
A general theory of the procedures for the solving of design problems. It involves
 
both the general design strategy and also the tactical approach to individual portions
 
of design work.
 
Design object:
 
The physical artifact underdevelopment.
 
Design objectives:
 
The purpose of goals of the product.
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Design phase: [VDI 87]
 
A set of related design activities or design stages in the design process.
 
Design primitives: 
The basic line segments algorithms used to develop a graphic image. A design 
primitive may also be the basic elements that define a feature.
 
Design process: [VDI 87] (engineering design process)
 
Totality of the activities with which all the information necessary for producing and
 
operating a technical system or product is processed in accordance with the task. The
 
result is a set of product documents.
 
Design process domain:
 
The activities of the design process that are applied to a specific manufacturing area:
 
casting, machining, plastic injection molding, etc.
 
Design rational:
 
The reasoning behind a design.
 
Design sketch:
 
Rough drawings/sketches of an object without dimensions.
 
Design sketcher system:
 
The medium that a sketch is developed upon.
 
Design stage: [VDI 1987]
 
A limited set of design activities within a design phase of systematic design.
 
Design step: [VDI 1987]
 
An individual activity within a design stage or systematic design.
 
Design storage system:
 
The medium that a design is stored in.
 
Design theory:
 
Modelling the design process.
 
Design theory researchers:
 
Those who delve in the study of the design process.
 
Designing-with-features: 
The act of applying features directly into a design rather than using drawing 
primitives: point, line, surface. 257 
Destructor: [Budd 91a]
 
A function to release the computer memory allocation of an object.
 
Detail design: [VDI 87]
 
Elaboration of clear definitions for all the details for the production and operation of
 
a product in accordance with the specification. The result is a set of product
 
documents.
 
Device independent graphics:
 
Graphic representations which are transferable between computer systems, and are
 
independent of the type of machine it is on.
 
Device topology:
 
The detailed description of a device. the description may contain the graphic
 
representation of the surface features, relative positioning and the description of the
 
structural object.
 
Dynamic binding: (late binding) [Weiskamp & Flamig 92]
 
A function and its object are not bound together in C++ until the program is run.
 
The compiler can not tell at compile-time which object is being used when a function
 
is called.
 
Dynamic data exchange (DDE):  [Kellen et. al. 93]
 
DDE is a protocol enabling Windows applications to communicate with each other
 
and share data.
 
Dynamic link libraries (DLL):  [Kellen et. al. 93]
 
A DLL is a file containing executable functions that can be called by any Windows
 
application at run-time. A DLL is called dynamic because the locations of the
 
functions are given to a Windows application when it is executed.
 
Effect: [VDI 87]
 
A repeatable, predictable occurrence of a physical, chemical, biological or data
 
processing nature.
 
Embodiment design:
 
The determining of the design's layout with evaluation, refinement, and concept
 
development of a design's solution.
 
Empirical studies:
 
Studies which are derived from observation or experiment.
 
Engages: This represents a meshing-type connection with relative motion between 
the two components during operation. This link can be broken by physically 
removing either of the two components in the link. 258 
Engineering design methodology:
 
The method and procedures which represent the engineering design process.
 
Engineering design process:
 
The process or model used to develop a product.
 
Engineering specifications:
 
The interpretation of the customer's requirements into engineering notation, numbers,
 
equations and requirements.
 
Entity relationship diagram:
 
A diagram that represents information schemes (groups or types of entities and the
 
actual relations between the groups), rather than instances (individual entities and
 
their relationships).
 
Evaluation: [Nagy 92]
 
Arguments are used for the evaluation of ideas. Evaluation requires both comparison
 
and is the basis for a decision.
 
Evaluation criteria:
 
The criteria to rank and select design proposals.
 
Episode: [Ullman 93a]
 
Episodes are the smallest problem solving activity or issue. Episodes are meaningful
 
sequences of primitive operators addressing an issue. There are six different types of
 
episodes: assimilate, plan, repair, specify, document and verify.
 
Episodic memory organization packet (EMOP): [Bardasz 90]
 
An indicial memory structure used to searching events that are indexed by the
 
relevant features of that particular event. The memory is structured tree-like.
 
Exterior aesthetic surface:
 
The area of a product that interfaces with the outside elements.
 
Fastener: A design element whose intended function or purpose is to maintain an 
assembled configuration of two or more components and/or subassemblies. 
Feature:
 
Any particular or specific characteristic of a design object that contains or relates
 
information about that object.
 
Feature based model: [Gui 91]
 
A model using data abstraction of components and connectors.
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Feature based solution libraries:
 
A library containing features that which combined will represent components and
 
assemblies.
 
Feature solution:
 
The most basic design element found within the solution library.
 
Abstract features: [Shah 91a]
 
Entities that cannot be evaluated or physically realized until all variables have been
 
specified or derived from the model.
 
Assembly features:
 
Properties that describe the assembly.
 
Atomic features: [Giacometti 91] 
An atomic feature cannot be decomposed into other features.  it is a 
polymorphic object which contains its own description. Atomic features can be 
volumic: a feature describing a functional volume. A functional volume is the 
juxtaposition of two volumes: the minimal bulk volume and the minimal free-of­
matter volume. The boundary common to these two volumes is the functional 
surface of the feature. the feature also encapsulates the tolerancing information 
concerning these volumes and the functional surface." 
Behavior feature: [Gui 91]
 
External properties of an object in Gui's model.
 
Compound feature: [Giacometti 91]
 
A compound feature groups two or more features, often of different nature. A
 
compound feature can be of two natures: rigid or kinematic. In a rigid feature,
 
children (direct descendant) features are rigidly constrained together; whereas a
 
kinematic feature contains at least one kinematic linkage.
 
Design features:
 
Technical details in form of parameterized elements for use in component design.
 
Finishing/surface features: Features that define the surface quality and material 
properties related to the surfaces of a component. 
Form features: 
A generic shape which carries some engineering meaning. [WINGARD 91] 
Form features are intended to achieve a given function or to modify the appearance 
of a part. Form features can be further classified as simple features, pattern 
features, and compound features. Simple features, including through holes, 
depressions, protrusions, and areas, are the features provided in the generic feature 
library. Pattern features such as linear pattern features, are represented by a set of 260 
patterns defming their patterns and pointer to a simple or compound feature 
[WANG 91]. Wang also defines a form feature as specific configurations on 
surfaces, edges, or corners of a part such as holes, slots etc. 
Functional features:
 
[GIACOME111 90a, 90b, 91] Composite features which can be detailed later into
 
one or more kinematic or fixed features and partially couple function and form. In
 
Ullman's [93] OREO model as with Bauert's [91] design theory a functional
 
feature is the combination of a product's Operational steps, Relations, and Object
 
attributes where these three parts determine the relationships between a product's
 
function and form.
 
Geometric features: [WANG 91]
 
Geometric features, according to their functions, can be divided into different
 
groups; form features and primitive features. Form features such as holes slots,
 
and chamfers are specific configurations formed on surfaces, edges, or corners of a
 
part. they are intended to achieve a given functions or to modify the appearance
 
of a part.
 
Kinetic features: [Dixon 88]
 
Motion or energy transferring features that meet a functional intent.
 
Manufacturing features: 
[ERVE 88] Distinctive or characteristic part of a work piece, defining a 
geometrical shape, which is either specific for a machining process or can be used 
for fixturing and/or measuring purposes. 
[Salomons 91a] A manufacturing feature is for manufacturing only and not as a 
feature in general. The reason is to indicate that the feature is a form feature and 
not a more or less abstract feature and because the feature is related to a 
manufacturing and not necessarily for other applications. 
Mating features:
 
Specific form features that interface between components.
 
Pattern features: [WANG 91]
 
such as linear pattern features, are represented by a set of patterns defming their
 
patterns and pointer to a simple or compound feature.
 
Primitive features: [WANG 91] 
A basic geometric entity of an object (surfaces, edges, and vertices or auxiliary 
geometric attributes of a part, such as center lines (axes) and center planes). Form 
features are built on top of primitive features. They are added to or subtracted 
from a basic geometric shape of a part to obtain certain design or manufacturing 261 
functions. Primitive features, as basic entities of a part, are referred to in defining 
dimensions and tolerances and specifying mating features in the assembly 
description. 
Static features: [Dixon 88] 
"Are primarily structural in their functional intent: Primitives, interactions, add­
ons, macro's, whole forms. Add-ons: are usually added to a primitive. 
Intersections: specify the details of the way primitive and add-ons meet. Whole 
form: apply to an entire object or a significant region." 
Final reasoning:
 
The last information supplied for a decision to be made for the resolution of an issue.
 
Flow chart:
 
The graphic representation of computer code.
 
Flow diagram:
 
Drawings or pictorial representations of the setting in which a function is fulfilled.
 
Flow process chart:
 
The representation of the operations, inspections, transports, delays and storage of the
 
product.
 
Form:
 
The description of an object as to shape, dimensions, materials, surface properties or
 
other physical properties.
 
Form design: [VDI 87]
 
Totality of all detailed activities through which the elements of a product are
 
determined. That is the geometrical shapes of parts, their dimensions, surface finishes,
 
material, and overall combination into a product. In the case of nonmaterial products,
 
for example software systems, form design is the activity of defining in detail the
 
elements of a program, and their combination into an overall solution. The result is a
 
set of detail drawings or detailed descriptions.
 
Frames:
 
A general structure usually used to represent complex objects.
 
Assembly frame:
 
A structure that represents all of the attributes, specifications and object of an
 
assembly.
 
Constraint frame: [Tikerpuu 88]
 
A structure that represents all of the attributes, specifications and object of a
 
component.
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Function feature frame: [Tikerpuu 88]
 
A structure that represents the relationships between features.  It may possess the
 
information, energy and/or material that is transferred between the features.
 
Geometric frame: [Tikerpuu 88]
 
A structure that represents all of the attributes and specifications of an object's
 
geometric form.
 
Interface frame: [Tikerpuu 88]
 
A structure that represents what occurs at the interface between objects.  It may
 
possess the information, energy and/or material that is transferred between the
 
objects.
 
Operator frame: [Tikerpuu 88]
 
A structure used to note what operator was executed during the sequence of
 
operations in the design process.
 
Proposal frame: [Tikerpuu 88]
 
A structure that contains possible solutions that satisfy a set of given constraints.
 
Function:
 
An assigned problem which a system must solve, namely the effects that are exerted
 
by that system onto another mechanism, the process, or the operand within the
 
process.
 
Function boxes: [Crossley 80]
 
Graphical symbols denoting functions such as enlarge, transform, change direction,
 
insulate, etc..
 
Function carrier: [Sigurjensson 92]
 
Another term for "organ".
 
Function model:
 
A function model displays the functional properties of the product.
 
Function representation:
 
The manner that the function is structured.
 
Function structure: [VDI 87]
 
Arrangement of individual functions. Relationship between the overall function
 
and the sub-functions.
 
Functional analysis systems technique [FAST]:
 
A charting method, mentioned by Laughery [90], for representing the flow of
 
energy, information or material in a system.
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Functional attributes:
 
Attributes that are needed for a product to achieve its intended behavior.
 
Functional block diagramming:
 
The presentation of a function breakdown (see functional hierarchy)
 
Functional characterization:
 
Presenting the object or system with the use of functions.
 
Functional decision:
 
A decision based upon the intended behavior of the product.
 
Functional diagram: [Crossley 80]
 
A flow chart which describes the movement of basic engineering quantities.
 
Functional dimension:
 
A dimension attribute that is required for the product is to achieve its functionality.
 
Functional expression:
 
The representation of a function through the use of verb-noun expressions.
 
Functional hierarchy:
 
The breakdown of a function structure into sub and sub-sub functions.
 
Functional ideas:
 
Ideas that pertain to the behavior of a product.
 
Functional information:
 
Information the affects the behavior of a product.
 
Functional issue:
 
An issue that is represented by a function, which requires a solution.
 
Functional knowledge: 
Knowledge about a function(s). This knowledge may be represented through 
diagrams, text or any other representation techniques. 
Functional problem:
 
The problem that needs to be satisfied.
 
Functional property:
 
An attribute or characteristic of the function.
 
Functional requirements:
 
What is required for a product to fulfill a specified behavior.
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Functional representation:
 
A representation scheme for the functions and expected behavior of a product.  It
 
represents knowledge about a product in terms of the functions that the product is
 
to achieve.
 
Functional satisfaction:
 
The resolution of a function by a physical object.
 
Functional specification:
 
A specification, attribute or object designated to satisfy some function.
 
Functional surfaces: [Sigurjonsson 92]
 
A functional surface is a part of the surface of an object, which is active in
 
providing the desired effects of the object, in a situation of application.
 
Functional subdivisions:
 
The individual sub-functions broken down from one main function.
 
Functional unit: [Sigurjonsson 92] 
Another term for "organ". 
Auxiliary function: [VDI 87]
 
Any function which is not a main function. A particular sub-function can be an
 
auxiliary function for a product and also a main function for a sub-assembly of
 
that product.
 
Main function: [VDI 87]
 
The function describing an essential requirement of the product.
 
Object state function: [Pahl & Beitz, Ullman 93a]
 
The storage of energy or information in an object is a form of function.
 
Operational function:
 
Transformations of objects or relations during an operational step, or constant
 
object and relation state during an operational step with different relational
 
operating conditions.
 
Overall function: [VDI 87]
 
Totality of all functions which a product realizes or is intended to realize. The
 
overall function is derived from the task and can be broken down into sub-

functions.
 
Primitive function:
 
Verbs that are used as indices in Roth's [74] approach.
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Relational function:
 
During each operational step the relations between the objects causes a change in
 
object or relation state or the ability to respond to varying operating conditions.
 
Fundamental information:
 
The basic data representing or describing a product or structure.
 
General function scheme construction:
 
The development of a basic function breakdown of a product that is to be developed.
 
Traditionally the breakdown is in a tree-structure format.
 
Generic component model: [Sigurjonsson 92]
 
An extension of a surface oriented geometry model with the surface/skeleton
 
representation defining the geometry of the component.
 
Geometric model: [Salminen 91]
 
A geometric model describes the pure geometry of the product and the functional
 
dimensions of the structure.
 
Geometric structure: 
see Geometric frame. 
gIBIS: [Conklin 88]
 
A commercial issue based information system that structures and records group design
 
deliberations and graphically displays IBIS discussions while allowing networked
 
users access to the gIBIS discussion.
 
Graphical interface:
 
The media for entering and presenting graphical images.
 
Graphics device interface (GDI):
 
The media where graphics programming is accomplished in Windows. It contains all
 
the graphics primitives for creating images.
 
Historical content:
 
Design information that needs to be stored for prosperity.
 
Hyperclass:
 
An object oriented programming environment produced by Schlumberger
 
Technologies.
 
IBIS model:
 
An issue based information system based upon the principle that the design process
 
for complex problems is an interactive conversation between designers, customers,
 
implementors etc.
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Ideas:
 
Ideas are generated for the attributes of objects, relations, operational steps, arguments
 
and issues that may be required, proposed solutions or examples. "Ideas" are called
 
"positions" in the IBIS literature and "proposals" in Nagy and Ullman.
 
Implementation:
 
The final step needed to make the product work.
 
Implementation platform:
 
The basic hardware and software that a computer program requires before execution.
 
Indicial memory:
 
Memory, based upon the cognitive memory in humans, using indices that are derived
 
from the user's description.
 
Indicial memory model:
 
An information model, initially developed as a model of cognitive memory in
 
humans, which can store or retrieve events using their descriptive features.
 
Influence diagram: [Howard 90]
 
An influence diagram helps in the modelling of a situation by structuring the
 
dependencies between quantities, it describes the rules for the manipulating of the
 
diagram, and enables the user to understand the independence structure of the model.
 
Information structure:
 
Representation of data and their relationships to other data.
 
Inheritance:
 
Implementation technique and a way of getting reusability for specialization,
 
specification, construction, generalization, and variance.
 
Initial statement:
 
The primary statement about a product.  It is usually contains the overall function or
 
behavior the product is to attain.
 
Initialization file:
 
The first program that is run to setup the basic environment the software is to use.
 
Injection molding: a molding procedure whereby a heat softened plastic material is 
forced into a relatively cool cavity which gives the component the desired shape. 
Instance:
 
An instance is an object or a grouping of objects that belong to a class.
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Instance variables: 
Instance variables are the attributes that are associated with an object. Instance 
variables make up the state of an object (specifying the static properties of that 
object). 
Integrated product development:
 
The joining of multiple software packages or disciplines together to develop a
 
combined system, which is capable of speeding up a product's creation.
 
Interface specifications:
 
Define the direct and indirect connections between objects.
 
Interfacing object:
 
An object that is joined to or is in some way linked to another object.
 
Interfacing package:
 
A software system (package) which interacts with another software system (package).
 
Interior detail surfaces: [Dighe 92]
 
Areas that are internal to the product that mount components and provide strength and
 
rigidity.
 
Issue: [Nagy 90]
 
An issue is the current focus of design problem solving requiring the development of
 
new information. An Issue can be given as a goal, question, task, concern or problem
 
statement.
 
Issue based information system (IBIS): [Rittel 73]
 
A model developed by Rittel for organizing problem solving during complex,
 
group decision making.
 
Issue decomposition: [Nagy 90]
 
An issue decomposition represents the breakdown of an issue into sub-issues, and
 
is used to determine if a design issue is resolved.
 
Issue decision: [Stauffer 88]
 
An issue decision either accepts, rejects or suspends and idea.
 
Issue network: [Nagy 90]
 
A network of linked issues and proposals used to determine if an issue is resolved
 
Issue source: [Altshuller 83]
 
An issue source is created by ideas or arguments, given as part of the design
 
method, or developed from principles.
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Benchmark issue: [Ullman 93c] 
An issue pertaining to the relationship between the product being developed and 
the product that is being compared to. 
Conditional issue:
 
An issue pertaining to the restrictions that the product must adhere to.
 
Design issue:
 
An issue pertaining the development of a product.
 
Implementation issue:
 
An issue pertaining to the fulfillment of a product's purpose.
 
Importance issue:
 
An issue that pertains to the significance of a design specification.
 
Initial objects issue:
 
An issue pertaining to the first physical objects that describe the design problem.
 
Object attributed issue:
 
An issue that pertains the characterization of the product.
 
Object relation issue: [Ullman 93c]
 
An issue pertaining the association between objects.
 
Object variant issue: [Ullman 93c] 
An issue which arises when the system must operate with one or more objects
 
involved having more than one possible variation.
 
Operating issue:
 
An issue pertaining to the use of the product.
 
Operational step initialization issue: [Ullman 93c]
 
An issue which affects the initial operational step sequence of an object or relation.
 
Required relational issue: [Ullman 93c] 
An issue pertaining to the required relations between of physical objects during 
each operational step and operating conditions. 
Flexibility issue:
 
An issue pertaining to a design's adaptability for each requirement.
 
Relational operating condition issue: [Ullman 93c] 
Issues that identify the relational operating conditions that occur during a specific 
operational step or series of steps. 269 
Kinematic design domain: 
Use of linkages in design. 
Knowledge based system: [CALS 91]
 
A system which is capable of data management using defined rules to maintain the
 
data. The system is capable of evaluating requested information and performing data
 
verification.
 
Level of abstraction:
 
The specific level of refinement or informational content.
 
Life cycle phase:
 
The various periods within the life of a product.
 
Linked nodes:
 
The representation of the relationships between objects in a semantic network or
 
between nodes (functions, objects, attributes) in a tree structure.
 
MCAE-system:
 
Manufacturing Computer Aided Engineering system.
 
Manufacturing process:
 
The activities that result in the production of a physical part.
 
Manual drawing:
 
Drawing by hand on some media.
 
Mechanical design sketcher system:
 
A computer system that is capable of developing rudimentary sketches made by the
 
design which replaces a designer's sketch notebook along with his/her pencil and
 
paper.
 
Memory management:
 
The supervision of the RAM (random access memory) and hard disk storage. The
 
maintaining and grouping of thoughts a designer performs to create a design.
 
Menu driven environment:
 
A computer program that uses menus for every command. Microsoft Windows is a
 
menu driven environment. Every action within the Windows environment requires a
 
menu to be activated.
 
Message:
 
A message is a set of information that an object uses to communicate to relating
 
objects.
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Method:
 
A method is a general program that is associated with a class, and, when invoked,
 
applies to any instance of the class
 
Model:
 
A model represents a system which possesses "properties" and other "models." A
 
property of a model system is an attribute or characteristic of an object and a model
 
reproduces some of the properties of the object.
 
Module management:
 
The supervision of the various programming packages by one environment system.
 
Multiprogram processing:
 
The capability to run multiple computer programs simultaneously.
 
Natural design development:
 
To develop a product with the use of computers that mimics the way humans
 
naturally create a product.
 
Noun:
 
A noun represents the object of the design
 
Object:
 
Any definable physical or abstract thing that has bearing on the product being
 
designed.
 
Object concept:
 
The mental image of a physical object.
 
Object geometry: [Ullman 93a]
 
Is the transformation between the object details and an object reference frame.
 
Object linking and embedding (OLE):  [Kellen et. al. 93]
 
The OLE specification was created by Microsoft to enable a Windows application to
 
create compound documents using objects from other applications.
 
Object-oriented database: [Kim 91]
 
An object oriented database is a collection of objects defined by an object-oriented
 
data model, i.e., objects that capture the semantics of objects supported in object-

oriented programming.
 
Object-oriented-paradigm: [Kim 91]
 
A model that consists of a set of core object-oriented concepts found in most object ­
oriented programming languages and systems.
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Object-oriented programming: [Budd 91]
 
A programming design technique that is driven by delegation of responsibilities
 
(responsibility driven design).
 
Object-oriented database system: [Kim 91]
 
A persistent and sharable repository and manager of an object-oriented database.
 
Operational Step: [Ullman 93c]
 
An operational step describes the change in the state of an object or relation.
 
Object relation:
 
An object relation is the relationship to other objects using relation identifiers to
 
interface with those objects.
 
Object type:
 
An object type is a physical object (undefined, feature, component, or assembly).
 
Design object:
 
Graphical and semantic representations of the artifacts developed in the design
 
process.
 
OODBS: Object-oriented database system. 
OOP: Object-oriented programming: responsibility driven design. 
Operation process charts:
 
The graphical representation of the procedures the system must undergo
 
Operation sequence diagrams:
 
Diagrams that represent graphically the information-decision sequences a system must
 
undergo.
 
Operating conditions: [Ullman 93c]
 
The conditions that make up the basis for the OREO model. The conditions comprise
 
of object variant conditions, relational conditions and sequence.
 
Object variant condition: [Ullman 93c]
 
The condition when the system must operate with one or more of the objects
 
involved having more than one variation
 
Relational condition: [Ullman 93c]
 
The condition that changes the relationship between two objects that affect the
 
product and over which the designer has no control.
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Operational Step: [Ullman 93c]
 
An operational step describes the change in the state of an object or relation,
 
OREO (object-relationship object) model:
 
An object-relation-object model, developed by [Ullman 93], that stresses the
 
relationships between objects and is made up of three components: operations,
 
relations and objects. 
Organ: [Hubka 84]
 
An organ is a combination of items that perform a function, and thereby facilitate a
 
process.
 
Parametric design: [Ullman 94]
 
The use of constraint relations as a design is developed. The base structure of the
 
relationships between the variables is instantiated as the object evolves.
 
Performance: [Ullman 93a]
 
Performance is the qualitative measurement of behavior, purpose or function.
 
Performance parameter: [Meunier 88]
 
A performance parameter is a quality of a design of interest to the designer in
 
evaluating how well the design performs.
 
Performance requirements:
 
The measures that a product is required to attain to fulfill a function requirement.
 
Performing-object:
 
The current object that is doing the accomplishing the intended behavior.
 
Physical behavior:
 
The operation or performance of an object.
 
Physical embodiment:
 
To give physical/material or bodily form to an object.
 
Physical interrelationships:
 
A physical interrelationship is where a function structure helps fmd solutions by
 
simplifying the search.
 
Physical principle: [American Heritage Dictionary]
 
The basic characteristic behavior or law concerning the functioning of a mechanical
 
processes.
 
Physical system: 
(see technical system) 273 
Plastic injection molding:
 
The creation of plastic parts by forcing molten plastic into a mold at high speeds.
 
Plastic injection molding domain:
 
All processes, areas, designs, features, components, assemblies and personnel that are
 
developed by, or are related to plastic injection molding.
 
Playback tool:
 
The section (computer algorithms) of the DHT used to present saved information to
 
the designer.
 
Polymorphism:
 
Polymorphism means that a particular behavior will appear in a manner appropriate
 
for the object to perform the behavior.
 
Position:
 
A position is a statement or assertion that resolves the issue.
 
Potential solution:
 
Any feature, component or assembly which will satisfy the function under
 
investigation.
 
Primary attribute:
 
An attribute describing the function, physical description or laws of physics of a
 
object.
 
Primitive design structure:
 
An elementary, but definable structure of a product. These structures consist of
 
features, components.
 
Principle: [VDI 87]
 
Fundamental law governing a basic effect.
 
Principle solution: [VDI 87]
 
Combination of solution principles for all the functions in a function structure.
 
Problem Statement:
 
The basic description of what the product is/will be able to accomplish. The
 
statement contains the basic functionality of the product.
 
Procedural representation:
 
A information representation that stores knowledge as both data elements and
 
procedures or instructions.
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Process: [Byran, 92]
 
An action or operation, either physical or chemical in nature, whose function or
 
purpose is to maintain an assembled configuration of two or more components and/or
 
assemblies.
 
Process planning: [Sigurjonsson 92]
 
Is the act of preparing detailed processing documentation for the manufacturing of a
 
component or assembly or as the allocation of resources and detailed planning of
 
tooling, set-ups and operation.
 
Product: [VDI 87]
 
Hardware or software produced as the result the design process.
 
Product concept: [Bjamemo 91]
 
Assembly of all components and unique parts which contribute to the overall product
 
working principle.
 
Product design plan:
 
The layout of how the design is to be developed. The final complete detail design
 
specifications of the product.
 
Product development:
 
The creation of the product from concept to final manufactured product.
 
Product planning:
 
The organization of a product's development, manufacture, sales and distribution and
 
all relating processes involving the product.
 
Product solution:
 
The final design concept representing the product.
 
Property: [Hubka & Eder 88]
 
Any characteristic of an object or technical system, that belongs to and characterizes
 
it.
 
Proposal: [Nagy 91]
 
A potential solution to resolve a particular design issue.
 
Protocol studies:
 
The analysis of video and audio tapes of engineers solving specific design problems.
 
Purpose:
 
What a product is intended to do, its functional requirements.
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Qualitative noun:
 
A qualitative noun represents the properties that are not measurable on a commonly
 
accepted scale (e.g., quality, comfort, fashion, odor etc.).
 
Qualitative process theory: [Forbus 93] 
A system of qualitative physics to explicitly represent the conditions under which 
particular pieces of knowledge are applicable. The qualitative process theory can be 
viewed as a partial specification of a space of modeling languages for domains where 
physical processes are the appropriate ontology. 
Qualitative reasoning system:
 
A system developed by Umeda [91] based on Qualitative process theory.
 
Quality function deployment (QFD):
 
QFD is a technique, also known as The House of Quality, is a process where
 
customer requirements are translated into, and compared with technical and
 
engineering requirements for each stage of a products design.
 
Quantitative noun:
 
A quantitative noun represents the properties that can be related to an accepted unit or
 
scale.
 
Receiving-object:
 
This object is acted upon by the performing-object to fulfill the intended behavior.
 
Recurring engineering problem plan:
 
An engineering problem, procedure or method which happens repetitively.
 
Relation/relationship: [Ullman 93a]
 
Is the description of the interaction or interface between objects. Relations give the
 
position; type of connection; and transfer of information, material or energy between
 
two objects.
 
Relation state:
 
The current characteristics at a particular instant of a relation between objects.
 
Relational objects:
 
Objects used in the chromosome model to maintain the information of coupled parts.
 
Resolution: [McCall 91]
 
A resolution consists of accepting or rejecting proposed answers on the basis of the
 
argumentation and the various issue discussions that are connected to each other by
 
relationship links, forming an issue system.
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Resource management:
 
Maintaining and managing the assets of a system, environment or domain.
 
Requirements:
 
Statements about the values of properties that are deemed to be acceptable for the
 
product.
 
Rule based system:
 
A system based on premises (conjunction of conditions) and conclusions.
 
Rule based expert system:
 
A rule based system that possesses reasoning, explanation facility, knowledge,
 
certainty factors and inference engine.
 
Rules-of-thumb:
 
Specific domain knowledge known only to experts from the domain, which is not
 
contained within literature.
 
Scripts: [Chang 90]
 
A specialized structure to represent common sequence of events.
 
Search mechanism:
 
The medium that is used to instigate a search. This may be a specific word or
 
combination of words which can be used to search for a solution.
 
Segment library:
 
A database of component segments developed by Horvith[90]
 
Semantic network:
 
A semantic network represents knowledge in terms of a collection of nodes
 
(representing classes, objects and events).
 
Skeleton: [Sigurjonsson 92]
 
The skeleton is a system of invisible lines (a wire model) which is defined as the first
 
step in establishing an embodiment. It has the purpose to position the visible
 
geometrical elements in space.
 
Sketching phase:
 
The stage during the conceptual design phase that the initial informal drawings are
 
made.
 
Simultaneous engineering:
 
Another term for concurrent engineering.
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Solid modeler: [Weiler 84]
 
A computer technique to model an object. Three main techniques exist: boundary
 
based or volume based, object based or spatially based, and evaluated or unevaluated.
 
Solution library:
 
A library of previously defined elements: features, components and assemblies.
 
Solution library design aid:
 
A library of features, components and assemblies to aid the designer in a search for
 
design solutions.
 
Solution possibilities:
 
Designs which potentially satisfy the functional requirements that a product is
 
mandated to possess.
 
Solution principle: [VDI 87]
 
Fundamental solution of one or more linked functions by selecting effects and
 
essential embodiment features.
 
Spatial information:
 
Data and information specifically used in defining the position, orientation and area of
 
a product.
 
Specification (Requirement list): [VDI 87]
 
Collection of requirements for a product formulated in writing. The specification
 
forms the basis of the task at the start of the design process and should be kept up-to­
date during the course of this process.
 
State:
 
A state is a snapshot of the design at a particular incident
 
State-of-the-art programming techniques:
 
The use of the most current programming languages, methods, algorithms or
 
development models which are available.
 
Structure: [VDI 87]
 
Representation of parts of a whole and their relationship to each other.
 
Sub-assembly: [Bryan, 92]
 
A design element that can be dissembled into 2 or more other elements and performs
 
its intended function following reassembly with the original components.
 
Sub-function: [VDI 87]
 
Every function produced by the subdivision of a superior function.  Subfunctions can
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be main functions or auxiliary functions. Subfunctions can be arranged into a 
hierarchy. 
Sub-Issue:
 
Sub-issues are derived from the decomposition of the original issue.
 
Super-Issue:
 
Super-issues are the parents of the sub-issues.
 
Supports: This represents a solid connection with no relative motion between the 
two components during operation. This link is broken by either physically removing 
the second (supported) item in the link, or by externally supporting the second 
(supported) item in the link and then physically removing the first (supporting) item. 
System method: 
A design model. 
Systematic design: [VDI 87]
 
The systematic, stepwise planning and execution of the design process, and the theory
 
supporting this approach.
 
Systems services interface API library: [Windows 92]
 
A library of functions that affect multitasking and memory management in general.
 
Systems theory:
 
A complete and comprehensive design theory which can be found in the publications
 
of WDK researchers.
 
Task: [VDI 87]
 
Set of instructions to create a new product.  It contains the essential starting
 
information for the process of design, and indicates the essential and desirable
 
functions and properties. In addition it contains information on schedules, cost and
 
organizational procedures.
 
Technical knowledge:
 
All data, rules-of-thumb, information or general knowledge about something technical.
 
Technical process: [Hubka 84]
 
A process or procedure in which the states of material, energy and information are
 
transformed in a planned way.
 
Technical system: [13jarnemo 91]
 
Assembly of all products that contribute to the overall technical process.
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Theory of domains: [Sigurjonsson 92] 
A design theory using the four domains of process, function, organ and component to 
describe the relationship between objects. This theory is the basis for the 
chromosome and WDK models. 
Topological relations:
 
A description of how parts of the product are related.
 
Total design:
 
The combinations of features, components and assemblies that make up the product.
 
Transformation class: [Jakobsen 91]
 
Represents the actions/operations that effectuates the change from one state to an
 
other.
 
User interface screen:
 
The DOS or Windows interface media that interacts with the user.
 
Vantage:
 
A solid modelling package produced at Carnegie Mellon University.
 
Verb:
 
In the verb/noun pair, the verb indicates the operation of a product.
 
VDI-2221:
 
German engineering design guideline authored by Beitz.
 
Vocabulary:
 
Textural, algebraic, or graphic (symbolic, schematic, kinematic, geometric)
 
representation of a design.
 
WDK design theory model: (Workshop Design-Konstruktion)
 
A international association design model directed and based on the work of Vladimir
 
Hubka for developing mechanical products with general procedures, methods and
 
tools.
 
Window manager interface: [Windows 92]
 
The Windows facility is the most basic element in a Windows environment. This
 
interface contains the functions that create, move, and alter a window.
 
Windows based system:
 
A computer program running under the "Windows" environment.
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Working design model:
 
A prototype of the product or a proven and working methodology of the design
 
process.
 
Working principle: [Duhovnik 92]
 
Represents a physical law, a mechanism or relation which is the basis of the function
 
to be fulfilled.
 
Workstation compatible:
 
Software or hardware which is capable of being transferred from a personal computer
 
to a workstation.
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Appendix B:  INJECTION MOLDING GLOSSARY 
Blush:
 
A cosmetic flaw (dull spots) caused by improper plastic dispersion at time of
 
injection.
 
Boss:
 
Protuberance on a plastic part designed to add strength, to facilitate alignment during
 
assembly, to provide for fastening, etc.
 
Creep:
 
The dimensional change with time of a plastic under load following the instantaneous
 
elastic or rapid deformation. It is the permanent deformation resulting from
 
prolonged application of a stress below the elastic limit.
 
Draft:
 
The degree of taper of a side wall or the angle of clearance designed to facilitate
 
removal of parts from a mold.
 
Ejector pin:
 
Pins used to eject the finished component from the mold.
 
Fillers/additives:
 
Substances that are added to the plastic to change its fundamental properties.
 
Fillet:
 
A rounded filling of the internal angle between two surfaces of a plastic molding.
 
Flash:
 
Molding material which flows or extrudes from the line of injection (parting line) of
 
2 mold pieces.
 
Gussets:
 
Supporting ribs for the edge of molded components.
 
Insert:
 
An object molded or pressed into a plastic part for a defmite purpose.
 
Radii:
 
The curvature of a corner or edge. The curvature releases stress that can buildup with
 
sharp edges. They improve the flow and strength of a part.
 282 
Sink mark:
 
A shallow depression or dimple on the surface of an injection molded part due to
 
collapsing of the surface following local internal shrinkage after the gate seals.
 
Stress relaxation:
 
Stress relaxation results in residual stress and should be avoided particularly in
 
structural members.
 
Taper:
 
The angle an edge possesses to assist the interfacing of 2 parts as a lead-in. Tapers
 
are also used for improving flow and strength of the part.
 
Telescoping feature:
 
The gradual change from one material thickness to another improving material flow.
 
Temperature effects:
 
High temperature decreases tensile strength and stiffness, Materials should operate
 
well below their HDT (Heat Deflection Temperature).
 
Textural effects:
 
The effect that a specific type of surface finish will achieve.
 
Tool:
 
Technical term for the mold of a part.
 
Transitions:
 
The gradual change from one material thickness to another.
 
Undercuts:
 
An intentional opening made in a part through the use of tool sliders.
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Appendix C:  FUNCTION vs. FEATURE TABLES 
FUNCTIONS  RIBS  WALLS  GROOVES  HOLES 
provide access 
activate 
% 
% 
0 % 
0 % 
1.82% 
1.82% 
.33% 
% 
actuate  %  0 %  0 %  % 
aid  .05%  1.28%  1.82%  % 
align 
allow 
.11% 
% 
2.14% 
0.43% 
3.64% 
1.82% 
.70% 
% 
amplify 
assist 
% 
.16% 
0.43% 
0.43% 
0 % 
7.27% 
% 
.93% 
attach  .16%  2.56%  5.45%  7.59% 
avoid  %  0 %  1.82%  % 
conform to  .05%  2.14%  12.73%  .93% 
connect  %  0.43%  0 %  % 
constrain  %  0 %  1.82%  % 
contain  .05%  2.14%  1.82%  % 
control  %  0 %  1.82%  % 
convey 
cover 
% 
% 
0.43% 
12.39% 
0 % 
0 % 
% 
% 
create  %  0.43%  0 %  % 
display 
eject 
% 
1.05% 
0.43% 
0 % 
0 % 
0 % 
% 
% 
enclose  0 %  2.56%  0 %  % 
facilitate  0 %  0.43%  0 %  % 
fasten  0 %  0 %  1.82%  % 
guide  13.68%  2.14%  5.45%  .85% 
hide  0 %  0 %  0 %  % 
hold  7.37%  5.98%  3.64%  1.11% 
join 
latch 
0 % 
0 % 
0 % 
0.43% 
0 % 
0 % 
.85% 
% 
limit  1.05%  3.42%  5.45%  .56% 
locate  0  %  0 %  1.82%  % 
link  0  %  0 %  3.64%  % 
mount  1.05%  3.42%  5.45%  4.81% 
orient  0 %  0.43%  0 %  .93% 
partition  1.05%  0 %  0 %  % 
pivot 
position 
prevent 
0 % 
6.32% 
3.16% 
0 % 
4.70% 
0.85% 
1.82% 
7.27% 
0 % 
% 
7.59% 
.93% 
protect  0 %  3.85%  0 %  % 
receive  0 %  0 %  0 %  % 
reduce  1.05%  0.43%  7.27%  .56% 
repel 
restrain 
0 % 
0  % 
0 % 
1.28% 
0 % 
1.82% 
.93% 
.85% 
rotate  0  %  0 %  0 %  % 
secure  3.16%  0.43%  1.82%  .93% 
shield  0 %  4.27%  0  %  % 
slide  0 %  0 %  0  %  % 
space 
stabilize 
1.05% 
0 % 
0.43% 
0.43% 
5.45% 
0 % 
.85% 
% 
strengthen 
support 
31.58% 
16.84% 
7.69% 
27.78% 
0 % 
3.64% 
% 
.93% 
transfer  0  %  1.71%  0 %  % 
transmit  0 %  1.71%  0 %  .93% 
view  0  %  0 %  0  %  .93% 
Table C.3.1  Function vs. Feature FUNCTIONS  COUNTERSINKS  BOSSES 
provide access 
activate 
actuate 
aid 
align  .02% 
allow  .00% 
amplify 
assist  6.00%  .09% 
attach  2.00%  5.15% 
avoid 
conform to  .00% 
connect  .00% 
constrain 
contain 
control 
convey 
cover 
create 
display 
eject  .00%  3.13% 
enclose 
facilitate 
fasten 
guide  .02% 
hide  2.00% 
hold  .04% 
join  .00%  .02% 
latch 
limit  .05% 
locate  .02% 
link 
mount  .00%  2.12% 
orient 
partition 
pivot 
position  .00%  .04% 
prevent  .01% 
protect 
receive 
reduce  .00%  .02% 
repel  .02% 
restrain 
rotate  .01% 
secure  .02% 
shield 
slide 
space  .02% 
stabilize 
strengthen  .08% 
support  1.11% 
transfer 
transmit 
view 
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PROTRUSIONS  DISKS 
.90% 
1.71% 
.69% 
.69% 
.70% 
.21% 
.70% 
.90% 
.80% 
5.32% 
.41% 
.90% 
.31% 
.90% 
.80% 
2.61% 
.90% 
.90% 
.90% 
.90% 
.41% 
.70% 
.80% 
.70% 
.70% 
.11% 
.80% 
.69% 
.69% 
.69% 
6.15% 
5.38% 
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FUNCTIONS  SLOTS  WINDOWS  SNAPS 
provide access  8.20%  9.17%  % 
activate  0 %  %  % 
actuate  0 %  %  % 
aid  0 %  %  % 
align  3.28%  5.28%  % 
allow  4.92%  %  % 
amplify 
assist 
0 % 
1.64% 
% 
.39% 
% 
% 
attach  3.28%  .39%  3.79% 
avoid  0 %  %  % 
conform to  1.64%  %  % 
connect  0 %  %  % 
constrain  0 %  %  % 
contain  0 %  %  % 
control  1.64%  %  % 
convey  0 %  %  % 
cover  0 %  %  % 
create  1.64%  .39%  % 
display  0 %  %  % 
eject  1.64%  %  % 
enclose  0 %  %  % 
facilitate  0 %  %  % 
fasten  0 %  %  % 
guide  14.75%  .78%  % 
hide  0 %  %  % 
hold  9.84%  .78%  4.83% 
join  0 %  %  % 
latch  0 %  %  % 
limit  1.64%  %  % 
locate  1.64%  %  % 
link  0 %  %  % 
mount  4.92%  .17%  .45% 
orient  0 %  %  % 
partition 
pivot 
0 % 
0 % 
% 
% 
% 
% 
position  11.48%  1.11%  0.34% 
prevent  1.64%  %  % 
protect 
receive 
0 % 
1.64% 
.17% 
% 
% 
% 
reduce  6.56%  .56%  % 
repel  0 %  %  % 
restrain  0 %  .39%  .90% 
rotate  0 %  %  % 
secure  1.64%  %  0.69% 
shield  0 %  %  % 
slide  0 %  %  % 
space  4.92%  .56%  % 
stabilize  0 %  %  % 
strengthen  0 %  %  % 
support  1.64%  %  % 
transfer  9.84%  %  % 
transmit  0 %  %  % 
view  0 %  3.89%  % 
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Appendix D:  SECONDARY FEATURES 
This section discusses features which were also found within the study of 
plastic injection molded components. 
Feature name: Molded-in inserts 
Functionality: fasten, transmit (force). 
A molded insert is a combination of two parts, an insert (e.g., screw) and a 
plastic wall that the insert is mounted on. The insert is firmly retained in the molded 
part. There is no adhesive bond between the molding material and the metallic insert; 
retention is accomplished by mechanical means. Inserts usually experience tension 
and torsion forces [D'Souza 90]. 
Tooling inserts should not be confused with industrial or mechanical 
designer's inserts. Tooling inserts are specific attachments to a mold which 
incorporate special aspects into the part, such as an icon or letter. 
Feature name: Live Hinges
 
Functionality: transmit, transfer, guide, constrain, control, attach.
 
A live hinge uses the plastic material itself as the hinge. Live hinges are 
rarely used by designers since only the most experienced feel capable of making a 
reliable hinge. Hinges may require extra flow characteristics, such as grooves or flow 
channels to allow for proper filling. 
Feature name: Lettering, Detailing (Date Stamping) 
Functionality: transmit (information), conform to. 
Lettering is the process of molding letters into a plastic. The lettering can be 
molded or machined, and either raised or indented. There exist inherent difficulties in 
this process. The material must be one that is able to mold fine details especially for 
fine lettering. The lettering should be located so the sides are perpendicular to the 
parting line with allowance for draft. Enclosed letters such as B or A or R are 287 
problems and are very difficult to mold. If the surface is smooth and on a controlled 
area then readability and moldability is easier, therefore fine lettering can be done. 
Lettering must stick out 0.5 mm. to be readable. Step features on lettering are 
difficult to read. The main criteria is to have a good shadow. Superior readability is 
possible if the lettering is molded into the part. Indented lettering requires inserts. 
Machining the surface to create letters is done by burning the surface down to leave a 
raised area. Raised icons are much easier to be incorporated in a part when applied 
by the use of an insert. Inserts allow for intricate but fairly inexpensive icons since 
they can easily be added to the mold after the mold has been made. Lettering and 
icons are typically aligned with other attributes on the panel being displayed such as 
vents or windows. 
Date stamping - Date stamping is the placement of a date on the part. The tool 
designer, and in rare cases the mechanical designer, usually requests where the date is 
to be stamped. 
Feature name: Undercuts
 
Functionality: strengthen, reduce, guide, limit, locate, support.
 
An undercut is a rounding of the sharp inner corners of a part by removing 
material. Designing undercuts requires tool slider knowledge, especially during mold 
separation. Undercuts require sliders when made, which leads to a higher cost tool. 
Feature name: Flat Parts (large)
 
Functionality: support, enclose, contain, locate, guide, cover.
 
Large flat parts are affected by components from unequal shrinkage rates and 
directions. Large flat parts must be closely evaluated and controlled in order to 
maintain tolerances between components on the large flat parts. Other features effect 
the warping and bending of a flat part so care must be taken by the designer. 
At times the tool designer incorrectly specifies ejector points and sizes on the 
large flat parts. Incorrect specification may result in distortions from too much force 
being exerted at locations which can not withstand them. It may be up to the 288 
mechanical designer to correct the tooler's mistakes. Care must be taken during 
ejection so not to warp or distort large flat parts. Prediction of shrinkage is easier in 
large flat parts with few features. 
Feature name: Telescoping Features, Transitions 
Functionality: guide (material flow  internal, external), guide (mating), join, conform 
to, strengthen. 
Wall transitions should be from thick to thin with at least a three to one 
transition zone for changes in wall thickness. Abrupt changes in wall thickness from 
thin to thick sections may result in warped parts with residual stresses and may result 
in short shots, splay or voids. Telescoping features designed are specific to the 
design at hand. Telescoping attributes, incorporated by the tool designer, such as 
steps or triangles are specified for flow control. These can be seen in some cases as 
hour glass features, rises, steps or other such attributes. 
Feature name: Fillets
 
Functionality: reduce (stress), guide (material - plastic flow), control (material),
 
conform to.
 
The principal function of fillets and radii (discussed below) are to ease the 
flow of plastic within the mold, to facilitate ejection of the part, aid moldability, 
increase tool life, and to reduce or eliminate sharp edges where stress concentrations 
reside. Fillets are also used according to corporate standards to achieve a specific 
look. 
Feature name: Chamfers, Tapers, Radii, Corners - round/sharp 
Functionality: assist (flow), strengthen, conform to, guide, align, locate, protect, 
prevent. 
Generally radii are generated by the corporate standards and are put in to 
achieve a certain look. These radii, especially on external parts, are typically for 
cosmetics and will be the same throughout the design. Other uses for radii are for 289 
chipping or corner damage prevention. In some cases rounded edges and corners are 
for safety. Tradeoffs are made with respect to a high quality look but with just the 
right amount of soft look by a rounded edge or corner. 
Tapers along with indents are usually put in to aid in assembly and useability 
(e.g., lead ins, guides or aligners).  Fillets, chamfers and radii are put in to get rid of 
sharp edges which look "cheap" and tend to damage easily, improve strength, and 
eliminate potential high stress concentrations. Additionally outside radii are used for 
moldability (i.e., improve flow) and human safety. Internal radii are typically put in 
for plastic flow. These features cost more but the tool will tend to last longer when 
put in and the fmal part is relatively inexpensive while looking superior. Sharp edges 
tend to erode as the tool wears anyway. 
Feature name: Draft
 
Functionality: assist (tool separation), conform to , allow, aid.
 
Draft is necessary on all rigid molded parts in helping the part be removed 
from the mold. Draft varies depending on the depth of the vertical wall, surface area, 
finish, kind of material and the mold or material used [D'Souza 90]. 
The mechanical designer's knowledge of how much draft is needed along with 
the corresponding consequences will effect mold separation and parting line 
determination. The draft angle and surface texture are directly related. The rougher 
the surface texture the greater the draft angle is required for proper part separation 
from the mold. Additionally it is recommended at times to have more draft to 
eliminate flash which occurs on some parts with very little draft. Typically standard 
draft angles are used, but some designs are required to have zero draft. Zero draft 
requires side slides in making the part. Texturing the side walls of a cavity or a core 
pin produces undercuts which increase the difficulty of removing the molded part 
from the cavity, requiring greater draft angle for assistance in part removal. Draft is 
typically used to make separation of the part from the mold easy. 290 
Feature name: Labels 
Functionality: tranmit (information), cover, protect. 
Labels are used to convey information to the user. Labels are attach to the 
machine by glues or snapped into place with by plastic snaps into adjacent holes. 
Adhesively applied labels are either very thin plastic or aluminum. Aluminum labels 
even though used extensively, tend to bend or fold upon application. The thin plastic 
film labels tend to be aligned incorrectly. Thick plastic labels with snaps are the 
most reliable for mounting and dismounting but require a greater expense in 
construction of the label and creation of the mounting holes. To assist in mounting 
the labels alignment windows, protrusions, or small ribs are used. Labels are usually 
lined up with some other attribute on the panel being displayed such as vents or 
windows. 
Feature name: Cosmetics
 
Functionality: conform to, transmit (information), protect.
 
Cosmetics are specified by the industrial and mechanical designer. Cosmetic 
guidelines are mainly used (e.g., the gap between adjoining parts when two 
cosmetically positioned panels are close). Cosmetic areas are specified so tooling will 
know where not to put tooling features which could mar the design. Cosmetics can 
cost more than any other aspect on a part. Surface finishes, painting, mold flow lines, 
where the die is filled, what is it going to hold all determine the final look of the 
part. When blemishes occur communication with tooling is critical in solving the 
problem. 
Surface & Decorative Finishes 
Plastic parts are generally decorated for aesthetic reasons, however, there are 
also functional reasons such as resistance to wear, heat, light, and chemical exposure 
[D'Souza 90]. Finishes are used to beautify the part for the customer. Stipple, a 
roughened surface, is used to hide or cover small sinks or blemishes which occur 
upon molding. Finishes are used to match textures, cover up blemishes, or to be used 
functionally, such as a hand grip. They also help hide damage by external factors. 291 
Designers are cautioned to not apply a finish on louvers, ribs, holes. Finishes in these 
areas make it impossible for the mold tool halves to be separated. 
Specific finishes such as textures, are applied to hide blemishes from 
manufacture and rough usage by the user who applies scratches, dings and marks on 
the part. External textures are selected to incorporate details such as lettering and 
icons while also making the part look decent. Texture processes used are: painting, 
silk screening, vacuum metallizing, hot stamping, electro-plating. 
Feature name: Max. Wall, Min. Wall, Nominal Wall thickness 
Functionality: Support, Strengthen. 
Maintaining a uniform wall thickness is important in filling the tool and 
reduce the sink from occurring. The maximum wall thickness may be determined for 
providing structural strength. The minimum thickness is limited by formability, ease 
of molding, material flow pattern, and brittleness of the specific material. Thin walls 
on large items may require additional gates to improve flow during the molding 
process [D'Souza 90]. 
Feature: Basic envelope, Surface area, Volume 
Functionality: enclose, cover, hold. 
These features possess the attributes of the basic form being developed. The 
designer specifies the attributes that represents these features. These features were 
not used in the feature study, but obtained from Cunningham & Dixon [88]. 292 
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