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Povzetek
Naslov: Nadgradnja tolmacˇa konkatenacijskega programskeg jezika za spre-
mljanje izvajanja programa
Diplomsko delo opisuje nacˇrtovanje, nadgradnjo in preizkus tolmacˇa, ki omo-
gocˇa spremljanje izvajajocˇega programa, zapisanega v konkatenacijskem pro-
gramskem jeziku. Uporabili smo programski jezik Forth, preucˇili njegovo de-
lovanje, izbrali tolmacˇ, ga nadgradili, izdelali potrebno programsko opremo
in izvedli elementarne teste, ki so potrdili primernost opreme. Namen izde-
lane programske opreme je ponuditi ustrezno okolje za opazovanje in analizo
neizracˇunljivih problemov.




Title: Upgrade of a concatenative programming language interpreter for
monitoring of executing program
The graduation thesis describes the design, upgrade and testing of computer
software that supports monitoring of a running program written in concate-
native programing language. We have used the Forth programming language,
studied its design, selected the interpreter, upgrade it, create the support
software, and conducted the elemental tests that have confirmed that the
created software is appropriate. The purpose of the software is to provide an
environment for the observation and analysis of decision problems.





Ali se bo program ustavil? To je vprasˇanje, ki je porodilo temo diplomskega
dela. Problem ustavljivosti in preostali neizracˇunljivi problemi so teoreticˇno
neresˇljivi. Zanima nas, kako se njihovo resˇevanje obnese v praksi. Menimo, da
z opazovanjem in analizo izvajajocˇega programa lahko v nekaterih primerih
napovemo, ali se bo program ustavil.
Namen diplomskega dela je izdelava programske opreme, ki omogocˇa opa-
zovanje izvajajocˇega programa in nudi podporo nadaljnji analizi. Kot jezik,
uporabljen za analizo, smo izbrali programski jezik Forth. Preucˇili smo nje-
govo delovanje, izbrali tolmacˇ in ga nadgradili z interaktivnim vmesnikom, ki
omogocˇa zbiranje podatkov o izvajajocˇem programu. Izdelali smo potrebno
programsko opremo in izvedli elementarne teste, ki so potrdili delovanje nad-
gradnje.
Prvi del diplomskega dela vsebuje teoreticˇni uvod v svet Forth program-
skega jezika. Obravnavajo se osnove Fortha, delo navideznega stroja, sestavo
slovarjev in delovanje notranjega ter zunanjega tolmacˇa. V drugem delu se
teoreticˇni del razsˇiri z opisom nadgradnje. Pojasnjene so razvojne odlocˇitve,
predstavljena je nadgradnja in opisan je postopek testiranja.
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Poglavje 2
Forth programski jezik
Za razumevanje nadgradnje je pomembno osnovno razumevanje program-
skega jezika Forth in delovanje njegovega tolmacˇa. Poglavje vsebuje kratko
predstavitev programskega jezika Forth.
2.1 Zbiranje podatkov
Zbiranje podatkov je proces sistematicˇnega pridobivanja in merjenja infor-
macij o zˇelenem pojavu. Pojav, ki ga bomo opazovali, je program, zapisan
v Turing polnem (ang. Turing complete) programskem jeziku. Lastnosti
izbranega programskega jezika vplivajo na proces zbiranja podatkov, ana-
lize in izdelavo programske resˇitve. Pri izbiri jezika smo uposˇtevali naslednja
vodila. Programski jezik mora podpirati konkatenacijsko paradigmo, biti Tu-
ring popoln in enostaven. Skupina teh lastnosti nam omogocˇa enostavnejˇso
analizo in zbiranje podatkov ter podpira izdelavo enostavnih in kompleksnih
programov. Izbrali smo programski jezik Forth.
Forth je tolmacˇen programski jezik. Uporaba tolmacˇa doprinese dodatno
abstrakcijo med nosilnim sistemom in izvajajocˇim programom. Delovanje
tolmacˇa smo uporabili za definicijo podatkovnega modela in izdelavo pro-
gramske resˇitve.
Vprasˇanje primernosti podatkov in njihovih informacij ni del diplomskega
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dela. Resˇitev zato vsebuje dinamicˇni vmesnik, ki omogocˇa sˇiroko izbiro po-
datkov in enostavno nadgradnjo. Zaradi eksperimentalne narave izvora di-
plomske naloge je pomembno, da omogocˇimo in ohranimo razsˇirljivost nad-
gradnje. Kasnejˇse dodajanje zahtev bo zato mogocˇe in enostavnejˇse. Zˇelimo
si, da bo koncˇana programska oprema primerna tudi za analizo sˇirsˇe domene
odlocˇitvenih problemov (ang. decision problem).
2.2 Konkanetacijska paradigma
Konkatenacijska paradigma je skupina lastnosti, s katerimi lahko opiˇsemo
programski jezik [5, 6]. Ime konkatenacijski jezik izvira iz teorije jezikov,
pri cˇemer se konkatenacija nanasˇa na sestavljanje nizov cˇrk. Vzorec se upo-
rablja pri izrazˇanju dejanj v programski kodi. Z nizanjem in medsebojno
kompozicijo funkcij izrazimo zˇeleno dejanje. Primer 2.1 prikazuje, kako z
nizom funkcij predstavimo operacijo zapiranja ventila. Vsako neprekinjeno
zaporedje znakov predstavlja funkcijo.
1 IF VALVE OPEN THEN VALVE CLOSE ELSE ECHO OK ENDIF
Primer 2.1: Primer kompozicije
Osrednji objekt predstavlja rdecˇo nit konkatenacijskega jezika in je po-
navadi realiziran v obliki sklada. Uporablja se za prenos argumentov in
izvajanje opracij. Posledice izvedenih funkcij se odrazˇajo na njem in preko
njega lahko sledimo stanju programa. Slika 2.1 prikazuje spremembo stanja
objekta.
Argumentov ne navajamo eksplicitno, saj jih funkcije pridobijo preko
osrednjega objekta. To uvrsˇcˇa konkatenacijske jezike v skupino point-free
programskih jezikov [6].
1 10 20 +
Primer 2.2: Primer sesˇtevanja
Tok operacij v primeru 2.2 tecˇe iz leve proti desni. Uporabljena je obr-
njena poljska notacija. Sˇtevili 10 in 20 se ne obravnavata kot sˇtevili, ampak
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Slika 2.1: Sprememba stanja osrednjega objekta
funkcije, katerih ucˇinek je dodano sˇtevilo na osrednji objekt. Beseda + od-
vzame sˇtevili, ju sesˇteje in rezultat vrne na objekt. Uporaba besede ’funkcija’
in ’beseda’ se v kontekstu konkatenacijskih jezikov uporablja izmenicˇno.
Sintaksa konkatenacijskih jezikov je preprosta, saj obravnava samo funk-
cije in njihovo medsebojno kompozicijo. Poenostavitev se izrazˇa s prepro-
stejˇsim tokom operacij, kar omogocˇa enostavnejˇso implementacijo. Opti-
mizacijo programske kode lahko dosezˇemo s preoblikovanjem programa (ang.
refactoring) ali uporabo paralelizma, kjer se izvedejo neodvisne besede hkrati.
Preprostost konkatenacijskih jezikov se odrazˇa pri definiciji novih besed. Pri-
kazano na sliki 2.2. Beseda v jeziku predstavlja funkcijo. S kompozicijo
funkciji lahko izdelamo program. Program lahko definira novo besedo.
Slika 2.2: Definicija besede
Forth ima enostavno sintakso, kar nam skupaj s centralnimi objekti omogocˇa
enostavno predstavitev sistema. Slabost konkatenacijskih jezikov se izrazi
pri preglednosti programske kode. Uporaba centralnega objekta spremeni
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tok podatkov, ki mu je posledicˇno tezˇje slediti. Potreben je dodaten trud za
vzdrzˇevanje berljivosti programske kode. To lahko dosezˇemo z jasno defini-
cijo funkcij in njihovega ucˇinka na objekt.
2.3 Forth
Zacˇetki programskega jezika Forth segajo v leto 1968, kjer ga je Charles H.
Moore razvijal in uporabljal kot osebni programski jezik [7]. S pomocˇjo Eli-
zabeth Rather sta Forth leta 1973 razsˇirila na desetine razlicˇnih sistemov.
Jezik je postal popularen v osemdesetih letih, saj se je zaradi svoje velikosti
in prenosljivosti prilegal mnogim sistemom z omejenimi sredstvi. Standardi-
zacija jezika je potekala v letih 1979 in 1983. Zadnjo razlicˇico standarda je
izdal ANSI leta 1994 [15].
Ime FORTH izvira iz leta 1968. Datoteka, ki je vsebovala tolmacˇ, je bila
poimenovana FOURTH, kot cˇetrta generacija tolmacˇa. Vendar je operacijski
sistem, prisoten na IBM 1130, podpiral le imena datotek s sˇtirimi znaki. Zato
so ga preimenovali v FORTH. Beseda FORTH ni kratica. Zapis z velikimi
cˇrkami se je ohranil iz zgodnjih let uporabe [7]. Danes se uporablja zapis
FORTH in Forth.
Forth podpira imperativno programiranje (ang. imperative programming),
refleksijo (ang. reflection) in konkatenacijsko programiranje (ang. con-
catenation programming). Je preprost in majhen, vendar omogocˇa sˇiroko
razsˇirljivost. Implementacija jezika temelji na skladu (ang. stack). Jezik ne
vsebuje preverjanja tipov. Implementacije pogosto vsebujejo interaktivno lu-
pino, ki omogocˇa lazˇji pregled in razhrosˇcˇevanje. Razsˇirljivost jezika omogocˇa
uporabo visoko nivojskih operacij.
Osnovna enota jezika je beseda, ki je definirana z vnosom v slovar. Slovar
je skupek definicij, ki predstavlja jedro jezika. Del slovarja je predhodno
definiran in je na voljo, ko se program prenese v polnilnik. Vecˇino besed
lahko opiˇsemo z njihovim ucˇinkom na sklad. Slika 2.3 prikazuje spremembo
sklada ob izvedbi besede +.
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Slika 2.3: Izvedba besede +, glej primer 2.2.
Besede so predstavljene kot zaporedje vidnih znakov, kjer so beli znaki
uporabljeni kot mejniki (ang. delimiters). Primer 2.3 prikazuje primere
veljavnih bese ’ventil’, ’DROP’, ’X’, ’123’, ’:’ in ’//II’.
1 v e n t i l DROP X 123 : // I I
Primer 2.3: Veljavne besede
Besede delimo na osnovne in sestavljene. Osnovne besede vsebuje strojno
kodo nosilnega sistema in so jedro slovarja. Predstavljajo najnizˇjo enoto je-
zika in so uporabljene za definicijo preostalih besed, ki se imenujejo sesta-
vljene besede. Uporabljamo jih za definicjo kompleksnejˇsih operacij. [10, 16]
Dandanes se Forth uporablja za programiranje sistemov z omejenimi sred-
stvi. Primer uporabe sta vesoljsko plovilo Philae [1] in del zagonskega sistema
FreeBSD [2].
2.4 Osnovne besede
Besede lahko glede na njihov ucˇinek razdelimo v razlicˇne skupine. V tem
poglavju so opisane nekatere izmed teh skupin, ki so potrebne za osnovno
razumevanje Forth programskega jezika.
2.4.1 Delo s skladom
Besede, uporabljene pri delu s skladom.
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DROP ( x − )
Odstrani vrhnjo vrednost na skladu .
DUP ( x − x x )
Podvoj i vrhnjo vrednost na skladu .
SWAP ( x1 x2 − x2 x1 )
Zamenja prv i dve v r edno s t i na skladu .
ROT ( x1 x2 x3 − x2 x3 x1 )
Pre s tav i prve t r i v r edno s t i na skladu .
2.4.2 Pomocˇ programerju
Besede, namenjene v pomocˇ programerju.
. S ( − )
Prika zˇ e vseb ino sk lada . Vsebina sk lada se ne spremeni .
? ( a−addr − )
Prenos in pr ikaz v r edno s t i na podanem naslovu .
. ( x − )
I z p i s vrhnje v r edno s t i na skladu .
2.4.3 Aritmeticˇne in logicˇne operacije
Besede, namenjene aritmeticˇnim in logicˇnim operacijam. Uporablja se obr-
njena poljska notacija.
+ ( n1 n2 − n3 )
Se sˇ t e j p rv i dve v r ednos t i na skladu .
− ( n1 n2 − n3 )
Odsˇ t e j n2 od n1 .
∗ ( n1 n2 − n3 )
Mnozˇ en j e prv ih dveh vr ednos t i na skladu .
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\ ( n1 n2 − n3 )
De l i n1 z n2 .
LSHIFT ( x1 u − x2 )
Logi cˇ n i l e v i premik vrednost x1 za u mest . Na desn i s t r a n i so
dodajo n i cˇ l e .
AND ( x1 x2 − x3 )
IN l o g i cˇna o p e r a c i j a med s o l e zˇ nimi b i t i .
OR ( x1 x2 − x3 )
ALI l o g i cˇna o p e r a c i j a med s o l e zˇ nimi b i t i .
2.4.4 Delo s pomnilnikom
Besede, namenjene delu s pomnilnikom.
! ( x a−addr − )
Shrani vrednost x na nas lov a−addr .
@ ( a−addr − x )
Prenese vrednost x i z nas lova a−addr na sk lad .
VARIABLE <ime> ( − )
D e f i n i c i j a spremen l j i vke . Naredi vnos v s l o v a r j u v e l i k o s t i
ene c e l i c e z imenom <ime>.
Primer uporabe :
VARIABLE LETO
2016 LETO ! \ shranimo vrednost 2016 v spremen l j ivko LETO
LETO @ \ prenesemo vrednost (2016) i z spremen l j i vke na sk lad
Kadar uporabimo ime spremen l j i vke LETO, se na sk lad prenese
naslov , k j e r se njena vrednost nahaja .
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2.4.5 Nadzor toka besed
Besede, namenjene pogojni izvedbi besed.
= ( n1 n2 − f l a g )
Zapi sˇ e vrednost TRUE na sklad , cˇ e s ta v r ednos t i n1 in n2
enaki . S i c e r zap i sˇ e FALSE.
< ( n1 n2 − f l a g )
Zapi sˇ e vrednost TRUE na sklad , cˇ e j e vrednost n1 mansˇ a od
vr ednos t i n2 . S i c e r zap i sˇ e FALSE.
> ( n1 n2 − f l a g )
Zapi sˇ e vrednost TRUE na sklad , cˇ e j e vrednost n1 ve cˇ j a od
vr ednos t i n2 . S i c e r zap i sˇ e FALSE.
IF-ELSE stavek:
<t e s tna vrednost> IF
<cˇ e TRUE besede>
ELSE
<cˇ e FALSE besede>
THEN
Primer uporabe :
LETO @ DUP 2017 = IF
. ” Leto j e 2017” CR
ELSE
. ” Leto j e ” . CR
THEN
2.5 Slovar
Slovar je objekt, ki vsebuje definicije besed [11]. Osnovna skupina je predho-
dno definirana in je na voljo ob zagonu programa. Vsaka beseda ima svojo
definicijo, ki opisuje njeno delovanje in je uporabljena v cˇasu tolmacˇenja.
Slika 2.4 predstavlja osnovno definicijo besede v slovarju [17].
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Slika 2.4: Definicija besede [11]
Definicijo lahko razdelimo na glavo in telo. Glava vsebuje identiteto be-
sede, telo pa je nosilec rutine, ki se izvede ob njenem klicu. Osnovni deli
definicije so;
• <POVEZAVA>, ki kazˇe na naslednjo definicijo,
• <KONTROLNI BITI>, ki prilagajajo obnasˇanje besede,
• <IME>, ki je znakovna predstavitev besede,
• <KODA>, ki je skupina besed ali strojna koda, izvedena ob klicu in
• <PARAMETRI>, ki so podatki, uporabljeni ob izvedbi besede.
Slika 2.5: Zgradba slovarja [11]
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Slovar je organiziran v povezani seznam (ang. linked list). Slika 2.5
prikazuje zgradbo slovarja. Z uporabo povezanega seznama je omogocˇeno
dinamicˇno dodajanje besed in njihova redefinicija. Novejˇse besede se naha-
jajo blizˇje zacˇetni povezavi. Za definicijo nove besede se uporablja naslednja
sintaksa.
: <IME> <JEDRO> ;
Beseda ’:’ oznacˇuje zacˇetek definicije nove besede z imenom <IME>. Sledi
<JEDRO>, sestavljeno iz skupine besed, ki predstavljajo obnasˇanje nove
besede. Definicijo zakljucˇimo z besedo ’;’. Primer 2.4 prikazuje definicijo
nove besede.
1 : POTENCA2 DUP ∗ ;
Primer 2.4: Definicija besede POTENCA2
Beseda POTENCA2 predstavlja drugo potenco vrhnje vrednosti sklada. Slika
2.6 prikazuje simbolicˇni prikaz zapisa definicije v slovarju [11]. Besedi EN-
TER in EXIT sta pojasnjeni kasneje, glej poglavje 2.8.
Slika 2.6: Simbolicˇen prikaz definicije besede POTENCA2
2.6 Navidezni stroj
Jedro Forth tolmacˇa sestavlja navidezni stroj, katerega naloga je izvajanje
ukazov. Sestavljen je iz dveh skladov, logicˇne enote in nekaj registrov [11].
Lastnosti navideznega stroja se lahko razlikujejo med posameznimi imple-
mentacijami, saj so te mocˇno vezane na nosilni sistem.
Slika 2.7 predstavlja gradnike Forth navideznega stroja. Uporabljajo se
tri ali dva pomensko locˇena sklada. Podatkovni sklad (ang. Data Stack) vse-
buje splosˇne podatke in ga uporablja vecˇina besed. Zaradi pogoste uporabe
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ga imenujejo tudi ’The Stack’. Vrnitveni sklad (ang. Return Stack) nosi re-
zultate izvedenih besed, kontrolni sklad (ang. Control Stack) pa se uporablja
za hranjenje podatkov, potrebnih za nadzor besednega toka. Obicˇajno sta
vrnitveni in kontrolni sklad zdruzˇena, saj je njuna uporaba redka. Skladi so
kljucˇnega pomena za prenos informacij v navideznem stroju. Implementa-
cije, ki podpirajo paralelno izvajanje vecˇ procesov, imajo lahko vecˇ skladov
z enako vlogo [11].
Slika 2.7: Forth navidezni stroj
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Za podporo logicˇne enote so pogosto uporabljeni naslednji registri:
• SP (ang. Data Stack Pointer) kazˇe na vrh podatkovnega sklada.
• RP (ang. Return Stack Pointer) kazˇe na vrh vrnitvenega sklada.
• IP (ang. Instruction Pointer) kazˇe na naslednjo besedo, ki bo izvedena.
• WP (ang. Word Pointer) kazˇe na trenutno definicijo besede, ki se
izvaja.
Dodani so lahko sˇe registri, kot je UP (ang. User pointer), ki pri vecˇprocesnih
programih kazˇe na trenutno izvajajocˇo rutino.
Logicˇna enota (LE) je zadolzˇena za izvajanje besed in sledenje bese-
dnemu toku. Njeno jedro predstavlja notranji tolmacˇ, glej poglavje 2.8.
2.7 Zunanji tolmacˇ
Zunanji tolmacˇ je del logicˇne enote, ki skrbi za obravnavo vhodnega zapo-
redja znakov. Vir vhodnega zaporedja je datoteka ali pa interaktivna lupina.
Delovanje tolmacˇa je prikazano na sliki 2.8 [12, 14, 17].
Zunanji tolmacˇ ponavlja naslednje korake do izteka vhodnega zaporedja
znakov ali do prve napake.
1. Preberi neprekinjeno zaporedje vidnih znakov iz vhodnega zaporedja.
2. Poiˇscˇi definicijo besede v slovarju z enako znakovno predstavitvijo.
3. Cˇe primerna definicija obstaja, obravnavaj besedo. Cˇe primerne defi-
nicije ni, niz pretvori v sˇtevilo in ga dodaj na sklad.
4. Nadaljuj na prvem koraku. V primeru napake ustavi delovanje in
sporocˇi napako.
Obravnavanje besed se odvija v notranjem tolmacˇu, glej poglavje. 2.8
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Slika 2.8: Zunanji tolmacˇ [12]
2.8 Notranji tolmacˇ
Notranji tolmacˇ skrbi za obravnavo besed in je del zunanjega tolmacˇa. Se-
stavlja ga zaporedje besed NEXT, ENTER in EXIT. Skupaj predstavljajo
rutino, ki omogocˇa zaporedno izvajanje besed. Prikaz naslednjih operacij
je simbolicˇen, saj je delovanje notranjega tolmacˇa mocˇno vezano na nosilni
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sistem. Definicija besed:
NEXT ( i z v e d i besedo )
WP = IP
IP = nas l edn ja beseda
IZVEDI WP
ENTER ( vs top i v s e s t a v l j e n o besedo )
PUSH IP / r e g i s t e r IP shranimo na v r n i t v e n i sk lad
IP = prva beseda z n o t r a j s e s t a v l j e n e besede
EXIT ( i z s t o p i i z s e s t a v l j e n e besede )
POP IP / povrnemo vrednost s sk lada v r e g i s t e r IP
Primer izracˇuna prostornine kvadra prikazuje delovanje notranjega tolmacˇa.
Predpostavljeno je, da je viˇsina in sˇirina kvadra enaka 10 cm in da je dolzˇina
enaka 20 cm. Primer 2.5 prikazuje izracˇun v Forth programskem jeziku.
1 10 POTENCA2 20 ∗ .
Primer 2.5: Izracˇun prostornine kvadra
Program nam pove, da je plosˇcˇina prizme enaka 2000 cm3. Beseda ’.’ izpiˇse
vrhnjo vrednost sklada. Slika 2.9 prikazuje simbolicˇni prikaz programa.
Slika 2.9: Prikaz toka besed, primera 2.5.
Besede se izvajajo od leve proti desni. Cˇe predpostavimo, da je POTENCA2
edina sestavljena beseda, lahko prikaz razsˇirimo, glej sliko 2.10.
Slika 2.10: Prikaz toka besed, primer 2.5, z razsˇiritvijo besede POTENCA2.
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Pusˇcˇice prikazujejo preusmeritev besednega toka. Ker je POTENCA2 sesta-
vljena beseda, tolmacˇ izvede besede, ki so zapisane v njeni definiciji. Dodamo
sˇe besede notranjega tolmacˇa NEXT, ENTER in EXIT ter dobimo koncˇno
zaporedje izvedenih besed.
Slika 2.11: Razsˇirjeno zaporedje ukazov primera 2.5.
Iz primera 2.11 je razvidno, da se beseda NEXT izvede po vsaki besedi razen
sama po sebi. Besedi ENTER in EXIT pa se uporabljata za vhodni in izhodni
del sestavljenih besed. Beseda ENTER predstavlja prolog in beseda EXIT
epilog sestavljene besede.
Delovanje notranjega tolmacˇa je vezano na obliko predstavitve besed,
saj to dolocˇi vsebino definicije in njeno obravnavo. Uporablja se naslednje
metode.
Posredno-nitena koda (ang. Indirect-threaded code) se s kazalci skli-
cuje na lokacijo v pomnilniku, kjer se nahaja rutina [13, 18]. Kazalce se
ob definiciji shrani v telo besede in se jih kasneje uporabi pri njeni izvedbi.
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Beseda NEXT uporabi ukaz JUMP za preusmeritev besednega toka. Pro-
ces je primerljiv z definicijo podrutine. Na sliki 2.12 je prikazano delovanje
posredno-nitene kode.
Slika 2.12: Simbolicˇen primer posredno-nitene koda
Neposredno-nitena koda (ang. Direct-threaded code) ob definiciji nove
besede prenese kodo v telo definicije. S tem se izogne uporabi ukazov JUMP
[18].
Podrutinsko-nitena koda (ang. Subroutine-threaded code) doda vsaki
besedi v definicijo ukaz JUMP. Ucˇinek je enakovreden notranjemu tolmacˇu.
Posledicˇno notranji tolmacˇ ni vecˇ potreben.
Zˇetonsko-nitenje kode (ang. Token-threaded code) predstavi besede z
edinstvenimi zˇetoni (ang. token). Zˇetoni se med tolmacˇenjem preslikajo v
kazalec na spomin, kjer se rutina nahaja [13].
Poglavje 3
Nadgradnja
V zacˇetnih korakih nacˇrtovanja smo imeli zˇeljo po implementaciji tolmacˇa,
ki bi bil v celoti prilagojen nasˇim potrebam. Zaradi kompleksnosti imple-
mentacije se je kmalu izkazalo, da bi bila kolicˇina vlozˇenega cˇasa prevelika in
nepotrebna. Z obstojem modernih odprto licencˇnih implementacij (GForth
in PForth) bi vecˇino nasˇega dela spadalo pod implementacijo zˇe obstojecˇe
programske opreme. Odlocˇili smo se, da lahko z nadgradnjo zˇe obstojecˇe
implementacije dosezˇemo enakovredno v krajˇsem cˇasu. Za nadaljnjo analizo
delovanja obstojecˇih tolmacˇev smo kot najprimernejˇso izbrali implementacijo
PForth. Nadgradnja obsega implementacijo vmesnika, ki omogocˇa zbiranje
podatkov o delovanju tolmacˇa. Programi lahko preko njega dostopajo do
podatkov o trenutno izvajajocˇi besedi, stanju sklada in nekaterih registrih.
Poleg vmesnika smo razvili sˇe programsko opremo za zajem podatkov, ime-
novano zbiralnik. Delovanje opreme smo nato preverili z izvajanjem elemen-
tarnih testov.
3.1 Nacˇrtovanje
Nacˇrtovanje smo pricˇeli z obravnavo problema. To je obsegal predstavitev
domene in opisa osnovnih lastnosti. Prvotna resˇitev je obsegala implemen-
tacijo tolmacˇa z vgrajenim zbiralnikom podatkov, glej sliko 3.1. Njegova
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naloga je bila pridobitev, akumulacija in predstavitev podatkov.
Slika 3.1: Zacˇetna resˇitve
Po obsezˇnejˇsem pregledu domene smo se odlocˇili, da je kolicˇina dela pre-
velika. Zato smo implementacijo tolmacˇa opustili in se osredotocˇili na nad-
gradnjo zˇe obstojecˇe odprto-kodne resˇitve. Analizirali smo obstojecˇe tolmacˇe
in izbrali PForth. Z uporabo standardiziranega tolmacˇa smo omogocˇili izko-
ristek zˇe obstojecˇih programov in lazˇjo nadaljnjo podporo.
Da bi ohranili delovanje tolmacˇa, smo poskusili zmanjˇsati spremembe na
obstojecˇi kodi. Odrekli smo se uporabi vgrajenega zbiralnika in se osredotocˇili
na vmesnik, ki bo omogocˇal pridobitev podatkov, ne pa njihove njihove aku-
mulacije in predstavitve. Oblika koncˇne resˇitve je prikazana na sliki 3.2.
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Slika 3.2: Koncˇna resˇitev
3.2 PForth
PForth je program, ki omogocˇa tolmacˇenje programskega jezika Forth [4].
Strmi k delovanju znotraj okvirjev ANSI Forth standarda in poudarja pre-
nosljivost, kar je prikazano z zacˇetno cˇrko imena. Cˇrka P predstavlja besedo
’Portable’ (slo. Prenosljiv), ki predstavlja glavno vodilo implementacije. Je-
dro PForth tolmacˇa je zapisano v programskem jeziku C.
Notranji tolmacˇ se nahaja v funkciji pfCatch, datoteka pf forth.c, in
uporablja zˇetonsko-niteno kodo (ang. Token-threaded code). Zˇetoni pred-
stavljajo zaporedno sˇtevilko osnovne besede, cˇe je sˇtevilo manjˇse od sˇtevila
vseh osnovnih besed, ali pa kazˇejo na definicijo sestavljene besede izven slo-
varja. Kot vhodni argument pfCatch funkcije je podan zˇeton, ki je v funkciji
obravnavan s pomocˇjo switch strukture, ki vsebuje obnasˇanje vseh osnov-
nih besed. Notranji tolmacˇ je implementiran v jedru ene funkcije, da bi se
izognili uporabi prologa in epiloga C-ejevskih funkcij.
3.3 Arhitektura
Resˇitev vsebuje dva locˇena programa, njuno razmerje pa temelji na odjemalec-
strezˇnik modelu. PForth vmesnik prevzame vlogo strezˇnika, ki ponuja infor-
macije o stanju tolmacˇa preostalim udelezˇencem komunikacije. Vlogo od-
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jemalca prevzame zbiralnik, ki zbira podatke o stanju in jih predstavi v
primerni obliki za nadaljnjo analizo. Strezˇnik in odjemalec se nahajata na
istem sistemu.
Razmerje med posameznimi deli modela je prikazano na sliki 3.3.
Slika 3.3: Odjemalec-strezˇnik model
3.3.1 Smernice
Naslednje smernice so bile uporabljene pri razvoju nadgradnje:
1. Nadgradnja je prototip in zato optimizacija ni prioriteta.
2. Vpliv nadgradnje na delovanje PForth-a mora biti minimalen.
3. PForth vmesnik ponudi podatke pred zacˇetkom tolmacˇenja vsakega
ukaza.
4. Zgradba vmesnika mora podpirati enostavno dodajanje novih zahtev.
5. Komunikacija mora omogocˇiti enostaven prenos podatkov in sinhroni-
zacijo.
6. Komunikacija ne sme biti vezana na dolocˇen programski jezik.
7. Komunikacija mora biti prilagodljiva.
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8. Programski vmesnik mora biti enostaven in razumljiv.
9. Naloga zbiralnika je zbiranje podatkov.
10. Implementacija zbiralnika ni vezana na dolocˇen programski jezik.
11. Zbiralnik predstavi podatke na enostaven nacˇin.
12. Podatki, ki jih predstavi zbiralnik, so dostopni ostalim programom.
3.4 Komunikacija
Vmesnik in zbiralnik si izmenjujeta podatke preko sporocˇilne vrste (ang.
Message Queue) in uporabljata enostaven protokol, ki temelji na Zahteva-
odgovor modelu (ang. Request-Response model). Za cˇas komunikacije PForth
preda nadzor vmesniku.
Slika 3.4: Komunikacija
Slika 3.4 prikazuje potek komunikacije med zbiralnikom in vmesnikom.
Komunikacija temelji na izmenjavi prosˇnje in odgovora. Zbiralnik pricˇne iz-
menjavo s poslano prosˇnjo, ki jo vmesnik obdela in vrne njene rezultate v
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naslednjem odgovoru. Sˇtevilo izmenjav je odvisno od zbiralnika, ki vodi po-
tek komunikacije. Komunikacija se zakljucˇi, ko zbiralnik posreduje sporocˇilo,
ki oznacˇuje konec zbiranja podatkov.
3.4.1 Komunikacijski protokol
Komunikacijski protokol definira obliko, vsebino in uporabo sporocˇil. Pri
njegovi definiciji smo uposˇtevali smernice 5, 6 in 7, ter s tem zagotovili eno-
stavnost, prenosljivost in prilagodljivo komunikacijo.
Sporocˇila se delijo na zahteve in odgovore. Zbiralnik kot odjemalec upora-
blja zahtevo za pridobitev podatkov o stanju tolmacˇa. Vmesnik kot strezˇnik
pa na zahtevo odgovori z odgovorom. Slika 3.5 prikazuje izmenjavo sporocˇil.
Slika 3.5: Izmenjava sporocˇil
Slika 3.6: Oblika sporocˇil
Na sliki 3.6 je prikazana oblika sporocˇila. Polje UKAZ, ki je del zahteve,
predstavlja dejanje, ki ga mora opraviti vmesnik v imenu zbiralnika. Rezultat
dejanja je vrnjen v polju PODATKI, katerega oblika je odvisna od dejanja
in mora biti znana obema udelezˇencema komunikacije. Polje UKAZ, ki se
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nahaja v odgovoru, pa predstavlja izvedeno dejanje oziroma stanje tolmacˇa.
Ponavadi je izvedeno dejanje enako zahtevanemu, le v primeru napake ali
zakljucˇka tolmacˇenja je ta lahko drugacˇen.
Prenos podatkov bo potekal v serializirani obliki in bo v skladu z Messa-
gePack formatom. Opis formata lahko najdete v poglavju 3.5.
3.4.2 Implementacija komunikacije
Za prenos se uporabljata dve sporocˇilni vrsti, ki sluzˇita kot enosmerni posˇtni
nabiralnik [8]. Prva sporocˇilna vrsta sluzˇi prenosu zahtev od zbiralnika do
vmesnika in druga sluzˇi prenosu odgovorov v obratni smeri. Slika 3.7 prika-
zuje izmenjavo zahteve.
Slika 3.7: Sporocˇilna vrsta
V GNU/Linux operacijskem sistemu se sporocˇilna vrsta nahaja v delu pol-
nilnika, ki pripada jedru operacijskega sistema. Za upravljanje s sporocˇilno
vrsto je odgovoren operacijski sistem, ki ponuja programski vmesnik za upo-
rabo. Proces se lahko pridruzˇi ali ustvari sporocˇilno vrsto z uporabo funkcije
mq open(), v kateri kot enega izmed argumentov podamo ime sporocˇilne
vrste. Dva procesa lahko uporabljata isto sporocˇilno vrsto, cˇe podata isto
ime. Za dodajane sporocˇil uporabimo klic mq send() in za prevzem sporocˇila
mq receive(). Sporocˇila se obravnavajo kot zakljucˇena enota, kar pomeni, da
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uporabniku ni treba skrbeti za integriteto sporocˇila. Ko proces koncˇa s ko-
munikacijo, se odrecˇe uporabi sporocˇilne vrste s klicem funkcije mq close().
Proces lahko zahteva unicˇenje sporocˇilne vrste s klicem mq unlink().
Proces z uporabo funkcije mq receive() prevzame sporocˇilo. Cˇe je sporocˇilna
vrsta prazna, se proces prestavi v ozadje in prepusti procesorski cˇas preosta-
lim uporabnikom. Proces bo nadaljeval svoje izvajanje, ko vrsta prejme novo
sporocˇilo. To omogocˇi med-procesno sinhronizacijo, ki je potrebna zaradi od-
visnosti procesa od vsebine sporocˇil. Slika 3.8 prikazuje mesta sinhronizacije.
Slika 3.8: Sinhronizacija
Vmesnik in zbiralnik vzpostavita komunikacijo ob zacˇetku delovanja s kli-
cem funkcije mnt com srv start() in mnt com cli start(). Udelezˇenca klicˇeta
funkciji vzajemno z njuno vlogo v arhitekturi.
Zapis 3.1 prikazuje funkcijo mnt com src start() iz datoteke mnt common.c.
1 bool mnt com srv start ( mqd t ∗mq, const char ∗name)
2 {
3 s t r u c t mq attr a t t r ;
4
5 /∗ t ry to unl ink the message queue ∗/
6 mq unlink (name) ;
7
8 a t t r . mq f lags = 0 ;
9 a t t r . mq maxmsg = 10 ;
10 a t t r . mq msgsize = MNT MQ MAX MSG LENGTH;
11 a t t r . mq curmsgs = 0 ;
12
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13 ∗mq = mq open (name , O CREAT | O RDWR, 0644 , &a t t r ) ;
14 i f ( ( i n t ) (∗mq) == −1)
15 {
16 per ro r ( ” Error : mq open” ) ;
17 re turn f a l s e ;
18 }
19
20 re turn true ;
21 }
Primer 3.1: Funkcija mnt com src start()
Po uspesˇni vzpostavitvi komunikacije lahko pricˇnemo s posˇiljanjem sporocˇil.
Preden je sporocˇilo poslano, je treba podatke pretvoriti v MessagePack for-
mat. Zato uporabljamo CMP knjizˇnico [4], ki omogocˇa enostavno pretvorbo
in je zapisana v programskem jeziku C, kompatibilnim z ANSI C Standar-
dom.
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Funkcija mnt build request(), primer 3.2, ki se nahaja v datoteki
mnt common.c, je primer funkcije, namenjene gradnji sporocˇila.
1 /∗∗
2 ∗ @brie f Bui ld a reque s t message .
3 ∗ @param b u f f e r A b u f f e r used f o r the r eques t message s to rage .
4 ∗ Has to be l a r g e enough .
5 ∗ @param cmd A command used in the message .
6 ∗ @param Returns f a l s e i f message t rans fo rmat ion was not
s u c c e s s f u l .
7 ∗/
8 bool mnt bu i ld r eques t ( char ∗ bu f f e r , const u i n t 1 6 t cmd)
9 {
10 cmp ctx t cmp ;
11 cmp in i t (&cmp , ( void ∗) bu f f e r ,
12 cmp buf f e r reader ,
13 cmp bu f f e r wr i t e r ) ;
14 c m p w r i t e r p o i n t e r r e s e t ( ) ;
15
16 i f ( ! cmp wr i te array(&cmp , 1) )
17 {
18 f p r i n t f ( s tde r r , ” Error : mnt build cmd : ”
19 ” cmp wri te array !\n” ) ;
20 re turn f a l s e ;
21 }
22
23 i f ( ! cmp write u16(&cmp , cmd) )
24 {
25 f p r i n t f ( s tde r r , ” Error : mnt build cmd : ”
26 ” cmp write u16 !\n” ) ;
27 re turn f a l s e ;
28 }
29
30 re turn true ;
31 }
Primer 3.2: Funkcija mnt build request()
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3.5 Serializacija in deserializacija podatkov
Serializacija (ang. Serialization) je proces pretvorbe podatkovne strukture v
obliko, ki je primerna za hranjenje in posˇiljanje podatkov med razlicˇnimi
sistemi ali programskimi jeziki [9]. Rezultat serializacije je niz bitov, ki
omogocˇa rekonstrukcijo semanticˇno identicˇne podatkovne strukture. Nosilci
informacije o strukturi so metapodatki, ki so dodani med serializacijo. Proces
rekonstrukcije se imenuje deserializacija (ang. Deserialization).
MessagePack je podatkovni format, ki omogocˇa predstavitev preprostih
podatkovnih struktur v serializirani binarni obliki [3]. Zasnova formata strmi
k majhnosti in kompaktnosti. Programska podpora je na voljo v vecˇ pro-
gramskih jezikih, kar omogocˇa visoko prenosljivost. MessagePack za opis
podatkovnih struktur uporabi kombinacijo tipa in formata. Sistem tipov
omogocˇa razvrstitev podatkov glede na njihovo uporabo in mnozˇico mogocˇih
vrednosti. Sistem vsebuje pogoste osnovne tipe, kot so Integer, Floar, String
in Map, ki so nadaljnjo razvrsˇcˇeni z uporabo formata. Format predstavi
dodatne omejitve mnozˇice in dolocˇa zaporedje zapisanih bitov.
Format int16 ima sˇestnajstiˇsko predstavitev 0xD0 in je tipa Integer, kate-
rega mnozˇica mogocˇih vrednosti je (−263, 263−1). Dodatna omejitev formata
zmanjˇsa mnozˇico vrednosti na (−215, 215− 1) in predpostavi, da je zaporedje
zapisanih bitov v big-endian obliki. Omejitev mnozˇice mogocˇih vrednosti
je prikazana v imenu formata s sˇtevilom 16, ki predstavlja dolzˇino bitov, s
katero je vrednost lahko zapisana [3].
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Primer zapisa spremenljivke ’stevilo’, primer 3.3, v MessagePack formatu
je prikazan na sliki 3.9.
1 i n t 1 6 t s t e v i l o = 0x7D0 ;
Primer 3.3: Spremenljivka ’stevilo’ zapisana v C programskem jeziku.
Slika 3.9: Oblika spremenljivke ’stevilo’ v MessagePack formatu
Vrednost 0xD0 je metapodatek, katerega pomen je format int16, kar po-
meni, da naslednji podatek predstavlja celo sˇtevilo z mnozˇico mogocˇih vre-
dnosti (−215, 215 − 1). Zapis kompleksnejˇse strukture je prikazan na sliki
3.10.
1 i n t 1 6 t seznam x [ ] = {10 , 30} ;
Primer 3.4: Seznam ’seznam x’ zapisana v C programskem jeziku
Slika 3.10: Seznam ’seznam x’, zapisana v MessagePack formatu, primer 3.4.
Vrednost 0xDC predstavlja format arr16, ki napoveduje seznam N ele-
mentov. N je vrednost, zapisana v naslednjih sˇestnajstih bitih in je v tem




PForth tolmacˇ je navidezni stroj, ki je namenjen tolmacˇenju programskega
jezika Forth. Njegovi deli omogocˇajo ’izvajanje’ programa in so vir informacij
o njegovemu delovanju. Cˇe zˇelimo zbrati informacije o delovanju programa,
moramo torej zbrati informacije o samem stroju. Namen PForth vmesnika
je oskrbeti svet s temi informacijami.
3.6.1 Zajem podatkov
Delovanje navideznega stroja lahko predstavimo kot set zaporednih stanj,
kjer stanje predstavlja vsebina vseh pomembnih delov sistema v dolocˇenem
trenutku. V poglavju 2.6 smo predstavili osnovne elemente navideznega
stroja, brez katerih ta ne more delovati. Poiskali smo njihove predstavnike
v tolmacˇu in obravnavali njihovo delovanje. Predpostavili smo, da so podat-
kovni sklad, povratni sklad, kontrolni sklad in vsi registri primerna predsta-
vitev sistema, glej sliko 3.11.
Slika 3.11: Stanje sistema
3.6.2 Interval zajemanja
Interval zajemanja je direktno povezan z kolicˇino zajetih podatkov. Cˇe po-
datke zajemamo s premajhno periodo, pride do fragmentacije informacij. Cˇe
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je perioda zajemanja prevelika, lahko izpustimo stanje, ki nosi pomembno
informacijo.
Smiselno je, da omejimo izbiro periode na mnogokratnike cˇasa ene izve-
dene besed, saj uporaba periode manjˇse od cˇasa ene izvedene besede povzrocˇi
ponavljanja IP in WP registrov, ki kazˇeta na trenutno izvajajocˇo in naslednjo
besedo. Ponavljanje registrov pripomore k fragmentaciji informacij cˇemur se
zˇelimo izogniti.
Forth programski jezik se mocˇno zanasˇa na uporabo sestavljenih besed.
Iz poglavja 2.3 vemo, da so sestavljene besede zgrajene iz vecˇ osnovnih in
sestavljenih besed, ki se obravnavajo ob tolmacˇenju. Beseda 2@ ima sledecˇo
definicijo
: 2@ ( addr −− x1 x2 )
DUP CELL+ @ SWAP @
;
in je sestavljena iz ene sestavljene in sˇtirih osnovnih besed. CELL+ je se-
stavljena beseda, ki ima sledecˇo definicijo in je zgrajena iz dveh osnovnih
besed.
: CELL+ ( n −− n+c e l l )
CELL +
;
Slika 3.12 prikazuje drevesno zgradbo besede 2@.
Slika 3.12: Drevesna zgradba beseda 2@
Skupno je beseda 2@ sestavljena iz sˇestih osnovnih besed. Predpostavimo,
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da nas zanima stanje pred in po koncˇani funkciji 2@ in da je perioda zbira-
nja podatkov enaka eni izvedeni osnovni besedi. Med tolmacˇenjem besede
2@ bomo izvedli sˇest osnovnih besed in posledicˇno bomo zbrali tudi sˇest
stanj. Torej sˇest stanj predstavi tolmacˇenje besede 2@. Tezˇava se pojavi, ker
nas zanima samo stanje pred in po tolmacˇenju besede 2@, kar pomeni, da
nas vmesna stanja ne zanimajo. Namesto dveh zajemov jih naredimo sˇest.
Posledicˇno imamo vecˇjo kolicˇino podatkov. Prepogost zajem podatkov pri-
speva k fragmentaciji informacij in otezˇi analizo. Tezˇava se povecˇa z uporabo
kompleksnejˇsih besed.
Nasprotje zgornjemu primeru je zajem podatkov pred in po tolmacˇenju se-
stavljene besede. Na primeru besede INFINITY LOOP, ki vsebuje neskoncˇno
zanko, lahko vidimo, da preredek zajem podatkov lahko povzrocˇi izgubo in-
formacij. Ker podatke zajemamo samo pred in po sestavljeni besedi, zbirnik








Razvidno je, da mora biti interval zajema podatkov primerno dolg. Pre-
majhen interval povzrocˇi fragmentacijo informacij, predolg interval pa lahko
povzrocˇi izgubo podatkov. Resˇitev, ki smo jo uporabili, je predstavljena v
poglavju 3.6.3 in je vezana na globino tolmacˇene besede.
3.6.3 Zbirna tocˇka
Dostop do gradnikov tolmacˇa, ki predstavljajo stanje sistema, ni enak skozi
celoten tolmacˇ. Dostop do gradnika je omejen z zˇivljenjsko dobo objekta in
obmocˇja njegove veljavnosti. Z dekonstrukcijo tolmacˇa smo poiskali tocˇko,
ki ima primeren dostop do vseh gradnikov.
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Funkcija pfCatch() vsebuje delovanje notranjega tolmacˇa. Znotraj so
tolmacˇene sestavljene in se izvajajo osnovne besede. Funkcija ima dostop do
vseh osnovnih delov in je hkrati edino mesto, kjer lahko spremljamo izvajanje
osnovnih besed. Pomembno je, da se zbirna tocˇka nahaja znotraj te funkcije.
Delovanje funkcije pfCatch() prikazuje diagram 3.13.
Slika 3.13: Delovanje funkcije pfCatch()
Spremenljivka GLOBINA sledi vstopom in izstopom tolmacˇa v sesta-
vljene besede. Ko je globina enaka nicˇ, se tolmacˇenje zakljucˇi. Funkcija
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TraceNames() omogocˇa uporabniku sledenje besedam. Na podlagi zˇetona
izpiˇse ime izvedene ali tolmacˇene besede. Ta lastnost je posebnost PForth
tolmacˇa in ni del ANSI Forth standarda.











Primer 3.5: Izpis tolmacˇene besede 2@
Odmik besede, od leve proti desni, prikazuje vstop v sestavljeno besedo. Torej
so besede, ki jim sledijo levo zamaknjene besede, sestavljene (2@, CELL+).
Preostale besede so lahko sestavljene ali osnovne. Vstop ali izstop iz sesta-
vljene besede povecˇa ali zmanjˇsa globino.
Slika 3.14 prikazuje izpis v obliki drevesa.
Slika 3.14: Globina besed
Globino sledenja oziroma izpisa lahko nadziramo z zapisom najvecˇje glo-
bine v spremenljivko TRACE-LEVEL. Spremenljivko lahko nastavimo z na-
slednjim ukazom
36 POGLAVJE 3. NADGRADNJA
1 <globina> TRACE−LEVEL !
kjer oznako <globina> nadomestimo z najvecˇjo globino. Primer 3.6 prikazuje
sledenje besedi 2@ z najvecˇjo globino tri, primer 3.7 prikazuje sledenje z
najvecˇjo globino dva in primer 3.8 z ena.












Primer 3.6: Sledenje besede 2@ z najvecˇjo globino tri









Primer 3.7: Sledenje besede 2@ z najvecˇjo globino dve
1 1 TRACE−LEVEL !
2 2@
3 >2@
Primer 3.8: Sledenje besede 2@ spremljanja z najvecˇjo globino ena
Mehanizem sledenja lahko sluzˇi kot primeren nadzor intervala zajema-
nja podatkov. Posledica uporabe je odvisnost periode od globine izvedene
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besede, kar pomeni, da perioda zajema ni vecˇ konstantna.
Z definicijo vmesnika znotraj funkcije TraceNames(), ki je vecˇkrat upo-
rabljena znotraj funkcije pfCatch(), slika 3.13, zadostimo potrebama dosto-
pnosti gradnikov in nadzoru periode zajema.
3.6.4 Programski vmesnik
Programski vmesnik je definiran v funkciji TraceNames(), pogavlje 3.6.3, in
podpira komunikacijo, opisano v poglavju 3.4. Delovanje je sestavljeno iz:
• prejema zahteve,
• razresˇitve zahteve in
• odgovora na zahtevo.
Zahteva je razresˇena na podlagi prejetega ukaza. Ukaz je obdelan z upo-
rabo switch strukture, ki za vsak ukaz izvede dolocˇen del kode. Izveden
del kode vsebuje izbiro podatkov in njihovo pripravo na prenos. Zahteva in
odgovor sta v skladu s poglavjem 3.4.
Ukazi za zbiranje podatkov:
Ukaz Odgovor
C REG SP Odgovor vsebuje SP register.
C REG RP Odgovor vsebuje RP register.
C DATA STATE Odgovor vsebuje Podatkovni in Povra-
tni/Kontrolni sklad ter ime izvedene besede.
Ukazi za sinhronizacijo programa:
Ukaz Pomen
C END Tolmacˇ lahko nadaljuje s tolmacˇenjem be-
sede.
C EXIT Oznacˇuje konec tolmacˇenja programa.
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3.7 Zbiralnik
Zbiralnik je program, ki preko vmesnika dostopi do podatkov in jih izpiˇse
na standardni izhod v primerni obliki za nadaljnjo analizo. Za dostop do
podatkov uporablja vmesnik definiran v poglavju 3.6.4. Izmenjava sporocˇil
je v skladu s poglavjem 3.4.
Slika 3.15: Delovanje zbiralnika
Zbiralnik je definiran v datoteki monitor.c. Njegovo delovanje je opisano
v diagramu 3.15. Komunikacija se pricˇne s poslano zahtevo. Sledi cˇakanje
na odgovor in korak obravnave. Obravnava je odvisna od vrnjenega ukaza.
Pri obravnavi prejetega ukaza uporabimo switch strukturo, ki pravilno de-
serializira podatke in jih izpiˇse na standardni izhod. Primer 3.9 prikazuje
obravnavo odgovora.
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1 whi le ( . . . )
2 {
3 /∗ po sˇ l j i zahtevo ∗/
4 mnt bu i ld r eques t ( . . . , cmd sequence [ cmd sequence cnt ] ) ;
5 mq send ( . . . ) ;
6
7 /∗ cˇ akanje na odgovor ∗/
8 mq rece ive ( ) ;
9
10 /∗ obdelava odgovora ∗/
11 mnt parse cmd ( . . . , &cmd) )
12 switch (cmd)
13 {
14 case C DATA STATE
15 // obravnava C DATA STATE sporo cˇ i l a
16 break ;
17 case C REG SP :
18 case C REG RP:
19 // obravnava C DATA STATE sporo cˇ i l a
20 break ;
21 case C EXIT :
22 // zapus t i zanko
23 break ;
24 d e f a u l t :
25 // neznan ukaz
26 re turn EXIT FAILURE ;
27 }
28 cmd sequence cnt++;
29 }
Primer 3.9: Simbolicˇni prikaz delovanja zbirnika v C programskem jeziku
Ob koncˇanem tolmacˇenju vmesnik vrne ukaz C EXIT, ki povzrocˇi izhod
iz zanke in konec zbiranja podatkov. Primer 3.10 prikazuje primer izpisa
prejetih podatkov.
1 19391920 :19396072 : I : : , 0 , 70078431232 ,0
2 19391912 : 19396072 : . : , 0 : , 0 , 70078431232 , 0
3 19391920 :19396072 :CR: : , 0 , 70078431232 ,0
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4 19391920 :19396072 : (LOOP) : : , 0 , 70078431232 ,0
Primer 3.10: Primer izpisa
Zaporedje poslanih zahtev je C REG SP, C RE RP, C DATA STATE, in
C END. Slika 3.16 prikazuje interpretacijo izpisa.
Slika 3.16: Predstavitev izpisa
Poglavje 4
Uporaba
Naslednje poglavje predstavi gradnjo in uporabo programske opreme ter opi-
suje izvedene teste, ki so potrdili delovanje nadgradnje.
Koda programske opreme je dostopna preko https://github.com/siks89/
pfextend povezave in je namenjena uporabi na GNU/Linux operacijskem
sistemu.
4.1 Priprava programov
Programsko kodo lahko prenesemo na osebni racˇunalnik preko sledecˇe po-
vezave https://github.com/siks89/pfextend z uporabo git kontrolnega
sistema.
> g i t c l one https : // github . com/ s i k s 8 9 / pfextend
Gradnjo programa smo poenostavili z uporabo GNU Make programske
opreme. Navodila za gradnjo se nahajajo v Makefile datoteki. Programsko
opremo lahko zgradimo s klicem ukaza ’make’.
> cd pfextend
> make
Po uspesˇni gradnji se v datoteki pfextend pojavi datoteka out, ki vsebuje
naslednje datoteke.
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Program Opis
pforth standalone Nadgrajeni PForth tolmacˇ
monitor.out Zbiralnik
analyser.out Program za analizo pridobljenih podatkov
auto run monitor.sh Skripta za enostaven zagon tolmacˇa in Zbi-
ralnika
auto run analyser.sh Skripta za enostaven zagon tolmacˇa, Zbiral-
nika in testnega programa za analizo (ana-
lyser.out)
4.2 Uporaba programa
Po uspesˇni gradnji programov, glej poglavje 4.1, lahko pricˇnemo z zbiranjem
podatkov. Sprva pozˇenemo PForth tolmacˇ. Uporabimo ukaz
> . / p f o r th s t anda l one −m <pot do programa>
Zastavica “m” omogocˇi delovanje vmesnika in parameter
<pot do programa> kazˇe na program, ki ga hocˇemo izvesti. Nato zazˇenemo
zbiralnik v locˇenem terminalu. Uporabimo ukaz
> . / monitor
Tolmacˇen program z nastavitvijo globine oznacˇuje zacˇetek zbiranja podatkov.
<globina> TRACE−LEVEL !
Simbol <globina> predstavlja najvecˇjo globino sledenih besed, glej poglavje
3.6.3.
Sledecˇi program je primer koncˇne zanke.
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\ I z p i s ”EXE: FINITE LOOP”
. ( EXE: FINITE LOOP) CR
\ Nastavimo g lob ino s l e d e n j a .
2 TRACE−LEVEL !
\ Zbi ran j e podatkov j e omogocˇ eno .
\ Izvedba zanke .
FINITE LOOP
Ko ga zazˇenemo, lahko pricˇakujemo naslednji izpis
1 Monitor :
2 12050864 :12055040 :FINITE LOOP : :
3 12050864 :12055032 : (LITERAL) : : , 0
4 12050856 :12055032 : (LITERAL) : , 1 0 0 0 : , 0
5 12050848 :12055032 : (DO) : , 1 , 1 0 0 0 : , 0
6 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 1 , 0
7 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 2 , 0
8 . . .
9 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 9 9 6 , 0
10 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 9 9 7 , 0
11 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 9 9 8 , 0
12 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 9 9 9 , 0
13 12050864 :12055032 :EXIT : : , 0
14 12050864 :12055040 :AUTO.TERM: :
15 12050864 :12055032 :HISTORY.OFF: : , 0
16 12050864 :12055032 :AUTO.TERM: : , 0
17 12050864 :12055032 :EXIT : : , 0
Oznaka “...” oznacˇuje ponavljanje izpisa.
Za enostaven zagon tolmacˇa in zbiralnika lahko uporabimo ukaz
. / auto run monitor . sh <pot do programa>
Zbrane podatke lahko preusmerimo v program, namenjen analizi podatkov.
Uporabimo
> . / auto run monitor . sh <pot do programa> |
<program za anal izo podatkov>
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kjer simbol <program za analzo podatkov> predstavlja program, ki preko
standardnega vhoda prevzame podatke in jih analizira.
4.3 Testi
Delovanje nadgradnje smo potrdili z elementarnimi testi. Ustvarili smo pro-
gram ’analyser.out’, ki na podlagi izbranih podatkov napove ustavljivost pro-
grama. Program med zbranimi podatkih iˇscˇe zaporedje ponavljajocˇih se vr-
stic, kjer vsaka vrstica predstavlja stanje tolmacˇa. Uporabimo ga lahko z
ukazom
. / auto run monitor . sh <pot do programa> | ana ly s e r . out
ali pa uporabimo skripto
. / au to run ana ly s e r . sh <pot do programa>
za enostavnejˇso uporabo. Delovanja programa lahko prikazˇemo na primeru
p r i n t f ”14\n1\n20\n16\n20\n16\n20\n16\n20\n16\n20\n16\n20\n16” |
. / ana ly s e r . out
kjer ukaz
p r i n t f ”14\n1\n20\n16\n20\n16\n20\n16\n20\n16\n20\n16\n20\n16”














Program zazna ponavljanje sˇtevila 20 in 16. Program temelji na domnevi,
da lahko iz trenutnega stanja sistema napovemo stanje, ki sledi. Torej, cˇe je
simbolicˇno stanje sistema 20 in temu sledi enako stanje 20, lahko sklepamo,
da stanje 20 povzrocˇi stanje 20. Napovemo lahko, da se stanje sistema ne







lahko sklepamo, da se ponavljanje zaporedja ne bo koncˇalo. Domneva se
zanasˇa na deterministicˇno obnasˇanje in celovitost predstavitve stanja sis-
tema. V primeru, ko to ne drzˇi, domneva ni veljavna.





. ( EXE: INFINITY LOOP ) CR
2 TRACE−LEVEL !
INFINITY LOOP
Primer 4.1: Prime neskoncˇne zanke
Uporabimo ukaz
> . / au to run ana ly s e r . sh . . / example/ i n f i n i t e l o o p . f
in dobimo naslednji izpis
1 RUN: . . / example/ i n f i n i t e l o o p . f
2 Analyser :
3 Line : Monitor :
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4 Line : 35033520 :35037696 :INFINITY LOOP : :
5 Line : 35033520 :35037688 :BRANCH: : , 0
6 Line : 35033520 :35037688 :BRANCH: : , 0
7 Pred i c t i on : Program w i l l not STOP!
Razvidno je, da program analyser.out lahko prepozna enostavno ponavljanje
stanj in z uposˇtevanjem deterministicˇnosti sistema napove, da se program ne
bo ustavil. Primer 4.2 predstavlja koncˇno zanko s tisocˇ ponovitvami.






7 . ( EXE: FINITE LOOP) CR
8
9 2 TRACE−LEVEL !
10
11 FINITE LOOP
Primer 4.2: Primer FINITE LOOP
Z analizo dobimo naslednji izpis
1 RUN: . . / example/ f i n i t e l o o p . f
2 Monitor :
3 12050864 :12055040 :FINITE LOOP : :
4 12050864 :12055032 : (LITERAL) : : , 0
5 12050856 :12055032 : (LITERAL) : , 1 0 0 0 : , 0
6 Line : 18977184 :18981368 : (DO) : , 1 , 1 0 0 0 : , 0
7 Line : 18977200 :18981352 : (LOOP) : : , 1 0 0 0 , 1 , 0
8 Line : 18977200 :18981352 : (LOOP) : : , 1 0 0 0 , 2 , 0
9 Line : 18977200 :18981352 : (LOOP) : : , 1 0 0 0 , 3 , 0
10 Line : 18977200 :18981352 : (LOOP) : : , 1 0 0 0 , 4 , 0
11 Line : 18977200 :18981352 : (LOOP) : : , 1 0 0 0 , 5 , 0
12 Line : 18977200 :18981352 : (LOOP) : : , 1 0 0 0 , 6 , 0
13 Line : 18977200 :18981352 : (LOOP) : : , 1 0 0 0 , 7 , 0
14 . . .
15 Line : 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 9 9 6 , 0
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16 Line : 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 9 9 7 , 0
17 Line : 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 9 9 8 , 0
18 Line : 12050864 :12055016 : (LOOP) : : , 1 0 0 0 , 9 9 9 , 0
19 Line : 12050864 :12055032 :EXIT : : , 0
20 Line : 12050864 :12055040 :AUTO.TERM: :
21 Line : 12050864 :12055032 :HISTORY.OFF: : , 0
22 Line : 12050864 :12055032 :AUTO.TERM: : , 0
23 Line : 12050864 :12055032 :EXIT : : , 0
24 Program has stopped !
Oznaka “...” oznacˇuje ponavljanje izpisa. Analiza primera ne napove ne-
skoncˇnega izvajanja, saj izpis ne vsebuje ponavljajocˇih se stanj. Iz Povra-
tnega/Kontrolnega sklada je razvidna, slika 4.1, iteracija sˇtevca (0, 1, 2, ... ,
999) in ohranjanje primerjalne vrednosti 1000.
Slika 4.1: Primer stanja
Program 4.3 je primer neskoncˇne zanke, ki izpisuje lihost ali sodost tre-
nutnega koraka. Jedro zanke vsebuje dodatno kodo, ki ne vpliva na izvajanje
zanke, in s tem predstavi dodatno kompleksnost, ki utezˇi analizo.
: INFINITY LOOP PRINT
0
BEGIN
. ” To j e neskoncna zanka . ” CR
0=
IF
. ” L ih i korak ! ” CR
1
ELSE
. ” Sodi korak ! ” CR
0




. ( EXE: INFINITY LOOP PRINT ) CR
2 TRACE−LEVEL !
INFINITY LOOP PRINT
Primer 4.3: Primer INFINITY LOOP PRINT
Rezultat analize
1 RUN: . . / example/ i n f i n i t e l o o p p r i n t . f
2 Analyser :
3 Line : Monitor :
4 Line : 31007152 :31011328 :INFINITY LOOP PRINT : :
5 Line : 31007152 :31011320 : (LITERAL) : : , 0
6 Line : 31007144 : 31011320 : ( . ” ) : , 0 : , 0
7 Line : 31007144 :31011320 :CR: , 0 : , 0
8 Line : 31007144 :31011320 :0=: ,0 : , 0
9 Line : 31007144 :31011320 :0BRANCH: ,18446744073709551615 : ,0
10 Line : 31007152 : 31011320 : ( . ” ) : : , 0
11 Line : 31007152 :31011320 :CR: : , 0
12 Line : 31007152 :31011320 : (LITERAL) : : , 0
13 Line : 31007144 :31011320 :BRANCH: , 1 : , 0
14 Line : 31007144 :31011320 :BRANCH: , 1 : , 0
15 Line : 31007144 : 31011320 : ( . ” ) : , 1 : , 0
16 Line : 31007144 :31011320 :CR: , 1 : , 0
17 Line : 31007144 :31011320 :0=: ,1 : , 0
18 Line : 31007144 :31011320 :0BRANCH: , 0 : , 0
19 Line : 31007152 : 31011320 : ( . ” ) : : , 0
20 Line : 31007152 :31011320 :CR: : , 0
21 Line : 31007152 :31011320 : (LITERAL) : : , 0
22 Line : 31007144 :31011320 :BRANCH: , 0 : , 0
23 Line : 31007144 : 31011320 : ( . ” ) : , 0 : , 0
24 Line : 31007144 :31011320 :CR: , 0 : , 0
25 Line : 31007144 :31011320 :0=: ,0 : , 0
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26 Line : 31007144 :31011320 :0BRANCH: ,18446744073709551615 : ,0
27 Line : 31007152 : 31011320 : ( . ” ) : : , 0
28 Line : 31007152 :31011320 :CR: : , 0
29 Line : 31007152 :31011320 : (LITERAL) : : , 0
30 Line : 31007144 :31011320 :BRANCH: , 1 : , 0
31 Line : 31007144 :31011320 :BRANCH: , 1 : , 0
32 Line : 31007144 : 31011320 : ( . ” ) : , 1 : , 0
33 Line : 31007144 :31011320 :CR: , 1 : , 0
34 Line : 31007144 :31011320 :0=: ,1 : , 0
35 Line : 31007144 :31011320 :0BRANCH: , 0 : , 0
36 Line : 31007152 : 31011320 : ( . ” ) : : , 0
37 Line : 31007152 :31011320 :CR: : , 0
38 Line : 31007152 :31011320 : (LITERAL) : : , 0
39 Line : 31007144 :31011320 :BRANCH: , 0 : , 0
40 Line : 31007144 : 31011320 : ( . ” ) : , 0 : , 0
41 Pred i c t i on : Program w i l l not STOP!
Kljub dodatni kodi, ki jo program izvede ob vsaki ponovitvi zanke, je program
analyser.out uspel prepoznati, da se program ne bo ustavil.
Predhodnih primeri so potrdili delovanje nadgradnje. Pokazali smo, da
je mogocˇe v preprostih primerih locˇiti med koncˇno in neskoncˇno zanko.
Cˇeprav so primeri enostavni, menimo, da lahko s prilagajanjem nadgradnje
omogocˇimo analizo kompleksnejˇsih programov.
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Poglavje 5
Sklepna ugotovitev
Namen diplomskega dela je bila izdelava programske opreme, ki podpira opa-
zovanje in analizo konkatenacijskega jezika. Uporaba smernic nas je vodila
k izbiri programskega jezika Forth. Preko nacˇrtovanja in analize smo posta-
vili osnovno arhitekturo in se odlocˇili za uporabo PForth tolmacˇa. Preucˇili
smo delovanje navideznega stroja in s tem dolocˇili opis stanja sistema. V
tolmacˇu smo poiskali izvorne tocˇke podatkov in temu prilagodili arhitekturo
nadgradnje. Definirali smo nacˇin komunikacije in izdelali nadgradnjo z vso
podporno opremo. Testi so pokazali uspesˇnost in primernost nadgradnje za
nadaljnje poizkuse. Izvedeni testi so bili preprosti, zato menimo, da bo z
dvigom kompleksnosti nastala potreba po razsˇiritvi nadgradnje in izboljˇsavi
metode analize, kar je bilo predvideno skozi proces izdelave. Nadgradnja je
zadostna in primerna za uporabo. Nadaljnja smer dela vkljucˇuje izboljˇsavo
opreme in metode analize.
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