The existing techniques for reachability analysis of linear hybrid automata do not scale well to problem sizes of practical interest. Instead of developing a tool to perform reachability check on all the paths of a linear hybrid automaton, a complementary approach is to develop an efficient path-oriented tool to check one path at a time where the length of the path being checked can be made very large and the size of the automaton can be made large enough to handle problems of practical interest. This approach of symbolic execution of paths can be used by design engineers to check important paths and thereby, increase the faith in the correctness of the system. Unlike simple testing, each path in our framework represents a dense set of possible trajectories of the system being analyzed. In this paper, we develop linear programming based techniques towards an efficient path-oriented tool for the bounded reachability analysis of linear hybrid systems.
Introduction
The model checking problem for hybrid systems is very difficult. Even for a relatively simple class of hybrid systems -the class of linear hybrid automata [1] -the most common problem of reachability is still undecidable [1] [2] [3] .
Several model checking tools have been developed for linear hybrid automata, but they do not scale well to the size of practical problems. The state-of-the-art tool HYTECH [8] and its improvement PHAVer [9] need to perform expensive polyhedra computation, and their algorithm complexity is exponential in number of variables in the automata. In recent years, the bounded model checking has been presented as an complementary technique for BDD-based symbolic model checking, whose basic idea is to search for a counterexample in the model executions whose length is bounded by some integer k [5] . Several works [6, 7] have been given to check linear hybrid systems using the bounded model checking technique. In these techniques, the model checking problems are reduced into the satisfiability problem of a boolean combination of propositional variables and mathematical constraints, but their experiment results show that the length of the checked model executions is still far from the practical problem size.
As the existing techniques cannot check all the paths for reachability analysis when attempting analysis of problem sizes that are of practical significance, a complementary approach is to develop an efficient path-oriented tool to check one path at a time where the length of the path being checked can be made very large and the size of the automaton can be made large enough to handle problems of practical interest. This approach of symbolic execution of paths can be used by design engineers to check important paths and thereby, increase the faith in the correctness of the system. Unlike simple testing, each path in our framework represents a dense set of possible trajectories of the system being analyzed. In this paper, we develop linear programming based techniques towards an efficient path-oriented tool for the bounded reachability analysis of linear hybrid systems.
The paper is organized as follows. In next section, we define the class of linear hybrid automata considered in this paper. In section 3, we use linear programming to present our solution for the path-oriented bounded reachability analysis of linear hybrid automata. Section 4 presents some techniques to reduce the size of the linear programs corresponding to the paths that we are checking. The tool prototype and case studies are described in section 5 . We give the conclusion in the last section.
Linear Hybrid Automata
The linear hybrid automata considered in this paper are a variation of the definition given in [1] , in which the change rates of variables may be given a range of possible values. For simplicity, we suppose that in any linear hybrid automaton considered in this paper there is just one initial location with no initial conditions and no transitions to the initial location (we assume that each variable with an initial value is reset to the initial value by the transitions from the initial location). • X is a finite set of real-valued variables. V is a finite set of locations.
• E is transition relation whose elements are of the form (v, φ, ψ, v ) • v I is an initial location.
• α is a labelling function which maps each location in V − {v I } to a state invariant which is a set of variable constraints of the form a ≤ • β is a labelling function which maps each location in V − {v I } to a set of change rates which are of the form .
x= [a, b] where x ∈ X, and a, b are real numbers (a ≤ b). For any location v, for any x ∈ X, there is one and only one change rate definition
Notice that the class of linear hybrid automata we consider here can be used to approximate any general hybrid automata to any desired level of accuracy because they are sufficiently expressive to allow asymptotically completeness of the abstraction process for a general hybrid automata [4] .
We use the sequences of locations to represent the evolution of a linear hybrid automaton from location to location. For a linear hybrid automaton H = (X, V, E, v I , α, β) , a path segment is a sequence of locations of the form 
is a nonnegative real number, which represents a behavior of an automaton that the system starts at the initial location and changes to the location v 1 , stays there for t 1 time units, then changes to the location v 2 and stays at v 2 for t 2 time units, and so on.
Definition 2.2 For a linear hybrid automaton
H = (X, V, E, v I , α, β), a timed sequence (v 1 , t 1 )ˆ(v 2 , t 2 )ˆ. . .ˆ(v n , t n )
represents a behavior of H if and only if the following condition is satisfied:
• there is a path in H of the form v 0
• t 1 , t 2 , . . . , t n satisfy all the variable constraints in
represents the value of the variable x k when the automaton stays at v i with the delay t i , and for any
and 
and
represents the value of the variable x k when the automaton stays at v i with the delay t i , if
3 Path-Oriented Bounded Reachability Analysis using Linear Programming
In this section we use linear programming to present a solution for the pathoriented bounded reachability analysis of linear hybrid automata.
Path-Oriented Bounded Reachability
For a linear hybrid automaton H, a reachability specification consists of a location v in H and a set ϕ of variable constraints, denoted by R(v, ϕ). The problem we concern is to check if a path in H satisfies a given reachability specification, which is defined as follows.
be a linear hybrid automaton, and R(v, ϕ) be a reachability specification. A path ρ in H of the form
satisfies R(v, ϕ) if and only if the following condition holds:
• v n = v, and
• there is a behavior of H of the form (
any variable constraint in ϕ is satisfied when the automaton stays at v n with the delay t n , i.e. for each variable constraint a ≤ c 0
, and
represents the value of the variable x k when the automaton stay at v n with the delay t n , and for any
Representation of a long path
Since our tool is designed to check a path which is as long as desired and can handle linear hybrid automata of practical problem size, we first need to represent such a long path. For a linear hybrid automaton H = (X, V, E, v I , α, β), we can represent a path segment ρ in H of the form
by a simple form v 0ˆv1ˆ. . .ˆv n , which is called simple regular expression. A simple regular expression (SRE) R and the path segment L(R) it represents are defined recursively as follows:
and L(v) = v;
• if R 1 and R 2 are SREs and there is a transition in E from the last location in L(R 1 ) to the first location in L(R 2 ) , then R 1ˆR2 is a SRE, and
• if R is a SRE and there is a transition in E from the last location in
Using the above definition, we can represent a long path to be checked as a SRE, and the SREs can be used as a text language for the input of the tool.
Reducing Bounded Reachability Problems into Linear Programs
Now we show how the problem of checking a path for a given reachability specification can be reduced to a linear program.
Let H = (X, V, E, v I , α, β) be a linear hybrid automaton, R(v, ϕ) be a reachability specification, and ρ be a path in H of the form
if it is such that ρ satisfies R(v, ϕ), then the following condition must hold: = [a, a] ), then δ k = δ k in Definition 2.2 and 3.1 such that we can replace γ i (x k ) with δ k . Thus, for a path checking, the numbers of the variables and the constraints in the corresponding linear program can be calculated as follows:
• we have one variable in the linear program for each location in the path,
• we have at most one variable in the linear program for each variable occurrence in a variable constraint labelled on a transition, in a location invariant, and in the reachability specification,
• for each variable occurrence in a variable constraint labelled on a transition, in a location invariant, and in the reachability specification, we have at most one constraint in the linear program,
• for each variable constraint labelled on a transition, we have one constraint in the linear program,
• for each variable constraint in a location invariant, we have two constraints in the linear program, and
• for each variable constraint in the reachability specification, we have one constraint in the linear program.
Thanks to the advances in computing during the past decade, linear programs in a few thousand variables and constraints are nowadays viewed as"small". Problems having tens or hundreds of thousands of continuous variables are regularly solved. Indeed, many software packages have been developed to efficiently find solutions for linear programs. Leveraging the research in efficient solution of linear programs, we can develop an efficient tool to check a path in a linear hybrid automaton, where the length of the path and the size of the linear hybrid automaton are both closer to the practical problem sizes.
Reducing Size of Linear Programs Corresponding to Path Checking
We have reduced the bounded reachability analysis for a given path into a linear programming problem. In this section, we present several techniques for reducing the size of the resulting problems such that our tool can be used to solve problems as large as possible.
Decomposing Linear Programs Corresponding to Path Checking
In some cases, we can decompose the linear program corresponding to the path being checked into several smaller linear programs so that the tool can check longer paths. Let H = (X, V, E, v I , α, β) be a linear hybrid automaton, R(v, ϕ) be a reachability specification, and ρ be a path in H of the form
• for any variable x occurring in a variable constraint in ϕ, x is reset on a
then the linear program corresponding to checking ρ for R(v, ϕ) can be decomposed. In this case, there is a timed sequence of the form
such that ρ satisfies R(v, ϕ) if and only if the following condition holds: 
Shortening Paths
For a path segment ρ in a linear hybrid automaton, its length |ρ| is the number of the locations in ρ. Since the size of the linear program corresponding to the path being checked is proportional to the length of the path, shortening the path will improve the complexity of the overall method. By shortening a path, we mean to find a shorter path in lieu of the path being checked such that both of them are equivalent with respect to the given reachability specification -if one of them satisfies the reachability specification, so does the other. For a linear hybrid automaton H = (X, V, E, v I , α, β), a long path ρ in H, which we want to check, usually includes repetitions of path segments, which can be represented as the following form:
where ρ 1 is a path segment in H, k ≥ 2 is an integer, and ρ k 1 represents the path segment
In the following, we show that in some cases we can find k < k such that ρ satisfies a given reachability specification if and only if ρ satisfies the reachability specification where ρ is of the form
where v n = v. We say that a variable constraint is related to a location
We define the reference point for a variable in a variable constraint related to a location in ρ as follows:
• for a variable x in a variable constraint related to a location
, and is not reset on any transition
(in this case, we say that a is the reference value of x on v i ). −→ ρ 1 where k > 3, ρ 1 is a path, and ρ 1 , ρ 2 are path segments. We say that ρ k 2 is closed in ρ if the following condition holds:
−→ ρ 21 and |ρ 21 | ≤ |ρ 21 |, and
−→
v n , and for any x occurring in a variable constraints in 
−→ ρ 21 , and
, can be proved as follows. Since ρ satisfies R(v, ϕ), suppose that the corresponding timed sequence σ = σ 1ˆσ rˆσ 1 satisfies the condition given in Definition 3 where σ r corresponds to ρ k−2 3 . It follows that σ r = σ r1ˆσr2ˆ. . .ˆσ rk−2 , and that each σ ri ( 
. . , t n satisfies the condition in Definition 2. Since ρ k 2 is closed in ρ and any location in ρ 1 is not the reference point for any variable in a variable constraint related to a location in ρ 1 , by removing σ r2ˆσr3ˆ. . .ˆσ rk−2 from σ we get a timed sequence σ which satisfies the condition in Definition 3 and corresponds ρ . It follows that ρ satisfies R(v, ϕ) . The other half of the claim can be proved as follows. Since ρ satisfies R(v, ϕ), suppose that the corresponding timed sequence σ = σ 1ˆσ 3ˆσ 1 satisfies the condition given in Definition 3 where σ 3 corresponds to ρ 3 . Since ρ k 2 is closed in ρ and any location in ρ 1 is not the reference point for any variable in a variable constraint related to a location in ρ 1 , by replacing σ 3 with σ 3ˆσ3ˆ. . .ˆσ 3 k−2 in σ we get a timed sequence σ which satisfies the condition in Definition 3 and corresponds ρ. It follows that ρ satisfies R(v, ϕ) . −→ . . . This theorem tells us that in some cases we just need to focus a shorter path since extending the path by repeating a path segment in it will result in that the given reachability specification is not satisfied. 
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Tool Prototype and Case Studies
Based on the techniques presented in this paper, we have implemented a tool prototype for the bounded reachability analysis of linear hybrid automata. The tool is implemented in Java, and its graphical interface allows the users to construct, edit, and analyze linear hybrid automata interactively. The linear programming software package which is integrated in the tool is from OR-Objects of DRA Systems [11] which is a free collection of Java classes for developing operations research, scientific and engineering applications. On a HP workstation (Intel Xeon CPU 2.8GHz×2/3.78GB), we evaluated the potential of the techniques presented in this paper by several case studies.
One example depicted in Figure 1 (1) is the water-level monitor in [3] . Along the path v 0ˆ( v 1ˆv2ˆv3ˆv4 ) k , we check if the location v 4 is reachable, and get the positive answers from the tool with k = 100, 200, 230, 400, 450, 500, 10000 respectively. Table 1 shows the tool performance when using the original technique (without any optimization), the optimization technique of decomposing linear programs, and the optimization techniques of shortening paths respectively. When k ≥ 500, without one of the optimization techniques the tool cannot give a result because of the "Java.lang.out of memory" error occurring in the linear programming package integrated in the tool. Actually, with the optimization technique of shortening paths (see Theorem 4.1), for this example the tool can give a result for any k.
Another example depicted in Figure 1(2) is the temperature control system in [3] We also make an experiment for an comparison with PHAVer [9] which is the improvement of the state-of-the-art tool HYTECH [8] . Because of performing expensive polyhedra computation, the capacity of PHAVer is restricted by the variable number in the automata. We simply construct an experimental automaton depicted in Figure 2 in which there are seven locations and variables. Along the path v 0ˆ( v 1ˆv2ˆv3ˆv4 ) kˆv 5ˆv6 , by PHAVer and our tool respectively we check if the location v 6 is reachable. Because PHAVer does not provide any timer, we manually record its execution time. The experimental result is shown in Table 3 . When k is set to 20 and 30, PHAVer spends about 0.66 and 4 hours respectively for checking, which are much longer than the execution time of our tool with the original technique. PHAVer can not give any result when k = 40 after running for 20 hours, but even when k = 150 our tool can give the result in a tolerable duration. Notice that for the fairness we use the unfolded path as the input of PHAVer for avoiding it doing the full reachability analysis. Because of performing expensive polyhedra computation, the algorithm complexity of PHAVer is exponential to the variable number of an automaton, which gives an intuitional explanation for the experiment result.
The above experiments are preliminary, but basically indicates a clear potential of the techniques presented in this paper with the support of a commercial linear programming package.
Conclusion
In this paper, based on linear programming we develop the techniques towards an efficient path-oriented tool for the bounded reachability analysis of linear hybrid automata, which checks one path at a time where the length of the path being checked can be made very large and the size of the automaton can be made large enough to handle problems of practical interest. Since the existing techniques have not resulted in an efficient tool for checking all the paths in Table 3 Experimental results on the experimental automaton
