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SUMMARY
Power amplifiers (PAs) are inherently nonlinear devices; utilized in essentially all com-
munication systems around the world. An ideal, linear, PA would take an input signal and
simply provide a constant gain; resulting in minimal distortion of the input. However, due
to their nonlinear characteristics at higher input powers, these amplifiers end up producing
a higher power output that is not a perfect amplified version of the input. Which can lead
to information loss in communication systems. Digital predistortion is a popular method
of reducing the nonlinear effects of these devices. The algorithm works by modifying the
incoming signal before it reaches the amplifier. This modification is designed in such a way
that the nonlinear effects are cancelled out after the signal is sent through the PA. Due to
the constant changing nature of power amplifiers these algorithms need to be adaptive as to
guarentee performance over various conditions.
The approach discussed in this thesis develops a gradient descent direct learning ar-
chitecture that is implemented entirely in the fabric of an FPGA. The proposal attempts
to utilize the parallel computing power of an FPGA along with their high clock and data
rates, in order to create a faster adaptive system. The effectiveness of this development
is demonstrated via simulations in MATLAB, Simulink and VHDL. The algorithm shows
more accurate and more stable results than other predistorter approaches as well as faster
adaptive convergence times. The results and comparisons of the various implementations
are discussed in this work. Continued development of this approach could allow for faster




Power amplifiers (PAs) are inherently nonlinear devices; utilized in essentially all commu-
nication systems around the world [1]. An ideal, linear, PA would take an input signal and
simply provide a constant gain; resulting in minimal distortion of the input. However, due
to their nonlinear characteristics at higher input powers, these amplifiers end up producing
a higher power output that is not a perfect amplified version of the input. Which can lead
to information loss in communication systems [2]. Figure 1.1 from [3] shows this problem:
Figure 1.1: Characteristic Nonlinear Behaviour of a PA
There are two main solutions to this issue. The first, and probably most obvious one,
is to simply operate the amplifier at lower input power, such that the behavior is in the
linear region [4]. While this method does work, PAs are more power efficient at higher
input power levels; meaning you are trading operational power for performance. The other
method is known as Digital Predistortion (DPD), which acts as an inverse to the nonlinear
behavior of the device. This generates the desired behavior at higher input power levels
[2]. However, there are limits to this corrections effectiveness. After a certain point the
PA will saturate and no amount of predistortion could generate the desired behavior. The
figure below demonstrates the operating regions for both approaches [3]:
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Figure 1.2: Operating Regions With and Without DPD
It can be seen that the performance of predistortion is dependent on the Output Back-
Off (OBO) defined to be the relation of the output saturated power of the PA relative to the
mean power of the signal [5].






It can be seen that the higher the OBO, the more linear the PA. The effectiveness of the
DPD algorithm is typically measured in Nominal Mean Squared Error (NMSE) expressed
in dBs. NMSE is given by the following formula:








Where K are the number of samples collected, dk is the ideal linear output of the PA,
and d̂k is the real output of the device with the predistortion algorithm running. Typical




In order to develop a predistorter algorithm, an estimate of the nonlinear PA function needs
to be determined. Due to the internal physics of some amplifiers, this nonlinear function
must also take into account the memory effects of the device. The current output is not
only a nonlinear function of the current input, but also depends on previous input values up
until the estimated memory length of the PA [7].
Traditionally, these PA nonlinearities are modelled using a Volterra series; a mathemat-
ical model that captures the nonlinear terms and memory effects present in these devices

















hp(i1, ..., ip) is referred to as the Volterra Kernel. To correctly model the PAs, the values
of the Volterra Kernel’s must be found such that the Volterra model most closely matches
the actual behavior of the device.
It can be seen that this formulation quickly becomes complicated as the order is in-
creased, with any order greater than 5 being very difficult to solve [9]. As a result, research
has been done to simplify the Volterra series, making the trade off between computing
speed and accuracy. Current solutions to this issue is memory polynomial, a simpler ver-
sion of the Volterra series and the Dynamic Deviation-Reduction Volterra series model[9].
The predistortion block can be thought of as an inverse to this Volterra series, resulting
in a linear output from the PA. Predistortion algorithms work to find the Volterra coeffi-
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cients for the DPD block that minimize the error between the PA output and the desired
signal. Figure 1.3 provides a visual depiction of DPD and how it is used to get the ideal
behavior from a nonlinear device, from [10]:
Figure 1.3: Example of DPD
In Figure 1.3, (a) PA output with no DPD. (b) PA Output with DPD that does not
account for memory effects. (c) Output with full DPD. (d) Ideal Output.
1.1.1 Direct and Indirect Learning
The two main approaches to DPD design and implementation can be split into direct and
indirect forms of learning [11]. The block structure of the two systems are shown below:
4
Figure 1.4: Indirect Learning Model
Figure 1.5: Direct Learning Model
The indirect learning structure attempts to find the model that best fits the output of
the PA to its input, this is known as a postdistorter. The postdistorter is then assumed to
be equal to the predistorter,with cetain restrictions as discussed in [2]. In this case, the
parameters are copied into the DPD block for use. Direct learning first models the PA
itself and the uses that model to find a true inverse of the PA for the DPD block. It has
been shown that direct learning models perform better and have lower numerical instability
than indirect implementations [11, 12, 13]. Due to this fact, a direct learning predistorter
architecture was chosen to maximize performance, despite its more complex structure.
Another common direct learning architecture is shown in Figure 1.6, where there is
5
no PA model calculation used for the predistorter. In the proposed gradient descent im-
plementation, knowledge of the PA nonlinear function is incredibly important for accurate
cost function calculation. As a result, the more complex structure in Figure 1.5 was chosen.
Figure 1.6: Alternate Direct Learning Model
With newer work in this field, lower complexity direct learning models have also been
developed, making them even more attractive of an implementation [14].
Predistortion is considered an adaptive algorithm as the estimates of the Volterra coef-
ficients are calculated in real time as data is being run through the device. The nonlinear
behavior of the PA can change with time, due to temperature and other factors. Therefore
the estimation must be adaptive in order for ideal performance to be maintained, even after
initial convergence [15].
1.1.2 Current Presdistortion Implementations
Currently, DPD is split into two separate parts. First, the model and inverse calculation
are implemented on a Digital Signal Processing (DSP) chip. Second, the predistortion
itself is a hardware implementation using look up tables on a Field-Programmable Gate
Array (FPGA) [15]. This allows for the more computationally intensive processes to be
done in the background at lower speed, updating the look up tables periodically [16]. A
visualization of this architecture is shown in Figure 1.7.
6
Figure 1.7: Traditional Predistortion Architecture
More recent implementations of DPD blocks have been focusing on the idea of subsam-
pling to deal with larger bandwidth requirements [17]. Predistortion requires a feedback
path in order to operate and forthcoming systems may require signal bandwidths of more
than 1 GHz. Subsampling allows for operation of the predistorter with feedback sampling
occurring below the input Nyquist frequency. Another solution to the bandwidth issue is to
use high speed sampling Analog to Digital Converters (ADCs) which are becoming more
commonplace in new technologies [18].
With increasing data rate and bandwidth requirements coming from newer communi-
cation systems, predistortion algorithms have needed to adapt, becoming faster and more
wide band than ever before [19, 20]. The proposed FPGA implementation has the poten-
tial to increase the speed of adaption by utilizing the speed of FPGA platforms while also
keeping in line with bandwidth requirements by utilizing high speed samplers. While some
pure FPGA implementations have been published [21, 22, 23] they utilize indirect learn-
ing techniques that have been shown to be mathematically unstable solutions. Since DPD
performance is heavily reliant on the PA and the input signal, comparison across literature
can be difficult to do fairly. As a result, the performance of the proposed design will be






The goal of this research was to generate and simulate a pure hardware implementation of
a digital predistortion utilizing an adaptive direct learning approach. As previously stated,
traditional DPD utilizes an FPGA for the data path implementation, but the actual learning
algorithm takes places on a DSP block or processor. If the entire system was running on the
FPGA fabric there would be no latency for parameter updates which could result in faster
adaption times [21].
2.1 Field-Programmable Gate Arrays
A Field-Programmable Gate Array or FPGA is essentially a configurable integrated cir-
cuit. They are widely used in signal processing and communication systems. As they are
hardware implementations of various functions, they have the benefit of parallel process-
ing, where multiple operations can be executed concurrently [24]. The trade-off to higher
processing speed, is that compared to microcontrollers. FPGAs are unable to perform more
complex operations efficiently, such as large matrix inversions. So while FPGAs can per-
form parallelized real-type data processing, software systems are more powerful and varied
in the tasks they can perform.
In order to make use of the high speed of an FPGA platform, care must be taken when
designing the algorithm to ensure it will work with the platform. As a result, a memory
polynomial direct learning approach was taken utilizing gradient descent to balance the
predicted results with computational complexity. Some implementations have attempted to
use neural networks for predistorters as shown in [25], but these implementations are much
more complex and are not efficiently translated to FPGA fabric [26]. Memory polynomials
have been widely used in DPD devices and gradient descent algorithms have been shown
9
to work well in FPGA fabric [27].
2.2 Memory Polynomials
The memory polynomial is a simplified version of the Volterra series that still effectively
captures memory effects. The memory polynomial model with the input x(n) with order






akqx(n− q)|x(n− q)|k (2.1)
Where akq is the polynomial coefficient for a specific delay and order. As with a general
Volterra series, the memory polynomial is linear with respect to its coefficients, which is
extremely useful when it comes to coefficient estimation.








Finally, defining the vectors x(n) and a(n) we get the following result:
x(n) = [φ00[x(n)] φ10[x(n)] ... φK1[x(n)] ... φKQ[x(n)]]
T (2.3)
a(n) = [a00 a10 ... aK1 ... aKQ]
T (2.4)
y(n) = xT (n)a(n) (2.5)
If we are given N samples of input and output data that we wish to fit to a memory
polynomial model, we can generate the following linear system:
y = Xa (2.6)
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Where y = [y(0) ... y(N − 1)] and X = [xT (0) ... xT (N − 1)]. It can be seen
that we want to find the coefficients a that best fit the relationship between the given data.






If the computation is meant to be adaptive, the algorithm can be iterated over multiple
data collection cycles. While there are methods such as orthogonal basis that can be better
suited for a least-squares estimate, matrix inversion is not guaranteed to be stable. Further-
more an ill-suited matrix could result in no solution [29]. Stability issues, along with the
greater computational complexity of a least-squares approach, is why a gradient descent
approach was chosen for parameter estimation.
2.3 Gradient Descent Algorithms
Gradient descent is a fairly straightforward method in machine learning. The concept is
to minimize the cost function, defined in terms of the parameter you wish to estimate. By
calculating the derivative of the cost function J given your current estimate, the idea is to
move in the direction of the negative gradient. Thus resulting in a parameter estimate that
provides the smallest cost [30]. This is shown through a graph in [31]:
Figure 2.1: Depiction of a Gradient Descent Algorithm
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The gradient descent algorithm is largely dependent on the update step size. Too large of
a step and the algorithm could be unstable. Too small of a value could cause the algorithm
to get stuck in local minima rather than the global minimum of the cost function.
Returning to the estimation problem with memory polynomials, we can see how the
parameters can be found using gradient descent. The estimated output at the current sample
is written as ŷ(n) given the current parameter estimate â(n).
ŷ(n) = xT (n)â(n) (2.8)
Defining the cost function as the squared error between the actual value and estimate:
J(â(n)) = |y(n)− ŷ(n)|2 =
∣∣y(n)− xT (n)â(n)∣∣2 (2.9)
The parameter update equation can then be written as:
â(n+ 1) = â(n)− µ∂J(â(n))
∂â(n)
(2.10)
Where µ is the learning rate and ∂J(â(n))
∂â(n)
is the derivative of the learning rate with
respect to the current parameter estimate. The algorithm will iterate over the data until
the error converges to a minimum. It is important to note that since â(n) is a vector, the
learning rate can also be written as a vector, in case different parameters require different
step sizes.
What makes gradient descent for DPD systems different than traditional implemen-
tations, is the use of I/Q or complex data in FPGAs. Therefore, gradient descent with
complex numbers must be performed.
2.3.1 Complex Gradient Descent
Complex gradient descent is not too much different than the traditional case, in fact, one
method of complex gradient descent is to simply split the parameters into their real and
12
imaginary parts and perform separate convergence calculations on each.
However the work done in [32] and [33] provides a more elegant solution and some
new mathematical formulations for derivatives of complex numbers. The gradient of a cost




Where â∗(n) is the complex conjugate. Defining a function g(z) where z is a complex






































While implementations in [11] and [6] use a gradient descent approach, they do not
utilize the full definition of a complex gradient descent function in their design.
2.4 Direct Learning Implementation
As stated previously, the approach chosen is a direct learning implementation. This means
that first, the PA must be characterized and second, the ideal DPD coefficients are found.
These are two separate estimation algorithms that must be performed.
The full data chain can be described as two memory polynomials back to back. The
first is the predistorter, which feeds into the second polynomial, the power amplifier. The
block diagram in Figure 2.2 re-iterates this structure:
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Figure 2.2: Direct Learning Block Diagram
The amplifier’s nonlinear coefficients h(n) are unknown and therefore must be esti-
mated, represented by ĥ(n). If we define the predistorter as a memory polynomial with
order K, and memory length Q, the power amplifier model as a memory polynomial with














d̂(n) = yT (n)h(n) ≈ yT (n)ĥ(n) (2.19)
Where u(n) is the input signal, w(n) are the predistorter weights, y(n) is the predis-
torter output, ĥ(n) are the estimated PA coefficients and d̂(n) is the output of the PA. The
ideal output d(n) = G∗u(n) is some linear gain (G) times the input, the goal of the overall
system is to drive the error between d̂(n) and d(n) as small as possible. The estimation of
ĥ(n) is referred to as PA characterization and the calculation ofw(n) is denoted as predis-
torter parameter estimation. The derivations are based on work done in [6] but expanded
14
upon with the complex gradient definition.
2.4.1 PA Characterization
In order to estimate the amplifier coefficients we define the cost function as the squared
error between the actual data from the power amplifier and the estimate of our current
model. The error is defined as e(n) = d̂(n)− d̄(n).
J(ĥ(n)) = |e(n)|2 =
∣∣∣d̂(n)− d̄(n)∣∣∣2 = ∣∣∣d̂(n)− yT (n)ĥ(n)∣∣∣2 (2.20)
At this point the predistorter is disabled, so the input signal passes through unmodified












For any complex number z we know that |z|2 = z(z∗); the above derivative can be




































= −e(n)yH(n) = −e(n)y∗(n) (2.22)
The transpose is removed in the last step so we get a column vector out, which we add
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to the previous estimate. The update equation is then shown to be:




= ĥ(n) + µe(n)y∗(n) (2.23)
The algorithm is run until the error goes below a set threshold before enabling the
predistorter algorithm which is described next.
2.4.2 Predistorter Parameter Estimation
In the case of the predistorter, the implementation is more complicated as we are trying
to reduce the error of the output of another nonlinear system; which is why a good PA
estimation is important. In this case we define the error between the ideal linear gain output
and the actual data from the power amplifier. The error is defined as e(n) = d(n) − d̂(n).
Using a similar set up to the PA characterization, the cost function is the squared error.
J(w(n)) = |e(n)|2 =
∣∣∣d(n)− d̂(n)∣∣∣2 (2.24)

















































≈ u∗(n− r) (2.27)




















































kĥkr|y(n− r)|k−2y(n− r)2 (2.30)


































(k + 2)ĥ∗kr|y(n− r)|
k (2.31)






















The update equation is then shown to be:























2.5 Algorithm Development and Testing
To ensure robust testing and development of the gradient descent algorithm, a MATLAB
simulation was used initially to create a benchmark of expected results. This was then
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converted into a Simulink block diagram to create the parallel structure that would be used
in the FPGA. Finally, the diagram was converted into a fixed point VHDL implementation
and simulated. All three steps included a memoryless PA and a nonlinear PA with memory




The performance of the algorithms and implementations will be based on the Nominal
Mean Squared Error (NMSE). The success of the PA characterization is the NMSE between
the model output and the actual output of the PA. The full DPD system performance will
be based on the improvement in NMSE between the desired linear output and the actual
final PA output. The results are also visualized using Power Spectral Density (PSD) plots,
a representation of a signals power content versus frequency.
A couple of PA models have been developed for testing purposes. One represent-
ing a device without memory effects using an inverse tangent function, and a Wiener-
Hammerstein model for the more complex case. The results of the DPD and PA charac-
terization are visualized using Power Spectral Density (PSD) plots, a representation of a
signals power content versus frequency.
3.1 Memoryless and Wiener-Hammerstein PA Models




-1 (ζ1|y(n)|) + γ2 tan-1 (ζ2|y(n)|)
)
exp j 6 y(n) (3.1)
Where γ1 = 8.00335 − j4.61157, γ2 = −3.77167 + j12.03758, ζ1 = 2.26895 and
ζ2 = 0.8234. The ideal gain for this system is G = 10, an example of the distortion caused
by the PA is shown in Figure 3.1.
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Figure 3.1: Arctangent Model
A Wiener-Hammerstein model is a mathematical model that contains a Linear Time-
Invariant (LTI) system, followed by a memoryless nonlinearity, followed by another LTI
system [34]. The following image shows the block structure of this type of model [35]:
Figure 3.2: Wiener-Hammerstein Model
For testing, the nonlinear component is represented by the same inverse tangent func-
21


















(x(n)− 0.1x(n− 1) + 0.104y(n− 1)) (3.3)
This system results in an ideal gain G = 15 with the distortion shown in Figure 3.3:
Figure 3.3: Wiener-Hammerstein PA Model Output
Although it may appear the Wiener-Hammerstein distortion is less intense than the
arctangent model, it is important to remember due to the memory effects, predistortion is
more complex in the Wiener-Hammerstein case.
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3.2 MATLAB Implementation and Results
The first step in development was developing a working MATLAB model to verify the op-
timal performance of the developed algorithm. Only after this verification was completed,
would it be worth-wile to begin Simulink and HDL development.
3.2.1 Memoryless PA
For the memoryless PA, a polynomial order of 13 was used, with no memory terms in-
cluded. The polynomial order was kept the same for the PA characterization block and the
DPD block for simplicity.
PA Characterization
Performing PA characterization of the PA using the memory polynomial model results in a
NMSE of -47.0037 between the actual and model output, within 187,000 iterations of the
gradient descent. The actual PA output with the output of the estimated PA model is shown
in Figure 3.4 below, along with the convergence of the calculated cost function over time in
Figure 3.5. It can be seen that the estimated output and model output are nearly identical.
23
Figure 3.4: Arctan PA Output and Estimated Model Output
Figure 3.5: Convergence of the Cost Function Arctangent Model
24
In comparison, a Least-Squares solution results in an NMSE of -46.1848, with the
same amount of data. This is extremely undesirable considering the worse performance
requires large matrix inversions that would be impossible to perform on an FPGA. An
orthogonalized basis Least-Squares approach does perform significantly better, resulting
in an NMSE of -109.3782. However, its much larger computational complexity is hard to
justify considering the loss in performance when memory effects are added. The feasibility
of implementing the orthogonal basis in an HDL architecture is also very low.
Full Digital Predistortion
With no digital predistortion, the overall system has a NMSE of -10.46 between the ideal
linear gain and the actual PA output. Adding the predistortion block with the gradient
descent algorithm reduced the error to -41.759, resulting in a large decrease in the nonlinear
behavior of the PA, as shown in Figure 3.6. Error convergence over time is also shown, with
one sample being used per iteration.
Figure 3.6: Arctan PA Output Using Predistortion Algorithm
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Figure 3.7: Convergence of the Cost Function Arctangent Predistortion
Using a Least-Squares indirect learning scheme and the same number of data points,
the NMSE was driven down to -37.5813 which is worse when compared to the direct learn-
ing approach. The ill-conditioned matrix also makes this approach both more computa-
tionally expensive in terms of matrix inversion, but also numerically unstable. Using the
orthogonalized basis for the indirect learning approach produces an NMSE of -41.5654,
still slightly lower than the developed gradient descent approach.
3.2.2 Wiener-Hammerstein PA
For the Wiener-Hammerstein PA, a polynomial order of 13 was used, with 3 memory terms
included. The polynomial order was kept the same for the PA characterization block and
the DPD block for simplicity.
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PA Characterization
Performing PA characterization of the PA using the memory polynomial model results in a
NMSE of -45.6153 between the actual and model output, within 187,000 iterations of the
gradient descent. The actual PA output with the output of the estimated PA model is shown
in Figure 3.8 below, along with the convergence of the calculated cost function over time
in Figure 3.9. It can be seen that the estimated output and model output are nearly identical
and that the cost function converges to a minimum extremely quickly.
Figure 3.8: Wiener-Hammerstein PA Output and Estimated Model Output
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Figure 3.9: Convergence of the Cost Function Wiener-Hammerstein Model
In comparison, a Least-Squares solution results in an NMSE of -7.7910, with the same
amount of data. This performance also falls victim to ill-conditioned matrices is below the
gradient descent benchmark, making the algorithm a poor choice. An orthogonalized basis
Least-Squares approach does perform better, resulting in an NMSE of -54.1879, but this is
a large fall in performance from the memoryless case, demonstrating the robustness of the
gradient descent approach.
Full Digital Predistortion
With no digital predistortion, the overall system has a NMSE of -13.806 between the ideal
linear gain and the actual PA output. Adding the predistortion block with the gradient de-
scent algorithm reduced the error to -43.1815, resulting in a large decrease in the nonlinear
behavior of the PA, as shown in Figure 3.10. Error convergence over time is also shown,
with one sample being used per iteration.
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Figure 3.10: Wiener-Hammerstein PA Output Using Predistortion Algorithm
Figure 3.11: Convergence of the Cost Function Wiener-Hammerstein Predistortion
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Figure 3.11 shows that some sample outliers do not have a large effect on the overall
performance, some deviations do occur during the sample by sample descent approach but
the cost function still converges over time.
Using a Least-Squares indirect learning scheme and the same number of data points,
the NMSE was driven down to -5.9964 which is worse than having no predistortion at all,
demonstrating the drawbacks of indirect learning. Using the orthogonalized basis for the
indirect learning approach produces an NMSE of -10.8660, still slightly lower than having
no predistortion implemented.
The MATLAB simulation is able to show robust performance of the gradient descent al-
gorithm compared to other common approaches to digital predistortion as well as verify the
mathematical derviation for the complex gradient descent. The implementation performs
well for PA characterization and full DPD in both memryless systems and devices with
present memory effects. Thus the implementation provides a balance between robustness
and performance over multiple types of nonlinear behavior while still being computation-
ally feasible in hardware.
3.3 Simulink Implementation and Results
Converting the MATLAB model to Simulink is an important step in developing HDL as it
allows the development of the block diagram structure to be used in the final implementa-
tion. In order to conform to HDL design and make the translation process easier, traditional
HDL blocks such as Look Up Tables (LUTs) and First In First Out (FIFO) data structures
were used.
Look Up Tables are memory arrays used for function approximation via indexing. The
input to the function is used as the index to the array and the value stored at that index is
the desired output value of the function. LUTs have a trade off between size and accuracy,
smaller tables take up less memory but are unable to store as many indices, which could
result in poor performance for missing values. Various interpolation schemes have been
30
developed to manage this balance and LUTs are widely used throughout DPD implementa-
tions [26]. In this implementation LUTs are used to approximate the memory polynomial
orders, |y(n− r)|k, thus preventing the need for large multiplication trees. Although no
interpolation schemes were used in this initial architecture, that is something that can be
improved upon in future iterations.
The PA coefficients are stored using registers, when a new sample is received, the cur-
rent coefficient ĥ(n) is used for the PA output estimation. Once the gradient and updated
coefficients are calculated, the updated values, ĥ(n + 1), are stored into their respective
registers and the process repeats.
3.3.1 Memoryless PA
For consistent comparison to the other implementations, a polynomial order of 13 was
used, with no memory terms included. The polynomial order was kept the same for the PA
characterization block and the DPD block.
PA Characterization





The block structure of the PA characterization is shown in Figure 3.12. The various
powers of the magnitude of the input are calculated based on LUTs using the input sample’s
magnitude square as the index. This creates a bus signal that is sent to the estimation block
which stores the estimated coefficients.
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Figure 3.12: Simulink Block Structure ATAN PA
Verification of the Simulink model was done via the same NMSE metric as well as
visual confirmation of the convergence of the cost function. Figure 3.13 shows how well
the estimate matches the actual PA output.
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Figure 3.13: Simulink Arctan PA Output and Estimated Model Output
In order to measure the NMSE between the estimated PA model and the actual output,
the coefficients were exported to MATLAB and the calculation was done. Unsurprisingly,
the normalized error was measured to be -46.117 which is nearly identical to the perfor-
mance obtained from the MATLAB model. Slight deviations were to be expected due to
approximation errors of the LUTs but this serves as a sanity check that the block system
meets the benchmark set by the model.
Full Digital Predistortion
The full DPD system is more complex, due to the calculation of the gradient for the predis-
torter coefficients. Since both PA characterization and predistortion are happening simulta-
neously, a state machine was designed to control the entire system. The diagram is shown
in Figure 3.14.
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Figure 3.14: Digital Predistortion State Machine
The system is first initialized and reset, the coefficients of the predistorter are set such
that the input signal passes through unmodified. The PA characterization block is then
enabled, the output error is monitored by the state machine and once it falls below a pre-
determined threshold, the predistorter coefficient estimation is enabled. A moving average
of size 256 is used on the PA output error to prevent any outliers causing the predistorter
gradient descent to be enabled too early.
The update equation with no memory effect, for the DPD coefficients was calculated to
be from (2.33):















This can be rewritten as shown below, showing there is some overlap in computation of
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(k + 2)|y(n)|k between the two summations.















LUTs are again used for approximating the various powers of absolute values. The
block diagram shown in Figure 3.15 shows that the two summations are split to take ad-
vantage of concurrent computation.
Figure 3.15: Digital Predistortion Block Diagram
G 0 Bus holds the values of k|y(n)|k−2y(n)2 and G 0 Conj Bus represents (k+2)|y(n)|k.
These values are multiplied by the appropriate PA coefficient value ĥk from the PA charac-
terization block and summed. The calculated values of u∗(n) and µe(n) are then used to
give the final results for the partial derivatives.
After simulation, the Simulink model produces a NMSE of -43.081 between the ideal
35
linear behavior and the overall DPD system. This value is actually larger than the NMSE
of -41.759 produced using the MATLAB model. This is most likely due to the constant
adaptive nature of the PA characterization that is running during the DPD calculation.
Figure 3.16: Simulink Arctan PA Output Using Predistortion Algorithm
3.3.2 Wiener-Hammerstein PA
For consistent comparison to the other implementations, a polynomial order of 13 was
used, with 3 memory terms included. The polynomial order was kept the same for the PA
characterization block and DPD.
PA Characterization







Where y(n) is a vector that can be expanded out as:
y(n) = [φ00[y(n)] φ10[y(n)] ... φP1[y(n)] ... φPM [y(n)]]
T (3.6)
Where φpm[y(n)] = y(n−m)|y(n−m)|p. Adding memory effects to the existing PA
characterization structure is fairly straightforward. Since the memory polynomial calcula-
tion occurs for each sample, using registers and delay blocks these values are now available
at later sample points. The simulation produces a PSD as shown in Figure 3.17 and has a
NMSE of -46.524.
Figure 3.17: Simulink Wiener-Hammerstein PA Output and Estimated Model Output
Full Digital Predistortion
The predistortion gradient function is a little more complex due to the presence of summa-
tions and delay terms. From (2.33):
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Using the same approach as PA characterization, delay blocks and intermediate reg-
isters can be used to store values of u∗(n − r) during computation. Ensuring the right
coefficients from the PA, ĥkr, are multiplied by the correct values is also important. The
updated architecture produces the results shown in Figure 3.18.
Figure 3.18: Simulink Wiener-Hammerstein PA Output Using Predistortion Algorithm
The algorithm results in a NMSE of -46.188 between the ideal linear gain and the output
of the DPD system, around the same value obtained from the MATLAB model. However
the Simulink structure was able to achieve this performance with approximately 25% of
the input signal data. As with the memoryless model, this improved performance is likely
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due to the constant adaptive nature of the PA model that was not present in the MATLAB
model. This allows continued performance improvement as long as the system continues to
run. This also demonstrates that the reduces performance in the PA characterization does
not imply worse performance of the DPD system if they are run together.
The Simulink results show that the MATLAB performance can be replicated using a
block diagram structure and LUTs. This makes the conversion into HDL much simpler as
the architecture is mostly finalized at this point. This testing continues to show promising
results that will translate well into a hardware implementation.
3.4 VHDL Implementation and Results
VHDL testing and simulation was done using the XilinX Vivado Design Suite with a test-
bench written in SystemVerilog. The main challenge in converting the model to a pure
HDL design was the introduction of fixed point arithmetic. MATLAB and Simulink both
use double precision representations for any number, however, in an FPGA floating point
numbers are much more difficult to implement. Floating point math is less efficient and
uses a significant number of clock delays to compute. As a result, fixed point representa-
tion is used, despite its lower relative accuracy. Accounting for bit growth during operations
is integral, as storing fewer bits is more memory efficient at the cost of accuracy.
The model was simulated with a 100 MHz clock and incoming data samples 50 MHz
for simplicity. The simulation results of the HDL models are discussed below.
3.4.1 Memoryless PA
For consistent comparison to the other implementations, a polynomial order of 13 was
used, with no memory terms included. The polynomial order was kept the same for the
PA characterization block and the DPD block. The block diagram structure for the various
implementation is kept constant from the Simulink simulations.
To measure the performance of the model, the converged polynomial coefficients were
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exported into MATLAB and used to calculate the NMSE based on the given input data.
PA Characterization
Performing PA characterization on the memoryless PA model resulted in an NMSE of -
46.4358 between the actual data output and the memory polynomial output. This is lower
than the MATLAB model result of -47.0037 but this is to be expected due to losses in
accuracy due to fixed-point representation and the use of LUTs. The generated PSD is
shown in Figure 3.19 where it can be seen visually how well the estimate matches the
actual data.
Figure 3.19: VHDL Arctan PA Output and Estimated Model Output
The simulation was run for a total of 2.4 ms with the NMSE converging as shown in
the Figure below.
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Figure 3.20: VHDL Arctan PA NMSE Versus Time
Full Digital Predistortion
For the memoryless predistortion system, the DPD gradient block was enabled after 10
µs indicating that the PA characterization had converged. The overall system was run for
9.6 ms before the NMSE was measured to be -41.5083 and the plot in Figure 3.21 was
generated.
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Figure 3.21: VHDL Arctan PA Output Using Predistortion Algorithm
Figure 3.22: VHDL Arctan DPD NMSE Versus Time
42
3.4.2 Wiener-Hammerstein PA
For consistent comparison to the other implementations, a polynomial order of 13 was used,
with 3 memory terms included. The polynomial order was kept the same for the PA char-
acterization block and DPD. The block diagram structure for the various implementation is
kept constant from the Simulink simulations.
To measure the performance of the model, the converged polynomial coefficients were
exported into MATLAB and used to calculate the NMSE based on the given input data.
PA Characterization
Using memory terms, the PA was characterized with an NMSE of -42.62, resulting in
the model shown in Figure 3.23. This is lower than the MATLAB simulation error of
-45.6153, but this is once again likely due to fixed-point rounding errors and the LUT
accuracy limitations.
Figure 3.23: VHDL Wiener-Hammerstein PA Output and Estimated Model Output
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Figure 3.24: VHDL Wiener-Hammerstein PA NMSE Versus Time
Full Digital Predistortion
The digital predistorter performed more closely to the Simulink model with a NMSE of -
45.657 between the ideal linear behavior and the actual DPD output. The results are shown
in the following figures.
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Figure 3.25: VHDL Wiener-Hammerstein PA Output Using Predistortion Algorithm
Figure 3.26: VHDL Wiener-Hammerstein DPD NMSE Versus Time
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The results show constant performance improvement the longer the system is run, with
an NMSE of around -60 being reached in less than 10 ms. For comparison, a matrix
inversion in software can take hundreds of milliseconds to compute, not to mention the
added computational complexity required to compute the orthogonal basis to ensure a well-
conditioned matrix.
It is also important to note that varying clock and sample speeds will affect the conver-




The results of the research developed a robust Digital Predistortion scheme that utilizes
a complex gradient descent approach for a fully hardware implementation. The perfor-
mance was maintained throughout testing and development from a software model to a
VHDL simulation. Low NMSE values and high conversion rates show the goals of the
research were met. While some hardware implementations exist, the proposed solution
uses the more robust direct learning architecture and gradient descent, removing the risks
of numerical instability that are present in indirect learning solutions and least-squares im-
plementations. The implementation outperformed these other approaches in systems with
and without memory effects.
If the PA devices were to be characterized prior to deployment, convergence speed
would be even shorter as the initial conditions would be close to the ideal values to begin
with. The adaptive nature of the system would still be necessary to match any parameter
drifts that the PA undergoes, however this process would be a lot faster than characterizing
the PA and predistortion system from scratch.
4.1 Future Work
The research demonstrated the potential effectiveness and robustness of an HDL implemen-
tation of digital predistortion. However, there are still steps that can be taken to improve
the performance and efficiency of the overall system. The current LUT method is highly
memory inefficient, as every binary value for the magnitude square must have its own in-
dex, making the tables incredibly large. One improvement would be to utilize interpolation
methods to reduce the size of the LUTs without any large sacrifices in accuracy. This would
reduce the memory space on the FPGA at a higher computational cost. Two-dimensional
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LUTs could also be implemented as it could simplify some of the complex multiplies that
are being used. Both of these suggestions would demand further research and testing to
find the most optimal choice or combination of choices for the specific implementation
platform.
Further research into data path requirements can be done, especially with sub-sampling
implementations becoming more common [19]. This would reduce the bandwidth require-
ments for the feedback path, resulting in a more energy efficient system.
Another potential improvement would be the ability to make the nonlinear order and
memory depth as parameters that could be set in real time. This would allow for more flex-
ible performance, ensuring higher efficiency for less complex power amplifiers. However,
since the design is a hardware implementation, there would be no way to add or remove
blocks during run time. This would mean that the implementation would take up the same
amount of space on the fabric, regardless of the parameter values, but the run time power
consumption could be improved.
Other improvements may only be seen once the development reaches physical hard-
ware, but the thesis demonstrates that this implementation is a step in the right direction.
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