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 Abstract 
 
Este proyecto trata del estudio y diseño de un sistema de control para un robot móvil, 
anticipando obstáculos tipo rampa, utilizando los sensores disponibles. El objetivo de 
control consiste en hacer que el sistema sea capaz de superar estos obstáculos de 
forma óptima, cosa que no sería posible en condiciones de control simples, evitando 
posibles saturaciones innecesarias en la señal de la acción de control. 
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Capítulo 1: Introducción 
 
1.1 Precedentes 
En los últimos años el uso de robots móviles se ha aplicado en campos tan variados 
como la exploración espacial, el ámbito militar, exploraciones de terrenos con fines 
académicos o civiles,  entornos radioactivos y en general en cualquier tipo de zona de 
alto riesgo o de difícil acceso. 
 
En lo concerniente a la carrera espacial, se ha potenciado la exploración de planetas 
mediante robots autónomos en misiones espaciales de altísimo presupuesto, cuyo 
objetivo es situar un robot en una superficie completamente desconocida de un 
planeta al cual el hombre le es imposible llegar físicamente, por el momento. 
Estos robots tienen como misión explorar dicho terreno desconocido y moverse de 
forma autónoma por la superficie de ese planeta, aunque puedan ser guiados desde la 
Tierra, y tienen incluidos algunos procedimientos de adaptación del movimiento según 
el terreno. 
 
Lógicamente, es de una importancia 
crucial que se tenga en cuenta el 
terreno por el que se desplazan los 
robots, dado que nadie va a poder 
solucionar un desperfecto ocasionado 
en él, así que hay que extremar la 
precaución, tanto por lo que se refiere 
al terreno como al cuidado de los elementos que componen el robot, ya que como 
cualquier tecnología, un mal uso o un abuso de un elemento físico del robot causa de 
forma inherente una reducción de la vida útil del mismo. A modo de ejemplo, si no se 
tuvieran en cuenta las características del terreno, podría ocurrir un volcado del robot. 
 
Fig 1.1 El robot de exploración Curiosity es un 
bueno ejemplo de robots de exploración 
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Asimismo, una buena planificación de trayectoria podría hacer franqueables 
obstáculos que de otra forma no lo serian, anticipándolos y actuando conforme a ellos. 
Por todo esto, estas técnicas de planificación de trayectoria son esenciales en este 
particular campo de los robots móviles. 
 
La investigación en esta área de planificación de trayectorias proporciona mayor 
autonomía al robot y por lo tanto menos supervisión humana, cargando 
responsabilidades al propio robot sobre las decisiones a tomar respecto al terreno por 
el que se mueve. 
Muchos trabajos que se han encontrado sobre el tema de planificación de trayectorias 
se centran en la identificación y evasión del obstáculo, ladeándolo o buscando rutas 
más favorables para lograr su objetivo, como el trabajode Fernandez Lancha, 
Férnandez Sanz y Valmaseda, 2009, en el que el objetivo en todo momento era la 
evasión del obstáculo. 
 
En este proyecto nos centraremos en un problema concreto, la superación de una 
pendiente, y crearemos una técnica de planificación de trayectoria de forma autónoma 
para intentar sortear un obstáculo del tipo rampa de la forma más eficiente posible, 
teniendo en cuenta todos los problemas antes mencionados. 
 
1.2 Objetivo y justificación del proyecto 
El principal objetivo del proyecto es confrontar un robot móvil con un obstáculo del 
tipo rampa y estudiar su respuesta ante dicho obstáculo e intentar mejorarla. 
 
Se definirán diferentes técnicas de control con planificación de trayectoria sobre este 
robot -ya sea con anticipación o sin anticipación del obstáculo- para mejorar el 
comportamiento que tiene en esa situación, tanto a nivel de simulación como 
aplicando las técnicas halladas al robot iSense, perteneciente al grupo de investigación 
SAC. 
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El marco teórico en el cual emplazaremos nuestro objetivo será el de situar el robot en 
un espacio desconocido en el que tiene una trayectoria definida pero sin conocer la 
superficie en la que se desplaza. 
 Se entiende que el robot podría encontrarse muchísimos tipos de obstáculos 
diferentes, como baches, pendientes, paredes, curvaturas horizontales del terreno, 
bajadas, finales de caminos por caída libre, caminos sin salida y un largo tipo de 
imprevistos que harían que el robot tuviera que adaptar su trayectoria para seguir su 
ruta de la mejor manera posible y de forma autónoma. Vamos a suponer que el robot 
se encuentra solo y que debe decidir por sí mismo las estrategias a seguir.  
 
Con este proyecto intentaremos sortear una pendiente de ángulo conocido, ya que se 
supondrá que el robot lleva una cámara incorporada, aunque no sea así en el presente 
caso, dado que el robot usado carece de la mencionada cámara, pero para realizar los 
experimentos se le pasará el ángulo como parámetro y al final del proyecto se 
mostrará en forma de seudocódigo como calcular dicho ángulo si se tuviere la cámara. 
 
Así pues, definido el objetivo, se enumeran las tareas a realizar: 
 
Fase 1: 
• Modelado Cinemático del Robot e identificación de los parámetros. 
• Sintonización de un control de bajo nivel para las ruedas del robot. 
• Sintonización e implementación experimental de un control por realimentación 
de estados con asignación de polos, para el seguimiento de trayectorias 
definidas. 
 
Fase 2: 
• Tareas relacionadas con la construcción física de la rampa. 
• Implementación del control diseñado añadiendo la rampa. Valoración de este 
primer control. 
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• Modelado del efecto de la rampa en la simulación e interpretación de dicho 
efecto. 
 
Fase 3: 
• Estudio de la adición de métodos de anticipación, para planificar una 
trayectoria óptima que mejore el comportamiento anterior. 
• Simulación e implementación experimental de los resultados anteriores. 
 
Fase 4: 
• Mención en formato explicativo de métodos para la anticipación del ángulo y la 
distancia de la pendiente mediante una cámara y otros sensores disponibles. 
 
1.2.1 Diagrama de Gant 
 
Diagrama que muestra el repartimiento de tareas por semanas durante el tiempo de 
ejecución del proyecto: 
 
 
2 3 4 1 2 3 4 1 2 3 4 1 2 3 4 1 2
Fase 1
Planteamientos iniciales (Kick-Off)
Definicion del modelo cinematico
Sintonizacion y validación 
del control de bajo nivel
Sintonizacion y validación 
del control por realimentacion de estados
Fase 2
Tareas relacionadas con la rampa física
Implementacion de control
S.P. con rampa
Estudio del efecto de la rampa
Modelado del efecto de la rampa
y validación
Fase 3
Planteamiento de metodos
para mejorar puntos críticos
Diseño e implementación
de los anteriores
Conclusiones
Fase 4
Planteación del método
Redacción
Septiembre Octubre Noviembre Diciembre Enero
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1.3 Estado del arte: Robots móviles, bases históricas y actualidad 
Los primeros robots móviles datan de mediados del siglo XX, es decir, fueron creados 
durante la segunda guerra mundial, fruto de los numerosos avances en campos 
bastante nuevos por aquella época como la informática y la cibernética. Estos primeros 
robots móviles eran mayormente bombas inteligentes capaces de decidir a qué altura 
detonar, incorporando a veces sistemas de guía, incluso con piloto automático. 
 
Todavía a mediados de siglo, W. Grey Walter 
inventa el robot Speculatrix Machina creando 
dos modelos de ellos. Gracias a un sensor de 
luz y a un emisor de luz demuestra como un 
movimiento complejo puede ser creado a 
partir de un diseño simple, ya que por el 
sistema de ambos robots éstos eran capaces 
de evitarse mutuamente gracias a la luz que 
podrían emitir y recibir.  
 
Varios robots más fueron creados más tarde, pudiendo destacar el robot “Bestia” de la 
Universidad John Hopkins, el cual se desplazaba y era capaz de volver a su puerto de 
corriente cuando se le agotaba la batería gracias a un sonar. 
 
En el año 1970, en Standford, se creó el primer carro seguidor de línea, capaz de seguir 
mediante una cámara una línea blanca. 
En los siguientes 10 años, en plena explosión de la carrera espacial, se crean los 
primeros robots exploradores, como el Lunokhod 1 soviético, para explorar la Luna. 
Durante esta época, los robots móviles entraron a formar parte del imaginario 
colectivo, como bien se plasma en el cine en películas como La guerra de las galaxias, 
mostrando robots autónomos de gran inteligencia. 
 
 
Fig 1.2 Speculatrix Machina 
  
 
6
La evolución en los robots móviles a partir de este 
punto se vuelve exponencial, apareciendo los 
robots bípedos, como el prototipo E0 (1986) de la 
empresa japonesa Honda, capaz de andar en línea 
recta. Este robot se iría mejorando por la empresa 
hasta llegar al famoso ASIMO, el cual puede llegar 
incluso a correr. 
 
Ya en el siglo XXI, nos encontramos con robots 
creados con fines domésticos, como el popular 
Roomba, una aspiradora autónoma. Fruto del trabajo académico de Boston Dynamics, 
tenemos el robot móvil por excelencia y el más reciente, el “Big Dog”, un robot 
cuadrúpedo capaz de moverse por terrenos altamente complicados, pudiendo de 
mantener el equilibrio cuando se le empuja y andar por terrenos helados. 
 
También es necesario mencionar los robots omnidireccionales de 2, 3 o 4 ruedas, ya 
que son los que más se relacionan con el proyecto. Ya se ha hablado anteriormente del 
robot Roomba, pero también cabe destacar el robot Robotino, de Festodidactic, 
enfocado a la educación. 
En cuanto a estos robots, hay numerosos estudios de control sobre ellos, pero hay dos 
nombres a destacar en este apartado: Aníbal Ollero, autor de “Robótica, 
manipuladores y robots móviles”, y H. P. Oliveira, con numerosos trabajos en control 
en espacio de estados sobre este tipo de robots. 
 
 
 
 
 
 
 
 
 
Fig 1.3 ASIMO 
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Capítulo 2: Modelado y Control de bajo nivel 
 
Para realizar el modelado de este robot, se puede enfocar desde dos puntos de vista 
diferentes: el modelo dinámico, que contempla los parámetros físicos delos motores y 
tiene como entradas las tensiones a implementar en el motor; y el modelo cinemático, 
que contempla la estructura física del robot y traduce las velocidades de las ruedas a la 
velocidad del robot. 
Sobre el primer tipo de modelado, y en el mismo robot utilizado, han trabajado en el 
artículo(DamianoRotondo et al., 2013) y el proyecto (Adrián Ruiz et al., 2013), en su 
proyecto de final de Grado. 
 
Para el presente proyecto se ha optado por trabajar con el modelo cinemático, que 
requerirá de una identificación precisa del comportamiento de las ruedas y un 
calibrado de bajo y alto nivel para su control. 
 
2.1Robot 4 ruedas del proyecto ISENSE 
El robot móvil utilizado en este proyecto es el ISENSE Robot: 
 
Fig2.1 Plataforma ISENSE 
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Se trata de un robot de movimiento omnidireccional (sin restricciones físicas al 
movimiento) que cuenta con 4 ruedas suecas, impulsadas por 4 motores de corriente 
continua con un factor de reducción de 30:1. 
En cuanto a la odometría, dispone de unos encoders capaces de emitir 36.000 pulsos 
por revolución de la rueda. 
Dispone de un puerto USB y un interfaz de comunicación serie. La energía de los 
motores proviene de una batería recargable de 12 V y 2.2 A·h. 
El robot lleva encastado un PC comunicado vía serie con la placa que gestiona los 
motores y en dicho PC se incluye la herramienta Matlab para interactuar con el robot, 
enviarle datos y recoger y procesar información. 
 
 
Fig 2.2 Fotografía de la Plataforma ISENSE 
 
2.2 Modelo cinemático 
El modelo sobre el que se trabajará será el modelo cinemático del robot: 
V1(t)V2(t)V3(t)V4(t)
 = 
− sin(α1) 		cos(α1)			R− sin(α2) 		cos(α2)			R− sin(α3) 		cos(α3)			R− sin(α4) 		cos(α4)			R
 ∗ 
x r(t)yr (t)
θr(t)  
 
(2.1) 
 
• Vi = Velocidad	de	la	rueda	i	(m/s) 
• αi = ángulo	que	forma	la	rueda	i	con	el	centro	del	Robot 
• R = Radio	del	Robot 
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• x(, yr , θr = velocidad	lineal	en	xy, y	velocidad	angular, en	ejes	referéncia	robot 
 
Se aísla el término de las velocidades de 2.1 mediante la pseudo-inversa de la matriz: 
x r(t)yr (t)θr (t) = 14 ∗ 
− sin(α1)		cos(α1)1R
	− sin(α2)				cos(α2)1R
		− sin(α3)					cos(α3)1R
		− sin(α4)					cos(α4)1R 
 ∗ 
V1(t)V2(t)V3(t)V4(t)
 
 
(2.2) 
 
Por otro lado, la ecuación que relaciona las velocidades en ejes propios del robot y ejes 
referencia “mundo” es la matriz de rotación de ejes expuesta a continuación, que se 
deberá utilizar para conocer en todo momento la posición del robot en unos ejes de 
referencia fijos en el espacio: 
x(t)y(t)θ(t)  = .
cos	(θ(t)) −sin	(θ(t)) 0sin	(θ(t)) cos	(θ(t)) 00 0 10 ∗ 
x r(t)yr (t)θr(t)  
 
(2.3) 
 
• 1 = ángulo	entre	el	eje	robot	y	el	eje	referéncia	 
 
Combinando (2.2) y (2.3) obtenemos el modelo cinemático completo: 
 
x(t)y (t)θ (t) = .
cos	(θ(t)) −sin	(θ(t)) 0sin	(θ(t)) cos	(θ(t)) 00 0 10 ∗ 23
33
34− sin(α1)4cos(α1)414R
− sin(α2)4cos(α2)414R
− sin(α3)4cos(α3)414R
− sin(α4)4cos(α4)414R 56
66
67 ∗ V1(t)V2(t)V3(t)V4(t)
 
 
(2.4) 
 
En 2.4 se relacionan las velocidades del robot con las velocidades lineales de cada una 
de las ruedas, que se consideran las entradas al sistema. 
 
8(9): (9)1(9) = 23
333
4−sin	(1(9) + <1)4cos	(1(9) + <1)414=
−sin	(1(9) + <2)4cos	(1(9) + <2)414=
−sin	(1(9) + <3)4cos	(1(9) + <3)414=
−sin	(1(9) + <4)4cos	(1(9) + <4)414= 56
666
7
∗ >1(9)>2(9)>3(9)>4(9)
 
 
 
(2.5) 
 
Estas salidas serán integradas para obtener los estados del sistema, que serán las 
posiciones y no las velocidades, ya que si queremos crear una planificación de ruta 
serán las posiciones las que definamos. 
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 Así pues, se considerarán como entradas al modelo las velocidades de cada una de las 
ruedas, pero las entradas a implementar en el robot real son las tensiones a aplicar a 
cada uno de los motores. Por lo tanto, para poder complementar este modelo se tiene 
que diseñar un controlador básico de bajo nivel para cada uno de los motores, con tal 
de asegurar que las ruedas alcancen la velocidad deseada. 
 
Dicho esto, a nivel de simulación, el sistema responderá al siguiente esquema en lazo 
abierto: 
  
              U (SP)                             v                                   	?	                X 
   
 
Fig 2.3 Esquema del lazo abierto del sistema 
 
2.3 Complementación del modelo: Control de bajo nivel de las ruedas 
Para calcular el controlador de bajo nivel de las ruedas, primero se ha modelado el 
comportamiento en lazo abierto de cada uno de los motores para obtener su función 
de transferencia discreta, así como la zona muerta de cada uno de los motores. 
 
 Seguidamente, por el método de la síntesis directa, se han obtenido unos 
controladores a partir de una especificación común para cada una de las ruedas: 
 
Modelo: 
Gpi(z) = biz − ai  (2.6) 
 
Especificación: 
T(z) = βz − α  (2.7) 
 
Control 
Bajo 
Nivel 
 
Modelo 
cinemático 
1E 
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Siendo F = 1 -	<, con tal de obtener la ganancia unitaria y así asegurar, que la consigna 
de velocidad de las ruedas será la obtenida. 
 
La ecuación de la síntesis directa es tal que: 
GHI(J) = 1GKI(J) ∗ L(J)1 − L(J) 
 
 
(2.8) 
GHI(J) = MNO J + MNO PI	J − 1  
 
(2.9) 
 
Aplicando las ai y bi halladas al modelar y la F especificada, se obtiene este primer 
control de velocidad de bajo nivel el cual se implementará en el robot como base a la 
hora de pasar las consignas de velocidad de las ruedas por el controlador y obtener así 
las tensiones a aplicar a los actuadores con tal de alcanzar dichas velocidades. 
 
Se expondrá el procedimiento y el cálculo del controlador de la rueda 4 y se dará por 
hecho que el procedimiento en las otras 3 ruedas es idéntico. 
El primer paso para obtener el control de bajo nivel será dar al motor una consigna en 
lazo abierto y observar su respuesta, para poder sacar de este modo la información 
necesaria para el modelado. La consigna implementada son 70 V y la respuesta: 
 
 
 
 
 
 
 
 
 
 
 
Fig 2.4 Respuesta en lazo abierto de Rueda 4 con Input = 70V   
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Mediante varios experimentos con diferentes entradas, comparando las diferentes 
salidas, se obtiene la ganancia K = 20.16324u y una zona muerta = 43.5836V. 
 
Sabiendo que el modelo de un sistema de 1r orden tiene la forma expuesta en (2.6), 
aplicando el Teorema del Valor Final se han obtenido los parámetros a y b de este 
modelo, siendo Q = R ∗ (1 − P), y obteniendo una segunda ecuación discretizando el 
modelo y eligiendo dos puntos del régimen transitorio. 
• a = 0.960546 
• b = 0.7955 
 
Esta es la salida de velocidad al ejecutar la simulación del modelo, superpuesta a la 
experimental: 
 
 
Fig 2.5 Comparación del modelo con el sistema real 
 
Así pues, con las ruedas modeladas y siguiendo la ecuación de la síntesis directa (2.9), 
se hallan los controladores para las ruedas. Esta es la simulación de la misma rueda 
anterior ahora controlada, con una consigna de velocidad de 785 
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revoluciones/muestra, superpuesta al resultado del experimento realizado con las 
mismas condiciones y con los controladores implementados: 
 
Fig 2.6 Comparación real y simulación del control de bajo nivel 
 
Una vez implementado el control de bajo nivel y mediante el modelo cinemático 
hallado y explicado en (2.1), se valida el control de bajo nivel pidiendo al robot una 
velocidad constante de 1 m/s en línea recta: se calcula mediante el modelo cinemático 
las velocidades a exigir a cada rueda y gracias a los controladores de bajo nivel, ya se 
puede probar si cumple dicha velocidad. Es decir, se le exige al robot una velocidad de: 
 
> =	  8((9) = 0S/E:( (9) = 1S/E1( (9) = 0	(PT/E 
 
(2.10) 
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Este es el resultado del experimento, prestando atención solamente a las velocidades 
porque todavía no hay ningún control respecto a la posición: 
 
Fig 2.7 Control de bajo nivel aplicado con consigna de velocidad constante 
  
Así pues, se da por hallado el modelo en lazo abierto de posición del robot. En el 
siguiente capítulo se implementará un control a este sistema para conseguir un 
seguimiento de trayectorias definidas. 
 
Encontrarán en el anexo el código utilizado en el robot para verificar este control a 
bajo nivel. 
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Capítulo 3: Control por realimentación de estados 
y asignación de polos 
 
Se ha optado por un control en espacio de estados por modelo de referencia que 
permitirá al sistema seguir una trayectoria previamente definida, basándose en el 
artículo (DamianoRotondo et al., 2013). 
 
También en este capítulo se introducirá por primera vez el obstáculo que se deberá 
sortear eficientemente, es decir, la rampa, y se ejecutará el control en S.S. en ella para 
observar la respuesta del robot. 
 
3.1 Control en espacio de estados del modelo Cinemático 
Se realizará el primer control de posición por asignación de polos a través del cual se 
conseguirá que el robot siga una trayectoria de referencia. Por lo tanto, se planteará 
un control por modelo de referencia que será simulado e implementado tanto en 
condiciones normales como con la pendiente en medio de su trayectoria, para 
comprobar cómo responde el robot frente al obstáculo con este primer control, aún 
sin anticipación. 
El control responderá al siguiente esquema: 
 
 Uref 
  
 + 
                     +       e  Uu    +         u                               v   ?    	?	                X          
  -  
 
Fig 3.1 Esquema del control por realimentación de estado 
Xref  K  
Control 
Bajo 
Nivel 
 
Modelo 
cinemático 
Modelo de 
referencia 
1E 
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Los estados del sistema, como ya hemos mencionado en el capítulo anterior, son las 
posiciones en el plano XY y la orientación 1 en el eje de referencia: 
? =	 8(9):(9)1(9) 
 
(3.1) 
 
Para hallar la matriz K que proporcionará el control deseado, se deberá definir el 
modelo de referencia. Teniendo presente que, en este caso, no se ha tenido en cuenta 
la dinámica del sistema, el modelo en espacio de estados es: ? = V ∗ W (3.2) 
 
Siendo  B la expresión en (2.5). 
 
3.1.1 Diseño del modelo de referencia  
Como se ha visto, el sistema tiene 3 estados, por lo tanto, primero habrá que estudiar 
la estabilidad y controlabilidad del sistema. 
Resolviendo la operación: det(E ∗ X − Y) = 0 (3.3) 
 
Se pueden obtener los polos de un sistema, puesto que en este caso no se tiene la 
matriz A porque no se tiene en cuenta la dinámica del sistema. Los polos del sistema 
en lazo abierto se definen por: det(E ∗ X) = 0 (3.4) 
 
Y por lo tanto, s1 = s2 = s3 = 0 siendo el sistema totalmente inestable en lazo abierto. 
En cuanto a la controlabilidad, se calcula la matriz de controlabilidad definida por: Z[ = \V			Y ∗ V…		Y^_` ∗ Va (3.5) 
 
Y para que el sistema sea controlable, el rango de esta matriz tiene que ser igual al 
número de variables de estado. Se utiliza el comando matlabctrb(A,B) siendo A una 
matriz de ceros.  
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Efectivamente, el rango de la matriz CO es 3, por lo tanto, el sistema es 
completamente controlable. 
 
A continuación, se define el modelo de referencia: ?(bc = \8(bc(9)				:(bc(9)		1(bc(9)ad (3.6) W(bc = \>1(bc(9)		>2(bc(9)	>3(bc(9)		>4(bc(9)ad  (3.7) 
  
Se obtienen las siguientes ecuaciones aplicando (3.2): 
8(bc(9) = 	 14 ∗ \− sin(1(9) + <1) ∗ >1(bc(9) − sin(1(9) + <2) ∗ >2(bc(9)− sin(1(9) + <3) ∗ >3(bc(9) − sin(1(9) + <4) ∗ >4(bc(9)a 
(3.8) 
:(bc(9) = 	 14 ∗ \cos(1(9) + <1) ∗ >1(bc(9) + cos(1(9) + <2) ∗ >2(bc(9)+ cos(1(9) + <3) ∗ >3(bc(9) + cos(1(9) + <4) ∗ >4(bc(9)a 
(3.9) 
1(bc(9) = 	 14= ∗ \>1(bc(9) + >2(bc(9) + >3(bc(9) + >4(bc(9)a (3.10) 
 
Así es posible establecer un nuevo modelo que definirá la trayectoria del robot: ?(bc = V ∗ W(bc (3.11) 
 
A partir de (3.11), definiendo su error respecto al sistema, podrá ser calculada la matriz 
K con la que controlar el sistema: b = ?(bc − 	? = V ∗ W(bc − V ∗ W = V ∗ eW (3.12) 
 
3.1.2 Asignación de Polos 
Sabiendo que el sistema es controlable, a continuación se especificarán los polos para 
el sistema, dado que se tienen 3 variables a controlar (orden 3). Se define un sistema 
en lazo cerrado de 2º orden sin sobre-impulso, por lo tanto,  ξ = 1, de este modo se 
estarán cuidando los actuadores y las mecánicas del robot. 
 
También se define un tiempo de estabilización Ts2%, que será de 8s, siendo el tiempo 
que tardará en alcanzar un 98% del valor final. 
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La frecuencia natural vendrá definida mediante la siguiente formula, con los 
parámetros definidos: 
fg =	 4LE2% ∗ 	ξ	 = 0.5	E_` (3.13) 
 
Con las especificaciones del comportamiento deseado, se decide la situación de los 
polos siguiendo el criterio de depreciación de polos no dominantes junto con el de la 
estabilidad del sistema con tal de satisfacer el comportamiento deseado. 
 
Fig 3.2 Esquema de la asignación de polos 
 
Con el objetivo de asegurar la estabilidad, todos los polos se deben encontrar en el 
semiplano izquierdo y para la depreciación del polo no dominante, s3 tiene que ser 
como mínimo 5 veces más rápido. 
La representación de los polos en la figura 3.2 muestra un sistema de 3r orden, el cual 
si despreciamos el efecto de s3 (cumpliendo la condición antes mencionada) 
obtenemos un comportamiento de 2º Orden. 
 
Decidida la ubicación de los polos, se pasa a ubicarlos con las especificaciones descritas 
anteriormente: 
A partir de la función de transferencia de un sistema de 2º orden: 
G(E) = 	 fglEl + 2	ξWn ∗ s +Wnl (3.14) 
 
Igualando el denominador a cero (procedimiento para hallar los polos de un sistema) 
se obtiene que: 
E = 	−	ξ ∗ Wn ± oWn ∗ p1 −	ξlq ∗ r (3.15) 
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Así pues con esta ecuación se especifican los polos del sistema que se desean en lazo 
cerrado: 
E1 = 	−	ξ ∗ Wn + oWn ∗ p1 −	ξlq ∗ r = −0.5 (3.16) 
E2 = 	−	ξ ∗ Wn + oWn ∗ p1 −	ξlq ∗ r = −0.5 (3.17) 
 
Y el polo despreciable: E3 = 	−	5 ∗ ξ ∗ Wn = −2.5 (3.18) 
 
Ahora que ya es sabido que el sistema es completamente controlable y se tienen los 
polos deseados para el comportamiento en lazo cerrado, la matriz B deb = V ∗ eW: 
V =	
23
333
4−sin	(1(9) + <1)4cos	(1(9) + <1)414=
−sin	(1(9) + <2)4cos	(1(9) + <2)414=
−sin	(1(9) + <3)4cos	(1(9) + <3)414=
−sin	(1(9) + <4)4cos	(1(9) + <4)414= 56
666
7
 
 
(3.19) 
 
Haciendo una aproximación sobre una 1stuOvONwOx(9) = 0, y definiendo ya  <1 =45º	, <2 = 135º, <3 = 225º	:		<4 = 315º, que serían los ángulos que forman las 
ruedas con el centro del robot, y siendo R = 0.145 m el radio del robot, 
 
 
 
 
 
Fig 3.3 Esquema de planta del robot 
 
Resultando B sustituyendo en (3.19): 
V =	 .−0.35360.35361.7241
−0.3536−0.35361.7241
0.3536−0.35361.7241
0.35360.35361.72410 
 
(3.20) 
 
Por lo tanto, ya se puede calcular la matriz de control K, siempre teniendo presente 
que el sistema es completamente controlable, asignando los polos mediante la 
instrucción place de matlab: 
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R = K|PHb(Y, V, \E1	E2	E3a) (3.20) 
Siendo A una matriz 3x3 de ceros. 
 
3.2 Definición del experimento 
En este punto se definirá el experimento a realizar que permitirá observar el 
comportamiento del robot al enfrentarse con la pendiente, para más tarde añadir la 
anticipación del obstáculo con el objetivo de mejorar dicho comportamiento. 
El experimento será un movimiento rectilíneo uniforme a 0.5 m/s y cuando llegue el 
momento, enfrentar la pendiente de frente. 
Por lo tanto, se define Xref, es decir, la primera trayectoria planificada como: 
?(bc = 	 . 00.590 0 
(3.21) 
 
A continuación se muestran gráficas y se comentan los resultados tanto de simulación 
como experimentales del experimento en superficie llana. 
 
3.2.1 Resultados control en condiciones normales (sin pendiente) 
• Posición en y: 
 
 
 
 
 
 
 
 
 
 
 
Fig 3.4 Comparación Simulación / Real del seguimiento de la trayectoria 
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Se observa que el seguimiento de la trayectoria de referencia es preciso llegando a un 
error nulo. 
• Error de Posición: 
 
Fig 3.5 Error de seguimiento entre simulación y real 
 
• Velocidad en y: 
 
Fig 3.6 Comparación Simulación / Real de la velocidad del robot 
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Se puede afirmar que la rapidez del sistema se ve satisfecha con la modelada, ya que el 
tiempo que tarda entre que empieza el movimiento y alcanza el régimen permanente 
es correcto. 
• Tensión U aplicada a cada rueda: 
 
Fig 3.7 Comparación Simulación / Real de la tensión aplicada a las ruedas 
 
Se ha creído conveniente también prestar atención a la señal que se le envía al robot, 
ya que esta será una de los posibles partes del sistema a optimizar mediante 
anticipación. Encontrarán en el anexo el código que se ha utilizado para verificar este 
control de la posición. 
 
3.3 Implementación en Simulink 
A continuación se expone el archivo Simulink con el que se ha llevado a cabo la 
simulación, el cual responde al esquema presentado al inicio de este capítulo. Se 
muestra el esquema de la simulación, simple de momento, ya que para la adición de la 
rampa en la simulación, y la inclusión de la anticipación, se usará la simulación como 
base para la explicación. 
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Fig 3.8 Simulink del sistema 
 
Como se puede observar, Xref se le da al sistema de forma externa, así pues, esta será 
la trayectoria que el robot seguirá, cualquier trayectoria rectilínea que se le pueda 
exigir, dado la aproximación que se ha hecho de 1stuOvONwOx(9) = 0. 
 
3.3.1 Control Bajo Nivel 
 
 
Fig 3.9 Simulink del control de bajo nivel 
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3.4 Rampa 
A continuación se enfrenta este primer control por realimentación de estado a una 
rampa. Para el experimento, se ha construido una rampa real de madera de 10º de 
inclinación con material adherente en la superficie: 
 
 
 
 
 
 
 
 
Figs 3.10 y 3.11 Rampa construida y plano de medidas 
 
Una vez realizado dicho experimento, se podrá valorar como funciona este primer 
control sin anticipación y empezar a discernir las posibles técnicas que se podrán llevar 
a cabo para, una vez añadida la anticipación al sistema, mejorar el comportamiento del 
robot. 
 
3.4.1 Resultados experimento con Rampa 
Estas graficas muestran el comportamiento del robot al enfrentase con la rampa con 
un experimento idéntico al anterior, en llano: 
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• Posición en y: 
 
 
 
 
 
 
 
 
 
 
 
Fig 3.12 Trayectoria seguida por el robot 
 
• Error de y:  
 
 
 
 
 
 
 
 
 
 
 
Fig 3.13 Error en el seguimiento de trayectoria 
 
Se observa que el error de posición está bastante controlado dentro de unos márgenes 
aceptables, con lo que es posible afirmar que, en cuanto al error de posición, el control 
en espacio de estados diseñado anteriormente es suficiente para controlar la 
trayectoria del robot a pesar de la rampa. 
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A continuación se observan la velocidad -que se ha previsto que tiene que ser 
constante- y la tensión aplicada a los motores: 
• Velocidad en y: 
 
 
 
 
 
 
 
 
 
 
Fig 3.14 Velocidad del robot 
 
• Tensión U aplicada a las ruedas: 
 
 
 
 
 
 
 
 
 
 
Fig 3.15 Tensión aplicada a las ruedas 
 
Se observa que la rampa tiene un fuerte impacto en la tensión que aplicamos al motor 
y, en menor medida, una pérdida de performance en cuanto a la velocidad. Si bien en 
las bajas velocidades en las que se trabaja impiden que sea una pérdida fatal, a altas 
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velocidades podría implicar un sobreesfuerzo importante del motor, el cual debido a 
que solamente se le ha exigido una velocidad constante, hará el mayor trabajo posible 
y en el menor tiempo para restablecer la velocidad. 
 
A consecuencia de la pérdida de velocidad, se produce el aumento abrupto de la 
tensión aplicada a los actuadores, ya que en el instante de cambio, para mantener las 
condiciones deseadas de la trayectoria planificada, se produce un aumento brusco en 
la tensión de los actuadores. 
 
Los siguientes pasos nos llevarán a definir cuáles son los problemas creados por la 
rampa, definir qué comporta la existencia de este obstáculo y seguidamente definir 
una estrategia de planificación de trayectoria mediante la cual mejorar estos 
comportamientos, anticipando la rampa, así como simular este comportamiento en el 
Simulink, para así poder probar con exactitud el método hallado, de cara a intentar 
implementarlo en el robot real. 
 
3.5 Conclusiones 
En este capítulo se ha diseñado un controlador en espacio de estado con modelo de 
referencia con el objetivo de que el robot fuera capaz de seguir una trayectoria 
previamente definida, y este control se ha implementado en el sistema expuesto en el 
capítulo 2, que contenía el control de bajo nivel de las ruedas. 
Se ha probado este control tanto en llano como en pendiente, y se ha  validado el 
correcto seguimiento de la trayectoria, por lo que implícitamente reafirma el control 
de bajo nivel del capítulo 2, a la vez que se confirma el funcionamiento de este control 
para seguimiento de trayectorias predefinidas. 
También se ha podida confirmar la eficacia de este control ante la rampa, ya que 
gracias a él, y sin ningún tipo de anticipación, el robot ha podido seguir perfectamente 
la trayectoria a pesar de la pendiente, por lo que la eficacia de este control de cara a 
los siguientes capítulos, queda garantizada.  
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Capítulo 4: Efecto de la rampa 
 
 
En el anterior capítulo se ha visto en un primer experimento cómo reacciona el robot 
ante una rampa, en el presente capítulo, se profundizará en este efecto, y se intentará 
modelar para incluirlo en la simulación. 
 
4.1 Estudio del efecto 
Antes de plantear cualquier procedimiento, se necesita estudiar el efecto que hace la 
rampa en el robot y para ello se observará la tensión en los actuadores. Se realizan 3 
experimentos, uno con la rampa normal (10º de inclinación) y los otros dos con unas 
alzas en la parte trasera de la estructura para aumentar el ángulo.Esta será la leyenda 
para los gráficos sobre las tensiones implementadas en los actuadores: 
Rueda 1  
Rueda 2  
Rueda 3  
Rueda 4  
Fig 4.1 Leyenda de las gráficas de tensión 
 
• Rampa de 10º (previo): 
 
Fig 4.2 Tensiones con Rampa de 10º 
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• Rampa de 12.91º (Alza de 10 cm): 
 
Fig 4.3 Tensiones con Rampa de 12.91º 
 
• Rampa de 15.828º (Alza de 20 cm): 
 
Fig 4.4 Tensiones con Rampa de 15.828º 
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Lógicamente, la tensión que alcanza en régimen permanente es superior en cada caso. 
Se han realizado varios experimentos con cada ángulo, y aquí se exponen solamente 
las gráficas más representativas. 
Para poder simular la rampa, se ha modelado dicho comportamiento como la adición 
de una zona muerta a la entrada del modelo del motor de las ruedas, tal que así: 
Reconfiguración de la simulación: 
 
Fig 4.5 Reconfiguración del Simulink 
 
Y dentro del bloque de control de bajo nivel de las ruedas: 
 
 
 
 
 
 
 
Fig 4.6 Reconfiguración del Control de Bajo Nivel 
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Siendo este el subsistema en la entrada del modelo del motor de las ruedas -donde se 
incluye el efecto de la rampa con la adición de la zona muerta antes comentada-: 
 
Fig 4.7 Sistema de implementación del modelado de la rampa 
 
De este modo se podrá simular en el momento deseado la adición de esa zona muerta 
que representará el efecto de la rampa. 
 
4.2 Cálculo de la zona muerta 
Con tal de calcular cual tiene que ser el valor de esta zona muerta, que ha de conseguir 
con su adición que el sistema simule el comportamiento del robot ascendiendo por la 
rampa, se procede a calcular la media del régimen permanente en cada estado, así 
como la media en llano, como siempre, de cada una de las ruedas: 
 Rueda1 Rueda2 Rueda3 Rueda4 
0º 58.7684 V -62.3530 V -56.5396 V 63.753 V 
10º 122.7458 V -129.6114 V -129.2447 V 129.4505 V 
12.91º 133.8524 V -138.9024 V -150.8512 V 149.9348 V 
15.828º 144.0863 V -146.5801 V -170.3495 V 168.228 V 
 
Fig 4.8 Valores en régimen permanente de las tensiones aplicadas en cada caso 
 
Así pues, para cada ángulo, la zona muerta a añadir para modelar el efecto deseado 
será el valor de la media en rampa menos el valor de la media en llano. 
Se puede observar como las ruedas traseras (3 y 4) requieren de más tensión a mayor 
ángulo de la rampa respecto a las delanteras, ya que deben asumir un mayor esfuerzo 
debido a la masa del robot que actúa sobre su propio peso afectando así 
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alrepartimiento de fuerzas de las ruedas, siendo un repartimiento diferente para cada 
una de ellas.  
 
Ahora bien, el objetivo es conseguir mejorar el comportamiento del robot a partir de la 
información conseguida por sensores y esta información seria la distancia para 
alcanzar la pendiente y el ángulo de ésta. 
 
Por lo tanto se tiene que conseguir conocer este aumento de la tensión a partir de la 
información previa, que será la que el sistema de control tendrá disponible, por lo que 
se procede a encontrar una expresión lineal del aumento de tensión entre 10º y 
15.828º, y si, en esta expresión, sustituyendo el valor del ángulo 12.91º se obtienen las 
tensiones que se han hallado de forma experimental, se podrá afirmar que este efecto 
es lineal en el intervalo [10º, 15.828º] y se podrá trabajar con las expresiones 
obtenidas, siempre que se esté trabajando dentro del susodicho rango. 
 
Para obtener las expresiones lineales, usamos los datos de la tabla (4.7) con la 
expresión siguiente: 1 − 1(10º)1(15.828º) − 1(10º) = W − W(10º)W(15.828º) − W(10º) (4.1) 
 
Ejemplo de obtención de la expresión para la rueda 1 y se asume el mismo 
procedimiento para las restantes: 1 − 10º15.828º − 10º = W1 − 122.7458	144.0863 − 122.7458	 (4.2) 
 W1(1) = 3.66172 ∗ 1 + 86.1286 (4.3.1) W2(1) = 2.9116 ∗ 1 + 100.4955 (4.3.2) W3(1) = 7.0523 ∗ 1 + 58.71 (4.3.3) W4(1) = 6.6536 ∗ 1 + 62.914 (4.3.4) 
 
Así se obtendría a partir del ángulo el valor absoluto de la tensión que alcanzará en 
R.P. cada uno de los motores y si se comprueban estas expresiones con el ángulo de 
12.91º, se obtiene en valor absoluto valores muy similares a la tensión 
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experimental,por lo tanto se pueden dar por válidas las anteriores expresiones para el 
rango [10º,15.828º]. 
 
Ahora bien, ¿en cuánto se podrá expandir este rango? Con un ángulo de 0º no son 
válidas, ya que para ello el término independiente de cada expresión tendría que ser 
igual a la tensión en llano, y no se cumple, así que estas expresiones se asumen válidas 
para una pendiente de este intervalo. 
Una posible expansión de cara a aplicación real, seria buscar el límite de esta 
linealización y posiblemente establecer otros rangos de linealidad junto con otras 
expresiones, para ellos. 
 
4.3 Validación del modelado 
 
Ahora que ya se ha podido calcular el efecto a partir del ángulo con las ecuaciones 
(4.3), introduciendo estas “zonas muertas” en la simulación anteriormente explicada, 
se obtienen estos resultados, comparados con las gráficas experimentales: 
• 10º: 
 
Fig 4.9 Comparación Tensiones reales y simuladas con 10º de rampa 
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• 12.91º: 
 
Fig 4.10 Comparación Tensiones reales y simuladas con 12.91º de rampa 
 
• 15.828º: 
 
Fig 4.11 Comparación Tensiones reales y simuladas con 15.828º de rampa 
 
Las señales con ruido son las experimentales, mientras que las continuas son las 
simuladas. 
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A continuación se muestran gráficas del error de modelado de este efecto para cada 
una de las inclinaciones: 
 
• 10º: 
 
Fig 4.12 Error de modelado del efecto de la rampa (10º de inclinación) 
• 12.91º: 
 
Fig 4.13 Error de modelado del efecto de la rampa (12.91º de inclinación) 
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• 15.828º: 
 
Fig 4.14 Error de modelado del efecto de la rampa (15.828º de inclinación) 
 
Observando los resultados, se confirma la validez de este modelado del efecto de la 
rampa ya que se cumplen tanto la rapidez con que alcanza la nueva tensión como el 
valor en régimen permanente de esta tensión, y se puede apreciar como el error de 
modelado en cada caso es suficientemente bajo. En cuanto a la velocidad: 
 
• 10º: 
 
Fig 4.15 Comparación Velocidad (real y simulada) con pendiente de 10º 
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• 12.91º 
 
Fig 4.16 Comparación Velocidad (real y simulada) con pendiente de 12.91º 
 
• 15.828º: 
 
Fig 4.17 Comparación Velocidad (real y simulada) con pendiente de 15.828º 
 
Como se puede observar, hay más pérdida de velocidad a mayor ángulo de pendiente 
(aunque sea mínima esta diferencia en este caso), pero gracias al controlador 
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recuperar la velocidad (y por lo tanto, en recuperar la posición, que es el objetivo del 
control implementado) es prácticamente igual en los tres casos. 
 
4.4 Interpretación de los resultados 
 
Aunque en primera instancia la pérdida temporal de velocidad no parece crítica, sí que 
podría ser fatal en un sistema de mayor peso si se trabajara con motores no eléctricos 
(ya que estos trabajan siempre al máximo del par motor, por lo que desde el arranque 
trabajan a la máxima potencia posible en la velocidad que estén girando), como por 
ejemplo un coche, pues sabiendo que la pendiente máxima superable para un vehículo 
de transmisión según la velocidad que lleve viene definida por la expresión 
(desarrollada en el anexo): 
I = 270 ∗ 9 ∗ Qt ∗ V − 	( (4.4) 
 
• i: Pendiente máxima superable (%) 
• 9 : rendimiento del sistema de transmisión 
• : potencia desarrollada por el motor (C.V.) 
• Qt: Peso total del robot (kgf) 
• V : velocidad máxima que pueda desarrollar el vehículo para cada marcha (Km/h) 
• ( ∶ 	coeficiente	de	rodadura 
• 270 ∶ Factor	de	Conversión	de	Unidades	(ver	Anexo) 
Y sabiendo que la potencia del motor viene definida por el Par Motor por:  =  ∗  (4.5) 
• M : Par motor 
• w : Velocidad angular del motor (rad/s) 
• P = Potencia (wats) 
Se podría inferir que, ante una cuesta repentina, se tendría una pérdida abrupta de 
velocidad angular en el eje del motor, que comportaría una pérdida de potencia (4.5), 
y dado que la potencia desarrollada por el motor se encuentra en el numerador 
de(4.4), la pendiente máxima superable disminuiría, quizá haciéndola infranqueable, si 
  
 
39
el par motor máximo alcanzable no es suficiente para aumentar la potencia. Si se 
hubiera anticipado la pendiente, se podría haber aumentado previamente la velocidad 
angular del motor, aumentando así la potencia y superando la pendiente antes 
infranqueable (dado que a mayor potencia, mayor es la pendiente superable), y podría 
disminuir la velocidad hasta estabilizarse, sin haber tenido pérdida de la misma. 
 
4.5 Conclusiones 
En este capítulo se ha profundizado en el efecto de la rampa, viendo en la parte final, 
que efecto puede llegar a tener una pendiente en un vehículo. También se ha 
conseguido modelar de forma satisfactoria este efecto, de cara a las próximas 
simulaciones. 
 
Así pues, en el siguiente capítulo, se utilizarán las herramientas halladas en el presente 
para que, mediante anticipación, podamos planificar trayectorias con las cuales no 
tendríamos esa pérdida de velocidad que se ha observado, y que como hemos visto, 
podría llegar a hacer de la pendiente un obstáculo infranqueable (en caso de motores 
no eléctricos). Por otro lado, siguiendo el objetivo del proyecto, se evitará el aumento 
brusco de tensión en los motores, ya que de este modo, se cuidaránlos actuadoresde 
los motores, alargando la vida útil de estos y consiguiendo un funcionamiento más 
suave en el cambio a la pendiente. 
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Capítulo 5: Control con Anticipación de la Rampa 
 
 
Una vez se conoce el efecto de la rampa y los problemas que se derivan, se procede a 
diseñar un método de anticipación con el que se planifique una trayectoria, cuyo 
seguimiento mejore el comportamiento del robot en la pendiente, evitando los 
problemas vistos al final del capítulo 4. 
Se aprovechará el control por realimentación de estados para seguimiento de 
trayectorias diseñado en el capítulo 3 y el control de bajo nivel ya usado en dicho 
capítulo y explicado en el capítulo 2, para garantizar el seguimiento de la trayectoria 
planificada que mejore el comportamiento visto en el capítulo 4. 
 
5.1 Velocidad equivalente 
Para los métodos de anticipación que se han diseñado, se hablará varias veces del 
concepto Velocidad Equivalente, que se explica a continuación, y que es clave en la 
resolución del problema considerado. 
Teniendo en cuenta las expresiones lineales halladas en capítulo 4 (4.3): 
W1(1) = 3.66172 ∗ 1 + 86.1286 (5.1.1) W2(1) = 2.9116 ∗ 1 + 100.4955 (5.1.2) W3(1) = 7.0523 ∗ 1 + 58.71 (5.1.3) W4(1) = 6.6536 ∗ 1 + 62.914 (5.1.4) 
 
Siendo 1 el ángulo del pendiente, que se podría anticipar si el robot tuviese cámara, y 
Ui(1) la tensión alcanzada en rampa, se puede afirmar que: 
>1(1) = (W1(1) − J1) ∗ 1 (5.2.1) >2(1) = −(W2(1) − J2) 	∗ 2 (5.2.2) >3(1) = −(W3(1) − J3) ∗ 3 (5.2.3) >4(1) = (W4(1) − J4) ∗ 4 (5.2.4) 
 
Siendo zi y ki la zona muerta y la ganancia en lazo abierto respectivamente de cada uno 
de los motores (hallados en el capítulo 2 en el proceso de modelado para la creación 
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del control de bajo nivel), se calcula Vi(1) i=1:4, que no es más que la velocidad en 
régimen permanente que cada rueda alcanzaría en llano, con una tensión a la entrada 
del motor equivalente a la misma tensión que alcanzaría cada rueda en la pendiente 
de 1º con una velocidad Vy constante del robot de 0.5 m/s. 
Y, pasando estas velocidades por el modelo cinemático expuesto en el capítulo 2: 
8(1): (1)1(1) =
14 ∗ 
−EIg(<1)		HE(<1)1=
	− EIg(<2)				HE(<2)1=
		− EIg(<3)					HE(<3)1=
		− EIg(<4)					HE(<4)1= 
 ∗ 
>1(1)>2(1)>3(1)>4(1)
 
 
(5.3) 
 
Se puede afirmar que : (1)es la Velocidad Equivalente del robot en llano con unas 
entradas U en los motores iguales a las necesarias para alcanzar una Vy = 0.5 m/s en 
régimen permanente (R.P.) en la rampa. 
 
Gráficamente, tomando ambas velocidades en R.P.: 
 
             1                                             1 
 
 
Fig 5.1 Esquema explicativo del concepto de Velocidad Equivalente. 
Teniendo en ambos casos la misma tensión a la entrada del motor de cada rueda, por 
eso, se le llamará a esta velocidad : (1), Velocidad Equivalente. 
 
Así pues, la idea que se intentará llevar a cabo será, utilizando esta velocidad 
equivalente (V_eq), generar una trayectoria que finalice con el robot subiendo la 
pendiente a una velocidad constante de 0.5 m/s, y que previamente el robot haya 
actuado diferente respecto al comportamiento no anticipativo visto en los capítulos 3 
y 4, con tal de mejorarlo. 
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5.2 Generador de trayectorias 
Con tal de generar la trayectoria a seguir a partir de la velocidad que se desea del 
robot, se necesitará de un sistema que genere dicha trayectoria. 
Así pues, se requiere un sistema cuya entrada sea la velocidad a la que se quiera llevar 
el robot, y cuya salida sea la trayectoria a seguir con tal de lograr esa velocidad. 
Para ello, se utiliza un sistema de 1er orden, con integración en la salida, como se 
explica a continuación (Figura 5.2): 
 
Fig 5.2 Sistema de generación de trayectoria 
 
En Fig. 5.2, aparece el parámetro Kvel, que no es más que una ganancia, cuya 
importancia reside en que marcará el tiempo de establecimiento de la velocidad que 
se le haya pedido al sistema, es decir, cuánto tiempo tardará en alcanzar la velocidad 
deseada.  
El sistema pues en lazo cerrado, sería el siguiente, tomando como salida la velocidad: 
Gbg_(E) = Rb|Rb| + E (5.4) 
               Con lo que:   
 =
1
Rb|
 
 
(5.5) 
 
La función de transferencia que generará la trayectoria, por lo tanto, será la 
integración de (5.4): 
Gbg(E) =
Rb|
Rb| ∗ E + El
 
(5.6) 
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Para validar el funcionamiento del generador, con una Kvel = 1, ejecutamos el 
esquema, con una entrada de velocidad de 0.5 m/s 
• Velocidad: 
 
Fig 5.3 Velocidad alcanzada del generador de trayectoria 
 
• Trayectoria: 
 
Fig 5.4 Trayectoria generada por el sistema 
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Se puede observar que el tiempo de establecimiento es correcto, ya que alcanza el 
63% del régimen permanente (0.5 m/s)  en 1 segundo, como se ha especificado con la 
Kvel = 1. 
 
Ahora bien, al validar el seguimiento de la trayectoria con el control por 
realimentación de estados (capítulo 3), se le entraba al sistema la trayectoria 
formulada en (3.21), es decir, directamente se le exigía la velocidad a la que ir, sin 
pasar por ninguna función de transferencia (Generador) como se plantea ahora.  
 
El uso a partir de ahora de este generador de trayectorias es necesario porque los 
procedimientos que se utilizarán con la anticipación, conllevarán cambios de velocidad 
durante el transcurso del experimento. Antes se tenía velocidad constante de 0.5 m/s, 
el único cambio brusco era al arrancar y los posibles errores que se dieran debidos a 
esta brusquedad, eran corregidos por el control diseñado.  
 
Ahora, para ahorrarle al robot dichos cambios bruscos (que se darán entre velocidades 
más altas) cuando se le exija un set-point de velocidad, gracias al sistema diseñado de 
generación de trayectoria, se podrá asegurar fluidez entre estos cambios de velocidad, 
a la vez que se imposibilita que haya discontinuidades en la trayectoria generada.  
 
En un primer momento, se intentaron realizar en simulación antes que probar en el 
robot los métodos de anticipación sin pasar por un generador de trayectorias, es decir, 
cambiando directamente las velocidades como en el capítulo 3, pero esta vez a 
velocidades más altas y de forma brusca sin poder regular de forma óptima la 
velocidad a la que se cambiaba de velocidad y con discontinuidades en la trayectoria, 
provocando gracias a la suma de estos errores situaciones como la siguiente (Fig 5.5), 
en que se aplicó el método de anticipación 2 (que se verá más adelante). 
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• Tensiones aplicadas a los actuadores (sin generador) 
 
Fig 5.5 Tensiones aplicadas en los actuadores (sin Generador) 
 
A partir de estos resultados, se estudió la inclusión del generador de trayectorias que 
evitase los problemas que provocan estos errores, y así conseguir los resultados que se 
verán a continuación. 
 
5.3 Planificaciones de trayectoria 
Una vez definida la velocidad equivalente (la cual podrá anticipar el robot) y creado un 
generador de trayectorias a partir de velocidades, se diseñan dos métodos distintos, 
con los cuales se planificarán trayectorias para mejorar el comportamiento del robot, y 
se valorarán los resultados tanto en simulación como experimentalmente. 
Para los experimentos, esta vez, se usará solamente la rampa sin alzas, dado que al 
modelar el efecto de la rampa se hicieron varios experimentos con alzas en la parte 
trasera de la estructura de madera, deformando la parte delantera de la misma, (la 
parte más débil, ya que es una pieza de madera sólida independiente), poniendo en 
riesgo la seguridad estructural de la rampa física, por lo que solamente se podrá usar 
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plana, sin alzas; es decir, los experimentos de validación se harán con la pendiente de 
10º. 
 
5.3.1. Método de la media velocidad 
Con este primer método de anticipación (M.A. 1), se llevará al robot a la mitad de la 
tensión necesaria para subir la rampa a la velocidad constante que se desea (0.5 m/s) 
antes de llegar a la rampa, con tal de transformar una subida brusca de tensión en 
cada rueda, a dos cambios de menor diferencia de voltaje, además así evitando 
pérdida de velocidad. Para ello, se entrará en el generador de trayectorias V_eq más 
0.5, entre dos ((V_eq+0.5)/2). 
 
Para llevar a cabo el método, se define una frontera a partir de la cual se actuará, y 
una distancia fija para llegar a la rampa. La distancia a la pendiente será de 3 m, y la 
frontera de 2.5 m, por lo que el método de anticipación no actuará hasta que falten 
2.5 m para llegar al obstáculo para así poder ver en una sola simulación/experimento, 
los tres estados: normal (0.5 m/s) en llano, la acción de anticipación, y el regreso a la 
normalidad (0.5 m/s) en pendiente.  
 
Dado que suponemos que el sistema real lleva una cámara, sabría cuando hacer los 
cambios ya que la distancia que falta para llegar a la pendiente sería conocida por el 
sistema. 
 
 
A continuación, se mostrará las reconfiguración del Simulink, para implementar esta 
funcionalidad, y seguidamente, se pasará a valorar los resultados obtenidos con esta, y 
con la implementación real: 
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Fig 5.6 Reconfiguración de la simulación 
Se puede ver cómo, a partir de la información que proporcionaría la cámara, se genera 
la trayectoria, y dentro de esa generación, se encuentra el sistema ideado en el 
apartado 5.3 para la generación de la trayectoria a partir de velocidades como se 
puede observar en la Fig 5.6. 
 
 
 
 
 
 
 
 
 
 
 
 
Fig 5.7 Aplicación del generador de trayectorias en la simulación 
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5.3.2. Resultados y valoración 
A continuación se mostrarán las gráficas con los resultados correspondientes a la 
ejecución, simulada y experimentalmente, de este primer método de anticipación. 
 
• Trayectoria generada por el generador y trayectoria seguida (experimento): 
 
Fig 5.8 Trayectoria generada y seguida (simulación y real) con (M.A. 1) 
 
• Tensión aplicada a las ruedas (simuladas y experimentales): 
 
Fig 5.9 Tensiones simuladas y experimentales a las ruedas con (M.A. 1) 
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• Velocidad en eje y 
 
 
Fig 5.10 Velocidad en y con (M.A. 1) 
 
Como se puede observar, la mejora es bastante apreciable respecto al anterior caso, es 
decir, que con esta adición, se ha conseguido por un lado, evitar que haya un gran 
cambio abrupto en la tensión de entrada a los actuadores, sustituyendolo por dos 
cambios de menor rango (fig 5.8). Por el otro lado, también se puede apreciar en la fig 
5.9 como no ha habido en esta ocasión perdida de velocidad, con lo que un vehiculo 
podria llegar a aumentar la pendiente máxima superable con esta anticipación del 
obstáculo. 
 
En cuanto a la Kvel seleccionada para el generador de trayectorias, se ha ajustado una 
Kvel = 1 constante en toda la simulación. Experimentalmente, se ha elegido una Kvel = 
0.7 en el momento de regresar a la velocidad de 0.5 m/s en la pendiente, ya que, habia 
puntos de fuerte inestabilidad en la tensión de entrada a los actuadores cuando se 
producia una disminución de velocidad brusca, así pues, se eligió una Kvel que 
realentizara esta bajada de velocidad, explicando así las discrepancias a partir de ese 
punto en la figura 5.9. 
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Por tanto, creado este primer método de anticipación, validado en simulación y 
experimentalmente, se pasa a explicar el segundo método de anticipación (M.A. 2), 
cuyo principal objetivo será el de eliminar por completo cualquier cambio abrupto en 
la tensión aplicada a los actuadores, a diferencia del M.A. 1 donde dividiamos el 
cambio en 2 fases menos abruptas. 
 
5.3.3. Método de Aceleración constante. 
Heredando todo lo visto en este capítulo, se intenta buscar un método que, 
conservando el método anterior, evite cualquier cambio brusco en las tensiones de 
entradas de las ruedas, por lo que se procede a sustituir de M.A. 1, el dividir en dos los 
cambios abruptos, a lograr un aumento progresivo en forma de rampa hasta llegar a 
las tensiones requeridas en el momento de empezar la pendiente para entonces volver 
a la velocidad constante de 0.5 m/s. 
 
Para ello, se ha usado simplemente las ecuaciones de movimiento rectilíneo 
uniformemente acelerado, hallando la aceleración constante que se necesitará, y a 
partir de ella hallar la pendiente de velocidad que entrar en el generador de 
trayectorias, que esta vez, al tener aceleración, resolverá en una trayectoria con forma 
de parábola hasta el momento de llegar a la rampa. 
 
5.3.3.1. Aceleración 
Si la velocidad y la posición en un instante determinado de un móvil uniformemente 
acelerado es: 
(9) = P ∗ 9 + 0 (5.7) 
8(9) =
1
2
∗ P ∗ 9l + 0 ∗ 9 + 80 
(5.8) 
 
Combinando ambas, despejando el tiempo en 5.1 y sustituyéndolo en 5.2: 
l = 2 ∗ P ∗ (8 − 80) + 0l (5.9) 
 
La aceleración resulta: 
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P = 	 l − 0l2 ∗ (8 − 80) (5.10) 
 
En el caso actual,  = V_eq (m/s), 0 = 0.5 m/s, 8 =2.5 m, y 80 =	0 m. 
En cuanto a la implementación, en lugar de mostrar la implementación del Simulink, 
que es similar al anterior, en este caso se explicará la implementación que se hará en 
el experimento, aprovechando este punto para explicar la forma en que se genera la 
trayectoria en el experimento real, es decir, las ecuaciones en diferencias usadas. Este 
es el código: 
Calculodelaaceleración: 
VenRampa1 = ((3.66172*Angle_Rampa + 86.1286)-
z0)*k0*(2*pi*0.0508/(0.01*36000)); 
 
VenRampa2 = -((2.9116*Angle_Rampa + 100.4955)-
z1)*k1*(2*pi*0.0508/(0.01*36000)); 
 
VenRampa3 = -((7.0523*Angle_Rampa + 58.71)-
z2)*k2*(2*pi*0.0508/(0.01*36000)); 
 
VenRampa4 = ((6.6536*Angle_Rampa + 62.914)-
z3)*k3*(2*pi*0.0508/(0.01*36000)); 
 
Vrobot = m_inv * [VenRampa1; VenRampa2; VenRampa3; VenRampa4] 
V_eq = Vrobot(2); 
a=((((V_eq)^2)-(0.5^2))/(2*2.5)); 
 
 
 
Generación de la trayectoria, que se va generando durante la ejecución del programa: 
if(cnt2==1) 
r(cnt2)=0.5; 
Kvel = 1; 
else 
if(y<(Distancia_Rampa-2.5)) 
r(cnt2)=0.5; 
Kvel = 1; 
elseif(y<Distancia_Rampa) 
r(cnt2) = r(cnt2-1) + a*(Ts*4); 
Kvel = 1; 
else 
r(cnt2) = 0.5; 
Kvel = 0.7; 
end 
end 
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if(cnt2==1) 
xref(cnt2)=0; 
yref(cnt2)=0; 
tetaref(cnt2)=0; 
elseif(cnt2==2) 
xref(cnt2)=0; 
yref(cnt2) = (1-exp(-Kvel*(Ts*4)))*(Ts*4)*r(cnt2-1) +   (1+exp(-
Kvel*(Ts*4)))*yref(cnt2-1); 
tetaref(cnt2)=0; 
else 
xref(cnt2)=0; 
yref(cnt2) = (1-exp(-Kvel*(Ts*4)))*(Ts*4)*r(cnt2-1) + (1+exp(-
Kvel*(Ts*4)))*yref(cnt2-1) - exp(-Kvel*(Ts*4))*yref(cnt2-2); 
xref(cnt2)=0; 
end 
 
Como se puede observar, mientras se genera la trayectoria, la aceleración se 
implementa de la siguiente manera: 
 
• r(cnt2) = r(cnt2-1) + a*(Ts*4);       (5.11) 
 
 
Acelerando hasta V_eq, en la distancia deseada. 
 
Este código es idéntico que en M.A. 1, pero en lugar de la instrucción 5.11, se tenía: 
 
• r(cnt2) = (V_eq + 0.5)/2;        (5.12) 
 
Con este cambio, se consigue que el sistema aumente la velocidad de forma constante 
hasta V_eq, evitando así cambios bruscos de velocidad, y por consiguiente, cambios 
bruscos de tensión a la entrada de los motores. 
 
Y en cuanto a la implementación generador de trayectoria: 
 
• yref(cnt2) = (1-exp(-Kvel*(Ts*4)))*(Ts*4)*r(cnt2-1) + 
+ (1+exp(-Kvel*(Ts*4)))*yref(cnt2-1) - exp(Kvel*(Ts*4))*(5.13) 
*yref(cnt2-2); 
 
Se trata del generador discretizado y pasado a una ecuación en diferencias. 
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5.3.4. Resultados y valoración 
Al implementar M.A. 2 tal y como está expuesto anteriormente, los resultados 
obtenidos fueron los siguientes: 
• Seguimiento de la trayectoria: 
 
Fig 5.11 Trayectoria generada y seguida (simulación y real) con  (M.A. 2) 
 
• Velocidad en eje y 
 
Fig 5.12 Velocidad en y con (M.A. 2) 
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• Tensión aplicada a las ruedas (simuladas y experimentales) 
 
Fig 5.13 Tensiones simuladas y experimentales a las ruedas con (M.A. 2) 
 
Se puede observar que, igual que con el método anterior, no se tiene pérdida de 
velocidad, y la aceleración es aplicada correctamente ya que la pendiente de velocidad 
es correcta, pero no es del todo satisfactorio, ya que cuando alcanza V_eq, la tensión 
es superior a la que tenía que ser, poniendo el ejemplo de la rueda 4, aplicando (5.1.4): 
W4(1) = 6.6536 ∗ 1 + 62.914 = 129.45	> 
Que es el voltaje al que vemos que tiende la simulación (no se puede observar 
experimentalmente, ya que la pendiente no daba para más metros), pero también 
tendría que ser la tensión a la que está en el momento de dar el cambio, este efecto es 
debido a que, cuando se produce un cambio de set-point de velocidad, se produce un 
leve sobre-impulso en la tensión de entrada a los motores, como se puede observar en 
la figura 5.8, en el momento de aplicar M.A. 1. En este caso, en M.A. 2, este leve sobre-
impulso se va acumulando debido al aumento progresivo de velocidad en forma de 
rampa, causando este efecto de sobrepasar la tensión prevista. 
Esta explicación fue validada experimentalmente, modificando M.A. 2 haciendo que no 
disminuyera la velocidad alcanzada, una vez conseguida V_eq, y trabajando en llano, 
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se observó como las tensiones alcanzaban en R.P. las que se habían previsto, pero este 
experimento no fue debidamente guardado, y debido a la peligrosidad del mismo ya 
que se ponía al robot a una velocidad muy alta de forma constante, no pudo ser 
repetido. 
Así pues, antes de dar por válido este método, se optó por añadir una seguridad para 
sortear este problema de los sobre impulsos, que fue, experimentalmente, limitar las 
tensiones aplicadas a las ruedas mientras está acelerando, siendo estas las tensiones a 
las ruedas: 
 
Fig 5.14 Tensiones experimentales a las ruedas con (M.A. 2) y limitación en la tensión. 
 
Ahora sí, se observa el comportamiento que se requería con este segundo método de 
anticipación, sin ningún cambio brusco de tensión, dando así por correcto este 
método. 
 
5.4 Conclusiones 
De este modo, se da por cerrado el bloque del proyecto, ya que se ha conseguido crear 
dos métodos distintos, con los que conseguir cumplir los objetivos: 
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• No hay perdidas de velocidad, con lo que cualquier vehículo aplicando estos 
métodos, si su motor tiene suficiente potencia de per se, podría solventar su 
pendiente máxima posible, sin depender de la velocidad. 
• Se tiene en consideración el cuidado de los actuadores, ya que o se reduce la 
brusquedad de los cambios (M.A. 1) o simplemente se eliminan dichas 
brusquedades (M.A. 2). 
 
Estos dos sistemas hallados, han podido ser realizados gracias al trabajo acumulado de 
los anteriores capítulos, con lo que más adelante encontrarán conclusiones conjuntas 
de todo el proyecto en bloque. 
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Capítulo 6: Incorporación de la Cámara 
 
Llegados a este punto, cabe recordar que el objetivo de este trabajo era que el robot 
fuera capaz de realizar los métodos creados en el capítulo 5 de forma autónoma, por 
lo tanto, debería ser capaz de extraer del terreno por el que se mueva la información 
necesaria por sí mismo, y esto lo haría a través de sus propios sensores. 
La plataforma usada no incluye cámara por lo que esta funcionalidad no ha podido ser 
implementada. En este capítulo se darán unas nociones para que en futuros trabajos 
pueda ser implementada eficazmente, describiendo en formato explicativo los 
procedimientos a seguir para que el robot extraiga dicha información. 
 
6.1 Sensores 
Básicamente los sensores que harían falta son: 
• Sensores de proximidad alrededor del robot. 
• Cámara. 
 
Los sensores ya están disponibles en la plataforma usada, siendo 8 sensores totales 
alrededor de la circunferencia, a 45º de separación cada uno de ellos. Estos sensores 
ultrasónicos marcan la distancia que resta de un obstáculo. 
 
6.2 Procedimiento 
Para iniciar el procedimiento el robot deberá detectar el obstáculo en primera 
instancia y gracias a los sensores de proximidad, será una tarea sencilla, pero el sensor 
de distancia no es capaz de discernir entre una pared o una rampa, por lo que aquí 
entra en juego la cámara. 
Una vez se detecte el obstáculo, si este se encuentra dentro de su trayectoria 
rectilínea, es decir, se lo encuentra en su camino, la cámara deberá tomar imagen de él 
y a través de operaciones de transformado de imagen como una binarización, 
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transformaciones de color, etc. conseguirá identificar una línea “frontera” en que se 
considere que empieza el obstáculo.  
Acto seguido, deberá enfocarse completamente de frente al obstáculo, es decir, 
colocarse perpendicularmente de frente a la línea hallada, pudiendo utilizar el mismo 
control para seguimiento de trayectorias diseñado en el capítulo 3 de este capítulo 
para lograr dicho objetivo. 
Una vez el robot esté enfocado de frente, se deberá decidir si el obstáculo es 
superable o si no lo es y por lo tanto deberán buscarse rutas alternativas. 
Así pues, en este punto, deberá tomar con la cámara una nueva fotografía, filtrarla del 
mismo modo que antes hasta volver a hallar la frontera y a través de operaciones de 
rotación y traslación de matrices encontrar la distancia que falta para llegar de frente 
al obstáculo. 
Una vez hallada, se comparará la distancia que dice el sensor con la distancia que dice 
la cámara; estos son dos posibles casos: 
 
Fig 6.1 Ejemplos de situaciones posibles 
 
En el primer caso, al ser iguales ambas distancias, el robot sabría que se encuentra 
ante una pared, por lo tanto, insuperable. También sería insuperable si el sensor de 
distancia informara de una distancia menor a la que dice la cámara. 
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Pero en el segundo caso del ejemplo, una distancia superior del sensor que la que 
informa la cámara (cabe decir que el sensor se encuentra a cierta altura del suelo), 
indica que se encuentra ante una pendiente, y en este momento ya podrá calcular el 
ángulo de esta pendiente por trigonometría: 
tan < =
H. K
H. PT:
 (6.1) 
tan 1 =
P|9(P	EbgE((IE9PgHIP	bgE( − IE9PgHIP	ZáSP(P) (6.2) 
θ = tan_`  P|9(P	EbgE((IE9PgHIP	bgE( − IE9PgHIP	ZáSP(P) (6.3) 
 
Ya pues, con los sensores disponibles, se ha podido anticipar con este método el 
ángulo y la distancia de la pendiente, para poder realizar todos los procedimientos 
vistos en los anteriores capítulos en los que se usaba esta información directamente. 
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Capítulo 7: Conclusiones y Trabajos Futuros 
 
Antes de recapitular y sacar conclusiones, tenemos que recordar que el objetivo del 
proyecto era el estudio y mejora del comportamiento de un robot móvil autónomo 
frente a una rampa, implementando métodos de anticipación de esta. 
 
7.1 Conclusiones 
Para llevar a cabo dicho objetivo, se ha trabajado con un modelo cinemático del robot, 
complementado con un control de bajo nivel para cada rueda y se ha diseñado un 
control de seguimiento de trayectorias definidas para este modelo. Luego se ha 
implementado al robot real. 
El control para el seguimiento de trayectorias consiste en un regulador en espacio de 
estados por modelo de referencia, al que se le introducen trayectorias planificadas 
previamente haciendo que el robot las siga. 
Una vez validado el modelo y el control, se ha enfrentado al robot a una rampa y se ha 
estudiado su efecto, es decir, su comportamiento, ante ese obstáculo. En este punto, 
se han hallado 4 expresiones con las que predecir las señales de control en rampa. 
Seguidamente, se han introducido dos métodos que, anticipando el ángulo y la 
distancia a la  rampa, mejoran este comportamiento evitando la pérdida de velocidad 
del robot a la vez que se suaviza la señal de control, de este modo se cuidan los 
actuadores y se alarga la vida útil de estos. 
La anticipación, en ambos métodos, consiste en una generación automática de una 
trayectoria dependiente de los parámetros anticipados mencionados anteriormente, 
con la cual, asegurando su seguimiento con el control por modelo de referencia, se 
mejoran los comportamientos antes mencionados y se consigue subir la pendiente de 
una forma más óptima. 
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Todos estos pasos se han validado tanto por simulación como experimentalmente, ya 
que se ha construido una rampa real de 10º de inclinación con tal de llevar a cabo los 
experimentos. 
 
7.2 Trabajos Futuros 
A pesar de haber logrado el objetivo del proyecto, este ha dejado abiertas diferentes 
posibilidades para mejoras. 
En primera instancia, el acoplamiento de una cámara al robot o el uso de un robot 
diferente ya con cámara acopladapodrían haber permitido la inclusión del método 
para la anticipación del obstáculo visto en el capítulo 6. 
En segundo lugar, en el capítulo 4, cuando se obtienen las ecuaciones lineales con las 
que se anticipan las tensiones de los actuadores a partir del ángulo, estas son válidas 
dentro del rango [10º, 15.828º], con lo que por el momento, los métodos de 
anticipación del capítulo 5 solo son válidos con pendientes comprendidas en este 
rango, así pues, se podrían buscar nuevos rangos con nuevas expresiones asociadas 
con tal de expandir las situaciones en que estos métodos son válidos. 
En tercer lugar, se podría mejorar u optimizar el control de seguimiento de 
trayectorias, sustituyendo la asignación de polos por un control LQR (Linear 
QuadraticRegulator) o un control LPV (Linear ParameterVarying). 
Y finalmente, una mejora o posible expansión sería realizar este proyecto trabajando 
con el modelo dinámico del robot en lugar del cinemático, con lo que no se tendría 
que realizar la identificación del modelo individual de las ruedas ni el consiguiente 
control de bajo nivel, pero haría falta una identificación más compleja en cuanto a los 
parámetros intrínsecos de los motores de las ruedas. 
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Presupuesto 
 
Se realiza presupuesto del coste total del proyecto realizado: 
 
 
 Concepto Precio/ud unidades Total 
Material Rampa Física - 
Carpintería 
EMA S.L. 
400€ 1 400€ 
Hardware Portátil HP 
Pavilion 
800€ 1 800€ 
Plataforma 
iSense 
0€ 1 0€ 
Software Matlab r2009a 0€ 1 0€ 
Microsoft Office 
2010 
54.49€ 1 54.49€ 
Horas Desarrollo 8€ 650 (h) 5.200€ 
     
TOTAL:    6.454,49 € 
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1: Código Control Bajo Nivel 
clc; 
% close all; 
try 
    % Unload the library 
    calllib(MC_LIB, 'mClose'); 
    unloadlibrary(MC_LIB); 
    fprintf('at the start up\n') 
end 
clear all;clear all functions; 
  
% Include global define 
GlobalConf; 
  
% Include robot define 
RobotConf; 
  
%% Demo setup 
COM_PORT_iSense = 0; % Check your COM PORT 
PortSpeed_Ref   = 9600; 
DEV_ADDR_iSense = 50; 
Control_State   = Control_StatePWM; 
Ref_Type        = Ref_PWM; %Choose references type for control 
  
EncFreq         = 100; % [Hz] 
ControlFreq     = 25; % [Hz] 
TotCount        = 1000; 
ControlPeriodSamples = EncFreq/ControlFreq; 
  
  
%% Load iSense dll to communicate with STM32F4-Discovery for motor 
control 
if ispc  % Windows 
    loadlibrary('iSenseRobotSerialLib_m.dll', 
'iSenseRobotSerialLib_m.h'); 
    MC_LIB = 'iSenseRobotSerialLib_m'; 
elseif isunix 
    loadlibrary('libiSenseRobotSerialLib_gcc_m.so', 
'iSenseRobotSerialLib_m.h'); 
    MC_LIB = 'libiSenseRobotSerialLib_gcc_m'; 
else 
    MC_LIB = 0; 
    return; 
end 
%% 
%calllib(MC_LIB, 'iSenseRobot_help'); 
  
[iSenseStatus] = calllib(MC_LIB, 'miSenseRobotSerialLib_Init'); 
[iSenseStatus] = calllib(MC_LIB, 'mSetCOMPortNumber', 
COM_PORT_iSense); 
[iSenseStatus] = calllib(MC_LIB, 'mOpen', PortSpeed_Ref); 
if iSenseStatus == -1 
    fprintf('\nPlease check COM port iSense\n'); 
    return 
end 
[iSenseStatus]  = calllib(MC_LIB, 'mASTCmd_Ping', DEV_ADDR_iSense); 
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callLibOpenFlag = true; % flag to unload library at startup if 
necessary 
[iSenseStatus]  = calllib(MC_LIB, 'miSenseRobotCmd_SetControl', 
DEV_ADDR_iSense, Control_State); % Speed_Ref 
  
disp ('Velocity Control in Matlab'); 
% Set the parameters for the low level velocity PID control 
PID_Div = 100000; % rescaler of PID parameters 
  
PWM_Max = 250; 
  
if iSenseStatus~=-1 
    cnt1 = 1; 
     
    % Pre-allocating arrays 
    Encoders    = zeros(TotCount,4);% encoder story 
    PWM_History = zeros(TotCount,4);% encoder story 
    %             CurrEnc = zeros(1,4);% current encoder wheel data 
    OldEnc      = zeros(1,4);% 
    PWMs        = zeros(1,4); 
    CurrEnc     = zeros(1,4); 
    encVal      = zeros(4); 
     
    %V1 = 0.3 * EncConst/ControlFreq;% from [m/s] to 
[pulse/ControlFreq] 
    V1          = 0.3 * EncConst/EncFreq;% from [m/s] to 
[pulse/EncFreq] 
    Speed_Ref   = [ V1, -V1, -V1, V1]; 
    % START Streaming 
    [iSenseStatus] = calllib(MC_LIB, 'miSenseRobotCmd_SetStreaming', 
DEV_ADDR_iSense, 1); 
     
    %% Inicialitzacio control 
     
    Xreal = zeros(6,TotCount/4+1); 
    Ureal = zeros(4,TotCount/4+1); 
     
    Velocity0 = zeros(1,TotCount+1); 
    Velocity1 = zeros(1,TotCount+1); 
    Velocity2 = zeros(1,TotCount+1); 
    Velocity3 = zeros(1,TotCount+1); 
    Velocity0_rpm = zeros(1,TotCount+1); 
    Velocity1_rpm = zeros(1,TotCount+1); 
    Velocity2_rpm = zeros(1,TotCount+1); 
    Velocity3_rpm = zeros(1,TotCount+1); 
     
    u0 = zeros(1,TotCount/4+1); 
    u1 = zeros(1,TotCount/4+1); 
    u2 = zeros(1,TotCount/4+1); 
    u3 = zeros(1,TotCount/4+1); 
     
    err0 = zeros(1,(TotCount/4)+1); 
    err1 = zeros(1,(TotCount/4)+1); 
    err2 = zeros(1,(TotCount/4)+1); 
    err3 = zeros(1,(TotCount/4)+1); 
     
    cnt2 = 0; 
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    Xreal(:,1) = [0 0 0 0 0 0]'; 
     
    m(1,1) = -sin(pi/4); 
    m(1,2)= cos(pi/4); 
    m(1,3)= RobotRadius; 
    m(2,1) = -sin((pi/4)+pi/2); 
    m(2,2)= cos((pi/4)+pi/2); 
    m(2,3)= RobotRadius; 
    m(3,1) = -sin((pi/4)+pi); 
    m(3,2)= cos((pi/4)+pi); 
    m(3,3)= RobotRadius; 
    m(4,1) = -sin((pi/4)+((3*pi)/2)); 
    m(4,2)= cos((pi/4)+((3*pi)/2)); 
    m(4,3)= RobotRadius; 
    m_inv = pinv(m); 
     
    k0=20.1383; 
    k1=20.1025; 
    k2=20.23; 
    k3=20.16324; 
    a0=0.960526;%%Comprovat 
    b0=k0*(1-a0); 
    a1=0.96001;%%Comprovat 
    b1=k1*(1-a1); 
    a2=0.960833;%%Comprovat 
    b2=k2*(1-a2); 
    a3=0.960546;%%Comprovat 
    b3=k3*(1-a3); 
     
    alpha = 0.8; 
    beta=1-alpha; 
     
    %%Consignes de Velocitat 
    Vx_des=0; 
    Vy_des=1;%m/s 
    Vtheta_des=0; 
    V_des=[Vx_des;Vy_des;Vtheta_des]; 
    V_rodes_des = (m*V_des)/(2*pi*0.0508/(0.01*36000)); 
     
    V = [0 ; 0 ; 0]; 
     
    x = 0; 
    y = 0; 
    Theta = 0; 
     
    vx = 0; vy = 0; omega = 0; 
    vx_prefilt = 0; vy_prefilt = 0; omega_prefilt = 0; 
     
     
     
    while cnt1<TotCount 
        cnt2 = cnt2+1; 
        Xreal(:,cnt2) = [x vx y vy Theta omega]'; 
         
        % Receive the data coming from the encoders 
        n1 = 0; 
        while n1<ControlPeriodSamples 
  
 
4
            [iSenseStatus,CmdReceived, CurrEnc] = calllib(MC_LIB, 
'miSenseRobotCmd_CheckAsyncMessage', DEV_ADDR_iSense); 
            if(iSenseStatus~=-1 && 
CmdReceived==CMD_iSenseRobot_MotorAsync) 
                n1                  = n1+1; 
                encVal(n1,1:4)      = CurrEnc; 
                Encoders(cnt1,:)    = CurrEnc; 
                PWM_History(cnt1,:) = PWMs; 
                cnt1                = cnt1+1; 
                 
                Ts = 0.01; 
                 
                d = 0.145; 
                 
                 
                if(cnt1 ==1) 
                    Velocity0(cnt1) = 0; 
                    Velocity1(cnt1) = 0; 
                    Velocity2(cnt1) = 0; 
                    Velocity3(cnt1) = 0; 
                    Velocity0_rpm(cnt1) = 0; 
                    Velocity1_rpm(cnt1) = 0; 
                    Velocity2_rpm(cnt1) = 0; 
                    Velocity3_rpm(cnt1) = 0; 
                elseif(cnt1==2) 
                    Velocity0(cnt1) = Encoders(cnt1-
1,1)*2*pi*0.0508/(Ts*36000); 
                    Velocity1(cnt1) = Encoders(cnt1-
1,2)*2*pi*0.0508/(Ts*36000); 
                    Velocity2(cnt1) = Encoders(cnt1-
1,3)*2*pi*0.0508/(Ts*36000); 
                    Velocity3(cnt1) = Encoders(cnt1-
1,4)*2*pi*0.0508/(Ts*36000); 
                    Velocity0_rpm(cnt1) = Encoders(cnt1-1,1); 
                    Velocity1_rpm(cnt1) = Encoders(cnt1-1,2); 
                    Velocity2_rpm(cnt1) = Encoders(cnt1-1,3); 
                    Velocity3_rpm(cnt1) = Encoders(cnt1-1,4); 
                else 
                    Velocity0(cnt1) = (Encoders(cnt1-1,1)-
Encoders(cnt1-2,1))*2*pi*0.0508/(Ts*36000); 
                    Velocity1(cnt1) = (Encoders(cnt1-1,2)-
Encoders(cnt1-2,2))*2*pi*0.0508/(Ts*36000); 
                    Velocity2(cnt1) = (Encoders(cnt1-1,3)-
Encoders(cnt1-2,3))*2*pi*0.0508/(Ts*36000); 
                    Velocity3(cnt1) = (Encoders(cnt1-1,4)-
Encoders(cnt1-2,4))*2*pi*0.0508/(Ts*36000); 
                    Velocity0_rpm(cnt1) = (Encoders(cnt1-1,1)-
Encoders(cnt1-2,1)); 
                    Velocity1_rpm(cnt1) = (Encoders(cnt1-1,2)-
Encoders(cnt1-2,2)); 
                    Velocity2_rpm(cnt1) = (Encoders(cnt1-1,3)-
Encoders(cnt1-2,3)); 
                    Velocity3_rpm(cnt1) = (Encoders(cnt1-1,4)-
Encoders(cnt1-2,4)); 
                end 
                 
                %if(usaVA1 == 0) 
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                omega = 
(0.25/d)*(Velocity0(cnt1)+Velocity1(cnt1)+Velocity2(cnt1)+Velocity3(cn
t1)); 
                Theta = Theta+Ts*omega; 
                V = m_inv*[Velocity0(cnt1) ; Velocity1(cnt1) ; 
Velocity2(cnt1) ; Velocity3(cnt1)]; 
                vx = V(1).*cos(Theta)-V(2).*sin(Theta); 
                vy = V(1).*sin(Theta)+V(2).*cos(Theta); 
                x = x+Ts*vx; 
                y = y+Ts*vy; 
                
                 
            elseif(iSenseStatus~=-1 && 
CmdReceived==CMD_iSenseRobot_SonarAsync) 
                USOK = 1; 
            end 
        end 
         
         
        OldEnc = CurrEnc; % update 
         
            err0(cnt2) = V_rodes_des(1) - Velocity0_rpm(cnt1); 
            err1(cnt2) = V_rodes_des(2) - Velocity1_rpm(cnt1); 
            err2(cnt2) = V_rodes_des(3) - Velocity2_rpm(cnt1); 
            err3(cnt2) = V_rodes_des(4) - Velocity3_rpm(cnt1); 
         
        if(cnt2 ==1) 
            u0(cnt2) = (beta/b0)*err0(cnt2); 
            u1(cnt2) = (beta/b1)*err1(cnt2); 
            u2(cnt2) = (beta/b2)*err2(cnt2); 
            u3(cnt2) = (beta/b3)*err3(cnt2); 
        else 
            u0(cnt2) = u0(cnt2-1) + (beta/b0)*err0(cnt2) - 
((beta/b0)*a0)*err0(cnt2-1); 
            u1(cnt2) = u1(cnt2-1) + (beta/b1)*err1(cnt2) - 
((beta/b1)*a1)*err1(cnt2-1); 
            u2(cnt2) = u2(cnt2-1) + (beta/b2)*err2(cnt2) - 
((beta/b2)*a2)*err2(cnt2-1); 
            u3(cnt2) = u3(cnt2-1) + (beta/b3)*err3(cnt2) - 
((beta/b3)*a3)*err3(cnt2-1);  
        end 
        if(u0(cnt2)>250) 
            u0(cnt2)=250; 
        end 
        if(u1(cnt2)>250) 
            u1(cnt2)=250; 
        end 
        if(u2(cnt2)>250) 
            u2(cnt2)=250; 
        end 
        if(u3(cnt2)>250) 
            u3(cnt2)=250; 
        end 
        if(u0(cnt2)<-250) 
            u0(cnt2)=-250; 
        end 
        if(u1(cnt2)<-250) 
            u1(cnt2)=-250; 
        end 
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        if(u2(cnt2)<-250) 
            u2(cnt2)=-250; 
        end 
        if(u3(cnt2)<-250) 
            u3(cnt2)=-250; 
        end 
  
        Ureal(1,cnt2) = u0(cnt2); 
        Ureal(2,cnt2) = u1(cnt2); 
        Ureal(3,cnt2) = u2(cnt2); 
        Ureal(4,cnt2) = u3(cnt2); 
                
        PWMs = Ureal(:,cnt2)'; 
         
        [iSenseStatus] = calllib(MC_LIB, 
'miSenseRobotCmd_SetReferences', DEV_ADDR_iSense, Ref_Type, PWMs(1), 
PWMs(2), PWMs(3), PWMs(4)); 
    end 
     
    % STOP the robot 
    [iSenseStatus]=calllib(MC_LIB, 'miSenseRobotCmd_SetReferences', 
DEV_ADDR_iSense, Ref_Type, 0, 0, 0, 0); 
     
    % STOP Streaming 
    [iSenseStatus]=calllib(MC_LIB, 'miSenseRobotCmd_SetStreaming', 
DEV_ADDR_iSense, 0); 
 
     % Save the data 
     
 save Control_Sencill.mat 
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2: Código Control Posición, realimentación de 
estados, seguimiento trayectorias 
clc; 
% close all; 
try 
    % Unload the library 
    calllib(MC_LIB, 'mClose'); 
    unloadlibrary(MC_LIB); 
    fprintf('at the start up\n') 
end 
clear all;clear all functions; 
  
% Include global define 
GlobalConf; 
  
% Include robot define 
RobotConf; 
  
%% Demo setup 
COM_PORT_iSense = 0; % Check your COM PORT 
PortSpeed_Ref   = 9600; 
DEV_ADDR_iSense = 50; 
Control_State   = Control_StatePWM; 
Ref_Type        = Ref_PWM; %Choose references type for control 
  
EncFreq         = 100; % [Hz] 
ControlFreq     = 25; % [Hz] 
TotCount        = 1000; 
ControlPeriodSamples = EncFreq/ControlFreq; 
  
  
%% Load iSense dll to communicate with STM32F4-Discovery for motor 
control 
if ispc  % Windows 
    loadlibrary('iSenseRobotSerialLib_m.dll', 
'iSenseRobotSerialLib_m.h'); 
    MC_LIB = 'iSenseRobotSerialLib_m'; 
elseif isunix 
    loadlibrary('libiSenseRobotSerialLib_gcc_m.so', 
'iSenseRobotSerialLib_m.h'); 
    MC_LIB = 'libiSenseRobotSerialLib_gcc_m'; 
else 
    MC_LIB = 0; 
    return; 
end 
%% 
%calllib(MC_LIB, 'iSenseRobot_help'); 
  
[iSenseStatus] = calllib(MC_LIB, 'miSenseRobotSerialLib_Init'); 
[iSenseStatus] = calllib(MC_LIB, 'mSetCOMPortNumber', 
COM_PORT_iSense); 
[iSenseStatus] = calllib(MC_LIB, 'mOpen', PortSpeed_Ref); 
if iSenseStatus == -1 
    fprintf('\nPlease check COM port iSense\n'); 
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    return 
end 
[iSenseStatus]  = calllib(MC_LIB, 'mASTCmd_Ping', DEV_ADDR_iSense); 
callLibOpenFlag = true; % flag to unload library at startup if 
necessary 
[iSenseStatus]  = calllib(MC_LIB, 'miSenseRobotCmd_SetControl', 
DEV_ADDR_iSense, Control_State); % Speed_Ref 
  
disp ('Velocity Control in Matlab'); 
% Set the parameters for the low level velocity PID control 
PID_Div = 100000; % rescaler of PID parameters 
  
PWM_Max = 250; 
  
if iSenseStatus~=-1 
    cnt1 = 1; 
     
    % Pre-allocating arrays 
    Encoders    = zeros(TotCount,4);% encoder story 
    PWM_History = zeros(TotCount,4);% encoder story 
    %             CurrEnc = zeros(1,4);% current encoder wheel data 
    OldEnc      = zeros(1,4);% 
    PWMs        = zeros(1,4); 
    CurrEnc     = zeros(1,4); 
    encVal      = zeros(4); 
     
    %V1 = 0.3 * EncConst/ControlFreq;% from [m/s] to 
[pulse/ControlFreq] 
    V1          = 0.3 * EncConst/EncFreq;% from [m/s] to 
[pulse/EncFreq] 
    Speed_Ref   = [ V1, -V1, -V1, V1]; 
    % START Streaming 
    [iSenseStatus] = calllib(MC_LIB, 'miSenseRobotCmd_SetStreaming', 
DEV_ADDR_iSense, 1); 
     
    %% Inicialitzacio control 
     
    Xreal = zeros(6,TotCount/4+1); 
    Ureal = zeros(4,TotCount/4+1); 
     
    Velocity0 = zeros(1,TotCount+1); 
    Velocity1 = zeros(1,TotCount+1); 
    Velocity2 = zeros(1,TotCount+1); 
    Velocity3 = zeros(1,TotCount+1); 
    Velocity0_rpm = zeros(1,TotCount+1); 
    Velocity1_rpm = zeros(1,TotCount+1); 
    Velocity2_rpm = zeros(1,TotCount+1); 
    Velocity3_rpm = zeros(1,TotCount+1); 
     
    u0 = zeros(1,TotCount/4+1); 
    u1 = zeros(1,TotCount/4+1); 
    u2 = zeros(1,TotCount/4+1); 
    u3 = zeros(1,TotCount/4+1); 
     
    err0 = zeros(1,(TotCount/4)+1); 
    err1 = zeros(1,(TotCount/4)+1); 
    err2 = zeros(1,(TotCount/4)+1); 
    err3 = zeros(1,(TotCount/4)+1); 
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    errx = zeros(1,(TotCount/4)+1); 
    erry = zeros(1,(TotCount/4)+1); 
    errteta = zeros(1,(TotCount/4)+1); 
     
    xref = zeros(1,(TotCount/4)+1); 
    yref = zeros(1,(TotCount/4)+1); 
    tetaref = zeros(1,(TotCount/4)+1); 
    xhatref = zeros(1,(TotCount/4)+1); 
    yhatref = zeros(1,(TotCount/4)+1); 
    tetahatref = zeros(1,(TotCount/4)+1); 
     
    cnt2 = 0; 
  
    Xreal(:,1) = [0 0 0 0 0 0]'; 
     
    m(1,1) = -sin(pi/4); 
    m(1,2)= cos(pi/4); 
    m(1,3)= RobotRadius; 
    m(2,1) = -sin((pi/4)+pi/2); 
    m(2,2)= cos((pi/4)+pi/2); 
    m(2,3)= RobotRadius; 
    m(3,1) = -sin((pi/4)+pi); 
    m(3,2)= cos((pi/4)+pi); 
    m(3,3)= RobotRadius; 
    m(4,1) = -sin((pi/4)+((3*pi)/2)); 
    m(4,2)= cos((pi/4)+((3*pi)/2)); 
    m(4,3)= RobotRadius; 
    m_inv = pinv(m); 
     
    k0=20.1383; 
    k1=20.1025; 
    k2=20.23; 
    k3=20.16324; 
    a0=0.960526;%%Comprovat 
    b0=k0*(1-a0); 
    a1=0.96001;%%Comprovat 
    b1=k1*(1-a1); 
    a2=0.960833;%%Comprovat 
    b2=k2*(1-a2); 
    a3=0.960546;%%Comprovat 
    b3=k3*(1-a3); 
     
    alpha = 0.8; 
    beta=1-alpha; 
     
    %%K del control de trajectoria 
    theta_eq = 0; 
    Rot(1,1) = cos(theta_eq); 
    Rot(1,2) = -sin(theta_eq); 
    Rot(1,3) = 0; 
    Rot(2,1) = sin(theta_eq); 
    Rot(2,2) = cos(theta_eq); 
    Rot(2,3) = 0; 
    Rot(3,1) = 0; 
    Rot(3,2) = 0; 
    Rot(3,3) = 1; 
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    B_error = Rot*m_inv; 
  
    A = [0 0 0 ; 0 0 0 ; 0 0 0]; 
    testab = 8;%s 
    phi_sobri=1; 
    freqn=4/(testab*phi_sobri); 
    pol1 = -phi_sobri*freqn+(freqn*sqrt(1-phi_sobri)); 
    pol2 = -phi_sobri*freqn-(freqn*sqrt(1-phi_sobri)); 
    pol3 = -phi_sobri*freqn*5; 
    K = place(A,B_error,[pol1 pol2 pol3]); 
     
    %Xref de posiciï¿½ 
    for i=1:251 
        if(i==1) 
            xref(i) = 0; 
            yref(i) = 0; 
            tetaref(i)=0; 
        else 
            xref(i) = 0; 
            yref(i) = yref(i-1)+0.5*0.01*4; 
            tetaref(i)=0;  
        end 
    end 
    for i=1:251 
    if(i==1) 
        xhatref(i)=xref(i); 
        yhatref(i)=yref(i); 
        tetahatref(i)=tetaref(i); 
    else 
        xhatref(i)=(xref(i)-xref(i-1))/(0.01*4); 
        yhatref(i)=(yref(i)-yref(i-1))/(0.01*4); 
        tetahatref(i)=(tetaref(i)-tetaref(i-1))/(0.01*4); 
    end 
    end 
     
    uref = m*[xhatref;yhatref;tetahatref]; 
    
    Vdes0 = zeros(1,(TotCount/4)+1); 
    Vdes1 = zeros(1,(TotCount/4)+1); 
    Vdes2 = zeros(1,(TotCount/4)+1); 
    Vdes3 = zeros(1,(TotCount/4)+1); 
    Vdes = [0;0;0;0]; 
         
     
    V = [0 ; 0 ; 0]; 
     
    x = 0; 
    y = 0; 
    Theta = 0; 
     
    vx = 0; vy = 0; omega = 0; 
    vx_prefilt = 0; vy_prefilt = 0; omega_prefilt = 0; 
     
     
     
    while cnt1<TotCount 
        cnt2 = cnt2+1; 
        Xreal(:,cnt2) = [x vx y vy Theta omega]'; 
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        % Receive the data coming from the encoders 
        n1 = 0; 
        while n1<ControlPeriodSamples 
            [iSenseStatus,CmdReceived, CurrEnc] = calllib(MC_LIB, 
'miSenseRobotCmd_CheckAsyncMessage', DEV_ADDR_iSense); 
            if(iSenseStatus~=-1 && 
CmdReceived==CMD_iSenseRobot_MotorAsync) 
                n1                  = n1+1; 
                encVal(n1,1:4)      = CurrEnc; 
                Encoders(cnt1,:)    = CurrEnc; 
                PWM_History(cnt1,:) = PWMs; 
                cnt1                = cnt1+1; 
                 
                Ts = 0.01; 
                 
                d = 0.145; 
                 
                 
                if(cnt1 ==1) 
                    Velocity0(cnt1) = 0; 
                    Velocity1(cnt1) = 0; 
                    Velocity2(cnt1) = 0; 
                    Velocity3(cnt1) = 0; 
                    Velocity0_rpm(cnt1) = 0; 
                    Velocity1_rpm(cnt1) = 0; 
                    Velocity2_rpm(cnt1) = 0; 
                    Velocity3_rpm(cnt1) = 0; 
                elseif(cnt1==2) 
                    Velocity0(cnt1) = Encoders(cnt1-
1,1)*2*pi*0.0508/(Ts*36000); 
                    Velocity1(cnt1) = Encoders(cnt1-
1,2)*2*pi*0.0508/(Ts*36000); 
                    Velocity2(cnt1) = Encoders(cnt1-
1,3)*2*pi*0.0508/(Ts*36000); 
                    Velocity3(cnt1) = Encoders(cnt1-
1,4)*2*pi*0.0508/(Ts*36000); 
                    Velocity0_rpm(cnt1) = Encoders(cnt1-1,1); 
                    Velocity1_rpm(cnt1) = Encoders(cnt1-1,2); 
                    Velocity2_rpm(cnt1) = Encoders(cnt1-1,3); 
                    Velocity3_rpm(cnt1) = Encoders(cnt1-1,4); 
                else 
                    Velocity0(cnt1) = (Encoders(cnt1-1,1)-
Encoders(cnt1-2,1))*2*pi*0.0508/(Ts*36000); 
                    Velocity1(cnt1) = (Encoders(cnt1-1,2)-
Encoders(cnt1-2,2))*2*pi*0.0508/(Ts*36000); 
                    Velocity2(cnt1) = (Encoders(cnt1-1,3)-
Encoders(cnt1-2,3))*2*pi*0.0508/(Ts*36000); 
                    Velocity3(cnt1) = (Encoders(cnt1-1,4)-
Encoders(cnt1-2,4))*2*pi*0.0508/(Ts*36000); 
                    Velocity0_rpm(cnt1) = (Encoders(cnt1-1,1)-
Encoders(cnt1-2,1)); 
                    Velocity1_rpm(cnt1) = (Encoders(cnt1-1,2)-
Encoders(cnt1-2,2)); 
                    Velocity2_rpm(cnt1) = (Encoders(cnt1-1,3)-
Encoders(cnt1-2,3)); 
                    Velocity3_rpm(cnt1) = (Encoders(cnt1-1,4)-
Encoders(cnt1-2,4)); 
                end 
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                %if(usaVA1 == 0) 
                 
                 
                omega = 
(0.25/d)*(Velocity0(cnt1)+Velocity1(cnt1)+Velocity2(cnt1)+Velocity3(cn
t1)); 
                Theta = Theta+Ts*omega; 
                V = m_inv*[Velocity0(cnt1) ; Velocity1(cnt1) ; 
Velocity2(cnt1) ; Velocity3(cnt1)]; 
                vx = V(1).*cos(Theta)-V(2).*sin(Theta); 
                vy = V(1).*sin(Theta)+V(2).*cos(Theta); 
                x = x+Ts*vx; 
                y = y+Ts*vy; 
                
                 
            elseif(iSenseStatus~=-1 && 
CmdReceived==CMD_iSenseRobot_SonarAsync) 
                USOK = 1; 
            end 
        end 
         
         
        OldEnc = CurrEnc; % update 
         
        errx(cnt2) = xref(cnt2)-x; 
        erry(cnt2) = yref(cnt2)-y; 
        errteta(cnt2) = tetaref(cnt2)-Theta; 
         
        err=[errx(cnt2);erry(cnt2);errteta(cnt2)]; 
         
        Vdes = K*err; 
        Vdes0(cnt2) = (Vdes(1)+uref(1,cnt2))/(2*pi*0.0508/(Ts*36000)); 
        Vdes1(cnt2) = (Vdes(2)+uref(2,cnt2))/(2*pi*0.0508/(Ts*36000)); 
        Vdes2(cnt2) = (Vdes(3)+uref(3,cnt2))/(2*pi*0.0508/(Ts*36000)); 
        Vdes3(cnt2) = (Vdes(4)+uref(4,cnt2))/(2*pi*0.0508/(Ts*36000)); 
         
        err0(cnt2) = Vdes0(cnt2) - Velocity0_rpm(cnt1); 
        err1(cnt2) = Vdes1(cnt2) - Velocity1_rpm(cnt1); 
        err2(cnt2) = Vdes2(cnt2) - Velocity2_rpm(cnt1); 
        err3(cnt2) = Vdes3(cnt2) - Velocity3_rpm(cnt1); 
         
        if(cnt2 ==1) 
            u0(cnt2) = (beta/b0)*err0(cnt2); 
            u1(cnt2) = (beta/b1)*err1(cnt2); 
            u2(cnt2) = (beta/b2)*err2(cnt2); 
            u3(cnt2) = (beta/b3)*err3(cnt2); 
        else 
            u0(cnt2) = u0(cnt2-1) + (beta/b0)*err0(cnt2) - 
((beta/b0)*a0)*err0(cnt2-1); 
            u1(cnt2) = u1(cnt2-1) + (beta/b1)*err1(cnt2) - 
((beta/b1)*a1)*err1(cnt2-1); 
            u2(cnt2) = u2(cnt2-1) + (beta/b2)*err2(cnt2) - 
((beta/b2)*a2)*err2(cnt2-1); 
            u3(cnt2) = u3(cnt2-1) + (beta/b3)*err3(cnt2) - 
((beta/b3)*a3)*err3(cnt2-1);  
        end 
        if(u0(cnt2)>250) 
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            u0(cnt2)=250; 
        end 
        if(u1(cnt2)>250) 
            u1(cnt2)=250; 
        end 
        if(u2(cnt2)>250) 
            u2(cnt2)=250; 
        end 
        if(u3(cnt2)>250) 
            u3(cnt2)=250; 
        end 
        if(u0(cnt2)<-250) 
            u0(cnt2)=-250; 
        end 
        if(u1(cnt2)<-250) 
            u1(cnt2)=-250; 
        end 
        if(u2(cnt2)<-250) 
            u2(cnt2)=-250; 
        end 
        if(u3(cnt2)<-250) 
            u3(cnt2)=-250; 
        end 
  
        Ureal(1,cnt2) = u0(cnt2); 
        Ureal(2,cnt2) = u1(cnt2); 
        Ureal(3,cnt2) = u2(cnt2); 
        Ureal(4,cnt2) = u3(cnt2); 
                
        PWMs = Ureal(:,cnt2)'; 
         
        [iSenseStatus] = calllib(MC_LIB, 
'miSenseRobotCmd_SetReferences', DEV_ADDR_iSense, Ref_Type, PWMs(1), 
PWMs(2), PWMs(3), PWMs(4)); 
    end 
     
    % STOP the robot 
    [iSenseStatus]=calllib(MC_LIB, 'miSenseRobotCmd_SetReferences', 
DEV_ADDR_iSense, Ref_Type, 0, 0, 0, 0); 
     
    % STOP Streaming 
    [iSenseStatus]=calllib(MC_LIB, 'miSenseRobotCmd_SetStreaming', 
DEV_ADDR_iSense, 0); 
    % Save the datq 
 
save SeguimentTrajectoria.mat 
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3: Código de Método de Anticipación 1 
clc; 
% close all; 
try 
    % Unload the library 
    calllib(MC_LIB, 'mClose'); 
    unloadlibrary(MC_LIB); 
    fprintf('at the start up\n') 
end 
clear all;clear all functions; 
  
% Include global define 
GlobalConf; 
  
% Include robot define 
RobotConf; 
  
%% Demo setup 
COM_PORT_iSense = 0; % Check your COM PORT 
PortSpeed_Ref   = 9600; 
DEV_ADDR_iSense = 50; 
Control_State   = Control_StatePWM; 
Ref_Type        = Ref_PWM; %Choose references type for control 
  
EncFreq         = 100; % [Hz] 
ControlFreq     = 25; % [Hz] 
TotCount        = 1000; 
ControlPeriodSamples = EncFreq/ControlFreq; 
  
  
%% Load iSense dll to communicate with STM32F4-Discovery for motor 
control 
if ispc  % Windows 
    loadlibrary('iSenseRobotSerialLib_m.dll', 
'iSenseRobotSerialLib_m.h'); 
    MC_LIB = 'iSenseRobotSerialLib_m'; 
elseif isunix 
    loadlibrary('libiSenseRobotSerialLib_gcc_m.so', 
'iSenseRobotSerialLib_m.h'); 
    MC_LIB = 'libiSenseRobotSerialLib_gcc_m'; 
else 
    MC_LIB = 0; 
    return; 
end 
%% 
%calllib(MC_LIB, 'iSenseRobot_help'); 
  
[iSenseStatus] = calllib(MC_LIB, 'miSenseRobotSerialLib_Init'); 
[iSenseStatus] = calllib(MC_LIB, 'mSetCOMPortNumber', 
COM_PORT_iSense); 
[iSenseStatus] = calllib(MC_LIB, 'mOpen', PortSpeed_Ref); 
if iSenseStatus == -1 
    fprintf('\nPlease check COM port iSense\n'); 
    return 
end 
[iSenseStatus]  = calllib(MC_LIB, 'mASTCmd_Ping', DEV_ADDR_iSense); 
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callLibOpenFlag = true; % flag to unload library at startup if 
necessary 
[iSenseStatus]  = calllib(MC_LIB, 'miSenseRobotCmd_SetControl', 
DEV_ADDR_iSense, Control_State); % Speed_Ref 
  
disp ('Velocity Control in Matlab'); 
% Set the parameters for the low level velocity PID control 
PID_Div = 100000; % rescaler of PID parameters 
  
PWM_Max = 250; 
  
if iSenseStatus~=-1 
    cnt1 = 1; 
     
    % Pre-allocating arrays 
    Encoders    = zeros(TotCount,4);% encoder story 
    PWM_History = zeros(TotCount,4);% encoder story 
    %             CurrEnc = zeros(1,4);% current encoder wheel data 
    OldEnc      = zeros(1,4);% 
    PWMs        = zeros(1,4); 
    CurrEnc     = zeros(1,4); 
    encVal      = zeros(4); 
     
    %V1 = 0.3 * EncConst/ControlFreq;% from [m/s] to 
[pulse/ControlFreq] 
    V1          = 0.3 * EncConst/EncFreq;% from [m/s] to 
[pulse/EncFreq] 
    Speed_Ref   = [ V1, -V1, -V1, V1]; 
    % START Streaming 
    [iSenseStatus] = calllib(MC_LIB, 'miSenseRobotCmd_SetStreaming', 
DEV_ADDR_iSense, 1); 
     
    %% Inicialitzacio control 
     
    Xreal = zeros(6,TotCount/4+1); 
    Ureal = zeros(4,TotCount/4+1); 
     
    Velocity0 = zeros(1,TotCount+1); 
    Velocity1 = zeros(1,TotCount+1); 
    Velocity2 = zeros(1,TotCount+1); 
    Velocity3 = zeros(1,TotCount+1); 
    Velocity0_rpm = zeros(1,TotCount+1); 
    Velocity1_rpm = zeros(1,TotCount+1); 
    Velocity2_rpm = zeros(1,TotCount+1); 
    Velocity3_rpm = zeros(1,TotCount+1); 
     
    u0 = zeros(1,TotCount/4+1); 
    u1 = zeros(1,TotCount/4+1); 
    u2 = zeros(1,TotCount/4+1); 
    u3 = zeros(1,TotCount/4+1); 
     
    r = zeros(1,TotCount/4+1); 
     
    err0 = zeros(1,(TotCount/4)+1); 
    err1 = zeros(1,(TotCount/4)+1); 
    err2 = zeros(1,(TotCount/4)+1); 
    err3 = zeros(1,(TotCount/4)+1); 
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    errx = zeros(1,(TotCount/4)+1); 
    erry = zeros(1,(TotCount/4)+1); 
    errteta = zeros(1,(TotCount/4)+1); 
     
    xref = zeros(1,(TotCount/4)+1); 
    yref = zeros(1,(TotCount/4)+1); 
    tetaref = zeros(1,(TotCount/4)+1); 
    xhatref = zeros(1,(TotCount/4)+1); 
    yhatref = zeros(1,(TotCount/4)+1); 
    tetahatref = zeros(1,(TotCount/4)+1); 
     
    cnt2 = 0; 
  
    Xreal(:,1) = [0 0 0 0 0 0]'; 
     
    m(1,1) = -sin(pi/4); 
    m(1,2)= cos(pi/4); 
    m(1,3)= RobotRadius; 
    m(2,1) = -sin((pi/4)+pi/2); 
    m(2,2)= cos((pi/4)+pi/2); 
    m(2,3)= RobotRadius; 
    m(3,1) = -sin((pi/4)+pi); 
    m(3,2)= cos((pi/4)+pi); 
    m(3,3)= RobotRadius; 
    m(4,1) = -sin((pi/4)+((3*pi)/2)); 
    m(4,2)= cos((pi/4)+((3*pi)/2)); 
    m(4,3)= RobotRadius; 
    m_inv = pinv(m); 
     
    k0=20.1383; 
    k1=20.1025; 
    k2=20.23; 
    k3=20.16324; 
    a0=0.960526;%%Comprovat 
    b0=k0*(1-a0); 
    a1=0.96001;%%Comprovat 
    b1=k1*(1-a1); 
    a2=0.960833;%%Comprovat 
    b2=k2*(1-a2); 
    a3=0.960546;%%Comprovat 
    b3=k3*(1-a3); 
    z0=38.4925; 
    z1=42.027; 
    z2=36.493; 
    z3=43.5836; 
     
    alpha = 0.8; 
    beta=1-alpha; 
     
    %%K del control de trajectoria 
    theta_eq = 0; 
    Rot(1,1) = cos(theta_eq); 
    Rot(1,2) = -sin(theta_eq); 
    Rot(1,3) = 0; 
    Rot(2,1) = sin(theta_eq); 
    Rot(2,2) = cos(theta_eq); 
    Rot(2,3) = 0; 
    Rot(3,1) = 0; 
    Rot(3,2) = 0; 
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    Rot(3,3) = 1; 
  
    B_error = Rot*m_inv; 
  
    A = [0 0 0 ; 0 0 0 ; 0 0 0]; 
    testab = 8;%s 
    phi_sobri=1; 
    freqn=4/(testab*phi_sobri); 
    pol1 = -phi_sobri*freqn+(freqn*sqrt(1-phi_sobri)); 
    pol2 = -phi_sobri*freqn-(freqn*sqrt(1-phi_sobri)); 
    pol3 = -phi_sobri*freqn*5; 
    K = place(A,B_error,[pol1 pol2 pol3]); 
     
    Ts = 0.01; 
    Distancia_Rampa = 3; 
    Angle_Rampa = 10; 
     
    VenRampa1 = ((3.66172*Angle_Rampa + 86.1286)-
z0)*k0*(2*pi*0.0508/(0.01*36000)); 
    VenRampa2 = -((2.9116*Angle_Rampa + 100.4955)-
z1)*k1*(2*pi*0.0508/(0.01*36000)); 
    VenRampa3 = -((7.0523*Angle_Rampa + 58.71)-
z2)*k2*(2*pi*0.0508/(0.01*36000)); 
    VenRampa4 = ((6.6536*Angle_Rampa + 62.914)-
z3)*k3*(2*pi*0.0508/(0.01*36000)); 
     
    Vrobot = m_inv * [VenRampa1;VenRampa2;VenRampa3;VenRampa4]; 
    V_Max = Vrobot(2); 
  
    
    Vdes0 = zeros(1,(TotCount/4)+1); 
    Vdes1 = zeros(1,(TotCount/4)+1); 
    Vdes2 = zeros(1,(TotCount/4)+1); 
    Vdes3 = zeros(1,(TotCount/4)+1); 
    Vdes = [0;0;0;0]; 
         
     
    V = [0 ; 0 ; 0]; 
     
    x = 0; 
    y = 0; 
    Theta = 0; 
     
    vx = 0; vy = 0; omega = 0; 
    vx_prefilt = 0; vy_prefilt = 0; omega_prefilt = 0; 
     
     
     
    while cnt1<TotCount 
        cnt2 = cnt2+1; 
        Xreal(:,cnt2) = [x vx y vy Theta omega]'; 
         
        % Receive the data coming from the encoders 
        n1 = 0; 
        while n1<ControlPeriodSamples 
            [iSenseStatus,CmdReceived, CurrEnc] = calllib(MC_LIB, 
'miSenseRobotCmd_CheckAsyncMessage', DEV_ADDR_iSense); 
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            if(iSenseStatus~=-1 && 
CmdReceived==CMD_iSenseRobot_MotorAsync) 
                n1                  = n1+1; 
                encVal(n1,1:4)      = CurrEnc; 
                Encoders(cnt1,:)    = CurrEnc; 
                PWM_History(cnt1,:) = PWMs; 
                cnt1                = cnt1+1; 
                 
                d = 0.145; 
                 
                 
                if(cnt1 ==1) 
                    Velocity0(cnt1) = 0; 
                    Velocity1(cnt1) = 0; 
                    Velocity2(cnt1) = 0; 
                    Velocity3(cnt1) = 0; 
                    Velocity0_rpm(cnt1) = 0; 
                    Velocity1_rpm(cnt1) = 0; 
                    Velocity2_rpm(cnt1) = 0; 
                    Velocity3_rpm(cnt1) = 0; 
                elseif(cnt1==2) 
                    Velocity0(cnt1) = Encoders(cnt1-
1,1)*2*pi*0.0508/(Ts*36000); 
                    Velocity1(cnt1) = Encoders(cnt1-
1,2)*2*pi*0.0508/(Ts*36000); 
                    Velocity2(cnt1) = Encoders(cnt1-
1,3)*2*pi*0.0508/(Ts*36000); 
                    Velocity3(cnt1) = Encoders(cnt1-
1,4)*2*pi*0.0508/(Ts*36000); 
                    Velocity0_rpm(cnt1) = Encoders(cnt1-1,1); 
                    Velocity1_rpm(cnt1) = Encoders(cnt1-1,2); 
                    Velocity2_rpm(cnt1) = Encoders(cnt1-1,3); 
                    Velocity3_rpm(cnt1) = Encoders(cnt1-1,4); 
                else 
                    Velocity0(cnt1) = (Encoders(cnt1-1,1)-
Encoders(cnt1-2,1))*2*pi*0.0508/(Ts*36000); 
                    Velocity1(cnt1) = (Encoders(cnt1-1,2)-
Encoders(cnt1-2,2))*2*pi*0.0508/(Ts*36000); 
                    Velocity2(cnt1) = (Encoders(cnt1-1,3)-
Encoders(cnt1-2,3))*2*pi*0.0508/(Ts*36000); 
                    Velocity3(cnt1) = (Encoders(cnt1-1,4)-
Encoders(cnt1-2,4))*2*pi*0.0508/(Ts*36000); 
                    Velocity0_rpm(cnt1) = (Encoders(cnt1-1,1)-
Encoders(cnt1-2,1)); 
                    Velocity1_rpm(cnt1) = (Encoders(cnt1-1,2)-
Encoders(cnt1-2,2)); 
                    Velocity2_rpm(cnt1) = (Encoders(cnt1-1,3)-
Encoders(cnt1-2,3)); 
                    Velocity3_rpm(cnt1) = (Encoders(cnt1-1,4)-
Encoders(cnt1-2,4)); 
                end 
                 
                %if(usaVA1 == 0) 
                 
                 
                omega = 
(0.25/d)*(Velocity0(cnt1)+Velocity1(cnt1)+Velocity2(cnt1)+Velocity3(cn
t1)); 
                Theta = Theta+Ts*omega; 
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                V = m_inv*[Velocity0(cnt1) ; Velocity1(cnt1) ; 
Velocity2(cnt1) ; Velocity3(cnt1)]; 
                vx = V(1).*cos(Theta)-V(2).*sin(Theta); 
                vy = V(1).*sin(Theta)+V(2).*cos(Theta); 
                x = x+Ts*vx; 
                y = y+Ts*vy; 
                
                 
            elseif(iSenseStatus~=-1 && 
CmdReceived==CMD_iSenseRobot_SonarAsync) 
                USOK = 1; 
            end 
        end 
         
         
        OldEnc = CurrEnc; % update 
         
        if(cnt2==1) 
            r(cnt2)=0.5; 
            Kvel=1; 
        else 
            if(y<=(Distancia_Rampa-2.5)) 
                r(cnt2)=0.5; 
            elseif(y<=Distancia_Rampa) 
                r(cnt2) = ((V_Max+0.5)/2); 
            else 
                r(cnt2)=0.5; 
                Kvel=0.7; 
            end 
        end 
     
        if(cnt2==1) 
            xref(cnt2)=0; 
            yref(cnt2)=0; 
            tetaref(cnt2)=0; 
        elseif(cnt2==2) 
            xref(cnt2)=0; 
            yref(cnt2) = (1-exp(-Kvel*(Ts*4)))*(Ts*4)*r(cnt2-
1)+(1+exp(-Kvel*(Ts*4)))*yref(cnt2-1); 
            tetaref(cnt2)=0; 
        else 
            xref(cnt2)=0; 
            yref(cnt2) = (1-exp(-Kvel*(Ts*4)))*(Ts*4)*r(cnt2-
1)+(1+exp(-Kvel*(Ts*4)))*yref(cnt2-1) - exp(-Kvel*(Ts*4))*yref(cnt2-
2); 
            xref(cnt2)=0; 
        end 
     
        if(cnt2==1) 
            xhatref(cnt2)=xref(cnt2); 
            yhatref(cnt2)=yref(cnt2); 
            tetahatref(cnt2)=tetahatref(cnt2); 
        else 
            xhatref(cnt2)=(xref(cnt2)-xref(cnt2-1))/(Ts*4); 
            yhatref(cnt2)=(yref(cnt2)-yref(cnt2-1))/(Ts*4); 
            tetahatref(cnt2)=(tetaref(cnt2)-tetaref(cnt2-1))/(Ts*4); 
        end 
         
        uref = m*[xhatref(cnt2);yhatref(cnt2);tetahatref(cnt2)]; 
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        errx(cnt2) = xref(cnt2)-x; 
        erry(cnt2) = yref(cnt2)-y; 
        errteta(cnt2) = tetaref(cnt2)-Theta; 
         
        err=[errx(cnt2);erry(cnt2);errteta(cnt2)]; 
         
        Vdes = K*err; 
        Vdes0(cnt2) = (Vdes(1)+uref(1))/(2*pi*0.0508/(Ts*36000)); 
        Vdes1(cnt2) = (Vdes(2)+uref(2))/(2*pi*0.0508/(Ts*36000)); 
        Vdes2(cnt2) = (Vdes(3)+uref(3))/(2*pi*0.0508/(Ts*36000)); 
        Vdes3(cnt2) = (Vdes(4)+uref(4))/(2*pi*0.0508/(Ts*36000)); 
         
        err0(cnt2) = Vdes0(cnt2) - Velocity0_rpm(cnt1); 
        err1(cnt2) = Vdes1(cnt2) - Velocity1_rpm(cnt1); 
        err2(cnt2) = Vdes2(cnt2) - Velocity2_rpm(cnt1); 
        err3(cnt2) = Vdes3(cnt2) - Velocity3_rpm(cnt1); 
         
        if(cnt2 ==1) 
            u0(cnt2) = (beta/b0)*err0(cnt2); 
            u1(cnt2) = (beta/b1)*err1(cnt2); 
            u2(cnt2) = (beta/b2)*err2(cnt2); 
            u3(cnt2) = (beta/b3)*err3(cnt2); 
        else 
            u0(cnt2) = u0(cnt2-1) + (beta/b0)*err0(cnt2) - 
((beta/b0)*a0)*err0(cnt2-1); 
            u1(cnt2) = u1(cnt2-1) + (beta/b1)*err1(cnt2) - 
((beta/b1)*a1)*err1(cnt2-1); 
            u2(cnt2) = u2(cnt2-1) + (beta/b2)*err2(cnt2) - 
((beta/b2)*a2)*err2(cnt2-1); 
            u3(cnt2) = u3(cnt2-1) + (beta/b3)*err3(cnt2) - 
((beta/b3)*a3)*err3(cnt2-1);  
        end 
        if(u0(cnt2)>250) 
            u0(cnt2)=250; 
        end 
        if(u1(cnt2)>250) 
            u1(cnt2)=250; 
        end 
        if(u2(cnt2)>250) 
            u2(cnt2)=250; 
        end 
        if(u3(cnt2)>250) 
            u3(cnt2)=250; 
        end 
        if(u0(cnt2)<-250) 
            u0(cnt2)=-250; 
        end 
        if(u1(cnt2)<-250) 
            u1(cnt2)=-250; 
        end 
        if(u2(cnt2)<-250) 
            u2(cnt2)=-250; 
        end 
        if(u3(cnt2)<-250) 
            u3(cnt2)=-250; 
        end 
  
        Ureal(1,cnt2) = u0(cnt2); 
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        Ureal(2,cnt2) = u1(cnt2); 
        Ureal(3,cnt2) = u2(cnt2); 
        Ureal(4,cnt2) = u3(cnt2); 
                
        PWMs = Ureal(:,cnt2)'; 
         
        [iSenseStatus] = calllib(MC_LIB, 
'miSenseRobotCmd_SetReferences', DEV_ADDR_iSense, Ref_Type, PWMs(1), 
PWMs(2), PWMs(3), PWMs(4)); 
    end 
     
    % STOP the robot 
    [iSenseStatus]=calllib(MC_LIB, 'miSenseRobotCmd_SetReferences', 
DEV_ADDR_iSense, Ref_Type, 0, 0, 0, 0); 
     
    % STOP Streaming 
    [iSenseStatus]=calllib(MC_LIB, 'miSenseRobotCmd_SetStreaming', 
DEV_ADDR_iSense, 0); 
    %% Save the data 
 
save ExpAnticipacio1.mat 
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4: Código de Método de Anticipación 2 
clc; 
% close all; 
try 
    % Unload the library 
    calllib(MC_LIB, 'mClose'); 
    unloadlibrary(MC_LIB); 
    fprintf('at the start up\n') 
end 
clear all;clear all functions; 
  
% Include global define 
GlobalConf; 
  
% Include robot define 
RobotConf; 
  
%% Demo setup 
COM_PORT_iSense = 0; % Check your COM PORT 
PortSpeed_Ref   = 9600; 
DEV_ADDR_iSense = 50; 
Control_State   = Control_StatePWM; 
Ref_Type        = Ref_PWM; %Choose references type for control 
  
EncFreq         = 100; % [Hz] 
ControlFreq     = 25; % [Hz] 
TotCount        = 1000; 
ControlPeriodSamples = EncFreq/ControlFreq; 
  
  
%% Load iSense dll to communicate with STM32F4-Discovery for motor 
control 
if ispc  % Windows 
    loadlibrary('iSenseRobotSerialLib_m.dll', 
'iSenseRobotSerialLib_m.h'); 
    MC_LIB = 'iSenseRobotSerialLib_m'; 
elseif isunix 
    loadlibrary('libiSenseRobotSerialLib_gcc_m.so', 
'iSenseRobotSerialLib_m.h'); 
    MC_LIB = 'libiSenseRobotSerialLib_gcc_m'; 
else 
    MC_LIB = 0; 
    return; 
end 
%% 
%calllib(MC_LIB, 'iSenseRobot_help'); 
  
[iSenseStatus] = calllib(MC_LIB, 'miSenseRobotSerialLib_Init'); 
[iSenseStatus] = calllib(MC_LIB, 'mSetCOMPortNumber', 
COM_PORT_iSense); 
[iSenseStatus] = calllib(MC_LIB, 'mOpen', PortSpeed_Ref); 
if iSenseStatus == -1 
    fprintf('\nPlease check COM port iSense\n'); 
    return 
end 
[iSenseStatus]  = calllib(MC_LIB, 'mASTCmd_Ping', DEV_ADDR_iSense); 
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callLibOpenFlag = true; % flag to unload library at startup if 
necessary 
[iSenseStatus]  = calllib(MC_LIB, 'miSenseRobotCmd_SetControl', 
DEV_ADDR_iSense, Control_State); % Speed_Ref 
  
disp ('Velocity Control in Matlab'); 
% Set the parameters for the low level velocity PID control 
PID_Div = 100000; % rescaler of PID parameters 
  
PWM_Max = 250; 
  
if iSenseStatus~=-1 
    cnt1 = 1; 
     
    % Pre-allocating arrays 
    Encoders    = zeros(TotCount,4);% encoder story 
    PWM_History = zeros(TotCount,4);% encoder story 
    %             CurrEnc = zeros(1,4);% current encoder wheel data 
    OldEnc      = zeros(1,4);% 
    PWMs        = zeros(1,4); 
    CurrEnc     = zeros(1,4); 
    encVal      = zeros(4); 
     
    %V1 = 0.3 * EncConst/ControlFreq;% from [m/s] to 
[pulse/ControlFreq] 
    V1          = 0.3 * EncConst/EncFreq;% from [m/s] to 
[pulse/EncFreq] 
    Speed_Ref   = [ V1, -V1, -V1, V1]; 
    % START Streaming 
    [iSenseStatus] = calllib(MC_LIB, 'miSenseRobotCmd_SetStreaming', 
DEV_ADDR_iSense, 1); 
     
    %% Inicialitzacio control 
     
    Xreal = zeros(6,TotCount/4+1); 
    Ureal = zeros(4,TotCount/4+1); 
     
    Velocity0 = zeros(1,TotCount+1); 
    Velocity1 = zeros(1,TotCount+1); 
    Velocity2 = zeros(1,TotCount+1); 
    Velocity3 = zeros(1,TotCount+1); 
    Velocity0_rpm = zeros(1,TotCount+1); 
    Velocity1_rpm = zeros(1,TotCount+1); 
    Velocity2_rpm = zeros(1,TotCount+1); 
    Velocity3_rpm = zeros(1,TotCount+1); 
     
    u0 = zeros(1,TotCount/4+1); 
    u1 = zeros(1,TotCount/4+1); 
    u2 = zeros(1,TotCount/4+1); 
    u3 = zeros(1,TotCount/4+1); 
     
    r = zeros(1,TotCount/4+1); 
     
    err0 = zeros(1,(TotCount/4)+1); 
    err1 = zeros(1,(TotCount/4)+1); 
    err2 = zeros(1,(TotCount/4)+1); 
    err3 = zeros(1,(TotCount/4)+1); 
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    errx = zeros(1,(TotCount/4)+1); 
    erry = zeros(1,(TotCount/4)+1); 
    errteta = zeros(1,(TotCount/4)+1); 
     
    xref = zeros(1,(TotCount/4)+1); 
    yref = zeros(1,(TotCount/4)+1); 
    tetaref = zeros(1,(TotCount/4)+1); 
    xhatref = zeros(1,(TotCount/4)+1); 
    yhatref = zeros(1,(TotCount/4)+1); 
    tetahatref = zeros(1,(TotCount/4)+1); 
     
    cnt2 = 0; 
  
    Xreal(:,1) = [0 0 0 0 0 0]'; 
     
    m(1,1) = -sin(pi/4); 
    m(1,2)= cos(pi/4); 
    m(1,3)= RobotRadius; 
    m(2,1) = -sin((pi/4)+pi/2); 
    m(2,2)= cos((pi/4)+pi/2); 
    m(2,3)= RobotRadius; 
    m(3,1) = -sin((pi/4)+pi); 
    m(3,2)= cos((pi/4)+pi); 
    m(3,3)= RobotRadius; 
    m(4,1) = -sin((pi/4)+((3*pi)/2)); 
    m(4,2)= cos((pi/4)+((3*pi)/2)); 
    m(4,3)= RobotRadius; 
    m_inv = pinv(m); 
     
    k0=20.1383; 
    k1=20.1025; 
    k2=20.23; 
    k3=20.16324; 
    a0=0.960526;%%Comprovat 
    b0=k0*(1-a0); 
    a1=0.96001;%%Comprovat 
    b1=k1*(1-a1); 
    a2=0.960833;%%Comprovat 
    b2=k2*(1-a2); 
    a3=0.960546;%%Comprovat 
    b3=k3*(1-a3); 
    z0=38.4925; 
    z1=42.027; 
    z2=36.493; 
    z3=43.5836; 
     
    alpha = 0.8; 
    beta=1-alpha; 
     
    %%K del control de trajectoria 
    theta_eq = 0; 
    Rot(1,1) = cos(theta_eq); 
    Rot(1,2) = -sin(theta_eq); 
    Rot(1,3) = 0; 
    Rot(2,1) = sin(theta_eq); 
    Rot(2,2) = cos(theta_eq); 
    Rot(2,3) = 0; 
    Rot(3,1) = 0; 
    Rot(3,2) = 0; 
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    Rot(3,3) = 1; 
  
    B_error = Rot*m_inv; 
  
    A = [0 0 0 ; 0 0 0 ; 0 0 0]; 
    testab = 8;%s 
    phi_sobri=1; 
    freqn=4/(testab*phi_sobri); 
    pol1 = -phi_sobri*freqn+(freqn*sqrt(1-phi_sobri)); 
    pol2 = -phi_sobri*freqn-(freqn*sqrt(1-phi_sobri)); 
    pol3 = -phi_sobri*freqn*5; 
    K = place(A,B_error,[pol1 pol2 pol3]); 
     
    Ts = 0.01; 
    Distancia_Rampa = 3; 
    Angle_Rampa = 10; 
     
    VenRampa1 = ((3.66172*Angle_Rampa + 86.1286)-
z0)*k0*(2*pi*0.0508/(0.01*36000)); 
    VenRampa2 = -((2.9116*Angle_Rampa + 100.4955)-
z1)*k1*(2*pi*0.0508/(0.01*36000)); 
    VenRampa3 = -((7.0523*Angle_Rampa + 58.71)-
z2)*k2*(2*pi*0.0508/(0.01*36000)); 
    VenRampa4 = ((6.6536*Angle_Rampa + 62.914)-
z3)*k3*(2*pi*0.0508/(0.01*36000)); 
     
    Vrobot = m_inv * [VenRampa1;VenRampa2;VenRampa3;VenRampa4]; 
    V_Max = Vrobot(2); 
    a=((((V_Max)^2)-(0.5^2))/(2*2.5)); 
  
    
    Vdes0 = zeros(1,(TotCount/4)+1); 
    Vdes1 = zeros(1,(TotCount/4)+1); 
    Vdes2 = zeros(1,(TotCount/4)+1); 
    Vdes3 = zeros(1,(TotCount/4)+1); 
    Vdes = [0;0;0;0]; 
         
     
    V = [0 ; 0 ; 0]; 
     
    x = 0; 
    y = 0; 
    Theta = 0; 
     
    vx = 0; vy = 0; omega = 0; 
    vx_prefilt = 0; vy_prefilt = 0; omega_prefilt = 0; 
     
     
     
    while cnt1<TotCount 
        cnt2 = cnt2+1; 
        Xreal(:,cnt2) = [x vx y vy Theta omega]'; 
         
        % Receive the data coming from the encoders 
        n1 = 0; 
        while n1<ControlPeriodSamples 
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            [iSenseStatus,CmdReceived, CurrEnc] = calllib(MC_LIB, 
'miSenseRobotCmd_CheckAsyncMessage', DEV_ADDR_iSense); 
            if(iSenseStatus~=-1 && 
CmdReceived==CMD_iSenseRobot_MotorAsync) 
                n1                  = n1+1; 
                encVal(n1,1:4)      = CurrEnc; 
                Encoders(cnt1,:)    = CurrEnc; 
                PWM_History(cnt1,:) = PWMs; 
                cnt1                = cnt1+1; 
                 
                d = 0.145; 
                 
                 
                if(cnt1 ==1) 
                    Velocity0(cnt1) = 0; 
                    Velocity1(cnt1) = 0; 
                    Velocity2(cnt1) = 0; 
                    Velocity3(cnt1) = 0; 
                    Velocity0_rpm(cnt1) = 0; 
                    Velocity1_rpm(cnt1) = 0; 
                    Velocity2_rpm(cnt1) = 0; 
                    Velocity3_rpm(cnt1) = 0; 
                elseif(cnt1==2) 
                    Velocity0(cnt1) = Encoders(cnt1-
1,1)*2*pi*0.0508/(Ts*36000); 
                    Velocity1(cnt1) = Encoders(cnt1-
1,2)*2*pi*0.0508/(Ts*36000); 
                    Velocity2(cnt1) = Encoders(cnt1-
1,3)*2*pi*0.0508/(Ts*36000); 
                    Velocity3(cnt1) = Encoders(cnt1-
1,4)*2*pi*0.0508/(Ts*36000); 
                    Velocity0_rpm(cnt1) = Encoders(cnt1-1,1); 
                    Velocity1_rpm(cnt1) = Encoders(cnt1-1,2); 
                    Velocity2_rpm(cnt1) = Encoders(cnt1-1,3); 
                    Velocity3_rpm(cnt1) = Encoders(cnt1-1,4); 
                else 
                    Velocity0(cnt1) = (Encoders(cnt1-1,1)-
Encoders(cnt1-2,1))*2*pi*0.0508/(Ts*36000); 
                    Velocity1(cnt1) = (Encoders(cnt1-1,2)-
Encoders(cnt1-2,2))*2*pi*0.0508/(Ts*36000); 
                    Velocity2(cnt1) = (Encoders(cnt1-1,3)-
Encoders(cnt1-2,3))*2*pi*0.0508/(Ts*36000); 
                    Velocity3(cnt1) = (Encoders(cnt1-1,4)-
Encoders(cnt1-2,4))*2*pi*0.0508/(Ts*36000);%%SI NO HI HA Ts, m/mostra 
                    Velocity0_rpm(cnt1) = (Encoders(cnt1-1,1)-
Encoders(cnt1-2,1)); 
                    Velocity1_rpm(cnt1) = (Encoders(cnt1-1,2)-
Encoders(cnt1-2,2)); 
                    Velocity2_rpm(cnt1) = (Encoders(cnt1-1,3)-
Encoders(cnt1-2,3)); 
                    Velocity3_rpm(cnt1) = (Encoders(cnt1-1,4)-
Encoders(cnt1-2,4)); 
                end 
                 
                %if(usaVA1 == 0) 
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                omega = 
(0.25/d)*(Velocity0(cnt1)+Velocity1(cnt1)+Velocity2(cnt1)+Velocity3(cn
t1)); 
                Theta = Theta+Ts*omega; 
                V = m_inv*[Velocity0(cnt1) ; Velocity1(cnt1) ; 
Velocity2(cnt1) ; Velocity3(cnt1)]; 
                vx = V(1).*cos(Theta)-V(2).*sin(Theta); 
                vy = V(1).*sin(Theta)+V(2).*cos(Theta); 
                x = x+Ts*vx; 
                y = y+Ts*vy; 
                
                 
            elseif(iSenseStatus~=-1 && 
CmdReceived==CMD_iSenseRobot_SonarAsync) 
                USOK = 1; 
            end 
        end 
         
         
        OldEnc = CurrEnc; % update 
         
        if(cnt2==1) 
            r(cnt2)=0.5; 
            Kvel = 1; 
            limr1 =250; 
            limr2 =250; 
            limr3 =250; 
            limr4 =250; 
        else 
            if(y<(Distancia_Rampa-2.5)) 
                r(cnt2)=0.5; 
                Kvel = 1; 
            elseif(y<Distancia_Rampa) 
                r(cnt2) = r(cnt2-1) + a*(Ts*4); 
                Kvel = 1; 
                limr1 =(3.66172*Angle_Rampa + 86.1286); 
                limr2 =(2.9116*Angle_Rampa + 100.4955); 
                limr3 =(7.0523*Angle_Rampa + 58.71); 
                limr4 =(6.6536*Angle_Rampa + 62.914); 
            else 
                r(cnt2) = 0.5; 
                Kvel = 0.7; 
                limr1 =250; 
                limr2 =250; 
                limr3 =250; 
                limr4 =250; 
            end 
        end 
     
        if(cnt2==1) 
            xref(cnt2)=0; 
            yref(cnt2)=0; 
            tetaref(cnt2)=0; 
        elseif(cnt2==2) 
            xref(cnt2)=0; 
            yref(cnt2) = (1-exp(-Kvel*(Ts*4)))*(Ts*4)*r(cnt2-
1)+(1+exp(-Kvel*(Ts*4)))*yref(cnt2-1); 
            tetaref(cnt2)=0; 
        else 
  
 
28
            xref(cnt2)=0; 
            yref(cnt2) = (1-exp(-Kvel*(Ts*4)))*(Ts*4)*r(cnt2-
1)+(1+exp(-Kvel*(Ts*4)))*yref(cnt2-1) - exp(-Kvel*(Ts*4))*yref(cnt2-
2); 
            xref(cnt2)=0; 
        end 
     
        if(cnt2==1) 
            xhatref(cnt2)=xref(cnt2); 
            yhatref(cnt2)=yref(cnt2); 
            tetahatref(cnt2)=tetahatref(cnt2); 
        else 
            xhatref(cnt2)=(xref(cnt2)-xref(cnt2-1))/(Ts*4); 
            yhatref(cnt2)=(yref(cnt2)-yref(cnt2-1))/(Ts*4); 
            tetahatref(cnt2)=(tetaref(cnt2)-tetaref(cnt2-1))/(Ts*4); 
        end 
         
        uref = m*[xhatref(cnt2);yhatref(cnt2);tetahatref(cnt2)]; 
         
        errx(cnt2) = xref(cnt2)-x; 
        erry(cnt2) = yref(cnt2)-y; 
        errteta(cnt2) = tetaref(cnt2)-Theta; 
         
        err=[errx(cnt2);erry(cnt2);errteta(cnt2)]; 
         
        Vdes = K*err; 
        Vdes0(cnt2) = (Vdes(1)+uref(1))/(2*pi*0.0508/(Ts*36000)); 
        Vdes1(cnt2) = (Vdes(2)+uref(2))/(2*pi*0.0508/(Ts*36000)); 
        Vdes2(cnt2) = (Vdes(3)+uref(3))/(2*pi*0.0508/(Ts*36000)); 
        Vdes3(cnt2) = (Vdes(4)+uref(4))/(2*pi*0.0508/(Ts*36000)); 
         
        err0(cnt2) = Vdes0(cnt2) - Velocity0_rpm(cnt1); 
        err1(cnt2) = Vdes1(cnt2) - Velocity1_rpm(cnt1); 
        err2(cnt2) = Vdes2(cnt2) - Velocity2_rpm(cnt1); 
        err3(cnt2) = Vdes3(cnt2) - Velocity3_rpm(cnt1); 
         
        if(cnt2 ==1) 
            u0(cnt2) = (beta/b0)*err0(cnt2); 
            u1(cnt2) = (beta/b1)*err1(cnt2); 
            u2(cnt2) = (beta/b2)*err2(cnt2); 
            u3(cnt2) = (beta/b3)*err3(cnt2); 
        else 
            u0(cnt2) = u0(cnt2-1) + (beta/b0)*err0(cnt2) - 
((beta/b0)*a0)*err0(cnt2-1); 
            u1(cnt2) = u1(cnt2-1) + (beta/b1)*err1(cnt2) - 
((beta/b1)*a1)*err1(cnt2-1); 
            u2(cnt2) = u2(cnt2-1) + (beta/b2)*err2(cnt2) - 
((beta/b2)*a2)*err2(cnt2-1); 
            u3(cnt2) = u3(cnt2-1) + (beta/b3)*err3(cnt2) - 
((beta/b3)*a3)*err3(cnt2-1);  
        end 
        if(u0(cnt2)>limr1) 
            u0(cnt2)=limr1; 
        end 
        if(u1(cnt2)>250) 
            u1(cnt2)=250; 
        end 
        if(u2(cnt2)>250) 
            u2(cnt2)=250; 
  
 
29
        end 
        if(u3(cnt2)>limr4) 
            u3(cnt2)=limr4; 
        end 
        if(u0(cnt2)<-250) 
            u0(cnt2)=-250; 
        end 
        if(u1(cnt2)<-limr2) 
            u1(cnt2)=-limr2; 
        end 
        if(u2(cnt2)<-limr3) 
            u2(cnt2)=-limr3; 
        end 
        if(u3(cnt2)<-250) 
            u3(cnt2)=-250; 
        end 
  
        Ureal(1,cnt2) = u0(cnt2); 
        Ureal(2,cnt2) = u1(cnt2); 
        Ureal(3,cnt2) = u2(cnt2); 
        Ureal(4,cnt2) = u3(cnt2); 
                
        PWMs = Ureal(:,cnt2)'; 
         
        [iSenseStatus] = calllib(MC_LIB, 
'miSenseRobotCmd_SetReferences', DEV_ADDR_iSense, Ref_Type, PWMs(1), 
PWMs(2), PWMs(3), PWMs(4)); 
    end 
     
    % STOP the robot 
    [iSenseStatus]=calllib(MC_LIB, 'miSenseRobotCmd_SetReferences', 
DEV_ADDR_iSense, Ref_Type, 0, 0, 0, 0); 
     
    % STOP Streaming 
    [iSenseStatus]=calllib(MC_LIB, 'miSenseRobotCmd_SetStreaming', 
DEV_ADDR_iSense, 0); 
    %% save the data 
 
save ExpAnticipacio2.mat 
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5: Desarrollo expresión de pendiente máxima del 
capítulo 4 
 
Cabe remarcar que a pesar de no haber trabajado sobre esta ecuación ya que 
solamente se ha trabajado utilizándola a modo explicativo ya que no es aplicable al 
vehículo usado en el proyecto, sí que se ha trabajado en la comprensión de la ecuación 
con tal de darla por válida para así poder hacer un símil con el vehículo usado en el 
proyecto con tal de remarcar la importancia de la velocidad de cara a la superación de 
una pendiente. Se parte de la expresión 
 =	
 ∗ 
270
 
Anx.1 
 
La cual expresa la potencia total necesaria en C.V. para vencer la resistencia total al 
movimiento (Rt) expresados en kgf, amplificada por la velocidad del vehículo en km/h; 
270 es un factor para dar sentido a las unidades: 
270 = 75 ∗ 3.6 
1/ = 3.6/ℎ 
1	. . = 75 ∗ 1/ 
 
Anx.2 
 
En Anx.1 Rt es la resistencia total al movimiento, siendo el sumatorio de la Resistencia 
aerodinámica (Ra), la Resistencia a la rodadura (Rr) y la Resistencia por la pendiente de 
la carretera (Rp): 
 = 	 +  +  Anx.3 
 
Siendo cada una de ellas: 
	 = 		 · 		 · 	 	 · 	!	 · 	/" 
	 = 	μ ∗ $ 
	 = $ ∗ sin( = $ ∗ ) 
 
Anx.4 
• Ca, c : Coeficientes relacionados con la aerodinámica 
• d, H : distancia transversal entre las ruedas delanteras y altura del vehículo, 
respectivamente, en m. 
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• V : velocidad del vehículo en m/s. 
• μ : Coeficiente de rodadura 
• $ : Peso total del vehículo aplicado a su c.d.g. 
• ) : tangente del ángulo (() de la pendiente, dado que lo normal son pendientes 
de poca inclinación, tan(() ≌ sin(() 
 
Se asumirá que en una pendiente el vehículo circulará a baja velocidad, con lo cual se 
puede asumir Ra ≌ 0. 
Ahora sí, sustituyendo Anx.3 en en Anx.1 con las expresiones vistas en Anx.4, se 
obtiene que: 
 =  
$ ∗ (μ + )) ∗ 
270
 
Anx.5 
 
Dado que estas expresiones vienen a raíz de vehículos de transmisión, la potencia real 
no es igual a la total, ya que hay que tener en cuenta un factor μ sobre la eficacia del 
sistema de transmisión: 
 =  

μ
 
Anx.6 
 
Con lo que la expresión Anx.5 resulta: 
 =  
$ ∗ (μ + )) ∗ 
270 ∗ μ
 
Anx.7 
 
I aislando la pendiente: 
) =
270 ∗ μ ∗ 
Qt ∗ V
−  μ 
Anx.8 
 
Siendo Ptm la potencia desarrollada por el motor, que depende del par motor y la 
velocidad angular del motor. 
 
Con tal de que esta expresión funcione como pendiente máxima alcanzable 
dependiendo de la potencia desarrollada, se fija V como la velocidad máxima 
alcanzable para cada marcha. 
