Introduction
The U.S. Geological Survey (USGS) uses graphics to present and describe hydrologic data in publications, presentations, and other venues. In the book "Statistical Methods in Water Resources," Helsel and Hirsch (2002) discuss the importance of graphics for analyzing and describing hydrologic data. The purpose of this report is to describe a USGS created R package called smwrGraphs, which consists of a collection of graphing functions for hydrologic data within R, a programming language and software environment for statistical computing.The functions in the package have been developed by the USGS to create high-quality graphs for publication or presentation of hydrologic data that meet USGS graphics guidelines.
It is assumed that the reader of this report has a rudimentary knowledge of the R language and environment. General information on R can be obtained from the R project at https:// www.r-project.org/ (particularly the Manuals page). Many books and online resources also provide information about using R.
Description of smwrGraphs
The R package smwrGraphs consists of a collection of functions to set up, create, and augment graphs within R. Functions in the package allow users to easily create simple, high-quality graphs and manage the data plotted to easily create descriptions of the plotted data. Additional functions are provided to add additional plots or annotation. Documentation for the functions is provided in appendix 1.
The functions in smwrGraphs are provided as a package in R (https://www.r-project.org/), an open source language and environment for statistical computing and graphics that runs on a variety of operating systems including UNIX . R can be extended for additional functionality using packages. Additional information on the installation and administration of R and packages that extend R is available in the manual "R Installation and Administration" (R Development Core Team, 2011) .
Many of the functions in the smwrGraphs package, version 1.1.0, have been ported from the USGS library for S+, a commercial statistical and graphical analysis software package (Lorenz and others, 2011) . Other functions have been developed and used within the USGS since the publication of that report. All of the functions are in the public domain (see the "Disclaimer" section). In the text of this report, functions are given in bold italics, and arguments are given in italics.
The suggested citation for data from the smwrGraphs package can be acquired by using the citation function in R. The call is citation(package="smwrGraphs").
Graph Set-Up Functions
The graphics environment used by graphing functions in smwrGraphs must be set up by a call to the setPage function (for complete onscreen graphics device set up), setGD function (for a simple onscreen graphics device), setPDF function (for Portable Document Format [PDF] output), setPNG function (for Portable Network Graphics [PNG] output), setSweave function (within a SWeave script), or setKnitr function (within a knitr script). A call to one of those set-up functions can be followed by a call to the setLayout function to set up the layout for one or more graphs on the device. A call to the setGraph function is required to set up a specific graph area if setLayout is used. A complete list of graph set-up functions is provided in table 1.
Main Plotting Functions
The main plotting functions create graphs of data. All functions have options for controlling what is plotted and for controlling the axes. Table 2 is a list of these functions. setSweave Set up a PDF file as the graphics device within a SWeave script.
preSurface Set up a surface graph. 
Components of a Finished Figure
The finished figure can contain a single graph or multiple graphs. The example in figure 1 identifies the components of a figure showing a single graph. The arguments in the main plotting functions that affect the drawing of each component or functions that add to a graph are described in the following paragraphs.
The graph area in figure 1 contains the components of a simple graph, including the figure caption. The graph area is defined using the graph set-up functions, such as setPDF and setLayout.
The plotted data are defined by the x, y, and Plot arguments. The x and y arguments define the data to be plotted, and Plot defines how they are to be plotted, as points or lines, the color, and so forth.
The y-axis is defined by the yaxis.log, yaxis.rev, and yaxis.range arguments, with similar names for the x-axis. Not all main plotting functions support all of those arguments. The yaxis.log and yaxis.rev arguments require logical values: TRUE sets up the axis in log-scale or decreasing scale (reversed), respectively, whereas FALSE sets up a linear axis and increasing scale, respectively. The yaxis.range argument defines the exact range for the axis, which can be used to set the same range for multiple graphs or fine tune the automatic computation of the range. The default, c(NA, NA), computes the range of the data for each axis, extends the range by a small amount to prevent plotting points on the axis, and then computes "pretty" limits (chosen so that they are 1, 2, or 5 times a power of 10). The actual axis length is controlled by the size of the graph area and the margin argument. The default value for margin is c(NA, NA, NA, NA), which maximizes axis length while accounting for necessary axis labels and titles. In general, the default margin value should not need to be changed, except when the setLayout function is called to set up shared axes, or when right axis labels are needed.
The axis labels are defined by the ylabels and xlabels arguments for the y-axis and x-axis, respectively. In general, the default value is "Auto," which inserts a reasonable number of labels given the range of the axis. An integer value also can be supplied, which inserts that number of labels for the axis, but the number of labels inserted is only a guide and may need adjustment to get the actual desired result. The ylabels or xlabels argument also can be a list that can help set up the axis and labels; if a list, then the component names must match the arguments for the setAxis function.
The y-axis or x-axis title, referred to as the axis caption in the USGS publications guide for illustrations (U.S. Geological Survey, written commun., October 2015), is defined by the ytitle or xtitle argument, respectively. The axis title is a single character string. For most functions, it defaults to the name supplied to the y and x arguments.
The graph title, called the graph heading in the USGS publications guide for illustrations, is created by the addTitle function. The graph title is included here for completeness. In general, the graph title is used as a short identifier for the graph, rather than as a description of the graph. In many cases, it can be a single letter for a multipart figure.
The figure caption is a detailed description of the figure, not just a graph. The figure caption is defined by the caption argument in the main plotting functions but also can be added using the addCaption function. 
Functions that Add to an Existing Graph
Once a graph has been created, several functions can add features to that graph. These functions are listed in table 3. Table 3 . Functions in the smwrGraphs package that add information or a plot to an existing graph.
Function name Description
addAnnotation Add text to a plot to annotate a feature.
addArea Add a shaded polygon to the graph. 
User-Support Functions
The smwrGraphs package contains some functions that can assist the user in preparing graphs. User-support functions are listed in table 4. The functions ending in ".colors" (such as blueRed.colors) can be used to help the user define a set of colors for points, lines, or areas to distinguish different sets of data. The functions cov2Ellipse, dataEllipse, hull, interpLine, and paraSpline provide specialized data manipulation functions to assist the user in adding specialized plots to a graph. warmCool.colors Generate a set of colors ranging from warm to cool.
Internal Support Functions
The smwrGraphs package has many internal support functions that are used within the main plotting functions and the other functions that add to a graph. These functions are listed in table 5.
The smwrGraphs package has detailed help files for each function that may be accessed in the same manner as help for other R functions. Help features within R are further described in the manual "An Introduction to R" (Venables and others, 2011) . The documentation for the smwrGraphs package is included in appendix 1 of this document. The smwrGraphs package also has vignettes (appendixes 2-9) that demonstrate the basic plotting capabilities and provide demo scripts that can be copied and can serve as starting scripts for more complicated graphs. 
Creating a Figure for Publication
The code in figure 2 provides an example of a combination graph that combines two or more forms into one graph. In the example, the general guidelines for setting the width of the figure in the call to the setPDF function is 3.5 for a single column figure and 7.167 for a double-column figure; the maximum height is 9.333, all of the units are in inches. However, if a full page figure is desired, the layout can be set to "portrait" or "landscape" depending on the orientation needed by the figure. Comments in the code in figure 2 and in other code included in this report are preceded by the # symbol. # Create the dataset to replicate the specific example of the # combination graph. Setting WY to character sets up axes without ticks. CG <-data.frame (WY=c("1998 (WY=c(" ", "1999 (WY=c(" ", "2000 (WY=c(" ", "2001 (WY=c(" ", "2002 (WY=c(" ", "2003 , Prec=c(59.0, 33.7, 39.1, 47.1, 43.5, 69.8) , stringsAsFactors=FALSE) # Set up device for a 1/2 page width figure setPDF(list(width=3.5, height=3), basename="fig2") # Call to setLayout not needed as a single graph in the figure # For the bar graph, set up a graph with nothing plotted. # Note the use of as.expression to embed the en-dash in the x-axis # caption. Expressions give the user a great deal of flexibility # in formatting text for graphs. AA.pl <-with(CG, xyPlot(WY, Prec, Plot=list(what="none"), ytitle="Precipitation, in inches", ylabels=5, yaxis.range=c(0, 80), xtitle=as.expression(substitute(O-S, list(O="Water year (October", S="September)"))))) # Add the bars. No explanation needed so no need to overwrite AA.pl with(CG, addBars(WY, Prec, Bars=list(fill="lightblue"), current=AA.pl)) # The long-term average precipitation is 53.6 to add the line. Solid line # used here--illustrator should convert to dashed if necessary. # Accept default line color (black) refLine(horizontal=53.6, current=AA.pl) # Add the annotation. In this case, because the x-axis is discrete, # the x-axis value for the middle must be computed from AA.pl; the x and # y value must be numeric for addAnnotation. # Note the \n in the annotation indicates a new line, producing stacked text. addAnnotation(mean(AA.pl$xax$range), 53.6, "Long-term average\n53.6 inches", justification="center", current=AA.pl) # Add the figure caption, generally completely redone by illustrator. addCaption(" Figure 2 . Specific example of combination graph.") # Finally close the current graphics device.
dev.off()

Programmer's Guide
This section of the report provides details about the structure of graphics set-up functions, main plotting functions, and functions that add to a graph. This section can be useful to anyone who wants to add a main plotting function or method to the package or develop a script that needs to call other plotting functions in base R. Many of the main plotting functions in smwrGraphs have methods for different types of arguments. The remainder of this section focuses on two functions that create or add to graphs, but the "HeatMap.r" demo script, found at https://github.com/USGS-R/smwrGraphs/tree/master/demo, also illustrates how to use low-level functions within the graphics environment in smwrGraphs.
Device Set-Up Function
This section of the report uses the setPDF function to describe the necessary steps for setting up a graphics device to work with the functions in smwrGraphs. The arguments to the function must represent those needed by the device; in general, the size of the device and the filename are needed. Code used for examples in this report is included as boxed code as follows for the setPDF function:
The options for the line weight factor, the pdf file output, and the font size must be set. The line weight factor (.lwt_fac-tor) can generally be set to a specific value to control the line weights in the device, a value of 1 sets the correct values for line weights in a pdf file and can generally be used in any device. The options for pdf file output (.pdf_graph) must be set to TRUE to guarantee that specialized actions required to produce editable graphics are performed by the low-level functions. The font size must be set. In this case, the font size is set to a variable (fontSize) used later when pointsize is set to fontSize.
The following boxed code sets up the size of the graphics device and the figure size in inches. The variables set are used later in the actual call to set up the device and setting up the initial graphics parameters in the call to par. Because the focus of the output from the plotting functions in smwrGraphs is the production of graphs for publications, a fixed size is necessary. Note that the setRStudio function (see appendix 1) is anomalous because this function permits resizing of graphs; however, some graphs cannot be created using that output device.
setPDF <-function(layout="portr ait", basename ="USGS", multiplefiles=FALSE) { ## set global variables for lineweights and pdf options(.lwt_factor = 1) options(.pdf_graph = TRUE) fontSize < -8 if(class(layout) == "list") { # custom width <-layout$wid height <-layout$hei fin <-c(width, height) -.1 } else { layout=match.arg(layout, c("portrait", "landscape")) if(layout == "portrait") { fin <-c(7.25, 9.5) width=8.5 height=11. } else { # landscape fin <-c(9.5, 7.25) width=11. height=8.5 }
}
The output file must be set up and created; an example of this is shown in the following boxed code. In most cases, width, height, and the font size will be necessary options to select.
A font family called "USGS" must be set up for the device (as shown in the following boxed code) or warnings or errors will be generated from the main plotting functions and those functions that add any text. The actual function that registers the USGS font family will vary by device.
The final section of code sets up any necessary graphical parameters as shown in the following boxed code. The only required parameters are the figure size and the style of the axis labels (las, which should be set to 1). For invisible function, the device number and basename of the output file are returned invisibly in a tagged list. The device number could be used in the call to dev.off to close the output file, if multiple graphics devices are opened.
Main Plotting Function
This section of the report uses the areaPlot function to describe the main plotting function. Although the areaPlot function does not have methods for specific arguments, the extension to include different methods is straightforward and explained in many books and documentation for R. The example code is presented below in boxed code with comments.
The formal arguments are set up in consistent order in the following boxed code for this example. The first set of arguments are the data to plot, in this case, x and y. The next argument, Areas, in this example, describes how the data are to be plotted. The following set of arguments, beginning with yaxis or xaxis, set up the format of the axis. Not all axis format arguments may be appropriate for the graph; for example, yaxis.rev, which reverses the y-axis, is not supported for area plots. The remaining arguments set up the axis labels, axis titles (also called axis captions), and the figure caption. The last argument, margin, sets up specific margins, typically required only to force a specific size to the plot area. Additional plotting features, such as the reference or 1:1 line in the qqPlot function, typically follow the argument that describes how to plot the data.
name <-make.names(basename) # make a legal name ## set up the output if(multiplefiles) # make name name <-paste(name, "%03d.pdf", sep="") else name <-paste(name, ".pdf", sep="") PDFFont <-"Helvetica-Narrow" pdf(file=name, onefile=!multiplefiles, width=width, height=height, family=PDFFont, pointsize= fontSize , colormodel="cmyk", t itle=basename)
## set up for export to PDF file. if(all(names(pdfFonts()) != "USGS")) # Check to see if already in the PDF font list pdfFonts("USGS" = Type1Font("Helvetica-Narrow", pdfFonts("Helvetica -Nar row") [[1L] ]$metrics)) dev <-dev.cur() par(fin=fin, las=1) invisible(list(dev=dev, name=basename)) } areaPlot <-function(x, y, # data specs Areas=list(name="Auto", fillDir="between", base="Auto", lineColor="black", fillColors="pastel"), # Area controls yaxis.log=FALSE, yaxis.range=c(NA,NA), # y-axis controls xaxis.log=FALSE, xaxis.range=c(NA,NA), # x-axis controls ylabels=7, xlabels="Auto", # axis labels xtitle="", ytitle="", # axis titles, blank by default caption="",# caption margin=c(NA, NA , NA, NA)) { # margin control
The following boxed code sets up the information needed to properly display the data. The setDefaults function is used for arguments other than Plot, which used the setPlot function. The use of setDefaults is required to fill in default options not specified by the user. The call to setGD is a convenience call to set up the correct graphics environment if one has not already been set up. The remaining code sets up the x-and y-axis and the labeling. The functions in the smwrGraphs package that are used in this section include setAxis, which is typically called from do.call, and the functions to set up specific axis types, datePretty, linearPretty, logPretty, probPretty, timePretty, and transPretty (appendix 1). Other functions, like isCharLike, isDateLike, isGroupLike, or isNumberlike (in the smwrBase package (Lorenz, 2015) can be used to help determine how to set up the axis, but would not necessarily be used in method functions because the type of data would be known. The numericData function forces all data to be in a consistent numeric format; for example, data of class "Date" or "POSIXct" would be converted to comparable numeric values. ## ## Set defaults for Areas Areas <-setDefaults(areas, name="Auto", fillDir="between", base="Auto", lineColor="black", fillColor="pastel") ## Set up plot (either xy or time) if(dev.cur() == 1) setGD("AreaPlot") y <-as.matrix(y) # Force to matrix if data.frame, for example xRng <-range(x, na.rm=TRUE) yRng <-range(y, na.rm=TRUE) ## Adjust y range if needed if(Areas$fillDir == "under" && Areas$base != "Auto") yRng [1] <-as.double(Areas$base) if(is.list(ylabels)) yax <-c(list(data=yRng, axis.range=yaxis.range, axis.log=yaxis.log, axis.rev=FALSE), ylabels) else yax <-list(data=yRng, axis.range=yaxis.range, axis.log=yaxis.log, axis.rev=FALSE, axis.labels=ylabels) yax <-do.call("setAxis", yax) yax <-yax$dax if(isDateLike(x)) { # Set up time axis if(any(is.na(xaxis.range))) tRng <-xRng else tRng <-xaxis.range xax <-datePretty(xaxis.range, major=xlabels) x <-numericData(x) xRng <-numericData(xRng) } else { # Regular x-axis if(!is.list(xlabels) && xlabels == "Auto") xlabels=7 if(is.list(xlabels)) xax <-c(list(data=xRng, axis.range=xaxis.range, axis.log=xaxis.log, axis.rev=FALSE), xlabels) else xax <-list(data=xRng, axis.range=xaxis.range, axis.log=xaxis.log, axis.rev=FALSE, axis.labels=xlabels) xax <-do.call("setAxis", xax) xax <-xax$dax
}
The setMargin function, as used in the following boxed code, replaces the NA values in the margin argument with values derived for the y-axis labeling. The x-axis labels are set to defaults that allow for typical labels and the graph title; see the boxPlot function (appendix 6) for ways to set up a wider x-axis margin, for example to accommodate rotated labels. The right-hand margin is set to a small value; thus, to allow for labels, the user must specify a value in margin in the call to areaPlot or other main plotting function. The remaining lines (except for the call to par) simply set up convenience arguments required later in the function.
The call to plot in the following boxed code is needed to set up the graph. This call sets up the plotting environment for the subsequent plotting calls, but nothing is actually drawn on the graph. Nothing being plotted is very typical in the main plotting functions in smwrGraphs as it permits finer control of the graphical parameters, and thus, of what will be plotted. ## plot(xRng, yRng, type='n', xlim=xax$range, xaxs='i', axes=FALSE, ylim=yax$range, yaxs='i', ylab="", xlab="") ## set margins and controls margin.control <-setMargin(margin, yax) margin <-margin.control$margin right <-margin.control$right top <-margin.control$top left <-margin.control$left bot <-margin.control$bot par(mar=margin) current=list(yaxis.log=yaxis.log, yaxis.rev=FALSE, xaxis.log=xa xis.log)
The following boxed code actually draws the plot and is specific to the plotting function, and the general plotting structure will differ from plot type to plot type. The simplest example can be seen in the methods for the xyPlot function (appendix 7). Other main plotting functions may use base R functions to do the primary computations, but the plotting is done using the specific graphical parameters set up in smwrGraphs; see the histGram function (appendix 9) for an example of such a function. Examining code from a function that is similar to the desired new graph is a good way to proceed. The key to consistent line weights and symbology is to use the contents from the setPlot or setDefaults functions. 
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