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Resumen 
 
El motivo que me impulsó a realizar este proyecto es analizar el uso 
actual del lenguaje de programación JavaScript, el cual nació hace 20 
años para satisfacer unas necesidades determinadas y en un ámbito de 
programación,  que difiere  con notabilidad al uso al que JavaScript está 
sometido hoy en día.  
 
Con tal de demostrar que el uso de JavaScript en servidor puede 
acarrear pérdidas de rendimiento y hábitos incorrectos, voy a realizar 
una comparativa entre JavaScript y otro lenguaje más apropiado o 
especializado como es Rust para el ámbito de servidor. 
 
Después de realizar una introducción conceptual de cada lenguaje, voy a 
realizar unas pruebas de rendimiento en diferentes campos como las 
peticiones por segundo, la robustez, velocidad de cálculo, latencia y 
caudal.  
 
A todo esto he podido comprobar que no es bueno estirar demasiado las 
posibilidades de un lenguaje de programación, por muy práctico que este 
pueda resultar, ya que JavaScript resulta tener un rendimiento bastante 
inferior a Rust. Esto hace que en algunos ámbitos, como el de servidor 
web, el rendimiento se intente solventar con mayor hardware cuando 
simplemente se puede solucionar haciendo un uso correcto del código 
en el lugar adecuado. 
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Overview 
 
The reason that led me to carry out this project is to analyze the current 
use of the JavaScript programming language, which was born 20 years 
ago to meet certain needs and in a programming environment, which 
nowadays highly differs from the use that is done out of JavaScript. 
 
In order to demonstrate that the use of JavaScript on the server can lead 
to performance losses and incorrect habits, I will make a comparison 
between JavaScript and another more appropriate or specialized 
language such as Rust for the server scope. 
 
After performing a conceptual introduction of each language, I will 
perform performance tests in different fields such as requests per 
second, robustness, calculation speed, latency and flow. 
 
To all this I have been able to prove that it is not good to stretch too 
much the possibilities of a programming language, however practical this 
may be, since JavaScript turns out to have a much lower performance 
than Rust. This makes in some areas, such as the web server, where in 
order to solve performance issues hardware will be increased when you 
can simply solve it by making a correct use of the code in the right place. 
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CAPITULO 1. INTRODUCCIÓN 
 
En este primer capítulo realizaremos una explicación de las motivaciones 
que nos impulsaron a realizar este proyecto, la estructura del mismo así 
como los objetivos tanto generales como específicos finalizando con una 
pequeña explicación de que es una API REST, concepto con el que 
tratamos muy a menudo durante la memoria. 
1.1. Motivación del proyecto 
 
La motivación de este proyecto viene dada por un claro objetivo de intentar 
concienciar del uso de un lenguaje como es JavaScript en entornos en los que 
no debería ser usado o su uso no es el más adecuado, y con tal de demostrarlo 
se realizará una comparativa técnica con un lenguaje más apropiado como 
Rust. 
 
JavaScript fue creado  bajo unas condiciones específicas, presentando errores 
notorios [40] [52], para en un momento puntual satisfacer la necesidad de un 
lenguaje nativo a navegadores de internet. La opinión pública suele pensar que 
es el lenguaje más usado, el más complicado, o muchos otros adjetivos que 
quizás hagan que el lenguaje se vea con buenos ojos pero la verdad es que 
JavaScript tiene comprometidos a los desarrolladores web porque no existe 
alternativa de uso. No hay que confundir lenguaje más usado con lenguaje más 
usado por voluntad propia, puesto que definitivamente no es el caso de 
JavaScript. [53][54][55] 
 
Con recientes modas e intervenciones de grandes empresas estamos viendo 
JavaScript en muchos más entornos que no son el de navegador web. Éste es 
el caso por ejemplo de servidor, aplicaciones móvil,  e incluso existen bases de 
datos programadas con JavaScript. Todo esto lo único que hace es alejarnos 
del lenguaje nativo de estos ámbitos hacia un nivel mayor de abstracción, lo 
cual dificulta en gran medida cualquier intento de optimización. Basta con ver el 
desarrollo in crescendo actual de las especificaciones de hardware de los 
móviles, que al fin y al cabo no ofrecen nada de valor añadido al usuario final. 
 
Sin intención de culpabilizar, este proyecto pretende establecer de manera 
clara y concisa para qué  puede ser útil una herramienta y para qué otra. 
Desafortunadamente JavaScript está para quedarse y lo único que podemos 
hacer es tratar de aliviar su uso. Cada ámbito tiene su herramienta óptima y 
queremos hacer énfasis en esto. 
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1.2. Estructura del Proyecto 
 
El proyecto está dividido en tres grandes apartados.  
 
En el primer apartado, formado por los capítulos 2 y 3, detallaremos cada 
lenguaje y la estructura que se realizara para crear la arquitectura web, se 
analizarán en detalle las herramientas que proporciona cada lenguaje para la 
creación de una API, las ventajas e inconvenientes de trabajar con dicho 
lenguaje, su adaptación en entornos de desarrollo, los puntos clave como son 
la escalabilidad y paralelismo, así como su futuro como lenguaje de 
programación en ese ámbito. 
 
Un punto a destacar del primer apartado es que la comparativa se realizara 
teniendo en cuenta un entorno real de API como es ClassPip [44], por lo que 
algunos apartados se hablarán de su integración en dicho entorno. 
 
En el segundo apartado, formado por el capítulo 4, vamos a poner a prueba 
ambos lenguajes mediante unos tests de benchmarking. El objetivo es ver el 
rendimiento que tiene cada herramienta para responder a pruebas como las 
respuestas por segundo, latencia, caudal, robustez y computación. 
 
Acabaremos con el tercer apartado, capítulos 5 y 6,  extrayendo unas 
conclusiones sobre los resultados y una propuesta para la API, en el caso de 
que los resultados sean satisfactorios, para un entorno real como es ClassPip 
el cual utiliza una arquitectura web basada en REST [48]. La alternativa se 
propone realizar en el lenguaje de programación RUST: un lenguaje innovador 
y de bajo nivel que rivaliza en rendimiento con C pero que no conlleva las 
malas prácticas que éste puede llegar a permitir. [56] 
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1.3. Objetivos del Proyecto 
 
En este proyecto existen tres  grandes objetivos así como apartados que ya 
hemos comentado. 
 
Como primer objetivo la comparación teórica de los dos entornos de desarrollos 
pretende demostrar el público los puntos fuertes y débiles de cada uno para 
obtener unas conclusiones y constatar que cada uno puede tener su utilidad 
pero que definitivamente JavaScript no se puede encargar de todo. 
 
A continuación, como segundo objetivo, vamos a realizar la comparativa 
practica del lenguaje  Rust con el  lenguaje  JavaScript, los cuales encuentran 
un punto común en el diseño de API’s REST.  La comparativa se centrará 
exclusivamente en el rendimiento de estos lenguajes en este ámbito. Cualquier 
otro apartado en que alguno de ellos pueda ser mejor no se tratará. Tampoco 
se considerará un lenguaje más adecuado que otro en términos globales sino 
en el ámbito específico. 
 
Como parte del segundo objetivo vamos a analizar el rendimiento de cada 
lenguaje realizando una serie de test sobre parámetros que creemos son 
interesantes a la hora de comparar dos lenguajes que pueden crear una API. 
Usaremos dos herramientas que son wrk y Apache Bench para testear su 
rendimiento en peticiones por segundo, la robustez, la latencia,  la computación 
y el caudal. 
 
En el  tercero y último objetivo, una vez realizados los test y con la comparativa 
de resultados, trataremos de dar una opinión objetiva de cuál de las dos 
herramientas se ajusta mejor a la hora de desarrollar una API REST y porqué. 
También propondremos unas series de mejoras que creemos podrán ser 
satisfactorias para ClassPip 
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1.4. Objetivos Específicos 
 
 Empezaremos cumpliendo el primer objetivo el cual contiene los 
siguientes subapartados: 
 
Primero se analizará la arquitectura que presenta la herramienta para poder 
determinar la facilidad a la hora de desarrollar con ella. 
 
Seguidamente hablaremos del lenguaje específicamente para programar con 
él, cuáles son las características que presenta y qué posibilidades tiene. 
 
A continuación trataremos la adaptabilidad que presenta el lenguaje para gente 
que intente aprenderlo y como puede llegar a ser su introducción al él. 
 
Más adelante trataremos el tema de la escalabilidad y cómo es tratado el 
paralelismo en la plataforma ya que pensamos que es algo muy relevante hoy 
en día a la hora de saber si el lenguaje se podrá usar en entornos de desarrollo 
de grandes proyectos. 
 
Para acabar hablaremos de las perspectivas de futuro que presenta el 
lenguaje. 
 
 En el segundo gran apartado del proyecto, el referente al segundo 
objetivo vamos a realizar las siguientes cuatro pruebas: 
 
La primera de ella será una prueba de las peticiones por segundo que es capaz 
de soportar la plataforma, entendemos que si es una API REST que sirve a 
múltiples usuarios cuantas más peticiones pueda satisfacer en el mismo 
hardware mejor de cara a ahorrar recursos. 
 
La segunda prueba trata sobre la computación, y es un poco especifica de la 
plataforma ClassPip ya que trata sobre el tiempo en que tarda en realizar un 
gran calculo y ofrecer la respuesta al usuario, creemos que en entornos como 
el de ClassPip habrá escenarios que requerirán de grandes cálculos por lo que 
un tiempo pequeño de computación es deseable. 
 
La tercera prueba trata sobre la latencia y cómo puede afectar el caudal. Dado 
que hoy en día el volumen de datos crece exponencialmente poder ofrecer una 
experiencia de usuario enriquecedora significa poder disponer de una latencia 
constante y baja en todo momento sin importar el aumento de caudal. 
 
La cuarta prueba consiste en probar la robustez de la API REST mediante 
pruebas de escritura sobre esta. Existen muchas vulnerabilidades hoy en día y 
el malware está en auge por lo que viene bien saber si estas tratando con una 
API que dispone de unos mecanismos adecuados para mantener un nivel de 
robustez aceptable y no preocuparte de la fiabilidad del lenguaje escogido. 
 
 Al finalizar los test  y acabando con el tercer objetivo compararemos los 
resultados y trataremos de proponer unas mejoras a la API de ClassPip. 
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1.5. Introducción a API REST 
 
Dado que el tema básico sobre el que realizamos la comparativa trata sobre el 
rendimiento que son capaces de proporcionar ambos lenguajes en un entorno 
de API REST, vamos a realizar una pequeña introducción a dicha tecnología. 
 
REST responde a Transferencia de Estado Representacional, se refiere a un 
método de transferencia de servicios web que permite a diferentes equipos 
acceder y manipular representaciones textuales de recursos web mediante un 
set uniforme y predefinido de operaciones sin estado. [57] 
 
Un ejemplo de servidor REST podría ser el servidor de Facebook, donde 
puedes realizarle peticiones para que te devuelva tus posts, escribir dichos 
posts, modificarlos e incluso borrarlos. La función principal del servidor es 
proporcionar a la aplicación una serie de herramientas para poder interactuar 
con la información. 
 
En la Fig. 1.1  podemos ver un ejemplo grafico de arquitectura REST. 
 
Fig. 1.1 Ejemplo Arquitectura REST 
 
Las restricciones que limitan a un servicio REST [48] son las siguientes: 
 
Cliente-Servidor. Esquema en el que se separan las preocupaciones de 
usuario de las de servidor 
 
Sin Estado. La restricción dicta que no debe guardarse ningún contexto del 
cliente en las peticiones entre peticiones. 
 
Con Caché. Las respuestas deben estar definidas como cacheables o no. 
 
Sistema de Capas. Un cliente no puede saber si está conectado o no 
directamente al servidor. Intermediarios aumentan escalabilidad y seguridad. 
 
Interfaz Uniforme. Simplifica y desacopla la arquitectura permitiendo la 
evolución de cada parte por separado. 
 Identificación de Recursos 
 Manipulación de recursos a través de implementaciones 
 Mensajes auto descriptivos 
 Hipermedia como el motor  del estado de aplicación 
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CAPITULO 2. API REST NODEJS CON LOOPBACK 
 
Tras ver previamente la arquitectura de una API REST, en este capítulo 
vamos a tratar unas herramientas que fueron creadas en mente para 
satisfacer, utilizando JavaScript, las necesidades de una API REST. En 
este caso NodeJS es la implementación para servidor de JavaScript y 
LoopBack es la  herramienta que nos ayuda a escribir aplicaciones API 
REST en  NodeJS de manera sencilla. 
2.0.    Introducción 
 
Vamos a empezar haciendo un análisis de la herramienta LoopBack como útil 
para crear API’s REST. Posteriormente desglosaremos la API que puede crear 
dicha herramienta y analizaremos los lenguajes de programación que entran en 
juego. A continuación hablaremos del rendimiento, escalabilidad y el futuro de 
la plataforma, y finalizaremos con unas conclusiones. 
2.1.    Arquitectura: LoopBack, NodeJS y JavaScript 
 
Fig. 2.1 Distribución API REST 
 
LoopBack [30] (Servidor Fig. 2.1)  es un framework open Source impulsado 
por IBM [36], el cual tiene como objetivo facilitar la creación y manejo de API’s 
hechas exclusivamente con NodeJS, pertenece a la plataforma StrongLoop 
[27] la cual dispone de más herramientas para complementar la creación de 
API’s de manera muy sencilla. 
 
Una de las herramientas de las que dispone  StrongLoop es  el API Designer, 
que permite, usando una interfaz gráfica, ir diseñando una API. En contraste y 
en la que nosotros nos centraremos es LoopBack, la cual trabaja encima del 
framework web de Express y sigue la estructura que se puede ver en la Fig. 
2.2. 
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Fig. 2.2 Estructura de Aplicación LoopBack 
Esta permite, a partir de unos ficheros de configuración, rápidamente 
establecer API’s escalables. Dichos ficheros deben estar en formato JSON  y 
en ellos se establecen las características, relaciones y demás necesidades que 
deseemos para la API. 
 
A continuación,  LoopBack se encargara de generar el código JavaScript para 
satisfacer nuestras necesidades. 
 
LoopBack también dispone de un explorador  como el de la Fig. 2.3 el cual nos 
permite inspeccionar todas las peticiones y parámetros de la API. A través de 
una ruta en el navegador  web dispondremos de una exhaustiva lista de todas 
las funcionalidades que ésta alberga y a la vez podremos usar una herramienta 
parecida a PostMan que nos permitirá realizar peticiones a la API para 
testearla. 
 
Fig. 2.3 LoopBack API Explorer 
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Se trata de una herramienta de muy alto nivel ya que las necesidades de 
escribir algún código son casi nulas. El hecho de sólo necesitar escribir bajo 
unos pequeños estándares los requerimientos de la API, o incluso de poder 
utilizar una interfaz gráfica, hacen de esta utilidad una herramienta 
indispensable para desarrolladores web.  
 
Si éstos desean controlar todo el flujo de la aplicación lo pueden hacer sin 
necesidad de aprender un nuevo lenguaje de programación ya que con 
conocimientos de JavaScript, un lenguaje hasta hace poco considerado 
exclusivamente de navegador, pueden llegar a crear un Back End sin problema 
alguno. 
 
Esta herramienta también resulta muy practica en entornos donde el proyecto 
necesita  probar cambios constantes en el servidor y por parte de diferentes 
desarrolladores a la vez. Entre todos pueden ir realizando los cambios 
necesarios en la API sin tener que estar comunicando sus necesidades a un 
desarrollador únicamente de Back End agilizando así el proceso de manera 
significativa. 
 
Pero como no todo pueden ser ventajas tenemos que decir que LoopBack está 
basado en NodeJS, que a su vez es lenguaje JavaScript, como framework para 
establecer la API. Su incorporación al ámbito de servidor es bastante reciente y 
cuenta con muchos competidores que ya tienen una funcionalidad más 
establecida y unos años en el terreno que hacen que puedan ser unas 
herramientas más idóneas para lo que sería una API robusta y capaz de 
escalar a los clientes sin problemas. 
2.2.    Características y Posibilidades 
 
 Las principales características de LoopBack son: 
 
 Capacidad de establecer modelos y crear API’s REST en minutos 
 Fácil de usar CLI 
 Si dispones de un esquema puedes crear modelos en base a él 
 En su defecto puedes crear modelos dinámicos 
 Explorador de API’s integrado 
 
 Fácil implementación de autentificación y autorización 
 
 Integrados controles de acceso basados en roles 
 OAuth y registro de usuarios  
 Se pueden añadir políticas personalizadas usando CLI o JSON 
 Soporte de Navegador con JSONP y CORS 
 
 Soporte del modelo de relacional 
 
 Define las relaciones: hasMany (Tiene muchos), belongsTo (Pertenece 
a), hasAndBelongsToMany (Tiene y Pertenece a muchos). 
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 Automáticamente genera estas relaciones en un modelo REST. 
Dos grandes rasgos a destacar de LoopBack son: 
 
Al ser de tan alto nivel no tiene unas exigencias elevadas en cuanto a 
conocimientos de programación lo cual permite con relativa facilidad crear una 
API REST, además al ser lenguaje JavaScript esto abre las puertas a cualquier 
desarrollador FrontEnd la posibilidad de crear para su proyecto una API 
totalmente funcional y en poco tiempo. 
 
Dadas sus características y estructura, LoopBack es una herramienta perfecta 
para crear un prototipo de aplicación. Si queremos presentar una idea pero no 
tenemos el tiempo suficiente de utilizar un lenguaje quizás más curtido  para 
servidor, o si solamente queremos mostrar la idea sin preocuparnos del 
rendimiento, encontraríamos en LoopBack la respuesta idónea. 
 
2.2.1.    LoopBack 
 
Como hemos comentado en el capítulo anterior, LoopBack trabaja en un alto 
nivel de aplicación lo cual llega a facilitar de gran manera su uso. Para empezar 
si queremos crear la API simplemente tendremos que instalar la dependencia 
en nuestro proyecto usando el siguiente comando: 
 
npm install –g strongloop 
 
Vemos que estamos usando npm el gestor de paquetes de NodeJS ya que 
strongloop es en sí una librería JavaScript que gestionará nuestro proyecto 
 
Una vez instalada procedemos a crear los ficheros de configuración que se 
adapten a nuestras necesidades pero siguiendo un esquema JSON como el de 
la Fig. 2.4. 
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Fig. 2.4 JSON de configuración LoopBack 
 
 
 
En esta figura básicamente especificamos para nuestra API de ClassPip las 
siguientes opciones. [32] 
 
 acls = [Array], Específica un conjunto de reglas de control de acceso 
 base = [String], Nombre de otro modelo el cual este extiende 
 description = [String o Array], Descripción opcional del modelo 
 idInjection = [Boolean], Añadir o no ID automáticamente generada 
 name = [String], Nombre del modelo 
 plural = [String], Forma plural del nombre del modelo 
 options = [Objeto], Objeto JSON que específica opciones, para más 
detalles, ver enlace: http://loopback.io/doc/en/lb3/Model-definition-JSON-
file.html#options 
 relations = [Objeto], Objeto que contiene los nombres de las relaciones y 
sus respectivas definiciones 
 
Como podemos observar, a partir de estos archivos LoopBack se puede crear 
la API y en el caso de que deseemos añadir algún modelo a dicha API 
simplemente creamos otro fichero JSON y establecemos las relaciones acorde 
a las necesidades de la API. 
 
{"name": "Matter", 
  "plural": "matters", 
  "base": "PersistedModel", 
  "idInjection": true, 
  "options": { 
    "validateUpsert": true}, 
  "properties": { 
    "name": { 
      "type": "string", 
      "required": true}}, 
  "relations": { 
    "grades": { 
      "type": "hasAndBelongsToMany", 
      "model": "Grade", 
      "foreignKey": "gradeId"}, 
    "groups": { 
      "type": "hasMany", 
      "model": "Group", 
      "foreignKey": "matterId"}}, 
  "acls": [{}],} 
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Mirando más detalladamente la estructura de LoopBack vemos que se puede 
desglosar de la siguiente manera. Es una estructura modular. 
 
 
 
Fig. 2.5 Estructura modular de LoopBack 
 
 
Según el esquema superior  de la Fig. 2.5 vemos que LoopBack se compone 
de una serie de módulos de NodeJS que se pueden usar a la vez o según los 
que necesitemos, es decir, si solo queremos un servidor MySQL 
implementación REST y con OAuth2 pues escogemos dichos módulos. 
 
Podemos escoger entre las SDK de Android, iOS y AngularJS para crear 
aplicaciones y utilizar aplicaciones de terceros para realizar un Login, además  
las API pueden seguir el modelo Swagger 2.0 a modo de documentación. [60] 
 
En este sentido trabajar con LoopBack puede resultar muy cómodo y a la vez 
escalable porque nos deja añadir o quitar funcionalidades según requisitos. 
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2.2.2.    NodeJS 
 
NodeJS es un entorno JavaScript en tiempo de ejecución creado sobre el 
motor V8 JavaScript de Chrome. En nuestro caso el servidor HTTP donde 
tendremos la API REST hecha con LoopBack estará programado en NodeJS. 
 
Las principales características de NodeJS son: 
 
 Uso de JSON como modelo de intercambio de datos 
 
Dado que es el modelo predominante para el intercambio de datos el hecho 
que NodeJS lo implemente hace que sea más fácil tratar los datos y no 
tengamos que ir parseando datos en formatos como XML que podrían resultar 
más complicados. 
 
 I/O Asíncrono o sin bloqueo impulsado por Eventos 
 
Una de las características de JavaScript es que no dispone de modelo de I/O, 
por lo que NodeJS implementa esta funcionalidad la cual permite continuar el 
proceso de algunas funciones sin que haya terminado otras. También viene 
condicionado por el modelo eventual en el que hay una determinada relación 
en función de un evento que haya ocurrido. 
 
 Módulos 
 
NodeJS es modular, lo que implica que inicialmente viene con una base a la 
que según vayan saliendo necesidades se le pueden añadir diferentes módulos 
para poder implementar satisfacer diferentes necesidades. 
 
 API unificada 
 
NodeJS puede ser combinado con un navegador, una base de datos con 
soporte JSON y JSON para un Stack de desarrollo unificado en JavaScript, 
esencialmente permite la reutilización del mismo modelo entre cliente y 
servidor. 
 
 Uso de un solo thread 
 
Como característica de diseño NodeJS sólo utiliza un núcleo de procesador 
intencionadamente para construir aplicaciones concurrentes donde cualquier 
operación de I/O deberá usar un Callback. 
 
 npm 
 
NodeJS dispone de un ecosistema de librerías llamado npm, una de las 
mayores fuentes de librearías Open Source del mundo. Esto añade gran valor 
a la plataforma debido a su modularidad y capacidad de obtener nuevos 
módulos gracias a la comunidad que lo respalda. 
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Las limitaciones de NodeJS [47] [63] son: 
 
 NodeJS no soporta paralelización de hilos, por lo que implementa las 
peticiones que recibe de manera secuencial. Esto llega a aumentar los 
tiempos de ejecución considerablemente, así mismo también muestra un 
rendimiento bajo en tareas que precisan de gran computación. 
 
 Un reciente Benchmark que se ha realizado en base al rendimiento de 
computación comparado con C (un lenguaje de muy bajo nivel 
comparable a la alternativa propuesta) NodeJS presenta unos resultados 
muy deficientes. [46]  
 
 Un arma de doble filo para NodeJS es la implementación de lectura 
asíncrona de tareas I/O en contra del modelo convencional de bloqueo. 
Esta implementación se realizó con la escalabilidad en mente, pero  
puede forzar a tener un código complicado de leer por la gran cantidad 
de Callback que se habrán de implementar.[61] 
 
 Al estar basado en JavaScript esto arrastra un estilo de tipado dinámico 
lo cual propicia la costumbre de utilizar String como tipo general, 
llevando a una gran cantidad de bugs y descenso en rendimiento. 
 
 Falta de madurez del lenguaje y su constante cambio hacen del lenguaje 
y sus librerías una opción arriesgada: en parte causado por la 
implementación de npm como gestor de librerías, más la dificultad de 
encontrar paquetes de confianza y destacados, y en otra parte debido a 
la falta de herramientas que aseguren la cualidad del código.  
 
 Con más énfasis está basado en V8, motor de Google con un límite de 
memoria de unos 1.5GB en sistemas x64, así que automáticamente no 
puede coger memoria adicional.[62]  
 
 Al estar basado en JavaScript (detallado a posteriori) acarrea todos los 
problemas que pueda tener este lenguaje que inicialmente no estuvo 
pensado para servidor y se ha servido de Frameworks y actualizaciones 
a lo largo del tiempo para poder adaptarlo. 
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2.2.3.    JavaScript 
 
JavaScript [29] nació como un lenguaje de scripting que se podía ejecutar en 
el lado del cliente a través del navegador. Rápidamente fue cogiendo fama en 
parte por la relación del nombre con Java y por otro lado porque permitía de 
manera sencilla extender las funcionalidades web. 
 
Con el tiempo todos los navegadores incorporan de manera nativa la 
funcionalidad de JavaScript y se ha convertido en el lenguaje por excelencia en 
Front End, se podría decir que básicamente es la única alternativa. 
 
Dado que tuvo un éxito algo inesperado sus funcionalidades se fueron 
añadiendo a medida que subía su popularidad y a través del tiempo han salido 
cientos de conocidos Frameworks y su vez las más grandes empresas se han 
interesado por su desarrollo [38]. 
 
Este lenguaje cuenta con muchas ventajas pero también tiene sus 
inconvenientes, en este trabajo vamos a centrarnos en sus defectos que 
podrían afectar al entorno de servidor y que a su vez se propagarían por 
NodeJS y LoopBack. 
 
La idea de implementarlo en Servidor era que escribías el código una vez y lo 
podías correr tanto en cliente como servidor. Esto parecería solventar la 
mayoría de problemas y que permitía tener la lógica de cliente y de servidor a 
la vez y los desarrolladores web les basta con un lenguaje.  
 
Desafortunadamente el resultado no es el esperado por los siguientes puntos 
[40]: 
 
 La vista de la página desde el servidor es muy distinta de la vista del 
cliente. El servidor ha de hacer tareas como hablar con la base de datos, 
cosas que no deberían hacerse desde el navegador, en contrapartida el 
navegador ha de poder hacer tareas como manipular el DOM que no 
tiene nada que ver con servidor. 
 
 No se controla el motor JavaScript del cliente por lo que pueden llegar a 
haber importantes diferencias entre el código del servidor y del cliente. 
 
 La base de datos suele ser un cuello de botella mayor que el servidor 
web por lo que las mejoras son mínimas. 
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 Mucha gente cree saber JavaScript, pero el hecho de que haya sufrido 
tantas modificaciones y haya tantas versiones diferentes pocas personas 
de verdad conocen el lenguaje y todo lo que llega a ofrecer. Como 
ejemplo, vemos que se estandarizado el estándar ECMAScript [58] el 
cual intenta solventar los problemas de JavaScript añadiendo una serie 
de reglas a la hora de escribir código lo cual añade la necesidad de 
tener un “Linter” [59] que vaya comprobando tu código a medida que 
escribes 
 
 
Dados estos puntos podemos también profundizar en algunos temas más de 
código de cara a la comparativa que realizaremos más adelante con Rust 
 
 Coerción de tipado agresiva [37] 
Dado la predilección que tiene JavaScript por los String podemos 
encontrar muchos efectos contraproducentes e inesperados cuando 
hagamos conversiones de Enteros a String o hagamos comparaciones 
de variables. 
 
 Variables Globales [42] 
Estas obligado a trabajar con variables globales lo que puede complicar 
la depuración ya que en grandes proyectos puede costar encontrar por 
qué ha cambiado una variable. 
 
 Inserción de punto y coma ‘ ; ‘ [39] 
Dado que es necesario o no la introducción de punto y comas JavaScript 
no te da control absoluto sobre tus estructuras porque ha de estar  de 
alguna manera prediciendo cuando acaban. 
 
 Falta de un adecuado Scoping [41] 
Dado que no hay soporte de Scope las variables son visibles 
indiferentemente de donde las declares, estrechamente ligado con las 
variables globales, Rompe el principio de menor sorpresa y solo las 
funciones pueden crear Scope. A la vez crea agujeros de seguridad. 
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2.3.    Adaptabilidad de código nuevo 
2.3.1.    Código 
Podemos observar el siguiente inserto de código [33] de la Fig. 2.6: 
 
var express = require('express') 
var app = express() 
 
app.get('/', function(req, res) { 
    res.send('Hello World!') 
}) 
 
app.listen(3000, function() { 
    console.log('Example app listening on port 3000!') 
}) 
Fig. 2.6 Muestra de Código en LoopBack 
 
El cual podemos dividir en 3 apartados: 1r invocamos la librería de express y 
creamos una instancia para tener el servidor, 2n creamos la ruta que deseamos 
servir y 3r arrancamos el servidor que escuche peticiones. 
 
A primera vista el código resulta bastante sencillo, al fin y al cabo es JavaScript 
y se podría complicar mucho más pero para el desarrollo con NodeJS podemos 
estar seguros que el código será suficientemente manejable y fácil de seguir. 
 
En nuestro caso si quisiéramos añadir nuevas librerías a nuestro proyecto 
tendríamos que centrarnos en NodeJS y su gestor que paquetes npm.  
 
Npm dispone  de una gran cantidad de librerías, todas ella open Source que 
nos permitirán añadir funcionalidades al proyecto de manera muy  fácil y 
cómoda. 
 
Para poder hacer uso de este gestor tendremos que hacer uso de un archivo 
llamado package.json el cual podemos dividir en 4 apartados clave: 
 
 Información del proyecto: donde están los archivos, autores, contacto, 
licencia, etc. 
 Scripts: npm nos permite crear nuestros propios comandos que 
ejecutaran las acciones que establezcamos y para invocarlos 
escribiremos el `npm [start] ` donde start puede ser ejecutar el proyecto 
node (node.) 
 Dependencies: son todas las librerías que podemos añadir a nuestro 
proyecto y cuando ejecutemos npm install por defecto se guardaran en 
la carpeta `node_modules`. 
 DevDependencies: lo mismo que las dependencias pero para un 
entorno de desarrollo 
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Como ejemplo podemos observar una parte del package.json del proyecto 
ClassPip en la Fig. 2.7 
 
En el caso de que queramos implementar alguna librería en nuestro proyecto 
simplemente tenemos que haberla declarado en Dependencies y en el lugar 
deseado llamar a la librería con un ‘require’. 
 
Como aspectos negativos de este proceso tenemos que: 
 
 Muchas librerías tienen su propio package.json que a su vez llaman a 
otras dependencias, en este caso nos podemos encontrar que la librería 
puede tener vulnerabilidades debido a sus dependencias. Estos casos 
se suelen ver a menudo y sus creadores pueden tardar mucho en subir 
una actualización o a veces incluso abandonar su creación. 
 
 Relacionado con el caso anterior también el hecho de que NodeJS está 
continuamente en desarrollo es necesario mantener tu librería 
actualizada constantemente y adaptarla a los nuevos cambios de 
versión de NodeJS. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 2.7 Package.json de LoopBack 
 
{ 
  "name": "classpip-services", 
  "description": "Mobile Application for School Gamification", 
  "version": "1.0.0", 
  "main": "server/server.js", 
  "scripts": { 
    "start": "node .", 
    "pretest": "eslint .", 
    "test": "mocha test/*-test.js"}, 
  "repository": { 
    "type": "git", 
    "url": "https://github.com/classpip/classpip-services.git"}, 
  "author": { 
    "name": "Ferran Vila", 
    "email": "ferran.vila.conesa@gmail.com", 
    "url": "https://www.ferranvila.com/" 
  }, 
  "license": "Apache-2.0", 
  "dependencies": { 
    "body-parser": "^1.15.2" 
  }, 
  "devDependencies": { 
    "eslint": "^2.13.1" 
  } 
} 
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2.3.2.    Aportaciones de Usuarios nuevos 
 
En un proyecto que incorpore LoopBack podemos llegar a tener tres tipos de 
usuarios: 
 
 Desarrollador Web: En este caso contamos con una persona que 
domina el lenguaje JavaScript ya que es el lenguaje por excelencia en 
entornos Front End. Para él, gran parte del trabajo ya está hecho porque 
conoce la sintaxis del lenguaje perfectamente. El único problema que 
puede encontrar es en seguir la lógica de servidor pero es algo que 
aprenderá en un tiempo muy reducido. 
 
 Desarrollador Back End: Este usuario ha estado programando para 
servidores y tiene gran experiencia en la lógica del servidor. Cambiar al 
aprendizaje de otro lenguaje puede ser trivial, simplemente tendrá que 
adaptar algunas de sus costumbres a las peculiaridades de JavaScript, y  
no llegará a tener ningún problema en dominar NodeJS. 
 
 Usuario nuevo: Este sería un usuario que acaba de empezar en la 
programación y desea encaminarse al aprendizaje de un lenguaje. 
NodeJS sería una atractiva opción ya que le permite convertirse un en 
desarrollador Full Stack con un solo lenguaje. Por otro lado la cantidad 
de documentación es inmensa ya que Google y otras grandes empresas 
tiene un interés en que la gente desarrolle en esta plataforma.  
 
 
En resumen, desarrollar para NodeJS resulta bastante sencillo. La curva de 
aprendizaje es pequeña y sus recompensas a corto período grandes. Cualquier 
persona que desee aprender código tiene a su disposición muchos recursos 
para poder hacerlo. 
 
Si a todo esto le sumamos la existencia de herramientas como LoopBack, que 
casi nos quitan cualquier trabajo de código, podemos concluir que construir una 
API de esta manera puede ser una de las opciones más sencillas existentes. 
 
En el caso concreto de ClassPip, si quisiéramos añadir otro modelo como por 
ejemplo los padres, simplemente creamos el archivo JSON añadimos sus 
atributos y lo relacionamos con los hijos, docentes o como deseemos. Después  
arrancamos LoopBack y él se encargara de crear las peticiones HTTP 
correspondientes. 
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2.4.    Escalabilidad y Paralelismo ClassPip 
2.4.1.    Escalabilidad con LoopBack 
Partiendo de que esencialmente creamos la API sólo tocando los archivos de 
configuración JSON de LoopBack la escalabilidad puede resultar sencilla por el 
siguiente motivo: 
 
Dispondremos de una carpeta que englobara todos nuestros modelos y sus 
relaciones de manera clara y ordenada. La creación de código es trabajo de 
LoopBack por lo nos despreocupamos de hacer código. Podremos estar 
seguros que LoopBack creará los archivos todos por igual. 
 
Cuestiones a tener en cuenta sería implementar funcionalidades que vienen 
limitadas por LoopBack y que quisiéramos añadir por nuestra cuenta: 
 
Si quisiéramos añadir una función que nos devuelve el rendimiento de los 
estudiantes según la fecha actual comparada con la del año anterior en el 
mismo periodo nos veríamos condicionado por la computación de NodeJS y la 
limitación de no poder implementarlo en LoopBack. 
 
2.4.2.    Paralelismo para múltiples usuarios 
 
El Paralelismo viene condicionado por NodeJS y como hemos visto trabaja por 
defecto en un solo nucleo. A lo largo del tiempo se han ido creado algunas 
implementaciones que intentan solventar este problema de la siguiente 
manera: 
 
 Arrancar múltiples secuencias de NodeJS que calculan el proceso de 
manera simultánea, lo que acarrea complicados métodos de 
programación para diseñar la arquitectura de tal tarea para tener un hilo  
manejando a los otros hilos que hacen la tarea. [28] 
 
 En un servicio web deberíamos arrancar un proceso de NodeJS por 
cada núcleo que tenga la CPU, y dividir el tráfico por cada uno de ellos. 
Esencialmente deberemos de crear un balanceador de tráfico. 
 
 Disponer de GPU para realizar la paralelización a través de esta 
contando con la  tecnología de Nvidia CUDA. [45] 
 
 Disponemos de la implementación Clúster [35] que tiene NodeJS, en 
ella estamos creando un clúster con diferentes procesos de NodeJS 
pero de manera automática y con algunas opciones que nos pueden 
agilizar la tarea. 
 
Básicamente la paralización no es algo para lo que está pensado NodeJS lo 
cual podemos solventar con parches o arriesgarnos a tener que implementar 
nosotros dicha paralelización lo cual conlleva complicaciones y errores 
imprevistos dentro de nuestro desarrollo. 
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2.4.3.    Implementación en ClassPip 
 
Vamos a suponer que ClassPip [44] firma un contrato con el gobierno y se 
establece en el 50% de centros educativos del país, los retos con los que se 
puede encontrar son los siguientes: 
 
 Responder a peticiones de 100k usuarios por hora. 
 
Podemos asumir que si el éxito de ClassPip es medianamente importante y se 
implementa en gran parte de los centros educativos de la área metropolitana de 
Barcelona, habrá que servir a un número de usuarios elevado que utilizara la 
aplicación al menos una vez por asignatura. 
 
 
 Realización de grandes cálculos. 
 
La herramienta también sirve para que los profesores mantengan un control 
sobre el progreso de los alumnos y puedan obtener estadísticas. Estarán 
continuamente solicitando a la aplicación la realización de grandes cálculos 
para saber medias de notas, asistencias y demás datos. Incluso sería factible 
que se quisiera usar la aplicación para extraer datos a nivel de municipio o de 
comarca lo cual necesitaría de niveles de computación elevados para poder 
satisfacer a tales necesidades. 
 
2.5.    Comunidad y Futuro de la plataforma 
 
LoopBack forma parte de IBM API Connect una herramienta diseñada para 
establecer una solución a todo el proceso de creación de API’s. 
 
Por formar parte de esta suite LoopBack cuenta con el apoyo de IBM y el 
equipo de IBM API Connect. Esto ya de por si nos podría resultar ser buena 
garantía de su futuro pero además podemos ver que también dispone del 
apoyo de algunas grandes empresas como las de la Fig. 2.8 
 
Fig. 2.8 Empresas que respaldan LoopBack 
 
 
Además al tratarse de un proyecto Open Source podemos observar que hay 
una fuerte comunidad en Github predispuesta a aportar al proyecto [31]. 
 
Podemos observar  en la Fig. 2.9 que la cantidad de gente contribuyendo al 
proyecto es grande y que el número de commits también. 
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Fig. 2.9 Commits en LoopBack 
 
Tanto en LoopBack como en NodeJS que se puede ver en la Fig. 2.10: 
 
 
Fig. 2.10 Commits en NodeJS 
 
 
Quedando seguros de que LoopBack será mantenido es importante mirar el 
estado de desarrollo de NodeJS, que al fin y al cabo es lo que trabaja 
LoopBack. 
 
Para empezar, NodeJS viene ayudado por Google. Desde sus inicios ha ido 
mejorando continuamente, y al ser único en su especie (JavaScript en 
Servidor) podemos ver que muchas empresas del sector informático tienen 
especial interés en que la plataforma funcione. 
 
Básicamente al tratarse de una implementación de JavaScript en servidor están 
aumentando la fuerza laboral disponible, y a su vez disminuyendo la 
complejidad. A  la larga se traduce en un aumento de productividad y desarrollo 
de nuevas aplicaciones en mucho menor tiempo. 
 
Por la razón comentada podemos confiar en que NodeJS está para quedarse, 
quizás no ocupe un primer lugar ni si utilidad sea establecer API’s de gran 
tamaño y súper robustas, pero tiene su sitio en el desarrollo de prototipos y 
aplicaciones no muy demandantes. 
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2.6.    Conclusiones 
 
Tras analizar LoopBack y los lenguajes que entran en juego podemos extraer 
las siguientes conclusiones. 
 
Como ventajas tenemos: 
 
 Fácil Implementación, solo es necesario unos archivos de 
configuración, y cualquier programador puede llegar a hacer una API 
con esta plataforma. 
 
 Útil para crear un prototipo. Dada su simplicidad, crear una API que 
funcione se puede conseguir en muy poco tiempo. 
 
Y como desventajas: 
 
 No hay buen paralelismo en la plataforma de manera intencionada. 
 
 Lógica de JavaScript en servidor no resulta una idea del todo correcta, 
conlleva prácticas de navegador que no se pueden aplicar. 
 
 Imposibilidad de realizar cálculos complejos. 
 
 Ejecución en alto nivel deja de lado la optimización  debido a que no 
tiene opción para tratarla. 
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CAPITULO 3. API REST RUST 
 
Visto cómo funciona LoopBack para crear API’s REST ahora entraremos 
en mayor detalle en cómo funciona la alternativa que hemos propuesto, 
Rust. 
3.0.    Introducción 
 
En este capítulo vamos a tratar la alternativa que se propone a 
LoopBack/NodeJS. Empezaremos explicando la arquitectura que hemos usado 
para tener una API REST, continuaremos con las características de Rust, 
posibilidades del lenguaje e integración con usuarios. Más adelante 
hablaremos de los retos de escalabilidad y Paralelismo que puede tener la 
plataforma y acabaremos con las conclusiones extraídas. 
3.1.    Arquitectura: Rust REST 
 
Para empezar la creación de la API REST [11] en Rust vamos a detallar los 
diferentes módulos que vamos a usar y como nos permitirá Rust entrelazarlo 
entre ellos, una imagen de la estructura se puede ver en la Fig. 3.1 
 
 
Fig. 3.1 Estructura API REST de Rust 
 
Para empezar necesitamos una manejo de base de datos. Rust dispone de 
librerías para casi todas las BBDD conocidas, nosotros nos centraremos en 
MySQL que es la utilizada en ClassPip. 
 
Para tener acceso al driver simplemente en el archivo cargo.toml invocamos 
MySQL [7] y ya obtendremos acceso. 
 
A continuación vamos a precisar de  un servidor HTTP, por lo cual usaremos 
Hyper [9]. Gracias al él dispondremos de un cliente y servidor de HTTP para 
poder crear complejas aplicaciones web. 
 
Un paso más adelante necesitaremos el framework web. En este apartado 
dispondremos de Iron [1] una herramienta muy completa que nos permite crear 
la aplicación que deseemos usando las grandes características de Rust como 
es la seguridad. 
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Si queremos un paso más de abstracción para desarrollar más cómodamente 
la API ya utilizaremos Rustless [13], una librería que nos proporciona un micro-
framework para desarrollar la API, contiene las más básicas funciones 
incluyendo: 
 
 Convenciones comunes 
 Múltiples formatos 
 Restricción basada en subdominios o prefijos 
 Negociación de contenido 
 Versionado 
 Soporte JSON 
 Parseador de Querys en formato String 
 
Rustless en la actualidad, al estar basado en Iron que a su vez utiliza Hyper es 
síncrono lo cual puede llegar a limitar las conexiones múltiples, especialmente 
con Keep-Alive, lo cual se solventa fácilmente utilizando un servidor asíncrono 
de proxy reverso como Nginx. 
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3.2.    Características y Posibilidades 
 
3.2.1.    Rust 
 
Rust es un lenguaje de programación de propósito general, está diseñado para 
ser seguro, concurrente y practico. [6] [22] Soporta paradigmas funcionales y 
de procedimiento imperativo, es sintácticamente parecido a C++, pero está 
diseñado para mayor seguridad de memoria mientras mantiene el rendimiento. 
 
La gran diferencia con JavaScript es que es un lenguaje compilado y compila 
en nativo. 
 
Podemos situar a Rust en el siguiente paradigma de la Fig. 3.2 de la siguiente 
manera: 
 
Fig. 3.2 Comparativa de Paradigmas para Rust 
 
 
RUST es un lenguaje de muy bajo nivel. Para hacernos una idea de la situación 
tenemos Ensamblador, que habla directamente con el hardware, un punto más 
arriba tenemos C que hace más leíble para los humanos la interacción y 
contiene características para programas en el nivel más bajo, 
 
Durante unos 20 años hemos tenido a C++ que se ha encargado de intentar ir 
mejorando el estado de C añadiendo las características que se necesitaban en 
ese momento. En algún punto no se pueden ir poniendo más parches y se ha 
de empezar de nuevo, allí entra Rust, siendo de muy bajo de nivel y en algunos 
aspectos ya es más rápido que C. 
 
Anteriormente hemos visto que para desarrollo de API disponemos de todos los 
Frameworks necesarios, por lo cual teniendo tan buen rendimiento y su 
enfoque en la seguridad, podemos obtener unas API muy robustas y capaces 
de proporcionar un rendimiento sin igual. 
 
 
 
 
26___________________________________________________________  _API REST LoopBack (Node.JS) vs. Rust 
Ventajas [25] [26]: 
 
 Dispone de un gestor de paquetes que resulta una gran ayuda a la hora 
de añadir funcionalidades a tu proyecto. Destaca esencialmente que sea 
a tan bajo nivel y disponga de gestor de paquetes. 
 
 Creado con la seguridad como objetivo y la concurrencia lo cual nos 
aporta gestión de concurrencia en multihilos de manera segura.  
 
 Trata al usuario como persona conocedora y le proporciona control total 
con todas las características de un lenguaje de bajo nivel. 
 
 Futuro de la plataforma para la cual se encuentran proyectos como un 
SO hacen una apuesta segura este lenguaje. 
 
 Abstracción sin tamaño añadido de cabecera. 
 
 Inmutable por defecto. 
 
 Coincidencia de patrones. 
 
 Se pueden usar librerías que no son 100% nativas de Rust como curl 
que está escrito en C. 
 
Algunos inconvenientes de Rust pueden llegar a ser [43]: 
 
 Las reglas de prestado son más estrictas de lo que se puede hacer con 
seguridad y las reglas de inseguro no están definidas de manera 
estricta. 
 
 Rust dispone de 6 tipos de String diferentes. 
 
 Falta de coerción inteligente puede llevar a veces a hacer cosas como: 
&*some_var  lo cual convertira un puntero inteligente en una referencia. 
 
 Rustc es lento a la hora de compilar lo cual conlleva los siguiente 
inconvenientes: 
o Los tipos genéricos son muy populares y son copiados y pegados 
por cada tipo concreto en el cual son usados lo cual conlleva  que 
compilar el mismo código varias veces sea lento 
 
 Linkeo estático de casi todo lleva a librerías desfasadas en el ordenador, 
dinámicamente linkea tu programa a libc así que los ejecutables no son 
completamente independientes. 
 
 Modificar un archivo o actualizar una dependencia necesita que se 
vuelva a compilar todo el código que dependía de esa modificación. 
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3.2.2.    Creación API’s 
 
 Cargo 
 
Para Rust disponemos del manejador de paquetes Cargo [4], el cual 
denomina los paquetes en crates y los ordena según su especialidad. En 
la actualidad hay casi 9000 paquetes todos ellos Open Source, y con la 
posibilidad de participar en su desarrollo. 
 
Cargo se encarga de que al igual que NodeJS con sus librerías de npm, 
siempre tengas un proyecto con todas sus dependencias, pero va más 
allá en los siguientes aspectos: 
 
- Introduce dos archivos con varios bits de información del proyecto. 
 
- Descarga y compila las dependencias de tus proyectos a diferencia 
de NodeJS donde no es necesario compilar. 
 
- Invoca Rustc con los parámetros correctos para compilar el proyecto. 
 
- Introduce convenciones para trabajar más fácilmente con Rust 
 
Como en NodeJS teníamos el archivo Package.json aquí disponemos del 
fichero Cargo.toml como el de la Fig. 3.3 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 Fig. 3.3 Archivo Cargo.toml 
 
Donde podemos introducir unos datos generales del proyecto, ejecutables y 
dependencias. 
 
[package] 
 
name = "example" 
version = "0.0.1" 
authors = [""] 
 
[[bin]] 
name = "backend" 
path = "src/main.rs" 
 
[dependencies] 
postgres = "*" 
r2d2 = "*" 
r2d2_postgres = "*" 
typemap = "*" 
time = "*" 
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Al ser Rust un lenguaje de muy bajo nivel su uso puede estar centrado para 
aplicaciones como Sistemas Operativos, calculadoras y otro software donde 
prime el rendimiento y la seguridad, pero eso no significa que no se pueda 
dedicar al desarrollo web. [21]  
 
Existen varias librerías [8] y Frameworks para el desarrollo [24] de este ámbito, 
podemos encontrar para HTTP la ya mencionada Hyper [9], pero también 
tenemos rust-curl ambas con soporte SSL, después como framework web está 
Iron [1] comentado anteriormente y disponemos de Nickel. [10] 
 
La cantidad es bastante inferior a NodeJS dado que es un lenguaje que no está 
centrado tanto en este ámbito, pero las posibilidades de Rust en cualquier otro 
ámbito hacen sombra a NodeJS, que sólo destacaría por su inmensa cantidad 
de herramientas en este sentido. 
 
En cuanto a Rust, la gran diferencia con la herramienta LoopBack analizada en 
el capítulo previo, será que tendremos que escribir completamente el código. 
No existirá una opción de simplemente rellenar unos ficheros de configuración, 
arrancar el programa, y que se cree la API. Lo que no quiere decir que 
vayamos a hacer de cero todo el proyecto, simplemente usaremos las librerías 
arriba mencionadas y tendremos que unir nosotros las piezas del puzle. 
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3.3.    Adaptabilidad de código nuevo 
 
3.3.1    Código 
 
A primera vista el código en Rust puede parecer algo intimidador, por ejemplo 
observemos el siguiente código [5] de la Fig. 3.4 
 
extern crate iron; 
 
use iron::prelude::*; 
use iron::status; 
 
fn main() { 
    Iron::new(|_: &mut Request| { 
        Ok(Response::with((status::Ok, "Hello world!"))) 
    }).http("localhost:3000").unwrap(); 
} 
Fig. 3.4 Ejemplo de Código de Rust 
 
 
Analizaremos solo para comparar en la creación de API ya que Rust podría 
incluso utilizarse en el desarrollo de Kernels. 
 
A primera vista vemos que la sintaxis es ligeramente distinta a JavaScript, pero 
con algunas similitudes. Podemos dividirlo en tres partes: 1r comando de crear 
una aplicación usando Iron como framework, 2n usamos las librerías que 
queramos añadir al proyecto, y 3r la función que nos sirve el Hello World y abre 
el servidor. 
 
Sin entrar en demasiados detalles, podemos decir que para trabajar con Rust 
tenemos que tener en mente conceptos como los punteros, manejo de 
memoria, uniones, y otras características propias de lenguajes como C, Go, 
Java… lenguajes que se han pensado teniendo en cuenta la lógica de servidor 
o programación de bajo nivel. 
 
Esto nos puede llegar a proporcionar un nivel de control inimaginable en 
JavaScript, lo cual nos abre un abanico de posibilidades mucho mayor para 
crear nuestras aplicaciones teniendo en mente el rendimiento y la seguridad. 
 
3.3.2    Aportaciones de Usuarios nuevos 
 
En el caso de usuarios que querrían desarrollar para Rust tendríamos los 
siguientes perfiles: 
 
 Programador con experiencia en Back End: En este caso contamos 
con un usuario que sabe cómo funciona la lógica de servidor y tiene 
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 experiencia en algún lenguaje especifico de servidor, aprender Rust no 
supondrá ningún problema para él ya que las practicas ya las domina y 
simplemente ha de adaptarse a la sintaxis lo  cual no resulta gran 
problema. 
 
 Programador web: Este usuario tendría serios problemas para poder 
apartarse a Rust, tanto en sintaxis como en práctica, y la curva de 
aprendizaje podría resultar demasiado grande. 
 
 Usuario nuevo: Usuario que empieza en la programación, para este 
perfil aprender Rust será algo que le proporcionara muy buenos 
cimientos sin tener que recurrir a un nivel tan bajo como lo es C y aun 
así obteniendo muy buenos resultados, la curva de aprendizaje 
resultaría muy gratificante. 
 
Para cualquier aportación que se quiera realizar al proyecto puede disponer de 
dos puntos clave. 
 
 Documentación basada en el estándar de Swagger 2.0 lo cual nos 
permite tener un claro conocimiento de cómo trabajar con la API 
 
 Dado que trabajamos sólo con Rust bajo el framework de Rustless, 
podemos añadir los modelos y peticiones que queramos simplemente 
añadiéndolos en el código y vinculándolos correctamente. Luego los 
podemos documentar añadiendo una entrada en Swagger. 
 
3.4.    Escalabilidad y Paralelismo ClassPip 
 
3.4.1.    Escalabilidad con RUST 
 
Como hemos dicho ya muchas veces Rust es de bajo nivel: ventajas de ésto es 
el gran control que nos proporciona sobre la aplicación, y como es lógico 
pensar podemos llegar a implementar una escalabilidad muy robusta. 
 
Unas razones que demuestran lo escalable que es Rust son las siguientes: 
 
 Está diseñado para para tener un buen rendimiento. Las abstracciones 
se resuelven en el tiempo de compilación la mayoría de veces, después 
el código generado por la LLVM (Máquina Virtual de Nivel Bajo) es 
optimizado por la LLVM compiladora. Ni siquiera utiliza un recolector de 
código residual. 
 
 Contiene muchos comprobadores, de tipo, de prestado y cualquier otro 
comprobador que puede complicar su compilación pero a la vez dificulta 
de gran manera tener un programa con errores o agujeros de seguridad. 
Como resultado su manutención en bases de códigos a nivel 
empresarial prevé resultados libres de fallos. 
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Estas ya de por si son razón que respaldan su escalabilidad pero incluso 
podemos encontrar aportaciones de usuarios para demostrar su escalabilidad 
en ejemplos como la implementación de los protocolos de escalabilidad de 
nanomsg de C: https://github.com/blabaere/scaproust 
 
3.4.2.    Paralelismo para múltiples usuarios 
 
Como más adelante realizaremos una prueba de paralelismo y lo 
contrastaremos con LoopBack. Ahora nos limitaremos a explicar la filosofía de 
Rust respecto el paralelismo ya la concurrencia. 
 
Rust en sí no tiene una opinión especifica de cómo realizar el paralelismo o 
concurrencia. La librería estándar expone los hilos del SO y llamadas 
bloqueantes del sistema porque todo el mundo dispone de estos componentes. 
Son estos lo suficientemente uniformes que  permiten proporcionar una 
abstracción sobre dichos componentes de una manera lo suficientemente 
incontrovertible.  
 
Extraído de su propia web podemos ver que ellos se encargan de proporcionar 
las herramientas para que crees tu propio acercamiento a solventar la 
concurrencia. Al trabajar a tan bajo nivel las posibilidades son enormes. 
 
De todos modos, si no quisiéramos enfocarnos en un desarrollo de un método 
de concurrencia, lo cual conlleva sus dificultades y tiempo, podemos encontrar 
ya librerías creadas por la comunidad que nos podrían ayudar. [15] 
3.4.3.    Implementación en ClassPip 
 
En un primer análisis el problema al implementar en ClassPip [44] puede llegar 
a ser su implementación en el entorno de programación para los 
desarrolladores que hay en el proyecto. Acostumbrados a trabajar con 
JavaScript, tener que hacer el cambio les resultara complicado, y es posible 
que se pare el desarrollo al no poder funcionar como desarrolladores Full 
Stack. Hasta que no dominen algo de Rust o se cambie la lógica de trabajo y 
se separen los dos lados de programación del proyecto, este podría estar 
parado. 
 
En cuanto a retos tecnológicos difícilmente podrá encontrarse alguno por los 
siguientes puntos: 
 
 Concurrencia nativa segura y robusta. 
 
 Posibilidad de realizar grandes cálculos sin saturar la API. 
 
 Escalabilidad garantizada. 
 
 Rendimiento comparable a C sin ser demasiado complicado de usar. 
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3.5.    Comunidad y Futuro de la plataforma 
 
Fig. 3.5 Logo de Rust y su mayor apoyo 
 
Al igual que LoopBack/NodeJS Rust también es un proyecto Open Source en 
su caso principalmente respaldado por Mozilla (Fig. 3.5). Como todo proyecto 
Open Source podemos contar con aportaciones desinteresadas de usuarios de 
la red, pero es que además Rust ha recibido un premio por una conocida web 
de programación, StackOverFlow , como el lenguaje más querido del año 2016, 
lo cual nos demuestra que es un lenguaje querido por la comunidad y nos 
asegura un próspero futuro a este lenguaje. 
 
Podemos ver las aportaciones de usuarios en términos de commits en la Fig. 
3.6 
 
Fig. 3.6 Commits Rust 
 
 
A primera vista vemos que el lenguaje lleva 7 años con un gran apoyo y un 
número de commits bastante grande, tanto que supera a la suma de NodeJS y 
LoopBack en términos de aportaciones e interés. 
 
Las posibilidades con Rust son ilimitadas en términos de programación, todo es 
posible con esta plataforma, simplemente hay que mirar la existencia de un 
sistema operativa creado únicamente con Rust, ReduxOS, donde incluso el 
Kernel está programado con Rust, por lo que si un lenguaje de tan bajo nivel 
nos permite programar de manera sencilla una API vemos que es una 
herramienta muy útil y poderosa. 
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3.6.    Conclusiones 
 
Tras realizar el análisis de Rust vamos a presentar las siguientes conclusiones. 
 
Como desventajas tenemos: 
 
 Lenguaje de programación de bajo nivel, lo cual conlleva cierta 
dificultad y conceptos no presentes en navegador. 
 
 Más complicado ser programador Full Stack experimentado usando 
Rust como lenguaje de servidor porque conlleva más tiempo y diferentes 
lenguajes, a diferencia de JavaScript que está en ambos lugares. 
 
Y como ventajas: 
 
 Al ser un lenguaje de programación de bajo nivel podemos obtener un 
mayor control sobre nuestra aplicación y obtener un rendimiento muy 
superior. 
 
 La curva de aprendizaje puede resultar grande al principio pero conlleva 
unos resultados muy gratificantes, no sólo por las posibilidades que 
ofrece, sino por las prácticas de programación que inculca. 
 
 Lenguaje pensado con la seguridad como prioridad, lo que resulta una 
gran ayuda al usuarios porque le quita preocupaciones a la hora de 
programar. 
 
 Posibilidades casi ilimitadas. 
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CAPITULO 4. RUST VS NODEJS EN CLASSPIP 
 
Tras ver de manera teorica como funciona cada lenguaje y su 
implementación de cara a una arquitectura de API REST, vamos a realizar 
unos test en entornos reales para ver como rinden los lenguajes 
finalizando con una analisis de los resultados. 
4.0.    Introducción 
 
En el siguiente apartado vamos a comparar los dos lenguajes con sus 
respectivas API’s siguiendo una serie de pruebas que medirán el rendimiento 
[2] de estas API’s. [12] 
 
El hardware en que se realizará la prueba es el siguiente y será el mismo para 
todas las pruebas: 
 
OS: Ubuntu 16.04 Xenial 
CPU: Intel Core i7-5700HQ CPU @ 2.694GHz 
RAM: 6GB 
Almacenamiento: SSD 
 
La herramienta que utilizaremos para realizar la medida de la latencia y el 
caudal se llama wrk2 [14].  
 
wrk2 [17] es una herramienta para realizar Benchmarks de HTTP capaz de 
generar una carga significante cuando se arranca en una CPU de múltiples 
núcleos. Combina un diseño multihilos con notificación escalable de eventos 
como epoll y kqueue propios de C. 
 
wrk2 [16] es una mejora sobre el proyecto inicial de wrk ya que añade un 
carga de caudal constante, y a la vez detalles de latencia tan precisos que si se 
arranca suficiente tiempo producen detalles sobre los 99.9999% de precisión. 
 
En contraste con wrk2 también haremos uso de una herramienta llamada 
Apache Benchmark [23], la cual está diseñada para calcular las peticiones por 
segundo y a la vez es capaz de realizar peticiones POST para controlar la 
respuesta del servidor. 
 
Una de las razones por las que usamos Apache Benchmark [23] es debido a 
su capacidad de realizar peticiones sin keep-Alive, algo muy útil para evitar 
timeouts con Rust sin tener que usar Nginx por el medio, ya que Rust mantiene 
indefinidamente los threads y puede tardar demasiado en liberarlos. 
 
El primer set de pruebas lo vamos a realizar sobre la API de LoopBack en su 
raíz, es decir, sobre la dirección base en la que solo sirve lo más básico donde 
no interviene ningún modulo que pueda añadir carga a las peticiones. 
 
En ambos casos nos hemos asegurado que ambos documentos en las 
peticiones GET son idénticos en tamaño alcanzando los 53 bytes. 
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4.1.    Pruebas de Rendimiento 
4.1.1.     Peticiones por segundo 
 
La prueba que realizaremos en este apartado será para cuantificar el número 
de peticiones por segundo capaz de servir [18]. 
 
Pruebas realizadas sobre la API de LoopBack en la dirección 
http://localhost:3001/ 
 
Comando empleado: ab -n 50000 -c 1000 -t 30 http://0.0.0.0:3001/  
Donde indicamos un total de 50000 peticiones, con 1000 peticiones a la vez y 
una duración máxima de 30s. Se pueden encontrar más detalles en el anexo 
8.3.1 API LoopBack test de Peticiones/s. 
 
Tabla 2.1. LoopBack resultados peticiones/segundo 
 
Concurrency Level:      1000
Time taken for tests:   12.321 seconds
Complete requests: 50000
Failed requests:        4930
(Connect: 0, Receive: 0, Length: 4930, Exceptions: 0)
Total transferred: 21144387 bytes
HTML transferred:       2650000 bytes
Requests per second:    4058.02 [#/sec] (mean)
Time per request:       246.425 [ms] (mean)
Time per request:       0.246 [ms] (mean, across all concurrent requests)
Transfer rate:          1691.73 [Kbytes/sec] received
 
 
Pruebas realizadas sobre la API de Rust en la dirección http://localhost:3002/ 
Donde indicamos un total de 50000 peticiones, con 1000 peticiones a la vez y 
una duración máxima de 30s. Se pueden encontrar más detalles en el anexo 
8.3.2 API Rust test de Peticiones/s. 
 
Comando empleado: ab -n 50000 -c 1000 -t 30 http://0.0.0.0:3002/  
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Tabla 2.2. Rust resultados peticiones/segundo 
 
 
Concurrency Level:      1000
Time taken for tests:   1.510 seconds
Complete requests: 50000
Failed requests:        0
Total transferred: 7750000 bytes
HTML transferred:       2650000 bytes
Requests per second:    33118.75 [#/sec] (mean)
Time per request:       30.194 [ms] (mean)
Time per request:       0.030 [ms] (mean, across all concurrent requests)
Transfer rate:          5013.09 [Kbytes/sec] received
 
 
Como detalle a observar en estas pruebas es que las cabeceras de LoopBack 
son mucho mayores (conteniendo mensajes no del todo indispensables) y eso 
se refleja en el Total transferido. 
 
En el siguiente gráfico de la Fig. 4.1 se muestra una comparativa de las 
latencias. 
 
 
 
Fig. 4.1 Gráfica Latencia (Media) 
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Y en la Fig. 4.2 una comparativa de las peticiones 
 
 
 
Fig. 4.2 Gráfica Peticiones/s 
 
Cabe destacar la gran diferencia de peticiones que es capaz de procesar Rust 
con una latencia mucho inferior a la de LoopBack y también que tarda 8 veces 
menos en completar el mismo número de peticiones y además no falla en 
ninguna, al contrario de LoopBack que falla un 5% de las peticiones. 
4.1.2.     Computación 
 
En este apartado vamos a calcular el tiempo de computación en realizar un 
cálculo matemático cuando realicemos una petición a la API. 
 
Este cálculo  puede ser útil en ClassPip si se quisiera calcular la nota media de 
los alumnos de una ciudad según los centros educativos, o calcular la 
asistencia de los alumnos al centro durante el periodo de un año, por ejemplo. 
 
El cálculo que proponemos será el siguiente: 
 
Dados 100.000 usuarios cada uno con 10 asignaturas y 20 notas por 
asignatura a lo largo del trimestre, vamos a calcular la nota media añadiendo 
como números aleatorios las notas, esto equivale a 200 notas por alumnos de 
las cuales hay que realizar la media y después la media con las 20.000.000 de 
notas que recogeremos. 
 
La ruta que consultamos solo nos devolverá un número que será el resultado 
de la computación. 
 
 
0
5000
10000
15000
20000
25000
30000
35000
Rust LoopBack
Peticiones/s 
Peticiones/s
38___________________________________________________________  _API REST LoopBack (Node.JS) vs. Rust 
API LoopBack resultados: 
 
Comando empleado: 
ab -n 50000 -c 1000 -t 30 http://0.0.0.0:3000/user/grades 
Se pueden encontrar más detalles en el anexo 8.4.1 API LoopBack test de 
Computación. 
 
Tabla 2.3. LoopBack resultados computación 
 
 
Concurrency Level:      1000
Time taken for tests:   30.000 seconds
Complete requests: 49268
Failed requests:        0
Total transferred: 112331040 bytes
HTML transferred:       96713084 bytes
Requests per second:    1642.26 [#/sec] (mean)
Time per request:       608.918 [ms] (mean)
Time per request:       0.609 [ms] (mean, across all concurrent requests)
Transfer rate:          3656.59 [Kbytes/sec] received  
 
 
API Rust resultados: 
 
Comando empleado 
ab -n 50000 -c 1000 -t 30 http://0.0.0.0:3001/grades  
Se pueden encontrar más detalles en el anexo 8.4.2 API Rust test de 
Computación. 
 
 
Tabla 2.4. Rust resultados computación 
 
 
Concurrency Level:      1000
Time taken for tests:   2.370 seconds
Complete requests: 50000
Failed requests:        0
Total transferred: 81424980 bytes
HTML transferred:       75956880 bytes
Requests per second:    20971.75 [#/sec] (mean)
Time per request:       47.683 [ms] (mean)
Time per request:       0.048 [ms] (mean, across all concurrent requests)
Transfer rate:          3656.59 [Kbytes/sec] received  
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Fig. 4.3 Gráfica Computación 
 
 
Como podemos observar en la Fig. 4.3 Rust ha sido capaz de hacer la 
computación en un tiempo mucho menor gracias a que ha  realizado un mayor 
número de peticiones por segundo. También se puede observar que en ambos 
casos el Total transferido es bastante similar debido a que los datos que han de 
tratar son los mismos. 
4.1.3.     Latencia y Caudal 
 
Para el cálculo de la latencia utilizaremos la herramienta wrk2 que aunque 
Apache Benchmark también es capaz de calcular la precisión de wrk2 es 
mucho mayor. Le añadiremos la opción de –latency para obtener los resultados 
de la latencia. 
 
La latencia nos sirve para saber cuál es la interacción a nivel de hardware: 
cuanta más baja sea mejor porque significara que realizamos una óptima 
utilización de los recursos y conseguimos que la comunicación con hardware 
sea más fluida a su vez eliminando un cuello de botella en este apartado. 
 
El primer set de pruebas lo vamos a realizar sobre la API de LoopBack en su 
raíz, es decir, sobre la dirección base en la que solo sirve lo más básico: 
 
Pruebas realizadas sobre la API de LoopBack 
Comando empleado:  
wrk --latency -t4 -c1000 -d60s -R2000 http://localhost:3001/ 
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Resultados: 
 
Tabla 2.5. LoopBack resultados latencia. Mas detalles en 8.6.1 API LoopBack 
test de Latencia. 
 
  Thread Stats   Avg      Stdev     Max   +/- Stdev
Latency     2.46ms    1.87ms  29.36ms   89.73%
    Req/Sec   527.01    184.56     1.55k    73.71%
  Latency Distribution (HdrHistogram - Recorded Latency)
50,000% 2.07ms
75,000% 2.85ms
90,000% 3.96ms
99,000% 10.49ms
99,900% 19.60ms
99,990% 23.45ms
99,999% 29.26ms
100,000% 29.38ms  
 
Pruebas realizadas sobre la API de Rust 
Comando empleado:  
wrk --latency -t4 -c1000 -d60s -R2000 http://localhost:3002/ 
 
 
 
Resultados:  
 
Tabla 2.6. Rust resultados latencia. Mas detalles en 8.6.1 API Rust test de 
Latencia. 
 
  Thread Stats   Avg      Stdev     Max   +/- Stdev
Latency     1.74ms    835.26us 6.05ms   69.52%
    Req/Sec   17.37 56.79 330 90.52%
  Latency Distribution (HdrHistogram - Recorded Latency)
50,000% 1.66ms
75,000% 2.24ms
90,000% 2.84ms
99,000% 4.34ms
99,900% 5.50ms
99,990% 6.05ms
99,999% 6.05ms
100,000% 6.05ms  
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De ambos resultados podemos obtener grafico de la Fig. 4.4 donde el eje de 
las ordenadas representa la duración en ms [19] [20]. 
 
 
Fig. 4.4 Comparativa Latencias y confianza 
 
Podemos ver que la latencia de Rust se mantiene y en una escala muy inferior, 
también podemos observar que llega antes al punto de 99.999% por lo que 
resulta más fidedigno. 
 
Caudal 
 
Para el caudal veremos cómo reacciona la aplicación a diferentes caudales de 
datos, sabemos que hoy en día existen conexiones domesticas de 1GBps y 
veremos si los lenguajes a probar están preparados para esto. 
 
En las pruebas previas de latencia y peticiones por segundo hemos usado un 
caudal constante de 1000 peticiones por segundo. Vamos a aumentar dicho 
caudal y observar la respuesta de las dos API’s a valores de 16000, 32000, 
116000 y 500000 peticiones por segundo constantes. 
 
Las pruebas de caudal vienen en el siguiente formato:  
 
API de LoopBack 
 
16000  
 
Tabla 2.7. LoopBack resultados caudal. Mas detalles en 8.7.1 API LoopBack 
test de Caudal. 
 
  Thread Stats   Avg      Stdev     Max   +/- Stdev
Latency     23.41s   9.27s 39.29s   57.72%
    Req/Sec   1.36k   25.15   1.40k    33.33%
322971 requests in 1.00m, 133.33MB read
Requests/sec:   5382.92
Transfer/sec:      2.22MB  
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API de Rust 
 
16000  
 
Tabla 2.8. Rust resultados caudal . Mas detalles en 8.7.2 API Rust test de 
Caudal. 
 
  Thread Stats   Avg      Stdev     Max   +/- Stdev
Latency     1.49ms 787.44us 9.02ms   73.30%
    Req/Sec   134.23 103.29 444.0   58.91%
322971 requests in 1.00m, 133.33MB read
Requests/sec:   501.37
Transfer/sec:      75.89KB  
 
 
Fig. 4.5 Comparativa del afecto del Caudal 
 
Como podemos observar en la Fig. 4.5. Rust mejora en peticiones siendo 
capaz de mantener la latencia, por el otro lado, LoopBack con aumentar 
mínimamente el caudal, la latencia se dispara y no es capaz de compensarlo 
con las peticiones. 
 
También podemos ver que en estas pruebas de caudal alguna parte de las 
peticiones de Rust acaban en timeout. Esto es debido a la manera en que trata 
las peticiones a través de Keep-Alive Rust. Como para este estudio en concreto 
no conlleva ninguna interferencia en los resultados, se ha dejado sin tratar. 
4.1.4.     Robustez 
 
En este apartado mediremos la robustez de la API. 
 
Con tal de realizar estas pruebas usaremos Apache Benchmark ya que nos 
permite realizar peticiones POST y comprobar los resultados. 
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La prueba es simple, dispondremos de una petición en ambas API que acepte 
un POST y mediante la herramienta Apache Benchmark realizaremos dicha 
petición probando diferentes combinaciones y mediremos la respuesta. 
 
Primero realizaremos un POST simple con los parámetros correctos y veremos 
el resultado, seguidamente enviaremos un POST con un formato incorrecto de 
datos y veremos el resultado. 
 
API de LoopBack: 
Se pueden encontrar más detalles en el anexo 8.5.1 API LoopBack test de 
Robustez. 
 
Petición correcta 
 
Tabla 2.9. LoopBack resultados robustez petición correcta 
 
Time taken for tests:   28.555 seconds
Complete requests:      50000
Failed requests: 0
Non-2xx responses: 0
Total transferred:      113950000 bytes
Total body sent:        9250000
HTML transferred:       98100000 bytes
Requests per second:    1751.00 [#/sec] (mean)
Time per request:       571.103 [ms] (mean)
Time per request:       0.571 [ms] (mean, across all concurrent requests)
Transfer rate:          3897.00 [Kbytes/sec] received
314.63 kb/s sent
4211.63 kb/s total
 
Petición Incorrecta 
 
Tabla 2.10. LoopBack resultados robustez petición incorrecta 
 
Time taken for tests:   29.541 seconds
Complete requests:      50000
Failed requests: 0
Non-2xx responses: 50000
Total transferred:      113950000 bytes
Total body sent:        20050000
HTML transferred:       98100000 bytes
Requests per second:    1692.58 [#/sec] (mean)
Time per request:       590.816 [ms] (mean)
Time per request:       0.591 [ms] (mean, across all concurrent requests)
Transfer rate:          3766.97 [Kbytes/sec] received
662.82 kb/s sent
4429.79 kb/s total
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API de Rust: 
Se pueden encontrar más detalles en el anexo 8.5.2 API Rust test de 
Robustez. 
 
Petición correcta 
 
Tabla 2.11. Rust resultados robustez petición correcta 
 
Time taken for tests:   1.562 seconds
Complete requests:      50000
Failed requests: 0
Non-2xx responses: 0
Total transferred:      6500000 bytes
Total body sent:        9250000
HTML transferred:       650000 bytes
Requests per second:    32000.51 [#/sec] (mean)
Time per request:       31.250 [ms] (mean)
Time per request:       0.031 [ms] (mean, across all concurrent requests)
Transfer rate:          4062.57 [Kbytes/sec] received
5781.34 kb/s sent
9843.91 kb/s total
 
 
Petición Incorrecta 
 
Tabla 2.12. Rust resultados robustez petición incorrecta 
 
Time taken for tests:   1.562 seconds
Complete requests:      50000
Failed requests: 0
Non-2xx responses: 50000
Total transferred:      6500000 bytes
Total body sent:        20050000
HTML transferred:       650000 bytes
Requests per second:    32754.69 [#/sec] (mean)
Time per request:       30.530 [ms] (mean)
Time per request:       0.031 [ms] (mean, across all concurrent requests)
Transfer rate:          4158.31 [Kbytes/sec] received
12858.77 kb/s sent
 
Antes de analizar los resultados hay que tener en cuenta que LoopBack 
dispone de unos bytes de cabecera mayores a los de Rust por lo que el total 
transferido una vez más será mayor. 
 
En estos resultados nos vamos a fijar en diferentes aspectos: 
El primero de ellos es el tiempo que tarda en hacer las peticiones, LoopBack 
llega a tardar 1s más si enviamos una petición incorrecta.  
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Esto es debido a la manera en que gestiona LoopBack los errores ya que 
añade aún más bytes en la cabecera. 
 
A efectos de los bytes adicionales podemos observar que en  LoopBack se 
reduce el número de respuestas capaz de servir. 
 
Otro detalle a destacar es la velocidad de transferencia que se establece con la 
API, aun estando en localhost Rust consigue ser mucho más rápido debido 
a que es un lenguaje de mucho más bajo nivel que LoopBack que está 
basado en JavaScript. 
4.2 Conclusiones a partir de las pruebas efectuadas 
 
Después de haber concluido las pruebas de ambas API’s vamos a destacar los 
puntos más relevantes que hemos observado. 
 
 
 Latencia , Caudal y Peticiones 
 
Hemos podido observar una gran diferencia entre ambas API’s debido al 
nivel de ejecución en el que se encuentran. Rust es capaz de 
proporcionar mejores resultados al trabajar en un nivel más bajo y 
también hemos visto que Rust responde bien bajo presión si 
aumentamos el caudal, ya que su latencia no aumenta pero sí que 
mejoran sus peticiones por segundo, al contrario de LoopBack. 
 
 Robustez y Computación 
 
En este apartado hemos visto que una vez más Rust resplandece 
gracias a su nivel de ejecución ya que no produce más bytes de 
cabecera si encuentra errores. 
 
En cuanto a computación por la misma razón de la robustez es capaz de 
realizar cálculos de manera mucho más rápida debido a su 
comunicación más directa con la base de datos y el hardware. 
 
 
En conclusión podemos decir que Rust sale ganando en todos los aspectos y 
básicamente es debido a que es un lenguaje de bajo nivel comparable a C, 
como su comunicación con el Hardware resulta más directa, es capaz de 
realizar todas las necesidades de una API de manera mucho más veloz. 
 
Además, podemos pensar que si se parece a C será muy complicado 
programar una API en él o que hay que tener muy en cuenta la seguridad y que 
en ese aspecto sería mejor usar LoopBack, pero después de tratar con Rust 
podemos decir, con confianza, que no es nada comparable a C en términos de 
usabilidad y accesibilidad ya que está mucho mejor diseñado en ese aspecto y 
además incluye mejoras sustanciales en seguridad. 
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CAPITULO 5. PROPUESTAS DE CARA A CLASSPIP 
5.1.    Propuesta de mejora de API 
 
Las siguiente proposiciones tiene como objetivo marcar unas directrices que 
creemos podría mejorar el rendimiento de la API de ClassPip, algunas de ella 
están basados en los resultados obtenidos como la propuesta número 1 y otras 
pueden tener un toque subjetivo como la propuesta número 2. 
 
Propuesta número 1:  
 
Como primera recomendación para la API si se tiene pensado entrar en 
entornos de desarrollo a gran nivel es utilizar Rust. LoopBack ya ha servido 
como prueba de concepto de que la idea de ClassPip es viable e 
implementable pero si se desea tener unos resultados competentes de 
rendimiento habría que usar Rust. Además al estar en fase de desarrollo sería 
el mejor momento para cambiar el lenguaje de la API. 
 
Propuesta número 2: 
 
Mejorar la base de datos e introducir PostgreSQL, aunque no hayamos hecho 
pruebas específicas sobre la base de datos sí que podríamos sugerir el uso de 
esta alternativa si se quisiera mantener el uso de LoopBack como herramienta 
de creación de API’s. PostgreSQL presenta un modelo de datos mucho más 
robusto y a la vez mucho más control sobre las variables, comparado con 
MySQL es mucho más completo y eficaz además de ser Open Source. 
[49][50][51] 
 
Creemos que con la implementación de estas dos propuestas incrementara 
notablemente el rendimiento de la aplicación y a la vez dejará ClassPip 
preparada para trabajar en un entorno de desarrollo de gran nivel. 
 
5.2.    Consejos para trabajar con Rust 
 
De cara a trabajar con Rust hay que tener en cuenta unos pequeños detalles: 
 
 Es importante usar siempre la versión más nueva y estable, e incluso a 
veces mejor la versión nightly. Cuando haya un error de dependencias lo  
idóneo es actualizar y con Rust es mejor hacerlo cada día. 
 
 Rust no dispone de un IDE como Java con Eclipse pero se pueden usar 
alternativas como VS Code con plugin de Rust, o usar la versión beta del 
IDE de IntelliJ, pero aún está muy verde. 
 
 Cuando estemos probando nuestra aplicación compilamos simplemente 
con –build. En cambio, sí subimos a producción con –build-release  para 
disponer de un código más optimizado aunque tarde más en compilar. 
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CAPITULO 6. CONCLUSIONES 
6.1.    Resultados del Proyecto 
 
Como resultados finales, después de haber hecho las pruebas, podemos 
afirmar que JavaScript no sirve para servidor, existiendo una alternativa como 
Rust 
 
A medida que se iba haciendo el estudio teórico más indicios se encontraban 
que Rust iba a tener un mejor rendimiento en cuanto a tecnología para 
constituir API’s REST. Nada más lejos de lo esperado al realizar los test ha 
salido claro vencedor en todos los ámbitos. 
 
Si intentamos encontrar un punto flojo del ganador seria la curva de 
aprendizaje en comparación con LoopBack, que resulta mucho menor, pero 
dicha diferencia se resuelve cuando se comparan las recompensas que trae 
cada lenguaje. 
 
No sólo hemos aprendido que Rust funciona mejor que LoopBack en 
realización de API REST, sino que funciona mejor en casi todos los ámbitos. 
En consecuencia y a largo plazo, LoopBack debería ser relevado a un segundo 
plano ya que el rendimiento (fuera de web) de JavaScript no es comparable al 
rendimiento de Rust. 
6.2.    Conclusiones Personales 
 
Tras haber realizado este proyecto puedo extraer las siguientes conclusiones: 
 
Trabajar con una nueva tecnología como es Rust puede llegar a ser 
complicado y bastante impredecible. En este caso Rust ha estado en constante 
desarrollo [3] durante toda la duración del proyecto por lo que sobre la marcha 
ha habido que cambiar partes del código para que se adaptaran a las nuevas 
modificaciones. 
 
He dedicado mucho tiempo a solventar errores de complicación, cuando la 
única solución era  actualizar la versión con la que estás trabajando. 
 
También se han dado casos en los que me ha resultado difícil progresar puesto 
que eran implementaciones nuevas, las cuales no tenían una documentación 
muy clara, y me podía encallar hasta que en algún foro de expertos encontraba 
la solución. 
 
Otra gran diferencia entre ambos lenguajes es la compilación: acabas 
trabajando más deprisa con LoopBack por el solo hecho de que una vez 
escribes código puedes probarlo enseguida, al contrario que con Rust que has 
de ir compilando cada vez, y a medida que aumenta el proyecto el tiempo de 
compilación también crece. 
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Por el otro lado trabajar con una tecnología que lleva ya más tiempo en el 
mercado resulta mucho más agradable porque sabes lo que esperas y hay 
muchísimas más documentación al respecto, la gente ya ha tenido los errores 
que buscas y además los ha podido solucionar. 
 
Así que como resumen final: Lo nuevo puede llegar a ser mucho más difícil de 
implementar pero puede traer una buena recompensa, como ha sido este caso, 
por lo que valió la pena arriesgarse. 
 
6.3.    Recomendaciones de cara al proyecto final 
 
De cara a un proyecto final tengo dos recomendaciones: 
 
Tener mucha paciencia y mirar de contrastar la información. 
De cara al estudio teórico hay mucho contenido en la web que puede estar 
influenciado de alguna manera en favor de un interés comercial, por lo que 
quizás no encuentras unos resultados subjetivos: simplemente has de buscar 
diferentes artículos y bajo tu propio criterio intentar seleccionar el correcto.  
 
Tener mucha paciencia (Otra vez) con las nuevas tecnologías. 
Como previamente se ha comentado, una tecnología en desarrollo tiende a 
cambiar y puede llegar a crear problemas en tu entorno de desarrollo, por lo 
que siempre has de estar el tanto de los nuevos cambios para poder 
rápidamente adaptarte y no perder el tiempo en este sentido. 
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CAPITULO 8. ÁNEXO 
8.1.    Código API Rust para los test 
 
El código  que se ha utilizado para hacer las pruebas de LoopBack se puede 
encontrar en el siguiente enlace: https://github.com/classpip/classpip-services  
Y para las pruebas de Rust en este otro: https://github.com/lima9/RustTest 
 
8.2.    Tabla comparativa previa a la elección de alternativa 
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8.3.    Resultados del test de Peticiones/s 
8.3.1.    API LoopBack test de Peticiones/s 
 
ab -n 50000 -c 1000 -t 30 http://0.0.0.0:3001/ 
 
This is ApacheBench, Version 2.3 <$Revision: 1706008 $> 
Copyright 1996 Adam Twiss, Zeus Technology Ltd, http://www.zeustech.net/ 
Licensed to The Apache Software Foundation, http://www.apache.org/ 
 
Benchmarking 0.0.0.0 (be patient) 
Completed 5000 requests 
Completed 10000 requests 
Completed 15000 requests 
Completed 20000 requests 
Completed 25000 requests 
Completed 30000 requests 
Completed 35000 requests 
Completed 40000 requests 
Completed 45000 requests 
Completed 50000 requests 
Finished 50000 requests 
 
 
Server Software:         
Server Hostname:        0.0.0.0 
Server Port:            3001 
 
Document Path:          / 
Document Length:        53 bytes 
 
Concurrency Level:      1000 
Time taken for tests:   12.321 seconds 
Complete requests:      50000 
Failed requests:        4930 
   (Connect: 0, Receive: 0, Length: 4930, Exceptions: 0) 
Total transferred:      21144387 bytes 
HTML transferred:       2650000 bytes 
Requests per second:    4058.02 [#/sec] (mean) 
Time per request:       246.425 [ms] (mean) 
Time per request:       0.246 [ms] (mean, across all concurrent requests) 
Transfer rate:          1691.73 [Kbytes/sec] received 
 
Connection Times (ms) 
              min  mean[+/-sd] median   max 
Connect:        0  165 653.4      0    7020 
Processing:    23   58  60.5     56    1653 
Waiting:       23   58  60.5     56    1653 
Total:         23  223 676.0     58    7310
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Percentage of the requests served within a certain time (ms) 
  50%     58 
  66%     64 
  75%     66 
  80%     68 
  90%   1024 
  95%   1069 
  98%   3048 
  99%   3078 
 100%   7310 (longest request) 
 
 
8.3.2.    API Rust test de Peticiones/s 
 
ab -n 50000 -c 1000 -t 30 http://localhost:3002/ 
 
This is ApacheBench, Version 2.3 <$Revision: 1706008 $> 
Copyright 1996 Adam Twiss, Zeus Technology Ltd, http://www.zeustech.net/ 
Licensed to The Apache Software Foundation, http://www.apache.org/ 
 
Benchmarking localhost (be patient) 
Completed 5000 requests 
Completed 10000 requests 
Completed 15000 requests 
Completed 20000 requests 
Completed 25000 requests 
Completed 30000 requests 
Completed 35000 requests 
Completed 40000 requests 
Completed 45000 requests 
Completed 50000 requests 
Finished 50000 requests 
 
 
Server Software:         
Server Hostname:        localhost 
Server Port:            3002 
 
Document Path:          / 
Document Length:        53 bytes 
 
Concurrency Level:      1000 
Time taken for tests:   1.510 seconds 
Complete requests:      50000 
Failed requests:        0 
Total transferred:      7750000 bytes 
HTML transferred:       2650000 bytes 
Requests per second:    33118.75 [#/sec] (mean) 
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Time per request:       30.194 [ms] (mean) 
Time per request:       0.030 [ms] (mean, across all concurrent requests) 
Transfer rate:          5013.09 [Kbytes/sec] received 
 
Connection Times (ms) 
              min  mean[+/-sd] median   max 
Connect:        1   17 117.7      2    1007 
Processing:     1    3   8.8      3     403 
Waiting:        1    3   8.8      2     402 
Total:          3   20 120.9      5    1407 
 
Percentage of the requests served within a certain time (ms) 
  50%      5 
  66%      6 
  75%      6 
  80%      6 
  90%      7 
  95%      8 
  98%     12 
  99%   1009 
 100%   1407 (longest request) 
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8.4.    Resultados del test de Computación 
8.4.1.    API LoopBack test de Computación 
 
ab -n 50000 -c 1000 -t 30 http://0.0.0.0:3001/user/grades 
 
This is ApacheBench, Version 2.3 <$Revision: 1706008 $> 
Copyright 1996 Adam Twiss, Zeus Technology Ltd, http://www.zeustech.net/ 
Licensed to The Apache Software Foundation, http://www.apache.org/ 
 
Benchmarking 0.0.0.0 (be patient) 
Completed 5000 requests 
Completed 10000 requests 
Completed 15000 requests 
Completed 20000 requests 
Completed 25000 requests 
Completed 30000 requests 
Completed 35000 requests 
Completed 40000 requests 
Completed 45000 requests 
Finished 49268 requests 
 
 
Server Software:         
Server Hostname:        0.0.0.0 
Server Port:            3001 
 
Document Path:          /user/grades 
Document Length:        1963 bytes 
 
Concurrency Level:      1000 
Time taken for tests:   30.000 seconds 
Complete requests:      49268 
Failed requests:        0 
Total transferred:      112331040 bytes 
HTML transferred:       96713084 bytes 
Requests per second:    1642.26 [#/sec] (mean) 
Time per request:       608.918 [ms] (mean) 
Time per request:       0.609 [ms] (mean, across all concurrent requests) 
Transfer rate:          3656.59 [Kbytes/sec] received 
 
Connection Times (ms) 
              min  mean[+/-sd] median   max 
Connect:        0  389 1244.4      0   15040 
Processing:    21  165  86.8    157    3279 
Waiting:       21  165  86.8    157    3279 
Total:         44  554 1264.4    161   15219 
 
Percentage of the requests served within a certain time (ms) 
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  50%    161 
  66%    175 
  75%    199 
  80%   1139 
  90%   1173 
  95%   1412 
  98%   3194 
  99%   7181 
 100%  15219 (longest request) 
 
 
8.4.2.    API Rust test de Computación 
 
ab -n 50000 -c 1000 -t 30 http://localhost:3000/grades 
 
This is ApacheBench, Version 2.3 <$Revision: 1706008 $> 
Copyright 1996 Adam Twiss, Zeus Technology Ltd, http://www.zeustech.net/ 
Licensed to The Apache Software Foundation, http://www.apache.org/ 
 
Benchmarking localhost (be patient) 
Completed 5000 requests 
Completed 10000 requests 
Completed 15000 requests 
Completed 20000 requests 
Completed 25000 requests 
Completed 30000 requests 
Completed 35000 requests 
Completed 40000 requests 
Completed 45000 requests 
Finished 50000 requests 
 
 
Server Software:         
Server Hostname:        localhost 
Server Port:            3000 
 
Document Path:          /grades 
Document Length:        1528 bytes 
 
Concurrency Level:      1000 
Time taken for tests:   2.370 seconds 
Complete requests:      50000 
Failed requests:        0 
Total transferred:      81424980 bytes 
HTML transferred:       75956880 bytes 
Requests per second:    20971.75 [#/sec] (mean) 
Time per request:       47.683 [ms] (mean) 
Time per request:       0.048 [ms] (mean, across all concurrent requests) 
Transfer rate:          33546.62 [Kbytes/sec] received 
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Connection Times (ms) 
              min  mean[+/-sd] median   max 
Connect:        0    3  48.4      0    1006 
Processing:     1    6  17.3      5     820 
Waiting:        1    6  17.3      4     820 
Total:          3    9  60.9      5    1824 
 
Percentage of the requests served within a certain time (ms) 
  50%      5 
  66%      6 
  75%      7 
  80%      7 
  90%      8 
  95%     13 
  98%     25 
  99%     36 
 100%   1824 (longest request) 
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8.5.    Resultados del test de Robustez 
8.5.1.    API LoopBack test de Robustez 
 
Muestra Petición Incorrecta: 
{ 
"email": "hol35a@hi.com", 
"password":"mis" 
"email": "hol35a@hi.com", 
"password":"mis" 
"email": "hol35a@hi.com", 
"password":"mis" 
"email": "hol35a@hi.com", 
"password":"mis" 
"email": "hol35a@hi.com", 
"password":"mis" 
 
"email": "hol35a@hi.com", 
"password":"mis" 
} 
 
Muestra de Petición Correcta: 
 
{ 
"email": "hol35a@hi.com", 
"password":"mis" 
} 
 
 
Petición correcta: 
 
ab -n 50000 -c 1000 -T 'application/json' -p right.json http://0.0.0.0:3001/users 
 
This is ApacheBench, Version 2.3 <$Revision: 1706008 $> 
Copyright 1996 Adam Twiss, Zeus Technology Ltd, http://www.zeustech.net/ 
Licensed to The Apache Software Foundation, http://www.apache.org/ 
 
Benchmarking 0.0.0.0 (be patient) 
Completed 5000 requests 
Completed 10000 requests 
Completed 15000 requests 
Completed 20000 requests 
Completed 25000 requests 
Completed 30000 requests 
Completed 35000 requests 
Completed 40000 requests 
Completed 45000 requests 
Completed 50000 requests 
Finished 50000 requests 
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Server Software:         
Server Hostname:        0.0.0.0 
Server Port:            3001 
 
Document Path:          /users 
Document Length:        1962 bytes 
 
Concurrency Level:      1000 
Time taken for tests:   28.555 seconds 
Complete requests:      50000 
Failed requests:        0 
Non-2xx responses:      0 
Total transferred:      113950000 bytes 
Total body sent:        9250000 
HTML transferred:       98100000 bytes 
Requests per second:    1751.00 [#/sec] (mean) 
Time per request:       571.103 [ms] (mean) 
Time per request:       0.571 [ms] (mean, across all concurrent requests) 
Transfer rate:          3897.00 [Kbytes/sec] received 
                        314.63 kb/s sent 
                        4211.63 kb/s total 
 
Connection Times (ms) 
              min  mean[+/-sd] median   max 
Connect:        0  378 1120.9      0   15040 
Processing:     9  156  56.6    150    1677 
Waiting:        9  156  56.6    150    1677 
Total:         51  534 1126.6    155   15430 
 
Percentage of the requests served within a certain time (ms) 
  50%    155 
  66%    170 
  75%    203 
  80%   1133 
  90%   1162 
  95%   1537 
  98%   3172 
  99%   3370 
 100%  15430 (longest request) 
 
Petición incorrecta: 
 
ab -n 50000 -c 1000 -T 'application/json' -p wrong.json http://0.0.0.0:3001/users 
 
This is ApacheBench, Version 2.3 <$Revision: 1706008 $> 
Copyright 1996 Adam Twiss, Zeus Technology Ltd, http://www.zeustech.net/ 
Licensed to The Apache Software Foundation, http://www.apache.org/ 
 
Benchmarking 0.0.0.0 (be patient) 
Completed 5000 requests 
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Completed 10000 requests 
Completed 15000 requests 
Completed 20000 requests 
Completed 25000 requests 
Completed 30000 requests 
Completed 35000 requests 
Completed 40000 requests 
Completed 45000 requests 
Completed 50000 requests 
Finished 50000 requests 
 
 
Server Software:         
Server Hostname:        0.0.0.0 
Server Port:            3001 
 
Document Path:          /users 
Document Length:        1962 bytes 
 
Concurrency Level:      1000 
Time taken for tests:   29.541 seconds 
Complete requests:      50000 
Failed requests:        0 
Non-2xx responses:      50000 
Total transferred:      113950000 bytes 
Total body sent:        20050000 
HTML transferred:       98100000 bytes 
Requests per second:    1692.58 [#/sec] (mean) 
Time per request:       590.816 [ms] (mean) 
Time per request:       0.591 [ms] (mean, across all concurrent requests) 
Transfer rate:          3766.97 [Kbytes/sec] received 
                        662.82 kb/s sent 
                        4429.79 kb/s total 
 
Connection Times (ms) 
              min  mean[+/-sd] median   max 
Connect:        0  384 1196.5      0   15049 
Processing:    23  154  57.3    149    1614 
Waiting:       22  154  57.3    149    1614 
Total:         55  537 1207.9    154   15699 
 
Percentage of the requests served within a certain time (ms) 
  50%    154 
  66%    172 
  75%    226 
  80%   1112 
  90%   1165 
  95%   1663 
  98%   3183 
  99%   7149 
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100%  15699 (longest request) 
 
8.5.2.    API Rust test de Robustez 
 
Petición correcta: 
 
ab -n 50000 -c 1000 -T 'application/json' -p right.json http://localhost:3000/post 
 
This is ApacheBench, Version 2.3 <$Revision: 1706008 $> 
Copyright 1996 Adam Twiss, Zeus Technology Ltd, http://www.zeustech.net/ 
Licensed to The Apache Software Foundation, http://www.apache.org/ 
 
Benchmarking localhost (be patient) 
Completed 5000 requests 
Completed 10000 requests 
Completed 15000 requests 
Completed 20000 requests 
Completed 25000 requests 
Completed 30000 requests 
Completed 35000 requests 
Completed 40000 requests 
Completed 45000 requests 
Completed 50000 requests 
Finished 50000 requests 
 
 
Server Software:         
Server Hostname:        localhost 
Server Port:            3000 
 
Document Path:          /post 
Document Length:        13 bytes 
 
Concurrency Level:      1000 
Time taken for tests:   1.562 seconds 
Complete requests:      50000 
Failed requests:        0 
Non-2xx responses:      0 
Total transferred:      6500000 bytes 
Total body sent:        9250000 
HTML transferred:       650000 bytes 
Requests per second:    32000.51 [#/sec] (mean) 
Time per request:       31.250 [ms] (mean) 
Time per request:       0.031 [ms] (mean, across all concurrent requests) 
Transfer rate:          4062.57 [Kbytes/sec] received 
                        5781.34 kb/s sent 
                        9843.91 kb/s total 
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Connection Times (ms) 
              min  mean[+/-sd] median   max 
Connect:        0   11  93.6      2    1006 
Processing:     1    3   3.9      3     205 
Waiting:        1    3   3.8      2     204 
Total:          2   14  94.5      5    1210 
 
Percentage of the requests served within a certain time (ms) 
  50%      5 
  66%      5 
  75%      6 
  80%      7 
  90%      8 
  95%      9 
  98%     11 
  99%     40 
 100%   1210 (longest request) 
 
Petición incorrecta 
 
ab -n 50000 -c 1000 -T 'application/json' -p rust.json http://localhost:3000/post 
This is ApacheBench, Version 2.3 <$Revision: 1706008 $> 
Copyright 1996 Adam Twiss, Zeus Technology Ltd, http://www.zeustech.net/ 
Licensed to The Apache Software Foundation, http://www.apache.org/ 
 
Benchmarking localhost (be patient) 
Completed 5000 requests 
Completed 10000 requests 
Completed 15000 requests 
Completed 20000 requests 
Completed 25000 requests 
Completed 30000 requests 
Completed 35000 requests 
Completed 40000 requests 
Completed 45000 requests 
Completed 50000 requests 
Finished 50000 requests 
 
 
Server Software:         
Server Hostname:        localhost 
Server Port:            3000 
 
Document Path:          /post 
Document Length:        13 bytes 
 
Concurrency Level:      1000 
Time taken for tests:   1.526 seconds 
Complete requests:      50000 
Failed requests:        0 
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Non-2xx responses:      50000 
Total transferred:      6500000 bytes 
Total body sent:        20050000 
HTML transferred:       650000 bytes 
Requests per second:    32754.69 [#/sec] (mean) 
Time per request:       30.530 [ms] (mean) 
Time per request:       0.031 [ms] (mean, across all concurrent requests) 
Transfer rate:          4158.31 [Kbytes/sec] received 
                        12858.77 kb/s sent 
                        17017.08 kb/s total 
 
Connection Times (ms) 
              min  mean[+/-sd] median   max 
Connect:        1   17 118.0      2    1006 
Processing:     1    4   9.0      3     406 
Waiting:        1    3   8.9      2     405 
Total:          3   20 122.0      5    1408 
 
Percentage of the requests served within a certain time (ms) 
  50%      5 
  66%      6 
  75%      7 
  80%      7 
  90%      8 
  95%      9 
  98%     15 
  99%   1009 
 100%   1408 (longest request) 
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8.6.    Resultados del test de Latencia 
8.6.1.    API LoopBack test de Latencia 
 
wrk --latency -t4 -c1000 -d60s -R2000 http://localhost:3001/ 
Running 1m test @ http://localhost:3001/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 2.476ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 2.461ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 2.511ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 2.495ms, rate sampling interval: 10ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency     2.46ms    1.87ms  29.36ms   89.73% 
    Req/Sec   527.01    184.56     1.55k    73.71% 
  Latency Distribution (HdrHistogram - Recorded Latency) 
 50.000%    2.07ms 
 75.000%    2.85ms 
 90.000%    3.96ms 
 99.000%   10.49ms 
 99.900%   19.60ms 
 99.990%   23.45ms 
 99.999%   29.26ms 
100.000%   29.38ms 
 
  Detailed Percentile spectrum: 
       Value   Percentile   TotalCount 1/(1-Percentile) 
 
       0.217     0.000000            1         1.00 
       0.978     0.100000         9753         1.11 
       1.300     0.200000        19498         1.25 
       1.571     0.300000        29239         1.43 
       1.820     0.400000        38964         1.67 
       2.071     0.500000        48752         2.00 
       2.199     0.550000        53605         2.22 
       2.337     0.600000        58493         2.50 
       2.487     0.650000        63314         2.86 
       2.659     0.700000        68206         3.33 
       2.853     0.750000        73071         4.00 
       2.965     0.775000        75498         4.44 
       3.095     0.800000        77955         5.00 
       3.245     0.825000        80367         5.71 
       3.425     0.850000        82799         6.67 
       3.645     0.875000        85233         8.00 
       3.785     0.887500        86439         8.89 
       3.963     0.900000        87656        10.00 
       4.203     0.912500        88888        11.43 
       4.495     0.925000        90094        13.33 
       4.927     0.937500        91308        16.00 
       5.207     0.943750        91919        17.78 
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       5.559     0.950000        92530        20.00 
       5.967     0.956250        93136        22.86 
       6.515     0.962500        93742        26.67 
       7.207     0.968750        94355        32.00 
       7.583     0.971875        94656        35.56 
       7.967     0.975000        94962        40.00 
       8.415     0.978125        95266        45.71 
       8.871     0.981250        95568        53.33 
       9.423     0.984375        95873        64.00 
       9.711     0.985938        96027        71.11 
      10.023     0.987500        96182        80.00 
      10.319     0.989062        96333        91.43 
      10.655     0.990625        96485       106.67 
      11.111     0.992188        96635       128.00 
      11.407     0.992969        96710       142.22 
      11.671     0.993750        96789       160.00 
      11.959     0.994531        96862       182.86 
      12.271     0.995313        96938       213.33 
      12.767     0.996094        97015       256.00 
      13.055     0.996484        97052       284.44 
      13.471     0.996875        97090       320.00 
      13.999     0.997266        97129       365.71 
      14.599     0.997656        97167       426.67 
      15.543     0.998047        97204       512.00 
      15.823     0.998242        97223       568.89 
      16.311     0.998437        97242       640.00 
      17.663     0.998633        97261       731.43 
      18.671     0.998828        97280       853.33 
      19.743     0.999023        97300      1024.00 
      20.207     0.999121        97310      1137.78 
      20.447     0.999219        97318      1280.00 
      20.847     0.999316        97328      1462.86 
      21.055     0.999414        97339      1706.67 
      21.295     0.999512        97348      2048.00 
      21.519     0.999561        97352      2275.56 
      21.759     0.999609        97357      2560.00 
      22.079     0.999658        97361      2925.71 
      22.431     0.999707        97367      3413.33 
      22.687     0.999756        97371      4096.00 
      22.783     0.999780        97373      4551.11 
      22.847     0.999805        97375      5120.00 
      23.167     0.999829        97378      5851.43 
      23.215     0.999854        97380      6826.67 
      23.439     0.999878        97383      8192.00 
      23.455     0.999890        97384      9102.22 
      23.727     0.999902        97385     10240.00 
      23.855     0.999915        97386     11702.86 
      23.871     0.999927        97387     13653.33 
      23.983     0.999939        97389     16384.00 
      23.983     0.999945        97389     18204.44 
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      24.079     0.999951        97390     20480.00 
      24.079     0.999957        97390     23405.71 
      24.255     0.999963        97391     27306.67 
      24.639     0.999969        97392     32768.00 
      24.639     0.999973        97392     36408.89 
      24.639     0.999976        97392     40960.00 
      24.639     0.999979        97392     46811.43 
      29.263     0.999982        97393     54613.33 
      29.263     0.999985        97393     65536.00 
      29.263     0.999986        97393     72817.78 
      29.263     0.999988        97393     81920.00 
      29.263     0.999989        97393     93622.86 
      29.375     0.999991        97394    109226.67 
      29.375     1.000000        97394          inf 
#[Mean    =        2.464, StdDeviation   =        1.866] 
#[Max     =       29.360, Total count    =        97394] 
#[Buckets =           27, SubBuckets     =         2048] 
---------------------------------------------------------- 
  119196 requests in 1.00m, 49.43MB read 
Requests/sec:   1986.58 
Transfer/sec:    843.68KB 
8.6.2.    API Rust test de Latencia 
 
wrk --latency -t4 -c1000 -d60s -R2000 http://localhost:3002/ 
Running 1m test @ http://localhost:3002/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 1.830ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 1.848ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 1.646ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 1.722ms, rate sampling interval: 10ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency     1.74ms  835.26us   6.05ms   69.52% 
    Req/Sec    17.37     56.79   333.00     90.52% 
  Latency Distribution (HdrHistogram - Recorded Latency) 
 50.000%    1.66ms 
 75.000%    2.24ms 
 90.000%    2.84ms 
 99.000%    4.34ms 
 99.900%    5.50ms 
 99.990%    6.05ms 
 99.999%    6.05ms 
100.000%    6.05ms 
 
  Detailed Percentile spectrum: 
       Value   Percentile   TotalCount 1/(1-Percentile) 
 
       0.086     0.000000            1         1.00 
       0.740     0.100000          311         1.11 
       1.022     0.200000          621         1.250 
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       1.248     0.300000          933         1.43 
       1.447     0.400000         1242         1.67 
       1.659     0.500000         1554         2.00 
       1.753     0.550000         1708         2.22 
       1.867     0.600000         1863         2.50 
       1.973     0.650000         2018         2.86 
       2.095     0.700000         2173         3.33 
       2.243     0.750000         2329         4.00 
       2.321     0.775000         2406         4.44 
       2.407     0.800000         2484         5.00 
       2.491     0.825000         2564         5.71 
       2.575     0.850000         2640         6.67 
       2.699     0.875000         2716         8.00 
       2.769     0.887500         2755         8.89 
       2.843     0.900000         2797        10.00 
       2.907     0.912500         2834        11.43 
       2.977     0.925000         2874        13.33 
       3.057     0.937500         2911        16.00 
       3.105     0.943750         2930        17.78 
       3.175     0.950000         2950        20.00 
       3.247     0.956250         2969        22.86 
       3.341     0.962500         2988        26.67 
       3.429     0.968750         3007        32.00 
       3.503     0.971875         3017        35.56 
       3.585     0.975000         3027        40.00 
       3.705     0.978125         3037        45.71 
       3.797     0.981250         3046        53.33 
       3.927     0.984375         3056        64.00 
       3.989     0.985938         3061        71.11 
       4.103     0.987500         3066        80.00 
       4.247     0.989062         3071        91.43 
       4.383     0.990625         3075       106.67 
       4.483     0.992188         3080       128.00 
       4.587     0.992969         3084       142.22 
       4.619     0.993750         3085       160.00 
       4.659     0.994531         3088       182.86 
       4.847     0.995313         3090       213.33 
       4.963     0.996094         3092       256.00 
       5.039     0.996484         3094       284.44 
       5.063     0.996875         3095       320.00 
       5.187     0.997266         3096       365.71 
       5.219     0.997656         3097       426.67 
       5.267     0.998047         3098       512.00 
       5.319     0.998242         3099       568.89 
       5.443     0.998437         3100       640.00 
       5.443     0.998633         3100       731.43 
       5.503     0.998828         3101       853.33 
       5.503     0.999023         3101      1024.00 
       5.643     0.999121         3102      1137.78 
       5.643     0.999219         3102      1280.00 
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       5.643     0.999316         3102      1462.86 
       5.659     0.999414         3103      1706.67 
       5.659     0.999512         3103      2048.00 
       5.659     0.999561         3103      2275.56 
       5.659     0.999609         3103      2560.00 
       5.659     0.999658         3103      2925.71 
       6.055     0.999707         3104      3413.33 
       6.055     1.000000         3104          inf 
#[Mean    =        1.743, StdDeviation   =        0.835] 
#[Max     =        6.052, Total count    =         3104] 
#[Buckets =           27, SubBuckets     =         2048] 
---------------------------------------------------------- 
  3844 requests in 1.00m, 427.95KB read 
  Socket errors: connect 0, read 0, write 0, timeout 28054 
Requests/sec:     64.06 
Transfer/sec:      7.13KB 
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8.7.    Resultados del test de Caudal 
8.7.1.    API LoopBack test de Caudal 
 
wrk -t4 -c1000 -d60s -H 'Connection Close' -R16000 http://localhost:3001/ 
 
Running 1m test @ http://localhost:3001/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 3456.699ms, rate sampling interval: 12845ms 
  Thread calibration: mean lat.: 3461.390ms, rate sampling interval: 12853ms 
  Thread calibration: mean lat.: 3461.795ms, rate sampling interval: 12853ms 
  Thread calibration: mean lat.: 3463.401ms, rate sampling interval: 12853ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency    23.41s     9.27s   39.29s    57.72% 
    Req/Sec     1.36k    25.15     1.40k    33.33% 
  322971 requests in 1.00m, 133.33MB read 
Requests/sec:   5382.92 
Transfer/sec:      2.22MB 
 
wrk -t4 -c1000 -d60s -H 'Connection Close' -R32000 http://localhost:3001/ 
 
Running 1m test @ http://localhost:3001/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 4026.427ms, rate sampling interval: 15392ms 
  Thread calibration: mean lat.: 4039.684ms, rate sampling interval: 15400ms 
  Thread calibration: mean lat.: 4539.814ms, rate sampling interval: 15368ms 
  Thread calibration: mean lat.: 4041.487ms, rate sampling interval: 15400ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency    28.66s    11.59s   49.12s    57.66% 
    Req/Sec     1.39k    22.33     1.41k    33.33% 
  332920 requests in 1.00m, 137.44MB read 
Requests/sec:   5542.55 
Transfer/sec:      2.29MB 
 
wrk -t4 -c1000 -d60s -H 'Connection Close' -R116000 http://localhost:3001/ 
 
Running 1m test @ http://localhost:3001/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 5150.839ms, rate sampling interval: 17563ms 
  Thread calibration: mean lat.: 4654.040ms, rate sampling interval: 17940ms 
  Thread calibration: mean lat.: 4661.113ms, rate sampling interval: 17940ms 
  Thread calibration: mean lat.: 4660.775ms, rate sampling interval: 17940ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency    32.91s    13.31s    0.95m    58.06% 
    Req/Sec     1.40k    13.64     1.41k    87.50% 
  331905 requests in 1.00m, 137.02MB read 
  Socket errors: connect 0, read 0, write 0, timeout 48 
Requests/sec:   5530.97 
Transfer/sec:      2.28MB 
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wrk -t4 -c1000 -d60s -H 'Connection Close' –R500000 http://localhost:3001/ 
 
Running 1m test @ http://localhost:3001/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 4549.661ms, rate sampling interval: 18431ms 
  Thread calibration: mean lat.: 5050.307ms, rate sampling interval: 18219ms 
  Thread calibration: mean lat.: 5288.787ms, rate sampling interval: 18350ms 
  Thread calibration: mean lat.: 4571.079ms, rate sampling interval: 18464ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency    34.41s    13.91s    0.99m    57.90% 
    Req/Sec     1.41k     2.22     1.42k    75.00% 
  337808 requests in 1.00m, 139.46MB read 
  Socket errors: connect 0, read 0, write 0, timeout 77 
Requests/sec:   5627.83 
Transfer/sec:      2.32MB 
8.7.2.    API Rust test de Caudal 
 
wrk -t4 -c1000 -d60s -H 'Connection Close' -R16000 http://localhost:3002/ 
 
Running 1m test @ http://localhost:3002/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 1.534ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 3.501ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 9223372036854776.000ms, rate sampling 
interval: 10ms 
  Thread calibration: mean lat.: 3.528ms, rate sampling interval: 10ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency     1.49ms  787.44us   9.02ms   73.30% 
    Req/Sec   134.23    103.29   444.00     58.91% 
  30723 requests in 1.02m, 4.54MB read 
  Socket errors: connect 0, read 0, write 0, timeout 28312 
Requests/sec:    501.37 
Transfer/sec:     75.89KB 
 
 
wrk -t4 -c1000 -d60s -H 'Connection Close' -R32000 http://localhost:3002/ 
 
Running 1m test @ http://localhost:3002/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 1.545ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 9223372036854776.000ms, rate sampling 
interval: 10ms 
  Thread calibration: mean lat.: 1.543ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 1.487ms, rate sampling interval: 10ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency     1.42ms  722.92us   8.77ms   71.16% 
    Req/Sec   268.57    175.74   700.00     65.49% 
  61425 requests in 1.02m, 9.08MB read 
  Socket errors: connect 0, read 0, write 0, timeout 28312 
Ánexo _______________________________ __________  _73 
Requests/sec:   1002.52 
Transfer/sec:    151.75KB 
 
wrk -t4 -c1000 -d60s -H 'Connection Close' -R116000 http://localhost:3002/ 
 
Running 1m test @ http://localhost:3002/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 1.191ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 1.212ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 1.211ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 9223372036854776.000ms, rate sampling 
interval: 10ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency     1.15ms  666.80us  10.86ms   74.06% 
    Req/Sec     0.97k   585.22     2.56k    71.95% 
  222620 requests in 1.02m, 32.91MB read 
  Socket errors: connect 0, read 0, write 0, timeout 28311 
Requests/sec:   3633.51 
Transfer/sec:    549.99KB 
 
wrk -t4 -c1000 -d60s -H 'Connection Close' –R500000 http://localhost:3002/ 
 
Running 1m test @ http://localhost:3002/ 
  4 threads and 1000 connections 
  Thread calibration: mean lat.: 1.148ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 1.117ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 1.111ms, rate sampling interval: 10ms 
  Thread calibration: mean lat.: 1.260ms, rate sampling interval: 10ms 
  Thread Stats   Avg      Stdev     Max   +/- Stdev 
    Latency     1.18ms  751.11us  23.63ms   75.37% 
    Req/Sec     3.07k     1.93k    9.00k    66.55% 
  762867 requests in 1.02m, 112.77MB read 
  Socket errors: connect 0, read 133, write 5762929, timeout 28287 
Requests/sec:  12452.79 
Transfer/sec:      1.84MB 
 
 
