Abstract
Introduction
Program comprehension is a crucial and necessary task for performing maintenance activities. It has been estimated that up to 80% of software life-cycle costs are due to maintenance, of which about half is due to comprehension [1] . Software comprehensibility is affected by many factors, such as the availability of proper analysis and design documentation, and the existence of traceability links between high-level and low-level artifacts. In many cases, however, the only reliable source of information is just the source code: source code comprehensibility is therefore a key element to aid maintenance. Among the factors that affect code comprehensibility, we focus on source code indentation, identifier naming conventions, and on the density of comments.
This tool demonstration proposes an Eclipse plugin that learns from existing source code (i) the indentation style, (ii) the conventions used to name different kind of identifiers, and (iii) how and where source code comments are used. After the learning phase, the plugin is able to apply the learned indentation style, to highlight identifiers that violate naming conventions, and the lack of comments in some portions of the source code.
While many tools, including the Eclipse platform, allow for automatic source code indentation, our plugin differs in that it allows for learning an indentation style -that can be different from the commonly adopted one -from the existing source code and consistently format the code under development. Different studies highlighted the important role played by identifiers in source code comprehensibility. Tonella and Caprile [2] analyzed function identifiers by considering their lexical, syntactical, and semantic structure, and presented an approach for restructuring function names aimed at improving their meaningfulness. Deißenböck and Pizkas [3] proposed the enforcement of rules for consistent and concise identifiers using a tool that incrementally builds and maintains an identifier dictionary as a system is being developed. Binkley et al. [4] empirically verified whether identifier syntactic violations are indicative of concept mapping violations as defined by Deißenböck and Pizka. Stemming from previous works, our tool analyzes the structure of identifiers from existing source code and identifies violations to such a structure in the code under development.
Main features
As mentioned in the introduction, Smart Formatter analyzes source code quality from three different points of view: (i) the indentation style, (ii) the naming convention of identifiers, and (iii) the comment usage and frequency.
The indentation style is learned by analyzing, for each grammar rule, the relative position of each terminal or nonterminal composing the rule with respect to the previous token. The indentation rule is obtained by applying descriptive statistics (average or median) over the collected positions for each instance of the grammar rule.
For the identifiers, the tool learns the style for different identifier categories, i.e., class and interface names, instance variables, method names, parameters, local variables, and constants. The tool attempts to infer, for each category: (i) the identifier prefix, if it is used; (ii) a separator (e.g., camel case or a special character); and (iii) by using the Word- 
Net
1 lexical database, whether the first word of the identifier (excluding the prefix) is a noun, a verb, an adjective, or an adverb. Also in this case, the inference is done by statistically analyzing characteristics of identifiers belonging to the same category. A naming convention, i.e., the presence of a prefix, of a separator or the lexical category of the first word, is learned if it occurs over a given percentage (threashold) of the identifiers belonging to that category.
For the comments, the tool analyzes the comment density and highlight source code files having a comment density below a given percentage of the comment density distribution. Figure 1 shows an example of Smart Formatter usage. In this example the tool is able to learn that method parameters use the prefix par, the camel case separator, and the first word should be a verb. For the method names it learns the use of to prefix, the camel case separator and that the first word is a noun. A warning message indicates violations from the rules learned by the tool.
Results
We performed preliminary empirical studies to assess the tool performances. This was done by randomly mutating the coding style of source files from an ArgoUML 2 package, learning the coding style from the rest of the package and then applying the learned rules on the mutated files. The process was repeated by applying 10 different mutations on 5 source files over the set of 80 files belonging to the package org.argouml.ui.explorer.rules. Figure 2 . Identifiers' precision and recall to correctly reconstruct the indentation in the 100% of the cases. Regarding the capability of the tool to identify naming convention violations, given V the number of violations detected by the tool, CV the number of correctly detected violations, and N P the number of perturbations added, we computed the tool precision and recall as follows:
Recall(R) = CV ) N P · 100 Figure 2 shows how the values of precision and recall vary with the threshold. We can observe a 100% recall, i.e., all possible violations were identified. The precision increases with the threshold, that prunes out false positives due to heterogeneous prefixes and separators inferred with lower thresholds. 
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