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Abstract 
In the area of software performance evaluation, performance characters would not show up until the realization of the 
software when failures are unavoidable. Up to now the best way to solve this problem is to bring performance 
evaluation mechanism of software into software development life cycle through the way of modeling and simulation. 
Unified Modeling Language (UML) and Colored Petri Net (CPN) have a lot of advantages in software design and 
dynamic simulation respectively. So expanding UML models to performance models, and then converting to CPN 
models is considered one of the most effective ways to solve the software performance evaluation problems. 
However, the transformation needs a lot of manual intervention because of the differences between the semantic of 
the two models. In this paper, we propose an approach based on modular transformation, providing an intermediate 
model consists of modules which are abstracted from the elements in UML and CPN according to function and 
structure. The transformation is composed of three steps: expanding UML models, extracting intermediate model and 
converting them to CPN models. The transformation is automatic and needs little manual intervention. The converted 
CPN models can work correctly and provides a basis for software performance evaluation. An example of this 
method is given to verify its effectiveness and reasonability. 
© 2011 Published by Elsevier Ltd.  
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1. Introduction 
The development of large-scale software is usually according to software development life cycle, but 
performance always comes out accurately after the completion of software, when the failure of software 
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performance means the failure of the whole. Therefore, the introduction of performance evaluation 
mechanism during software development cycle is of great significance to ensure the smooth development 
of software projects. 
From the 1980s, many scientists begin to discuss software performance evaluation, for example, 
queuing network[1], Petri net[2], Stochastic process algebras[3]. All of these can also be applied to evaluate 
software performance. Although these solutions are reliable and accurate, it becomes very difficult to 
compute because of the state space explosion when the system reaches a certain size. Marsan, Giovanni, 
Kurt, Wells, etc. give methods of performance evaluation from the perspective of software modeling and 
simulation using Petri nets and colored Petri net (CPN)[4,5]; this method largely avoids the problem of 
state space explosion and is considered to be one of the most suitable methods for system performance 
evaluation. But it requires evaluation staff to master CPN in order to build models by themselves, and this 
may be a great challenge. 
Given the wide application range of Unified Modeling Language (UML) in software life cycle, the 
most effective way to solve the problems of software performance is considered to build performance 
models from the pre-established UML documents and simulate, evaluate the models dynamically. Smith 
also published a book, introducing performance engineering to software engineering firstly[6].
Currently methods applying UML modeling and simulation to performance evaluation at home and 
abroad can be divided into three types: The first type is theoretical exploration. These works[7,8] confirm 
the ability of UML extension mechanisms to express the performance of software. Unfortunately, they 
have no platforms to use. The second kind of method is largely based on the characteristics of UML 
performance models, dividing the execution of process into modules, etc. Firstly, calculating the entire or 
part of the resource utilization according to that of each module, and thus computing performance 
indicators by using queuing network (QN). Some typical representatives are Smith, Marzolla, Petriu and 
other work [6, 9]. Such method has the advantage of simple calculation and having the only results, but the 
execution is not always easy to express the execution of process using sequences, branches, and loops. 
The third kind of methods mainly focus on converting UML performance models directly into executable 
CPN [10-14], which we call dynamic simulation. Due to CPN has the ability of Turing machine[5], which is 
considered the most effective method for software performance evaluation. These methods avoid the 
shortage of the second method through simulation. But because of he semantic differences between CPN 
and UML, it is difficult to make a correspondence between them, and always requiring a lot of manual 
intervention. 
The method this article describes introduces an intermediate layer - the "intermediate model" between 
the UML and the CPN model, which provides a support similar to the structured programming language, 
in addition to the support for structured process such as order, branches, loops, but also the support of 
introduction of events strategy and random responses. Intermediate model is composed of a variety of 
types of nodes: simple node, resource node, etc. In the process of conversion to CPN model, each type of 
node has a specific corresponding with CPN module, so we can establish a direct correspondence 
between the intermediate model and the CPN model. The intermediate model can solve the semantic 
differences between UML and CPN, and lays the foundation for the automatic conversion from UML to 
CPN. This is meaningful for understanding the software performance accurately and availability ahead of 
time in large-scale software development cycle. 
2. Automatic Conversion Mechanism from UML to CPN 
According to the characteristics of current life-cycle in software engineering, the general software 
development process generates UML documents in every stage. This paper involves three processes: the 
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extension of UML models, extracting the intermediate model, and finally transforming the intermediate 
models into CPN performance evaluation model. This paper mainly discusses the automatic conversion 
from UML sequence diagram to a CPN model. 
2.1. Extension of UML models 
The UML models generated in general software design cycle are lack of information required for 
performance evaluation, so we need to introduce this information into the UML design model by UML 
extension mechanism. UML SPT[15] and UML-MARTE[16] provide a good reference for UML model-
based expansion. But this information is still insufficient to achieve automatic conversion from UML to 
CPN. So we need to build intermediate model and its node library. 
2.2. Intermediate model and its node library 
This intermediate model supports XMI format. Its structure is similar to the structure of programming 
language, and can be constituted by many layers. It is composed of nodes in the node library, which 
contains five types: Simple nodes, Resource nodes, Structure nodes, Functional nodes, and Resource-
Visit nodes. Nodes are equivalent to stereotypes in UML. Extension of UML design model is actually a 
process to identify the elements in UML models. In the conversion from the intermediate model to the 
CPN model, each node has a corresponding CPN model. 
1) Simple node: It is a description of the simplest node in the process similar to the basic statements in 
high-level programming language. It is corresponding to a transaction and a place in CPN.  
2) Structure Node: It is a description of opt, loop, case and par structure in the process.  
a) opt node is similar to “if” statement in high-level programming language, depending on a guard 
condition to determine whether to execute. And loop node is similar to “loop” statement, displaying 
behavior needed to repeat. c) par node represents that a segment in the process is executed in parallel, and 
CPN also has its own advantages in describing parallel and concurrent. Fig 1 shows an example of loop. 
Fig.1Example of the loop node and its corresponding CPN 
3) Functional Node: it is a class of nodes with specific functions which maps a complex CPN module, 
such as arrival node, counter node, start node, end node. Arrival node records the event entry strategy 
(arrival rate, distribution subject to, etc.). 
  
Fig.2 Example of the Arrival node and its corresponding CPN 
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4) Resource node establishes the registration of resources use, including the initial number of resources, 
access time, and default-use time. Resource-Visit node represents the visit of a sequence of resources, 
recording the resource, request time and use of time.  
3. Automatic conversion instance 
This paper further illustrates the automatic conversion theory through an example. Figure 3(a) shows a 
login process. The symbol marked with "opt" shows an optional step in the process. 
1) The sequence diagram and expansion. In this case, the objects DB, Idle are expanded as resource 
node, and the call messages are expanded as resource-visit node. Routing structure opt are extended to 
structure node. After expansion, the next step is to extract intermediate model.  
Fig.3 (a)The sequence diagram; (b)Its intermediate model 
2) Automatic conversion from UML to CPN. In the intermediate model, nodes represent the node 
sequence; resources represents all the resources related to this process.  
1
2
3
4
5
Fig.4 (a) CPN model; (b) adding a monitor ; (c) log output file 
3) After extracting the intermediate model, the next step is to translate every node to its corresponding 
CPN model. Transformed CPN model can run directly. On this basis, the performance evaluator can 
modify the model with individual needs, such as adding a monitor to a place. In this case, we add a 
monitor to place user, In Fig 4(b). Part of the output file is shown in Figure 4(c).   
2686  ZHU Lian-Zhang and KONG Fan-Sheng / Procedia Engineering 29 (2012) 2682 – 2686 ZHU Lian-Zhang / Procedia Engineering 00 (2011) 000–000 5
4. Conclusion 
This paper presents a approach of conversion from the UML sequence diagram to an intermediate 
model, and then converted to a CPN model, which resolves the problem of needing a lot of manual 
intervention. The intermediate model fills the semantic gap between UML and CPN. The transformed 
CPN model can be directly used for performance evaluation, providing the basis for the automation of 
large-scale software performance evaluation. Therefore, in the software development life cycle, 
performance evaluation can be implemented quickly at any time in order to prevent software failure 
caused by performance problems. The conversion method proposed in this paper need improvement in 
some areas: such as variable declaration in the CPN, ML function block, etc. 
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