The minimum rank of a simple graph G is defined to be the smallest possible rank over all symmetric real matrices whose ijth entry (for i = j) is nonzero whenever {i, j} is an edge in G and is zero otherwise. Minimum rank is a difficult parameter to compute. However, there are now a number of known reduction techniques and bounds that can be programmed on a computer; we have developed a program using the open-source mathematics software Sage to implement several techniques. In this note, we provide the source code for this program.
Introduction
In this note, we provide a listing for our Sage [3, version 3.1.2] program which computes upper and lower bounds for the minimum rank of a graph.
We first include several example Sage sessions, illustrating the main function of the program, minrank_bounds. The lines starting with sage: are input lines (the "sage:" is not typed), while the other lines are output lines. Without any options, the minrank_bounds function returns two numbers: a lower bound and an upper bound for the minimum rank. In the following example, we find that K 3 has minimum rank 1 (i.e., the lower bound and the upper bound are both 1).
sage: minrank_bounds(graphs.CompleteGraph (3)) (1, 1) With the all_bounds option set to True, the function returns two listings in the format "name: value", where the name is the name of a bound and the value is the upper or lower bound. In the following example, we calculate bounds on the minimum rank of the Petersen graph. In the second call, we see that lower bounds are minimally given by the obvious bound on ranks (i.e., the rank has to be at least zero) and also by a minimal zero forcing set (a lower bound of 5). For upper bounds, we have a clique cover which gives a bound of 15, the fact that the graph is not outer planar (upper bound of 7), the fact that the graph is not a path (upper bound of 8), the fact that the graph is not planar (upper bound of 6), the fact that the minimum rank is at most |G| − 1 (upper bound of 9), and the trivial upper bound on ranks (i.e., the rank is at most |G|).
sage: minrank_bounds(graphs.PetersenGraph()) (5, 6) sage: minrank_bounds(graphs.PetersenGraph(), all_bounds=True) ({'rank': 0, 'zero forcing': 5}, {'clique cover': 15, 'not outer planar': 7, 'not path': 8, 'not planar': 6, 'order': 9, 'rank': 10})
If the tests option is set to a list, then only those tests are run. In the following example, we compute bounds on the minimum rank of the Heawood graph by using the zero forcing test and by testing if the graph is not planar. The "rank" tests are always run (and always give 0 for a lower bound and |G| for an upper bound).
sage: minrank_bounds(graphs.HeawoodGraph(), all_bounds=True, sage:
tests=['zero forcing', 'not planar']) ({'rank': 0, 'zero forcing': 8}, {'not planar': 10, 'rank': 14}) For more complete documentation and a list of tests that can be run, as well as for several more examples, print the help by typing the function name followed by a question mark: minrank_bounds?.
This program contains and uses the minimum rank data listed in [2] .
Program listing
In the typeset program listing below, some lines are automatically broken that are not actually broken in the source code. If a line is broken into two lines in the listing, but should appear as one line in the program, then the line will end with ←֓ and the remainder of the line will start with ֒→.
To use this program, download and extract the "source" from arxiv.org. Then you can
• upload the accompanying minrank.sws Sage worksheet into a notebook, or
• copy the contents of the accompanying minrank.sage file into a cell of a Sage worksheet, or
• load the minrank.sage file into a running Sage terminal session.
We now proceed with the program listing.
# ######################################################### # Imports a l l t h e g r a p h s o f o r d e r 7 or l e s s and s t o r e s # # them i n a l i s t c a l l e d a t l a s g r a p h s so t h a t # # a t l a s g r a p h s [ i ] i s t h e i t h g raph i n t h e a t l a s o f #
5 # g r a p h s # # ######################################################### import networkx . g e n e r a t o r s . a t l a s 10 a t l a s g r a p h s = [ Graph ( i ) for i in \ networkx . g e n e r a t o r s . a t l a s . g r a p h a t l a s g ( ) ]
# ######################################################### # A l i s t " d a t a b a s e " o f a l l t h e minimum r a n k s o f g r a p h s #

# o f o r d e r 7 or l e s s . # # # # The minimum r a n k s are s t o r e d as o r d e r e d p a i r s : t h e # # f i r s t c o o r d i n a t e i s t h e g raph number , t h e se c ond # # c o o r d i n a t e i s t h e minimum rank . The f i r s t t u p l e i n #
# t h e l i s t mi n rank s i s j u s t a p o s i t i o n h o l d e r . # # #########################################################
m in r an ks = [ ( 0 , None ) , ( 1 , 0 ) , ( 2 , 0 ) , ( 3 , 1 ) , ( 4 , 0 ) , ( 5 , 1 ) , ( 6 , 2 ) , ( 7 , 1 ) , ( 8 , 0 ) , ( 9 , 1 ) , ( 1 0 , 2 ) , ( 1 1 , 2 ) , ( 1 2 , 1 ) , ( 1 3 , 2 ) , ( 1 4 , 3 ) , ( 1 5 , 2 ) ,
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( 1 6 , 2 ) , ( 1 7 , 2 ) , ( 1 8 , 1 ) , ( 1 9 , 0 ) , ( 2 0 , 1 ) , ( 2 1 , 2 ) , ( 2 2 , 2 ) , ( 2 3 , 1 ) , ( 2 4 , 2 ) , ( 2 5 , 3 ) , ( 2 6 , 3 ) , ( 2 7 , 2 ) , ( 2 8 , 2 ) , ( 2 9 , 2 ) , ( 3 0 , 3 ) , ( 3 1 , 4 ) , ( 3 2 , 2 ) , ( 3 3 , 2 ) , ( 3 4 , 3 ) , ( 3 5 , 3 ) , ( 3 6 , 3 ) , ( 3 7 , 3 ) , ( 3 8 , 3 ) , ( 3 9 , 1 ) , ( 4 0 , 3 ) , ( 4 1 , 3 ) , ( 4 2 , 2 ) , ( 4 3 , 3 ) , ( 4 4 , 2 ) , ( 4 5 , 2 ) , ( 4 6 , 2 ) , ( 4 7 , 3 ) , ( 4 8 , 2 ) , ( 4 9 , 2 ) , ( 5 0 , 2 ) , ( 5 1 , 2 ) , ( 5 2 , 1 ) , ( 5 3 , 0 ) , ( 5 4 , 1 ) , ( 5 5 , 2 ) ,
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( 5 6 , 2 ) , ( 5 7 , 1 ) , ( 5 8 , 2 ) , ( 5 9 , 3 ) , ( 6 0 , 3 ) , ( 6 1 , 3 ) , ( 6 2 , 2 ) , ( 6 3 , 2 ) , ( 6 4 , 2 ) , ( 6 5 , 3 ) , ( 6 6 , 4 ) , ( 6 7 , 2 ) , ( 6 8 , 3 ) , ( 6 9 , 4 ) , ( 7 0 , 4 ) , ( 7 1 , 2 ) , ( 7 2 , 3 ) , ( 7 3 , 3 ) , ( 7 4 , 3 ) , ( 7 5 , 3 ) , ( 7 6 , 3 ) , ( 7 7 , 2 ) , ( 7 8 , 3 ) , ( 7 9 , 4 ) , ( 8 0 , 4 ) , ( 8 1 , 4 ) , ( 8 2 , 3 ) , ( 8 3 , 5 ) , ( 8 4 , 3 ) , ( 8 5 , 3 ) , ( 8 6 , 1 ) , ( 8 7 , 3 ) , ( 8 8 , 3 ) , ( 8 9 , 2 ) , ( 9 0 , 3 ) , ( 9 1 , 2 ) , ( 9 2 , 3 ) , ( 9 3 , 4 ) , ( 9 4 , 4 ) , ( 9 5 , 4 ) ,
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( 9 6 , 4 ) , ( 9 7 , 4 ) , ( 9 8 , 4 ) , ( 9 9 , 4 ) , ( 1 0 0 , 3 ) , ( 1 0 1 , 3 ) , ( 1 0 2 , 4 ) , ( 1 0 3 , 4 ) ,
200
( 1 2 5 2 , 1 ) ]
# ########################################################## # The a t l a s o f g r a p h s i s o r d e r e d by number o f v e r t i c e s , t h e n number ←֓
֒→ o f
# e d g e s . To make our s e a r c h f o r minimum r a n k s more e f f i c i e n t , we # s t o r e t h e f i r s t and l a s t i n d i c e s o f t h e g r a p h s h a v i n g a c e r t a i n # number o f v e r t i c e s and e d g e s . # g r a p h h e l p [ n ] [m] i s a t u p l e ( i , j ) , meaning t h a t t h e g r a p h s w i t h n 210 # v e r t i c e s and m e d g e s s t a r t a t i n d e x i and end on i n d e x j i n t h e # a t l a s o f g r a p h s . # ##########################################################
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g r a p h h e l p = { 1 : i n a c t i v e z e r o s e t = s e t ( [ ] ) a n o t h e r r u n=True while a n o t h e r r u n : a n o t h e r r u n=F a l s e return F a l s e for s u b v e r t i c e s in Combinations ( v e r t i c e s , 5 ) :
# Add t h e new z e r o v e r t i c e s 310 z e r o s e t . update ( n e w z e r o s e t ) a c t i v e z e r o s e t . update ( n e w z e r o s e t ) a c t i v e z e r o s e t . d i f f e r e n c e u p d a t e ( i n a c t i v e z e r o s e t ) z e r o n e i g h b o r s . update ( [ [ i , s e t ( graph . n e i g h b o r s ( i ) ) . d i f f e r e n c e ( z e r o s e t ) ]
for i in n e w z e r o s e t ] ) # Find t h e n e x t s e t o f z e r o v e r t i c e s n e w z e r o s e t . c l e a r ( ) i n a c t i v e z e r o s e t . c l e a r ( ) for v in a c t i v e z e r o s e t :
} ) s a g e : h a s f o r b i d d e n i n d u c e d s u b g r a p h ( K333 ) 400 True s a g e : g = Graph ( { 0 : [ 1 , 2 , 3 , 4 ] , 1 : [ 2 ] } ) # f i s h s a g e : h a s f o r b i d d e n i n d u c e d s u b g r a p h ( g ) True s a g e : g . ad d ed ge ( ( 0 , 6 ) ) 405 s a g e : h a s f o r b i d d e n i n d u c e d s u b g r a p h ( g ) True "" " o r d e r = graph . o r d e r ( ) v e r t i c e s = graph . v e r t i c e s ( ) 410 path = a t l a s g r a p h s [ 1 4 ] f i s h = a t l a s g r a p h s [ 3 4
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# Finds a l l o r d e r 5 i n d u c e d s u b g r a p h s i f graph . subgraph ( s u b v e r t i c e s ) . i s i s o m o r p h i c ( d a r t ) :
return "" " Given an edge and a graph , r e t u r n a maximal c l i q u e o f th e graph t h a t c o n t a i n s th e edge .
INPUT :
470 edge −− th e edge f o r which to f i n d th e maximal c l i q u e graph −− th e graph c o n t a i n i n g th e edge OUTPUT:
th e l i s t o f v e r t i c e s i n a maximal c l i q u e t h a t c o n t a i n s th e ←֓ 
v i s c o n t a i n e d i n o n l y one c l i q u e , t h e n t h a t c l i q u e must # be i n t h e c l i q u e c o v e r
e i s c o n t a i n e d i n o n l y one c l i q u e , t h e n t h a t c l i q u e must # be i n t h e c l i q u e c o v e r
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c l i q u e s c o n t a i n i n g e = [ c for c in m a x c l i q u e s i f e [ 0 ] in c and e [ 1 ] in c ] i f l e n ( c l i q u e s c o n t a i n i n g e )==1 \ and ( c l i q u e s c o n t a i n i n g e [ 0 ] not in m a n d a t o r y c l i q u e s ←֓ f r e e e d g e s= [ e for e in f r e e e d g e s i f e not in ←֓i f ' precomputed ' in t e s t s :
i f ' not o u t e r p l a n a r ' in t e s t s : i f i s o u t e r p l a n a r ( graph ) i s F a l s e : upper bound [ ' not o u t e r p l a n a 
#t h i s w i l l h o l d t h e " b e s t " c u t−v e r t e x and t h e o r d e r o f t h e ←֓
bounds . low er b ou n d = { ' rank ' : 0}
