Abstract. We present an alternative form of decision making designed using a Human Based Genetic Algorithms. The algorithm permits the participants to tackle open questions, by letting all of them propose answers and evaluate each others answers. A successful example is described and some theoretical results are presented showing how the system scales up.
Introduction
The word "democracy" comes from the Greek "dēmokratia", "dēmos" meaning "the people" and "-kratia" meaning "power, rule". It literally means "rule of the people" [1] . The word has come to mean a government where either directly or indirectly the citizens decide, through voting, what should be done. Is this the only option? As technology advances the possibilities with which the core idea of democracy can be implemented, expand. It becomes then necessary to investigate, also formally, these new possibilities. Voting Theory is the branch of Mathematics which studies the different ways in which people can express their preferences, and how these preferences can be integrated to reach a final result [2] . But Voting Theory is based upon the assumption that we know what the options are, and inevitably the result of a vote is always selecting one alternative, among the many. And leave those who did not like the winning alternative unhappy with the result.
The amount of information that the citizens send to the government through voting each election is incredibly low. If we are able to chose between m candidates, each citizen is sending log 2 (m) bits of information every few years. How could a government be able to represent correctly the desire of the citizens with such a tiny amount of information? But this represented correctly the amount of information that could be exchanged in the 18 th century, when travel was done on horse, and modern democracies were designed. Now we are able to transmit a much broader amount of information. Apart from voting for our representatives, we have many other tools: from polls, to debates on television, to blogs, discussion boards, and wikis. Recently governments around the world have started to open up their data and become transparent to the scrutiny of the public [3, 4] . Also some government have started posting online the laws they are about to implement, letting people comment on them [5] . All this is positive and permits a much broader integration between the representatives and the represented.
But the politicians can ignore all this, and still the only moment when people are directly affecting their government is during an election. And, although the tool might have in the meantime progressed from a paper ballot into an electronic form of voting, the essence of it hasn't changed. We are still only sending log 2 (m) bits of information every election.
How could the citizen more directly participate in the governance process? We are not suggesting here a form of direct democracy, in fact quite the opposite; what we are trying to suggest in this paper is that our ability to design the democracy of the 21 st century suffers an endemic lack of imagination. Now that we have a tool, the internet, that permits an instantaneous, and cheap, transfer of information between the citizens and the governing body, we don't know how to use it. We should go back to the basic idea behind dēmos-kratia, and rethink the whole process through. What this paper wants to suggest is a fundamentally new system. This by introducing two ideas which are not new in science, but are new in political science. . .
Evolving and Selecting Ideas.

Evolving
Our basic critique of Voting Theory is that by assuming that the alternatives are easy to find out sets up the stage for its too limited results. Not only are the people who decide these alternatives given an unbalanced amount of power with respect to the voters, but also the best alternative that can be reached is one which has been decided beforehand by them. What if there existed an alternative solution to the problem at hand which has not yet been considered? A solution which could aggregate a wide majority, or even a consensus. Finding and agreeing on such solution would be a worthwhile goal of the integrated system we are designing.
To do this we need to reframe the basic problem. Instead of finding the alternative among a finite set of options (thus asking a closed question: "which among those alternatives would you prefer?"), we should look for the answer to an open question: "what is the solution to this problem... ?". When we reframe our question in this way, Voting Theory is not anymore the field to apply; we should, instead, use Genetic Algorithms [6] . Genetic Algorithms (GA), which are both a tool and the field that studies them, aim to look at the best solution in a space of potential alternative solutions. This space can be very wide, sometimes infinite, and it is assumed that not all possible solutions can be tested. The solution, instead, is found through further approximations. Each solution can be tested at a small (but never null) cost. Through those tests the algorithm receives a feedback on how well each solution satisfies the requirements that is trying to meet (i.e. technically it calculates the fitness of the solution). Solutions that behave poorly (have a low fitness) are discarded; good solutions (solutions with a high fitness) are retained and modified (technically mutated and recombinedin the interest of brevity we will consider both operations here as mutations), to generate new possible solutions. Two elements are important in this process: the production and the evaluation of the solutions. Usually in GAs the evaluation and the mutations are done in an automatic way. Automatically calculating the fitness of a solution to a question in a political context is not just an unsolved problem, but probably an unsolvable one too. Similarly given a solution, finding alternative similar solutions is equally challenging. This is maybe why no one has suggested using GA in a political context. Recently a new type of Genetic Algorithm was proposed: a Human Based Genetic Algorithm [7] [8] [9] . In such algorithm humans beings provide the fitness of a solution, and given a set of solutions provide alternative solutions. For such algorithm to succeed we need a semi-continuous dialogue between the participants and the computer. The computer asking for possible solutions from each participant, then, after collecting those solutions, presenting them to the participants again, asking them to evaluate them. This evaluation is then used by the computer to assess the fitness of the existing solutions, to decide which solutions should be discarded and which should be kept. The surviving solutions are then fed back to the participants, asking them to produce new solutions, mutating these surviving ones. To establish such process in a political context we would need a strong participation between the citizen and the government. Exactly what the internet permits, and what many citizens are now demanding! To test these ideas the authors have set up a website where users can ask questions, and participate in finding the solution to the questions asked. We are going to show some of the results later.
Selecting
Which solutions should be maintained from one generation to the next? The trivial (and sub-optimal!) strategy would be to define how many solutions should be kept, in advance, and then sum up the votes that each solution receives. The top n solutions would then be copied to the next generation. We can either let people vote for one solution each, or vote for all the solutions they support. A number of problems arise with either of these strategies. If the participants are allowed to write their own proposals, and only vote for one solution, the temptation will be high for each person to just vote for their own solution. Also if the solution a person prefers has a low probability to be selected, a person might switch their vote to a less desired outcome, but an outcome where his vote has a higher chance to be useful. This leads to the behavior of strategic voting, voting in a way that does not represents the voter real desires, to let an acceptable outcome be the result of the voting process. A better solution is to let everybody vote for all the solutions they agree to, a form of voting called approval voting [10] . The problem with this form of voting is that if we let everybody vote for each possible solution, then similar solutions will be supported by a group Fig. 1 . Scheme of the genetic algorithm procedure. A question is asked. All the participants propose their answer. Then all the participants endorse the answers they support. Out of those proposals the Pareto Front is selected, and extracted. If those proposals achieve consensus, we have our answer. If not they are presented back to the community, asking the participants to be inspired by them to produce new proposals.
of people of similar size (often comprised of the same people). Thus if we take the n most popular solutions, they will probably be very similar, representing the same group of people. Instead people who did not agree with one of them might not agree with the others as well. Thus the resulting set of solutions will not represent the whole community. Instead a sub-community will be overrepresented while other participants will be totally ignored. In Voting Theory this is often considered an unavoidable evil. But if we are not aiming to find which among a set of choices is better, but we want to set up a process that eventually leads us to find a proposal that has the widest possible support, ignoring some participants means to loose important information.
The logic behind the idea of summing up the votes is that each person is equally important. But when we are summing up the votes we are also losing information. If we have n people selecting the proposal to support among m alternatives, each of them sends 1 message among 2 m possible, thus each citizen sends log 2 (2 m ) = m bits of information. And considering that we have n citizen that are voting we are sending n * m bits of information. But how much information is received? When we sum up the votes we end up knowing for each proposal how many people approve it. And since we are permitting each person to vote for multiple proposals, then the amount of information that we have received for each proposal will be log 2 (n). Considering that we know this for each of the m proposals, the total amount of information received will be m log 2 (n). In other words by summing up the votes we drop information from n * m to m log 2 (n). What went wrong? By summing up the votes we are ignoring any information which correlates one proposal to another. In other words we ignore information of the kind: everybody who voted for proposal A, also voted for proposal B. But what would be the alternative?
Instead of using as fitness the sum of the votes that each proposal has received, we could consider fitness as a point in a multidimensional space. The number of dimensions will be the number of participants. The fitness will then be a boolean vector of size n, which we shall call the voting vector of the proposal. Such vector will have a 1 in the t position if the t participant has supported the proposal, and a 0 if not. A proposal that has reached consensus will be represented by a vector of all 1s. Then instead of selecting the proposal that has more votes (more 1s) we take the Pareto Front in this multidimensional space.
Pareto Fronts (PF) are particular subsets that are calculated starting from the concept of dominance. PF have been used in economy and in Multi-Criterion Decision Making [11] . Recently they have also been suggested as a tool in genetic algorithms and co-evolutionary learning [12] . To take the Pareto Front we must first define a function of dominance. We shall say that a proposal A dominates a proposal B if they have different voting vectors v A = v B , and in every dimension
Since we have chosen to use only boolean vectors this is equivalent to saying that the set of people that support B must be a proper subset of the set of people that support A. Note that the procedure can be generalised, permitting each participant to evaluate each proposal by ranking it or evaluating each proposal by assigning it an integer. The Pareto Front will be the set of proposals that are not being dominated by any other proposal.
Let's look at some of the consequences of our selection choice: (1) the most popular proposal will always be in the Pareto Front; (2) for each participant at least one of the proposal he supports must be in the Pareto Front; as a corollary of (2) we have (3) each user who wants to have some particular proposal present in the Pareto Front must simply vote for only that proposal; but, vice-versa, (4) if a proposal is in the Pareto Front and is supported by only one person, that person cannot support any other proposal that is supported by any other participant. In other words nothing stops users to only vote for their own proposals to make sure they make it to the Pareto Front. But this asocial behavior will not go unspotted. Sometimes it is acceptable, (for example in the rare situation when a person really believes that their proposal is the only acceptable solution), but if repeated in time can lead to the other people ignoring that person and trying to reach a consensus without her.
Also note that we did not need to set the number of proposals that would be maintained from one generation to the other. This number is implicit in the definition of Pareto Front and will change from generation to generation. The only time a single proposal is selected is when everybody has voted for it. On the other hand, it is possible to have multiple solutions that all reach consensus if everybody votes for them. While keeping the Pareto Front unbounded might seem dangerous (what if too many proposals reach the next generation? Will the system explode?), recent results suggest that although no apparent limit is present, as long as the people vote following their values (and not in a random way), the Pareto Front will still be bounded. More about this in the Results section. 
Testing the Idea
Applying those two ideas we coded a website, Vilfredo goes to Athens (available at http://vilfredo.org), to test them. The website permits the users to ask questions and participate in evolving proposals to the questions asked. From a formal point of view, once a question is asked it goes through a series of rounds called generations. Each generation is divided into a proposing phase and an evaluation phase. In the proposing phase the users are allowed to write their own proposals. In the evaluation phase they can evaluate all the proposals that have been submitted. This is done by clicking a button next to all the proposal each user likes, and ignoring the others. Thus there is no "I do not like" button. Ignored proposals are considered having being rejected. The Pareto Front of the proposal (as described above) is then extracted and presented to the users as representative of the whole community. If a consensus has been reached it is declared and the question is moved into the "solved questions" area. If instead a consensus has not been reached the users are invited to read the Pareto Front proposals and write new ones. In particular they are invited to try to bridge different ideas, and rewrite existent proposals, especially proposals they could not support, in a way they would be acceptable for them. Note that no further aid or limits are given to the participants, other than presenting them with a blank slate and the list of the previous Pareto Front. They can ignore those suggestion, as well as use them.
Testing the website we soon discovered that it was necessary to fine tune the process to allow the procedure to work better. We shall list here the elements which we found important, with an explanation on how they affected the procedure.
-During the proposing phase, proposals being written are not revealed to the participants. This prevents users from copying each other's ideas. While copying each other's ideas could be seen as a positive element, we want to make sure that the ideas in the Pareto Front are more likely to be used than others. -During the evaluation phase, proposals are presented in an anonymous format. No information about the author is presented. This forces users to rely on the actual content of a proposal, without being able to support something out of trust with the author. And, more importantly, this gives the possibility for everybody to have their proposal evaluated on an equal ground. -When the evaluation is over, all the information about the authorship and who supported which proposal is revealed. This permits users to see which participants are only voting for their own proposals. Interestingly, we observed that this behavior drastically diminished after this information was made public.
Soon the website was used to bootstrap its own creation, with participants discussing, proposing and voting on the features of the website itself. Although the website was public, it did not attract a huge attention, and as such the number of users that have registered is around a hundred (137 on the 16 of May 2010) , and the number of different users that were participating at any one period of time, was less than 20. Many of the question did not attract a wide participation, ending up with only 2 or 3 participants agreeing on an answer. Discussing why this is so, goes beyond the scope of this paper. And of course further tests should be completed, possibly with the aid of workers in the psychology and sociological field to ascertain if the participants found the process satisfactory. For now we will instead focus on one the most popular question that was asked. The question was open to the public, but it was not publicised, which led to a very little turn over of participants during the process.
The Wall of Text Question
We shall now present an example of a question which was discussed: 'How should we handle the "wall of text" problem?'. The wall of text was the situation where a user proposal was so long that would slow down the process for everybody (since most people would wait to have read that proposal before voting any proposal). The question was presented and after 4 generations, and 61 proposals (of which 41 were original), the community reached a consensual agreement. It should be noted that although the process seemed fast, each generation took two weeks time, of which one week in proposing and one week in voting. So the final result took about two months to complete. The final result had an abstract and the main text consisted of three points (an excerpt is presented here for brevity, the full data can be seen at [13] ): (5) Rating systems. The idea being, that people will write more concisely to get a higher rating. (7) One user suggesting to use 500 or 1000 characters limit; another to use an abstract; and a third to let proposals unbounded. The result included ideas from all three: proposals can be of any length (satisfying the third user), when they are of more than 1000 characters they need an abstract (thus satisfying the second user). Abstract which should not be longer than 500 characters (satisfying the first user). Note that the actual final proposal was much more complex as it had to satisfy more requirements.
Results
The main result that was observed was that the process worked better when the question asked was real and relevant. If the question was a test question, either unrealistic or such that the solution made no real difference in the life of the participants, it was harder to reach a consensus, the Pareto Front would be larger, people would get bored more easily and generally the result would just look random. When instead the question was real and relevant, the Pareto Front would never grow too much as participants would look for acceptable compromise between the winning proposals. From time to time the participants would try to recycle proposals that were eliminated, perhaps by integrating them inside winning proposals. Usually those actions were unsuccessful, but showed how the participants were trying to integrate their point of view inside the point of view of the community. Researchers who work with Genetic Algorithms are used to running their experiments for a few hundred generations at a minimum. We could not run those experiments for such a long time. No willing volunteer would agree to participate. But in all the experiments that we made a consensus was found much sooner. Often after 3 or 4 generations. In particularly hard cases the consensus was reached after 10 or 11 generations. The answer to which [what] is the meaning of life? [14] could be found after only 6 generations (although the final solution was proposed on generation 4). The solution to the "wall of text" problem, presented above, needed 4 generations. And the result was unexpected by any of the participants, integrating elements from multiple people. Such good results hide a problem. When the result was hard to find, the participants would start to get bored, and often leave the question. Then the question would reach a smaller consensus. Rapid, but less meaningful. On the other hand we can assume that if the question was more important the participants would be less prone to leave. Leading to a situation where either they would find a consensus or they would eventually enter in a loop. We should discuss this last possible result in the Discussion Section.
The Subjective Pareto Front as a subset of the Objective Pareto Front
An interesting question is: how would the system scale up? We are now going to present some mathematical results showing that under some basic assumptions, the size of the Pareto Front will be bounded, regardless of the number of people participating in the voting procedure. Let us assume that we have a question, with a number of diverse participants. We assume the participants will always vote according to their own subjective scale of values. We also assume that each person's value scale can be represented as a positive linear combination of some objective values that the participants share. In other words the participants share the same values but place different priorities upon them 1 . We can now map every proposal according to those objective values, and given any participant, we can associate to that participant a line R, linear combination of those objective values. Each user will then order all the proposals according to his values as points on the line R. Definition 1. Given a point A and a line R : y = ax, we shall define A R , as the point where R intersects the perpendicular line that is passing through A. We shall also refer to A Rx (A Ry ) as the x (y) co-ordinate of the A R point. Now we need to formally define the Pareto Front with respect to the subjective values of the participants. To do this we start by defining the concept of dominance.
Definition 2. Given two distinct lines R, S (with R : y = ax and S : y = bx) with a, b > 0. And given two distinct points A(a x , a y ) and B(b x , b y ), we will say that A dominates B respect to (R, S) if A R ≥ B R , and A S ≥ B S and we shall write it A > (R,S) B.
In the field of Multi-Criterion Decision Making where Pareto Fronts are commonly used [11] , the standard form of dominance considered is with respect to a basis of coordinates, (X, Y, . . .). We too will say that a point A dominates a point B if A > (X,Y ) B Definition 3. The Pareto Front with respect to (R, S) will be the set of points that are non dominated respect to R and S.
We need to prove that if two points A(a x , a y ) and B(b x , b y ) are in the Pareto Front with respect to the coordinates (X, Y ), then they can be in the Pareto Front with respect to (R, S) (with R : y = ax and S : y = bx) with a, b > 0. We shall call the Pareto Front with respect to the (X, Y ) coordinates the Objective Pareto Front, while the Pareto Front with respect to (R, S) the Subjective Pareto Front. In other words we are trying to prove that the Subjective Pareto Front is contained in the Objective Pareto Front.
First we will start with an existing result from the field in Multi-Criterion Decision Making [11] [15]. Proof. Let us calculate A Rx . To do this we calculate the line S perpendicular to R, and passing through A. Such line will be: S = − 1 a x+e and A Rx = a * ay +ax. Thus B Rx = a * by + bx. Now we need to prove that A Rx > B Rx . That is: a * a y + a x > a * b y + b x but this is trivial since a > 0 and from the fact that A > B we know that either (1) ay > by and ax = bx or (2) ay = by and ax > bx or (3) ay > by and ax > bx. In all three cases A Rx > B Rx . And since A Ry = a 2 * ay + a * ax and B Ry = a 2 * by + a * bx then A Ry > B Ry
Now we want to prove that if a point is in the Subjective Pareto Front it must be in the Objective Pareto Front. Proof. The Thesis is equivalent to saying that if A is not in the Objective Pareto Front, it cannot be in the Subjective Pareto Front. Or, in other words, if it is being dominated with respect to (X, Y ) it will also be dominated according to (R, S). Without loss of generality let us consider two distinct points A, B. We want to prove that if A > (X,Y ) B, then A > (R,S) B. But from Proposition 1, we know that A Rx > B Rx , and A Sx > B Sx . Thus the thesis.
Since the Subjective Pareto Front is a subset of the Objective Pareto Front, having more participants will not lead to an unbound growth of the Pareto Front, but just to a better approximation of the objective one. Which is, in itself, a positive result. In passing we note that this result also implies that when we need to estimate an Objective Pareto Front (a common occurrence in MultiCriterion Decision Making [15] ) we can simply ask an educated group of people to evaluate the options at hand, according to their personal preferences. And the result should naturally approximate the Objective Pareto Front.
Discussion
Two questions should be considered: how would such a system scale up and what should be done if a consensus is not found. Regarding the latter, we would suggest that an evolutionary system should be used as a first means trying to reach consensus on an issue. If this fails, the partial results (i.e. the final Pareto Front) should be voted on in a more traditional way. But yet in a way that permits the participants to express multiple choices, like any Condorcet method. In this option still the initial evolutionary process would not go lost, as it has helped finding a set of optimal solution among which to chose.
But how much could such a system scale up and still be practical? Of course much work needs to be done in this regard. In the Results section we have shown how the Pareto Front will generally be bounded. Still the system might explode due to the number of proposals presented by the people. In our experience we noticed that it is always easier to get people to vote for proposal made by others then to write your own proposals. Thus we do expect the number of proposals to grow at a slower rate than the number of participants. But how much slower? In any case there will be a point where it will not be possible for everybody to evaluate the proposals from everybody else. But still the system could be implemented by distributing it upon a graph, with each node being a separate, parallel, genetic algorithm, and winning solution spreading among nodes. Also, even without solving the scaling problem the system could be used to let small to medium communities self-govern. Considering that probably less than 1 in 20 people will propose something, a community of a 1000 people could use the system in its current format. Also it could be used as a very democratic way to discuss something in a context where each participant's opinion is very important. For example, what would have happened if at the 2009 United Nations Climate Change Conference, instead of having a more traditional voting system we had a Pareto Human Based Genetic Algorithm, with each nation being a participant? Surely no one would have protested that the discussion was being held in a non-democratic way.
Finally, we would like to point out how the system presented can be used in a different context all together, for example as basis for collaborative editing of a document, but that's another story.
Conclusions
We investigated an alternative way to reach an agreement on an open question. We looked at this as a possible aid in the decision making process, possibly for an e-government system. In our investigation we coded for a website where users can ask open questions and try to reach a consensus over them. In alternate phases each user can propose answers to the questions posed, or chose which answers he agrees on. By selecting the Pareto Front of the approved answers we extract a subset of the answers presented that fully represents the community. If no answer has reached unanimity, the Pareto Front is offered back to the community as an inspiration to write new proposals. Although the users are invited to try to integrate and bridge the proposals in the Pareto Front, no limit is posed over what each user can suggest. We present a trial case of the website on a particular question, and showed how the different proposals build up to generate an final answer that everybody could approve. This was done through 4 generations, each divided into a proposing and a voting phase. More questions were tested, but few received the participation necessary to be considered as test cases of how the algorithm would behave. We also investigated the mathematics behind the extraction of a Pareto Front based on subjective evaluations of proposals and found under reasonable assumptions this to approximate the Pareto Front that would be extracted under an objective evaluation of such proposals. Thus suggesting that such subjective Pareto Front would not explode as the number of users increase. All together the algorithm proposed showed to be a possible alternative to more traditional forms of voting to reach an agreement on a solution. It's drawback seem to be how the increased participation risks lowering the number of people willing to participate...
