INTRODUCTION 28
Structural Variants (SVs), which are often characterized as 50 bp or larger genomic rearrangements of 29 chromosomal segments, are associated with various human diseases [1] [2] [3] . For example, some fusion 30 genes caused by SVs are known oncogenes [4] . Identifying SVs and interpreting their potential 31 impacts are critical steps toward cataloguing the variations in the human genome and mechanistic 32 understanding of genetic diseases and cancers. 33 SV visualization is a very important step in an SV calling process, because it enables the 34 manual inspection of SVs for achieving two goals: The first is to better understand the relationships 35 between SVs and other genomic features, and the second is to ensure a smaller number of false 36 positives. 37
For the first goal, SV visualization tools should be able to simultaneously display multiple 38 intervals along with their relationships, even when the breakpoints are distant or when SVs are nested. 39
Older SV visualization tools focus on visualizing only canonical SVs (insertion, deletion, inversion, 40 duplication, and translocation) [5, 6] , because they account for a significant portion of the identified 41 SVs at that time. However, as long-read sequencing technologies reveal an increasing number of SVs, 42 SV visualization with the existing tools becomes more challenging. For example, a large inversion is 43 often identified as two separate translocations at the two breakpoints of the inversion; one might not 44 be able to immediately recognize that the two translocation events are explained by a single large 45 inversion. Another example is a nested SV. When there is a large inversion that contains several 46 smaller SVs, such as insertion of transposons or deletions, the nested SVs often obscure the 47 relationship between genomic regions that are distant in the reference genome, but are actually close 48 in the target genome. To this end, we employed genome graphs as a theoretical backbone for providing 49 more systematic way of presenting SVs with varying complexities, including nested and large SVs [7] . 50 Genome graphs can represent SVs more naturally than those that represent SVs as differences from a 51 4 reference genome (e.g., VCF). However, there is no visualization method for large genome graphs, 52 such as human cancer genomes. 53
For the second goal, manual inspection of SVs identified using SV calling tools is important, 54 because these tools are not yet accurate enough; human experts are required to accurately and reliably 55 distinguish true positive SVs from false positive ones. For example, SVs identified by using reads 56 obtained by different sequencing platforms are often not concordant [8] , suggesting that the algorithms 57 of SV callers need further improvement. Therefore, SV candidates need to be manually inspected using 58 read alignments and genomic annotations [9] . Developers of SV callers may wish to track down false 59 positives, so they can improve the algorithms. Biologists may wish to filter out false positives through 60 manual inspection to find genuine causal SVs. However, manual inspection by using existing SV 61 visualization tools occasionally becomes very difficult for certain cases. For example, for nested SVs 62 and long reads spanning over multiple breakpoints, existing tools cannot show the read alignments in 63 multiple intervals at a glance, making it unrealistic to manually judge the authenticity of candidate 64
SVs. Another example is that tandem duplications identified by SV callers are often inaccurate. This 65 is presumably because the accuracy for finding tandem duplications has not been optimized for real 66 biological data [8, 10, 11] . 67
To achieve these two goals, we developed MoMI-G (pronounced mo-me-jee), a genome 68 graph browser that visualizes SVs using variation graphs ( Fig. 1 
RESULTS

103
MoMI-G is a web-based genome browser developed as a single-page application implemented in 104
TypeScript and with React. Because users need different types of views, even for the same data, 105
MoMI-G provides three groups of view modules for the analysis of SVs at different scales, namely 106 chromosome-scale, gene-scale, and nucleotide-scale view groups (Additional file 1: Supplemental 107 Table 1 ). Users can use one or more view modules in a single window. 108
The input of MoMI-G is a variation graph, read alignment (optional), and annotations 109 (optional). MoMI-G accepts a succinct representation of a vg variation graph, which is an XG file, as 110 a variation graph. A script that converts a FASTA file of a reference genome and a common variant 111 format (VCF) file into an XG file is included in the MoMI-G package, although the VCF format cannot 112 represent some types of SVs that the XG format can represent, such as nested insertions. Read 113 alignment data on the graph need to be represented as a graph alignment map (GAM) file; alternatively, 114 users can convert a binary alignment map (BAM) file into a GAM file, although this is not 115 recommended due to some limitations. 116
We show three examples from two samples to demonstrate the utility of MoMI-G. One of 117 the examples is a large inversion, and the other is nested SVs that are difficult to visualize using 118 existing tools. We also show nested SVs from the CHM1 dataset [17] . For all the examples, we used 119 the Amazon EC2 instance type t2.large with 8 GB of memory and 2.4 GHz Intel Xeon processor as 120 the MoMI-G server; the server requirement for this tool is minimal. MoMI-G supports common 121 browsers, including Chrome, Safari, and Firefox. 122 123
Data model used in MoMI-G and MoMI-G tools 124
To our knowledge, no publicly available SV visualization tools are available for large and nested SVs 125 8 with alignments of long reads. Thus, we aimed to develop a genome graph browser at the earliest so 126 that users can obtain new biological knowledge from real data. We used an existing library, 127 SequenceTubeMap (https://github.com/vgteam/sequenceTubeMap), for visualizing a variation 128 subgraph, rather than developing our own library from scratch. 129
SequenceTubeMap is a JavaScript library that visualizes multiple related sequences such as 130 haplotypes. A variation graph used in SequenceTubeMap is a set of nodes and paths, where a node 131 represents part of a DNA sequence, and a path represents (part of) a haplotype. Edges are implicitly 132 represented by adjacent nodes in paths. 133
MoMI-G accepts variation graphs in which SVs are represented by paths so that 134
SequenceTubeMap can visualize them. A deletion is represented by a path that skips over a sequence 135 that other paths pass through. Similarly, an insertion is represented by a path that passes through an 136 extra sequence that other paths do not visit; an inversion is represented by a path where part of the 137 sequence in other paths is reversed; and, a duplication is represented by a path that passes through the 138 same sequence twice or more. 139
The MoMI-G package includes a set of scripts (MoMI-G tools) that convert a VCF file into 140 the variation graph format. We used MoMI-G tools for generating the input variation graphs; 141 alternatively, users can generate variation graphs on their own. See the method section and Additional 142 To address this issue, we explored the wider region around CCDC6-RET with MoMI-G. 159
First, we sequenced the genome of LC-2/ad with Oxford Nanopore MinION R9.5 pore 160 chemistry and merged reads with those from a previous study (accession No. DRX143541-161 DRX143544) [18] . We generated 3.5 M reads to 12.8× coverage in total and then aligned them with 162
GRCh38. The average length of the aligned reads was 16 kb (Additional file 1: Supplemental Table  163 2). We detected 11,316 SVs in the VCF format, including the previously known CCDC6-RET fusion 164 gene, on the nuclear DNA of LC-2/ad cell line (Additional file 1: Supplemental Table 3 ). See the 165 methods section for details. 166
The distance between RET (chr10: 43,075,069-43,132,349) and CCDC6 (chr10: 167 59,786,748-59,908,656) is about 17 Mbp in GRCh38. We confirmed that a CCDC6-RET fusion gene 168 exists in LC-2/ad ( Fig. 2A ). This fusion gene is presumably caused by an inversion, although only one 169 end of the inversion was found. We found an unknown novel adjacency that well explains the other 170 end of the inversion (Fig. 2B , Additional file 1: Supplemental Table 4 ). MoMI-G was able to display 171 the relationships between the two breakends of the inversion, enabling users to understand large SVs. 172
We explored the read alignments around the fusion and found that the fusion was heterozygous ( Fig. 10   2C ). MoMI-G is the first stand-alone genome graph browser that can display long-read alignments 174 over branching sequences that represent a heterozygous SV. 175
Further, we found that the large inversion was flanked by two small deletions. These 176 deletions are explained by a single deletion event following the large inversion event (Fig. 2D ). The 177 loss of the RET-CCDC6 fusion gene corresponds to the two small deletions on GRCh38. A simple 178 explanation is that a deletion occurred after the inversion event, but not vice versa, in favor of the 179 smaller number of mutation events. 180
Next, we attempted to estimate the breakpoints of the large inversion before the deletion 181 occurred. There were two possible scenarios for the positions of the two breakends of the large 182 inversion. The first is that RET-CCDC6 and CCDC6-RET were generated by a large inversion and 183 then RET-CCDC6 was lost. The second is that CCDC6 was first broken by a large inversion, and a 184 subsequent small deletion led to CCDC6-RET. Previous studies support the former scenario. First, the 185 RET gene often tends to be disrupted in thyroid cancer by paracentric inversion of the long arm of 186 chromosome 10, or by chromosomal fusion [19] . Second, in a previous study, two clinical samples 187 had both RET-CCDC6 and CCDC6-RET in the genome [20] . Both studies suggested that an inversion 188 disrupted both CCDC6 and RET, and then a small deletion disrupted RET-CCDC6. We could never 189 recognize these two deletions flanking the large inversion without simultaneously observing both the 190 We show an example of nested SVs in a pseudodiploid genome visualized using MoMI-G. We 201 downloaded a CHM1 genome with an SV list previously generated in a whole-genome resequencing 202 study with PacBio sequencers from human hydatidiform [17] . The SV list includes insertions, 203 deletions, and inversions for GRCh37/hg19. We converted the BED file of the SV list of CHM1 to a 204 VCF file, and then filtered out deletions of less than 1,000 bp to focus on medium to large SVs. We 205 found nested SVs for which existing genome browsers do not intuitively show the relationships 206 between them (Fig. 4) what part of a gene is affected by that SV, and determining the reason why an SV is called based on 265 read alignments, is an important part of validating called SVs. As variants called by SV callers increase, 266 the burden of manual inspection also increases, underscoring the importance of visualization both to 267 inspect individual SV calls for filtering out false positives and to ensure that a filtered set of SVs is of 268 high confidence [22, 23] . MoMI-G helps with the efficient inspection of SVs by using (1) Feature Table,  269 which is an SV list, (2) Interval Card Deck, which is genomic coordinate stacks, and (3) shortcut keys. 270
The usage is as follows: (1) one can filter SVs using Feature Table, after 
Input requirements 286
MoMI-G inputs an XG format as a variation graph. Users can specify a GAM file with an index that 287 16 contains read alignment. They can convert a BAM file into GAM using MoMI-G tools or can generate 288 the GAM file on their own. When a BED file of genes is provided, users can specify a genomic interval 289 by gene name. A configuration file is written in YAML. MoMI-G also accepts bigBed and bigWig 290 formats [24] for visualizing annotations (e.g., repeats, genes, alignment depth, and GC content) on the 291 reference genome. The bigBed and bigWig need to be extended for genome graphs in the future. The 292 list of formats that are accepted by MoMI-G is shown in Table 1 We developed a genome graph browser, MoMI-G, that visualizes SVs on a variation graph. Existing 300 visualization tools for SVs show either one SV at a time, or all SVs together; the former does not allow 301 the understanding of the relationships between SVs, whereas the latter is useless when the target 302 genome is very large and the whole variation graphs are too complicated to view in a single screen 303 (i.e., the hairball problem). MoMI-G allows viewing only part of the genome, which resolves the 304 hairball problem, while providing an intuitive view for multiple SVs, including large and nested SVs. 305
Further, MoMI-G enables the manual inspection of complex SVs by providing integrated multiple 306 view modules; users can filter SVs, validate them with read alignments, and interpret them with 307 genomic annotations. 308
We used vg as a server-side library and SequenceTubeMap as a client-side library for 309 subgraph retrieval and visualization of genome graphs, because to our knowledge, these are the only 310 combinations that are publicly available. We found that significant amounts of engineering efforts are 311 required for an even better user experience. For example, vg is a standalone command line application 312 that exits immediately after the given query is processed; therefore, it does not have a function to keep 313 the succinct index on memory for later use; every time only part of the genome is retrieved, the entire 314 index of several gigabytes is loaded, which is unnecessary overhead. SequenceTubeMap displays 315 inversions and duplications as loops; however, we found that new users occasionally find it difficult 316 to recognize the connections between nodes. Visualizing SVs is still an open problem. 317
The currently available tools and formats for SV analysis have many problems. First, 318 different SV callers output different VCF records even for the same SV. For example, depending on 319 SV callers, an inversion with both boundaries identified at a base pair level is represented by one of 320 the following: (1) a single inversion record, (2) two inversion records at both ends, (3) two breakend 321 records at both ends, or (4) four breakend records at both ends (a variant of (3), but the records are 322 duplicated for both the strands). Thus, developing a universal tool for variant graph construction is 323 difficult. Second, certain types of nested SVs, such as an insertion within an insertion, are impossible 324 to represent in a VCF file without tricks, although variant graphs can easily handle these SVs. 325 18 Therefore, generating a variation graph from a VCF file including SVs is not ideal. We need an SV 326 caller that directly outputs variation graphs. 327
Fostering the ecosystem around variation graphs is important for delivering their benefits to 328 end users, as noted in the ecosystem around the SAM/BAM formats that spurred development of 329 production-ready tools for end users. MoMI-G is the first step toward such a goal, because the 330 availability of tools ranging from upstream analysis, such as read alignment to visualization, is critical 331 for the entire ecosystem. 332 This is the one million genome era that requires rapid and memory-sufficient data structure 333 to allow alignments and store haplotype information. Because most parts of the genome are shared 334 between individuals, we need to focus on differences for reducing computation time and resources. sequencing can produce a 1D^2 read, which integrates the information of a read and its complementary 359 read into one read. MinION 1D^2 sequencing produces two types of fastq files, 1D and 1D^2; there 360 was some redundancy between 1D and 1D^2 reads. Therefore, redundant 1D reads were removed, and 361 only 1D^2 reads were used. Moreover, some redundant 1D^2 reads were found. These reads were 362 removed from 1D^2 files and used as 1D reads. The percentage of the primary aligned reads was 363 54.7% (Additional file 1: Supplemental Table 2 ). This is because we did not filter out reads excluding 364 
Constructing a variation graph 388
We constructed a variation graph, including a reference genome (GRCh38) and an individual genome 389 (either LC-2/ad or CHM1). We developed scripts that we call MoMI-G tools. MoMI-G tools follow 390 the procedure in SplitThreader Graph [31] . 391 392 1. Extract a breakpoint list from a VCF file generated by Sniffles. 393 2. Construct an initial variation graph with each chromosome of the GRCh38 primary assembly as 394 a single node. 4. For each breakpoint in the breakpoint list, split the node of the graph that contains the breakpoint 399 into two nodes at the breakpoint. 400 5. Create paths that represent the chromosomes in the reference genome. 401 6. Create paths that represent SVs, each of which corresponds to one record in the input VCF file. 402
Further, add a node to the graph when the type of SV is an insertion. 403
404
The representation of SVs varies between SV callers: the same SV can be described in different ways 405 in the current VCF format. Although vg has a "construct" subcommand that constructs a variation 406 graph from a pair of a reference genome and a VCF file, "vg construct" is incompatible with the output 407 of SV callers we know of for the following reason. For example, an INV record in VCF means either 408 a single inversion (both ends included) or only one end of the inversion, depending on the 409 implementation of SV callers. We wrote custom scripts, MoMI-G tools, for Sniffles. 410
In general, to display read alignments, we recommend aligning against a variation graph by 411 directly using "vg map" instead of converting read alignments against the linear reference genomes 412 into the GAM format. Nevertheless, we intended to inspect the results of Sniffles; therefore, we wrote 413 a custom script to convert alignments against the linear reference (BAM file) into a GAM file by using 414 "vg annotate," during which CIGAR is lost; "vg annotate" was originally designed for placing 415 annotations in BED/GFF files on paths on variation graphs and not for alignments. One possible 416 solution to this issue is making SV callers graph-aware. 417 418
Inspection of SV candidates 419
We modified and integrated SequenceTubeMap into MoMI-G so that it can visualize a variation graph 420 converted from SVs that shows the difference between a reference genome and an individual genome. 421
