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С развитием киноиндустрии, игровой индустрии и дизайна все боль-
ше растет потребность в реалистичной компьютерной графике. Долгое время
вычислительные способности компьютеров позволяли использовать только
метод растеризации треугольников [18, 15], что сказывалось на реалистично-
сти получаемого результата, так как этот метод - очень грубая аппроксимация
того, как свет на самом деле устроен. Однако компьютерная мощь растет с
каждым годом, что позволяет использовать другие методы [16, 17], которые
раньше использовать не представлялось возможным, ввиду вычислительной
трудозатратности. Один из таких методов - метод трассировки лучей.
Метод трассировки лучей представляет собой метод генерации изоб-
ражения путем отслеживания, или трассировки, пути света и моделирования
эффектов его столкновения с объектами [20]. Он известен своей гибкостью,
как правило, более достижимом реализмом и масштабируемостью, однако,
как правило, достаточно трудозатратен [19].
В данной работе поставлена задача реализовать метод трассировки лу-
чей, не акцентируя внимание на оптимизации данного метода, хотя некоторые
вопросы оптимизации все же будут затронуты.
Цель работы
Целью данной работы является изучение и реализация метода трасси-
ровки лучей.
Задачи работы
Для достижения этой цели в рамках работы были поставлены следую-
щие задачи:
• Определить и реализовать набор примитивных объектов, доступных для
конструирования сцены.
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• Определить и реализовать набор свойств поверхности примитивных
объектов таких как:
– Рассеивание лучей и затухание света
– Текстуры
– Свойство излучать свет
• Получить изображение, сгенерированное данным методом
Практическая значимость
Одна из самых крупных потребителей реалистичной графики - инду-
стрия развлечений, а именно игровая индустрия и киноиндустрия.
Реалистичность спецэффектов в кино помогают людям создавать та-
кие кадры, какие раньше не представлялось возможным. Также графика в
разы удешевила съемочный процесс, что сделало кино более доступным для
производства.
В игровой индустрии графика все ближе приближается к реалистич-
ной, что позволяет делать их более правдоподобными, стирая барьер между
игроком и игрой.
Если отойти от индустрии развлечений, то реалистичная графика поль-
зуется спросом у дизайна. От дизайна интерьера квартиры, до дизайнов круп-
ных продуктов и целых зданий. Возможность посмотреть будущий интерьер
еще не отремонтированной квартиры, посмотреть еще на не выпущеннуюмар-
ку автомобиля или устроить экскурсию по какому-либо еще недостроенному
объекту позволяет многим людям экономить время и деньги.
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Глава 1. Обзор литературы
1.1 Обзор существующий методов
Метод бросания лучей (ray casting) - один из первых методов данного
типа. Впервые данный термин был использован в 1982 году Скоттом Роттом
[1]. Данный метод испускает только первичные лучи, что делает его нере-
курсивным. Впервые в массовой индустрии данный алгоритм был применен
Джоном Кармаком в игре Wolfenstein 3D [2]. Данный метод был достаточно
прорывным для своего времени.
Метод трассировки лучей (ray tracing) [3] же является рекурсивным
алгоритмом, что делает его более затратным в вычислительном плане ал-
горитмом. Однако, благодаря тому, что данный метод испускает не только
первичные лучи, но и вторичные, делает данный метод заметно более реа-
листичным и позволяет реализовать многие эффекты, которые недоступны
методу бросания лучей, таких как отражения, преломления, мягкие тени и
другие. Однако в данном методе присутствуют некоторые допущения, что
делает данный метод менее реалистичным, чем его усовершенствованная вер-
сия.
Более усовершенствованный метод называется методом трассировки
пути (path tracing) [5]. Данный метод основывается на так называемом урав-
нении рендеринга, предложенном в статье Джеймса КаджWF-SP800Nии в
1982 году [4], и его решении методом Монте-Карло. Данный алгоритм яв-
ляется методом без допущений (unbiased method) [6], что делает его самым
реалистичным методом из трех.
1.2 Обзор программных инструментов для работы с реалистич-
ной компьютерной графикой
На данныймомент одни из самых популярных инструментов для работы
с реалистичной компьютеной графикой:
1. Octane[21]. Пользуется большим спросом в киноиндустрии для созда-
ния графики. Достаточно хорошо оптимизирован и имеет удобный ин-
терфейс взаимодействия, однако является проприетарным, что очень
5
ограничивает его использование непроффесионалам.
2. Mitsuba[22]. Данный инструмент больше ориентировани на ислледо-
вателей. Имеет открытый исходный код, хорошо оптимизирован. Не
совсем подходит для профессионального производства реалистичной
графики. Инструмент достаточно сложен для освоения.
3. Cycles[23]. Данныйинструмент разрабатываетсяBlenderFoundation[24].
Данный инструмент имеет открытый исходный код. Также он встроен в
Blender - инструмент для 3D моделирования и анимации, также инстру-
мент с открытым исходным кодом, что делает его очень доступным для
освоения. Однако данный инструмент достаточно молодой, поэтому он
имеет не такой широкий функционал и еще не так хорошо оптимизи-
рован.
Глава 2. Теоретические аспекты работы с графическими
объектами
2.1 Примитивные объекты
Для определения примитивного объекта мы должны определить метод
пересечения данного объекта с лучем. Имея луч и объект мы хотим уметь
получать следующую информацию:
• Пересекает ли данный луч объект или нет
• Точку пересечения
• Нормаль в точке пересечения
Данной информации будет достаточно, чтобы повторно запустить луч из
точки пересечения, тем самым имитируя поведение лучей света [12]. Луч
будем определять с помощью двух векторов: R(t) = O + t · D, где O -




Сфера задается уравнением S(x) = (x − C, x − C) = r2, где C - цетр
сферы, r - радиус, x - точка, принадлежащая сфере. Пересечение с лучем
считается следующим образом:
S(R(t)) = (R(t)− C,R(t)− C) = r2;
(O + t ·D − C,O + t ·D − C) = r2;
(D,D)t2 + 2(D,CO)t+ (CO,CO)− r2 = 0, где CO = O − C;
t∗1 = −(D,OC)−
√
(D,CO)2 − (CO,CO) + r2;
t∗2 = −(D,OC) +
√
(D,CO)2 − (CO,CO) + r2,
учитывая, что D нормализован.
Если discr = (D,OC)2− (OC,OC)+ r2 ≥ 0 и хотя бы один из t1 или t2 неот-
рицателен, значит, пересечение есть, выбираем наименьший из неотрицатель-
ных t, обозначим его за t∗, тогда точка пересечения равна R(t∗) = O + t∗ ·D
Нормаль же тогда равна N = R(t∗)− C = O + t∗ ·D − C.
Рис. 1: Рендер сферы.
2.1.2 Плоскость
Плоскость задается уравнением P (x) = (p − p0, N) = 0, где p0 - точ-
ка, принадлежащая прямой, N - нормаль плоскости. Тогда пересечение луча
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R(t) = O + t ·D находится следующим образом:
P (R(t)) = (R(t)− p0, N) = 0;
(O + t ·D − p0, N) = 0;
t = (p0−O,N)(D,N) .
Если (D,N) 6= 0 и t∗ ≥ 0, то считаем, что пересечение есть. Нормаль в точке
пересечения равна нормали плоскости.
Рис. 2: Рендер плоскости.
2.1.3 Треугольник
Треугольник определятся тремя точкамиA,B,C. Искать пересечение с
лучемR(t) = O+t·D будемметодомМоллера—Трумбора [3]. Данныйметод
примечателен тем, что он не требует предварительного вычисленяе уравне-
ния плоскости, содержащей треугольник. Вычисление пересечения выглядит
следующим образом. Рассмотрим барицентрические координаты точки внут-
ри треугольника P = w · A + u · B + v · C. Учитывая, что u + v + w = 1,
выразим w = 1− u− v. Подставляя в выражение точки P получаем:
P = (1− u− v) · A+ u ·B + v · C;
P = A+ u · AB + v · AC, где AB = B − A,AC = C − A;
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Подставляя R(t) = O + t ·D в уравнение выше получаем:
O + t ·D = A+ u · AB + v · AC;







Используя метод Крамера, мы получаем:
tu
v
 = 1∣∣∣∣−D AB AC ∣∣∣∣

∣∣∣AO AB AC∣∣∣∣∣∣−D AO AC∣∣∣∣∣∣−D AB AO∣∣∣
 ;
При этом, если
∣∣∣−D AB AC∣∣∣ = 0, то это означает, что пересечения нет.
Учитывая, что




 (AO,N)−D · (AO × AC)
−D · (AB × AO)
 ;
Обозначим найденное значение t за t∗, тогда треугольник и луч имеет пере-
сечение в R(t∗), если t∗ ≥ 0, u + v <= 1 и u ≥ 0, v ≥ 0. Нормаль в точке
пересечения равна N = AB × AC
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Рис. 3: Рендер треугольника.
2.1.4 Четырехугольник
Четырехугольник задается четыремя точками A,B,C,D. Пересечение
между лучем и четырехугольником будем находить, разбив четырехугольник
на 2 треугольника с вершинами A,B,C и A,C,D. Если луч пересекает хотя
бы один из треугольников, то пересечение имеет место быть. Нормаль можно
найти с помощью любых трех вершин:N = AB×AC, гдеAB = B−A,AC =
C − A
Рис. 4: Рендер четырехугольника.
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2.2 Структура сцены
Самый наивный способ хранить объекты сцены - хранить их в массиве.
Однако этот метод имеет множество недостатков, таких как:
• Время рендера сцены растет с количеством объектов, независимо от
того, является ли данный оюъект видимым или нет.
• Каждый раз луч будет проверятся на пересечение со всеми объектами,
даже если луч на самом деле не пересекает никакой из объектов.
Хранение объектов в иерархии ограничивающих объемов [9] решает данные
проблемы. Это древовидная структура данных, в которой хранятся ограни-
чивающие объемы, обычно это параллелепипеды, параллельные осям, так как
проверять луч на пересечение с такими параллелепипедами достаточно про-
сто. Данные параллелепипеды могут содержать в себе объекты или другие
параллелепипеды.
Параллелепипед, параллельныйосям, задается двумя точкамиBmin, Bmax
- вершина с минимальными координатами и максимальными соответственно.
Проверка на пересечение с лучем R(t) = O + t ·D выполняется следующим
образом. Проверяется пересечение по каждой оси. Рассмотрим пример для
осей x, y:
Ox + t ·Dx = Bminx ;Ox + t ·Dx = Bmaxx ;















tminx = min{t1x, t2x}; tmaxx = max{t1x, t2x};
tminy = min{t1y, t2y}; tmaxy = max{t1y, t2y};
Еслипересекает, то tminx <= tmaxy и tminy <= tmaxx , при условии, что tmaxy , tmaxx ≥






D , здесь отношение векторов - поэлементное деление;
tmax = max{tx, ty, tz};
Tmin = min{tx, ty, tz};
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Если tmax > Tmin или Tmin < 0, то луч не пересекает параллелепипед.
Рассмотрим метод построения дерева. Метод выглядит следующим об-
разом: пусть дана константа Nmax - максимальное количество элементов в
одном ограничивающем объеме (подбирается эмпирически) и массив объек-
товM obj выполним:
1. Поместим каждый объект в свой ограничивающий объем.
2. Поместим данные объемы в общий, назовем его корнем.
3. Если количество объектов в текущем меньше Nmax, прекращаем деле-
ние.
4. Иначе отсортируемобъемыпорасстояниюотначала координат доBmax,
тем самым при разбиении на дочерние объемы мы уменьшим степень
перекрытия объемов.
5. Первую половину объектов помещаем в один дочерний объем, вторую
в другой.
6. Повторяем шаги 3, 4, 5 для дочерних объемов.
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2.3 Материалы
Материал поверхности определяет то, как луч отражается от поверхно-
сти в данной точке и то, как меняется цвет луча при отражении [12]. Обычно
изменение цвета луча при отражении задается таким параметром как альбе-
до. Это может быть как и константный цвет, что означает, что поверхность
отражает определенно заданый спектр цвета и поглощает все другие, либо это
может быть текстура, которая задает такой параметр в конкретной точке по-
верхности. Подробнее о текстурах будет изложено далее. Способ отражения
луча от поверхности, наоборот, сильно зависит от материала, и в основном
является определяющим фактором.





Диффузный материал имитирует шероховатые поверхности, в которых
из-за неровностей лучи отражаются в разных направлениях. Направление
отраженного луча выбирается случайно в единичной сфере с центром в N ,
гдеN - нормаль в данной точке. Отраженный лучR′(t) = O′+t ·D′ находится
следующим образом :
x = Rand(0, 2π);




D′ = N + {rcos(x), rsin(x), z};
O′ = H;
Rand(x, y) - функция получения случайных чисел из равномерного распре-
деления.
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Рис. 5: Пример диффузного материала.
2.3.2 Металлический материал
Металлический материал имитирует гладкие поверхности, то есть от-
раженный луч находится в одной плоскости с падающем лучем и нормалью
и угол между отраженным лучем и нормалью равен углу между падающим
углом и нормалью. Отраженный лучR′(t) = O′+ t ·D′ находится следующим
образом :
D′ = D − 2(D,N) ·N ;
O′ = H;
Мыможем добавитьшероховатости материалу, добавив кD′ случайный
вектор из единичной сферы Prand умноженный на некоторый коэффициент,
определяющий степень шероховатости Crough. Тогда гладкий материал будет
иметь Crough = 0. В общем случае D′ будет иметь вид:
D′ = (D − 2(D,N) ·N) + Crough · Prand;
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Рис. 6: Пример металического материала.
2.3.3 Прозрачный материал
В прозрачном материале лучи могут как и отражаться, так и прелом-
ляться. Преломление лучей описывается законом Снелла [10]. Выглядит он
следующим образом: n1 sinφ1 = n2 sinφ2, где n1 - показатель преломления
среды, из которой свет падает на границу раздела, n2 - показатель прелом-
ления среды, в которую свет попадает, пройдя границу раздела, φ1 - угол
падения света — угол между падающим на поверхность лучом и нормалью к
поверхности, φ2 - угол преломления света — угол между прошедшим через
поверхность лучом и нормалью к поверхности. Преломленный луч Rrefract(t)
находится следующим образом:
k = 1.0− (n1n2 )
2(1.0− (N,D)2);







В случае, когда n1n2 sinφ1 ≥ 1 или k < 0 имеет место только отражение, прелом-
ления не происходит. Для определения отражения или преломления будем
использовать приблеженияШлика для уравнения Френеля [11]. Аппроксима-
ция выглядит следующим образом: F = n + (1 − n)(1 − (N,−D))5, n = n1n2
На практике это будет означать, что отражение или преломление луча будет
выбираться случайным образом с поправкой на коэффициент, полученный из
аппроксимацииШлика. Имея n2, n1 = 1 иR(t) = O+ t ·D, получание нового
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луча R′(t) выглядит cледующим образом:
Если (n,D) < 0 =⇒ n = 1n2 , иначе n = n2;




Если Rand(0, 1) < F =⇒ R′(t) = Rrefract(t), иначе R′(t) = Rreflect(t);
Рис. 7: Пример прозрачного материала.
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2.4 Текстуры
Текстуры в компьютерной графике обычно означают функцию, кото-
рая определяет цвет точки поверхности [13]. Это может быть процедурная
генерация, так и сэмплирование изображения. Текстуры - один из способов
задания альбедо в материале, они позволяют задавать в каждой точке свой
парамтр альбедо, что является очень удобным в некоторых ситуациях.Точка
поверхности задается так называемыми текстурными координатами (u, v), где
0 ≤ u, v ≤ 1. Для получения значения цвета из текстуры, нужно для каждой
точки поверхности однозначно определить текстурные координаты. Рассмот-
рим способ задания текстурных координат для прямоугольника и сферы.
Определение текстурных координат для прямоугольника достаточно
просто. Имея четыре вершины A,B,C,D и считая, что вершины указаны в
порядке обхода против часовой стрелки начиная с вершины с наименьшими





Для получения текстурных координат сферы рассмотрим сферические
координаты. Для каждой точкиможно единственным образром задатьшироту
и долготу (θ, φ), где φ - угол между осью x и проекцией отрезка, соединяю-
щего начало координат с точкой P , на плоскость xy, θ - угол между радиус-
вектором точки P и плоскостью xy. При этом φ = arctan yx , θ = arcsin z,
−π ≤ φ ≤ π, −π2 ≤ θ ≤
π
2 . В итоге текстурная координата точки P бедет
равна:




Константная текстура - самая простая текстура. Она задает одинаковый
цвет для любой точки поверхности. Для данной текстуры не нужны текстур-
ные координаты, что делает ее очень универсальной, однако вариативность
использования ее довольно скудная.
17
Рис. 8: Пример константной текстуры.
2.4.2 Шахматная текстура
Шахматная текстура - текстура состоящая из двух других текстур, со-
четающих их в шахматном порядке. Пусть цвет одной текстуры вычисленный
в координатах (u, v) равен Coleven, цвет другой, вычесленный в тех же коор-
динатах - Colodd. Тогда цвет шахматной текстуры Colchecker, вычисленный в
(u, v), равен:
sign = sgn(sin ku sin kv);
Colchecker = Coleven, если sign = 1, иначе Colchecker = Colodd;
Где k - параметр, определяющий насколько мелкими будут клетки.
Рис. 9: Пример шахматной текстуры.
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2.4.3 Текстура изображения
Для возможности использовать изображение в качестве текстуры, необ-
ходимо по текстурной координате определить координату пикселя. Пусть
изобрадение имеет Nx на Ny пикселей. Тогда для пикселя с позицией (i, j),









i = bu(Nx − 1)c; j = b(1− v)(Ny − 1)c;
Рис. 10: Пример текстуры изображения.
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2.5 Освещение
Освещение делится на две части - фоновое - освещение, которое уже
присутствует в сцене, считается максимально рассеяным, то есть цвет по-
стоянный для всей сцены, представляет из себя цвет пикселя, если луч, про-
ходящий через него ничего не пересекает, и излучаемое - свет, излучаемый
каким-либо объектом с материалом, способным излучать свет [13]. Описан-
ные ранее типы материалов не излучали никакого света, рассмотрим другой
тип материалов.
Рассмотрим материал диффузного света. Данный материал только из-
лучает свет, не рассеивает лучи дальше. Данный материал очень простой в
устройстве, все, что он имеет - это текстуру альбедо и интенсивность I ≥ 1.
Если луч пересекает объект с данным материалом, то луч окрашивается в
цвет текстуры в данной точке, умноженный на интенсивность.
Рис. 11: Пример освещения.
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Глава 3. Построение алгоритма
3.1 Описание алгоритма
Рассмотрим структуру алгоритма. Перед началом работы алгоритма
должны быть инициализированы следующие параметры:
• Himg,Wimg - высота и ширина итогового изображения в пикселях
• Nspp - количество лучей, пускаемых через каждый пиксель. Нужно для
того, чтобы границы у итогового изображения были сглажены.
• Ndepth - количество допустимых отражений луча. Необходимо для того,
чтобы алгоритм остановился.
• Cambient - фоновый свет (цвет пикселя, при отсутствии пересечений луча
и объектов)
• Cam - камера, у которой определены параметры, такие как:
– Ocam - позиция
– Dcam - направление
– Upcam - единичный вектор, который определяет направление вверх
в пространстве камеры (для определения базиса пространства ка-
меры)
– FOVcam - угол обзора
• Scene - cобранная сцена, у которой:
– Указаны все объекты
– У каждого объекта указан его материал
– Построена иерархия ограничивающих объемов
Сам алгоритм состоит из двух функций - Render и CastRay. Render пере-
бирает все пиксели и Nspp раз вызвает у пикселя функцию CastRay, которая




Input: R(t), Ndepth, Scene, Cambient
Output: Cout
Bres,Material, Phit, u, v,N = Intersect(R(t), Scene);
if Bres = True then
Cemit = EmitMaterial(Material, u, v);
Cattenuate, R
′(t) =
ScatterMaterial(Material, R(t), u, v, Phit, N);
return Cemit+






i = 0; j = 0;
while i < Himg do
while j < Wimg do
Col = Black;
n = 0;
while n < Nspp do
u = j+Rand(0,1)Wimg ;
v = i+Rand(0,1)Himg ;
R(t) = GetRayFromCam(u, v);
Col = Col + ColorRay(ray, sDepth);
n = n+ 1;
end
Col = ColNspp ;
Img(i, j) = Col;
j = j + 1;
end




Для реализации данного метода был выбран язык C++ стандарта 2017
года, ввиду его производительности. Для реализации математических вы-
числений была выбрана библиотека glm [7], так как она отличается своей
легковестностью и оптимизацией, так как данная библиотека поддерживает
SIMD.
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3.3 Тестирование и результаты работы
В качестве тестовой сцены будем использовать Cornell box [14]. Данная
сцена достаточно часто применяется для тестирования методов рендеринга.




В ходе данной работы были получены следующие результаты:
• Определен и реализован набор примитивов, позволяющий собирать сце-
ны для генерации изобрадений
• Определен и реализован набор свойств поверхности примитивов, таких
как:
– Материалы - отвечают за рассеивание лучей и затухание света
– Текстуры
– Специальный тип материала, способный излучать свет
• Получены изображения с помощью данного метода.
• Разработан и реализован алгоритм трассировки лучей. Исходный код
доступен по ссылке: https://github.com/Sphag/raytracer
Перспективы развития
Есть три вектора, по которому можно развивать данный метод:
1. Оптимизация алгоритма. Использование как дополнительных потоков
центрального процессора, так и использование граффического. Рас-
смотреть возможность применения аппаратных ускорителей, как, на-
пример, ядра видеокарт семейства Nvidia RTX [25].
2. Работа в сторону улучшения самого алгоритма. Данная реализация де-
лает достаточное количество допущений о том, как свет на самом деле
устроен. Уже существуют модификации, которые моделируют поведе-
ние света намного точнее, что делает их результат намного ближе к
реализму.
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3. Удобство использования. В данной реализации метода достаточно труд-
но настроить сцену пользователю, который не знаком с данной реали-
зацией. Нет просмотра результата в окне в реальном времени, нет ин-
терактивного редактора сцен. Удобство использования экономит много
времени, что имеет большую роль в некоторых областях.
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