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In the context of the CMS (Content Management System) on of the
most used solutions is Drupal, a CMS which its best parts are its
modularity, the big number of modules for it and the huge commu-
nity mantaining Drupal and its modules.
One of its modules is TMGMT (Translation Management Tool), it
help in the task of translating content in Drupal, as by default in Dru-
pal you can just translate a text manually, writing for each contant a
translation. TMGMT extend its capabilities letting us use other trans-
lators.
Currently with TMGMT, if a content item changes in one field, it
needs to be resubmitted as a whole to the translator. Without a trans-
lation memory, a translator is asked to perform the same translations
again and again. If the user uses a non free translator this will mean
that each time he will have to pay for it, leading to a over-cost to
maintain a multilingual site. In MD Systems, Miro Dietiker wanted
to solve that problem, but non of their clients wanted to pay for the
development of this module, so they asked for funds to Acquia, this
was meant to improve TMGMT Local module, to convert it to a CAT
(Computer-Assisted Translation) tool, but to reach that goal, one of
the steps was to add this translation memory to TMGMT. But Ac-
quia refused to give funds to MD Systems to improve TMGMT claim-
ing that TMGMT was good enough in features, and right now they
have other priorities. But in MD Systems they still want to improve
TMGMT.
And I as part of the team in MD Systems and as I was working a
lot in the port of TMGMT to Drupal 8, I wanted to see those goals
reached, so I proposed to Miro Dietiker to build TMGMT Memory as
my bachelor thesis, he liked the idea and agreed to give me support,
so I dropped my initial thesis and started with it also with the support




The objectives of this thesis are the following:
1. Add memory capabilities to TMGMT.
2. Import/export the memory.
3. Split the translation in more usable units (segments).
4. Add a basic UI for the TMGMT memory.
5. Analyze how to improve the usability and accessibility of TMGMT
memory integrated into TMGMT.
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1.5 project planning and scheduling
project planning and scheduling
I will follow the Unified Software Development Process or Unified
Process for this project.
So I will follow the life-cycle of the Unified Process:
1. Inception phase.
2. Elaboration phase (milestone).
3. Construction phase (release).
4. Transition phase (production release).
Between brackets I set the hits of each phase.
My thesis will end with the construction phase, as I consider that
the production release will be when the module will be included in
the TMGMT package, and will be set for production, as even inside
the TMGMT package it can be set for a while as an experimental
module, like TMGMT local is set, just to give an example.
When TMGMT Memory will be added to TMGMT I will lose con-
trol over it, as I am not a maintainer of TMGMT. But like the rest of
the community I will be able to contribute on it.
Now I will estimate the time that I plan to work in each phase:
1. Inception: 2 weeks, to do the analysis of requirements.
2. Elaboration: 1 month, during this month I will design the mod-
ule and finish getting the requirements, also I will start coding
the base of the structure once it is defined in the design.
3. Construction: 2 month, throughout this time I will build all the
module working on one defined task each time, testing the task
and if needed any change, iterate again doing changes in the
design if needed.
4. Transition: I can not estimate the time in this phase as this is not
part of my bachelor thesis.
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introductory section
structure of the report
I have chosen to segment the report in 4 main sections:
1. Introductory section
2. State of the art section
3. Requirements analysis section
4. Development section
5. Ending section
This structure let you follow the progress of the work done during
the development of this thesis.
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2 S TAT E O F T H E A R T S E C T I O N
In the context of the CMS (Content Management System) we have
various solutions, one of those solutions is Drupal, Drupal is the first
platform for web content management among global enterprises, gov-
ernments, higher education institutions, and NGOs (Non-governmental
organizations).
This is it because of the big amount of modules and themes made
for Drupal and the huge community of developers, testers, translator,
and others than maintain all this modules, themes and Drupal itself,
as Drupal is open source.
Drupal is a modular system, most of its functionalities and fea-
tures are offered by modules, when we talk of Drupal core, we talk
of Drupal and all the modules shipped with it, some of this modules
are automatically installed with Drupal, others can be installed after-
wards if needed. A part of this modules existing in Drupal core, there
are 3th party modules most of them hosted in Drupal.org.
The “language” module from Drupal 8 allows you to make your
site multilingual, this is basic in websites that have users with more
than one language.
Moreover Drupal have the “content translation” module that let us
translate content and “configuration translation” to translate configu-
ration.
We understand and content any “ContentEntity” and as configura-
tion any “ConfigurationEntity”
To simplify here I will just talk about content, and to simplify even
more, I will use the words “node” as is the usual content that we
will translate. By default in Drupal there is two types of nodes, the
“Article” and the “Page”.
To be able to translate any of those entities, first we have to set them
as translatables, and select which of their fields will be translatables.
But this will let us just go though each entity and manually write
the translation.
This is really a limitation, that is why we have a 3th party module
called TMGMT (Translation Management Tool).
The first thing we can see from TMGMT is that this add a page
called “Sources” the sources are the contents we want to translate, so
content and configuration basically. And there we have listed all the
entities that we can translate, by default is filtered the content.
So I adds a centralized page to manage the translations, but not
only this, TMGMT like Drupal, it also can be extended with other
modules.
9
state of the art section
The best feature of TMGMT is that let you use other “Translators”
or “providers” to translate. This translators are other modules that
can do translations for you.
By default in the TMGMT package there are the “file translator”
(let us export the content to translate to a file, so we can translate it
using an external tool, and import the translation again) and the “lo-
cal translator” (let us delegate translations to other users, it includes
a system to know which users have expertise with each language
and a system to review the translations). But you can also use other
3th party modules like “Google translator”, “Gengo translator”, “Mi-
crosoft translator”, “OneHourTranslator”, “thebigword” translator.
The problem that currently TMGMT has is that if we try to translate
for example an article with the same title than a previous one, the title
will be translated again.
This means that somebody will have to translate this text, losing
time in something that could be easily done if TMGMT could remem-
ber that this was already translated. Also as some of the previously
mentioned modules are non-free this would lead to a over-cost in
maintaining a multilingual site.
Currently there is no alternative way to solve this problem. This is
why add memory capabilities to TMGMT is so important.
This is what I am going to do in this project, just adding some more
possibilities to the module like the ability to export and import the
saved translations.
The name for this new module will be “TMGMT Memory”.
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3 R E Q U I R E M E N T S A N A LY S I S S E C T I O N
I analyzed the requirements mostly discussing and meeting with
Miro Dietiker and Sascha Grossenbacher, and also reading some re-
quests of members of the Drupal community.
In the Requirements analysis section I analyzed first the User Pro-
files to try to understand the users that will use the module.
Furthermore, I will add the Vision Document, the Supplementary
Specification and the Use Case Analysis as we used to do in the sub-
ject of Software engineering.
Finally I analyzed the license I need to use for my module.
user profile
Our user profile will be a woman or a man, usually with enough
working experience to have the TMGMT Administrator rights required
to use our module, this means that the age will be between 25 and
maybe 40 years as Drupal is a relatively young project, just 15 years,
but of course the system could have older or younger users.
So we could represent that as follows:
• Age: 25-40 years (Average: 32 years)
• Gender: Both female and male
• Job titles: Webmaster, translator, journalist
• Experience level: 2-10 years (Typical: 3 years)
• Work hours: Depends on the country and company
• Studies: Bachelor degree (Typical: Computer science)
• Location: Anywhere in the world
• Income: Depends on the country, but usually wealthy
• Technology: High computer skills, knowledge of Drupal, high
speed internet connection
• Disabilities: No specific limitations




In UCD (User-Centered Design) “personas” are fictional characters






TMGMT Memory is a module for Drupal 8 that adds memory capabil-
ities to the Translation Management Tool (TMGMT) module.
The TMGMT Memory module allows you to segment all the trans-
lations done with TMGMT and save them and where they are used.
So, this module let you see each segment where is used and how
many times it is used.
In addition, this module will automatically translate TMGMT Job
Items1 that are exact matches of previous translations.
Moreover this module allows you to export this translated seg-
ments in case you want to migrate them to another system, also it
will let you import translated segments.
For importing and exporting translations the module supports the
TMX2 format.
This Segmenter and the access to the memory will be offered to
third party modules.
List of functionalities and features
R1. General Requirements
• R1.1 The system must list the segments stored in the system.
• R1.2 The system must show the usages of each segment.
• R1.3 The system must save all the translations done with TMGMT.
• R1.4 The system must automatically translate TMGMT Job Items
that are exact matches of previous saved translations.
R2. Import Requirements
• R2.1 The system must let you import TMX files with transla-
tions.
R3. Export Requirements
• R3.1 The system must export the translations in a compressed
file containing for each source language a TMX file with the
translations.
1 A Job Items is a piece of translation in TMGMT and usually represents a translatable
field in Drupal.







i. The UI must follow the Drupal UI standards3.
ii. The UI must follow the Drupal UI patterns4.
iii. The UI must be simple, but the user might need some
knowledge about Drupal.
b) Efficiency
i. The import of a TMX file must not be over 5 seconds.
ii. The export operation should not be longer than 10 sec-
onds.
c) Portability




i. The module must follow the coding standards of Dru-
pal5.










3.4 use case model
use case model
Use Case Diagram






View where the segments are used in the system.
• Description:
The TMGMT Administrator goes to the “Memory” entry in the
“Translation” menu and the system will display a list of trans-
lated segments.
The TMGMT Administrator will select a segment and the sys-
tem will display a list of usages.
The TMGMT Administrator will select the usage that wants to






• Ordinary course of events:
Actor actions System responses
1. The TMGMT Administrator goes
to the “Memory” entry in the
“Translation” menu
2. The system displays a list of
translated segments
3. The TMGMT Administrator
selects a segment
4. The system displays a list of
usages of this translated segment
5. The TMGMT Administrator
selects the usage that wants to see
6. The system displays the usage
highlighting the segment on it
Table 3.1: Ordinary course of events for “View Usages” Use Case.
• Alternative courses:
*a. Connection error.
1. Start again from step 1.
*b. Internal system error.
1. An error message is shown in the screen.
2. Start again from step 1.
• Non-functional requirements: Usability (1.a.i, 1.a.ii, 1.a.iii), Porta-





Export all the translations saved in the system into a compressed
file containing a TMX file for each source language.
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3.4 use case model
• Description:
The TMGMT Administrator goes to the “Memory” entry in the
“Translation” menu and the system will display a list of trans-
lated segments.
The TMGMT Administrator goes to the “Export” tab and the
system will display a button to start with the download.
The TMGMT Administrator click the “Download” button, then
the system will create a gzipped tar file containing a TMX file
for each source language, thereupon the download will start.
• Cross references:
Requirements: R1.1, R3.1.
• Ordinary course of events:
Actor actions System responses
1. The TMGMT Administrator goes
to the “Memory” entry in the
“Translation” menu
2. The system displays a list of
translated segments
3. The TMGMT Administrator goes
to the “Export” tab
4. The system displays a button to
start the download
5. The TMGMT Administrator click
the “Download” button
6. The system creates a gzipped tar
file containing a TMX file for each
source language
7. The system starts the download of
the file
Table 3.2: Ordinary course of events for “Export translations” Use Case.
• Alternative courses:
*a. Connection error.
1. Start again from step 1.
*b. Internal system error.
1. An error message is shown in the screen.
2. Start again from step 1.
• Non-functional requirements: Usability (1.a.i, 1.a.ii, 1.a.iii), Efficiency







Import translations from a TMX file.
• Description:
The TMGMT Administrator goes to the “Memory” entry in the
“Translation” menu and the system will display a list of trans-
lated segments.
The TMGMT Administrator goes to the “Import” tab and the
system will display a file selector.
The TMGMT Administrator selects the file depending on his
browser, then the system will import the translations on it.
• Cross references:
Requirements: R1.1, R2.1.
• Ordinary course of events:
Actor actions System responses
1. The TMGMT Administrator goes
to the “Memory” entry in the
“Translation” menu
2. The system displays a list of
translated segments
3. The TMGMT Administrator goes
to the “Import” tab
4. The system displays a file selector
5. The TMGMT Administrator select
the file depending on his browser
6. The system imports the
translations from the file
7. The system displays a message
confirming that the import was
successful
Table 3.3: Ordinary course of events for “Import translations” Use Case.
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3.4 use case model
• Alternative courses:
*a. Connection error.
1. Start again from step 1.
*b. Internal system error.
1. An error message is shown in the screen.
2. Start again from step 1.
6a. The file has a wrong format.
1. An error message is shown and the file selector is re-
marked.
2. Start again from step 5.
• Non-functional requirements: Usability (1.a.i, 1.a.ii, 1.a.iii), Efficiency





Figure 3.3: System Sequence Diagram for “View Usages” Use Case.
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3.4 use case model
Export Translations








GNU General Public License:
As Drupal is under the license GPL 2.0, all the modules for it must be
also under the same license, this implies that TMGMT Memory has
to be under the license GPL 2.0 or any later version.
This implies the following:
This program will free software; you will be able to redistribute it
and/or modify it under the terms of the GNU General Public License
as published by the Free Software Foundation; either version 2 of the
License, or (at your option) any later version.
This program will be distributed in the hope that it will be use-
ful, but without any warranty; without even the implied warranty of
merchant-ability or fitness for a particular purpose. See the GNU General
Public License for more details.
23

4 D E V E L O P M E N T S E C T I O N
related technologies
Tools used
IDE (Integrated Development Environment)
I choose PHPStorm as my IDE, as I had previous experience with
it, and is the one with best support for the rest of technologies that
I used like Drupal or Docker. I would prefer to use a Open Source
alternative like Eclipse or Netbeans, but they do not have as good
support for Drupal and Docker as PHPStorm has.
Moreover PHPStorm is focused in the PHP Development and has
better support for it than other solutions, the integration with Drupal
is also really good, with one click you can set it to follow the Drupal
coding standards, and is really easy to configure it to debug the PHP
code in the Docker machine, I configured it to have mirrored the code
in my local machine and Docker, so the code was running in Docker
and I was editing the code in the local machine.
Furthermore, the Docker plugin for it is very complete, letting me
build and run the machines from the IDE.
Also it has really good integration with Git even though I prefer
using it in the Shell.
25
development section
VCS (Version Control System)
Version control is the process of managing different versions of an
information set.
Now a days, managing many versions of a project is prone to errors,
that is why we have different tools to manage it.
We can sort all this tools in two sets:
1. Centralized:
This tools use a client-server model, the server will be a node
that save all the code and will be available to all the clients. The
programmers will request a copy of the code to the server to
work locally, once the changes are done, the client will send the
changes to the server. CVS and Subversion are examples of a
centralized VCS.




This tools use a peer-to-peer (P2P) model, there is no server, all
the changes are local, and at some point a synchronization is
done between the nodes. GIT, Bazaar and Mercurial are exam-
ples of a distributed VCS.
Figure 4.2: Distributed VCS.
For this project I chose to host the project in Drupal.org to give more
visibility to it and because its issue tracker is really easy and simple
to use. As Drupal.org uses GIT, I had to use it too, but I think it
is another reason to use Drupal.org, so maybe if Drupal.org were
using a different VCS, I would check another solution like GitHub
or GitLab, this is because a distributed VCS, adapts better to Open
Source projects for they nature, and GIT is more powerful than other




The main reason to use Docker was that I wanted to learn how to use
it. I never used it before and it is a good tool as when you set up your
environment, you do not need to install all the dependencies needed
for the project and change the configurations needed for changing
from one project to other, you just need Docker. Also it has other
advantages:
• Consistent development environments for your entire team.
• The development environment is the exact same as the produc-
tion environment.
• It runs in any operation system in the same way.
• You only need Docker and a IDE to develop.
LATEX
Likewise, the main reason to use LATEX is that I wanted to learn it.
LATEX allows you to clearly separate the content from the format of
your document.
I tried to find a good template to start working from it. And I found
it in the classicthesis developed by André Miede.
It has an amazing look-and-feel that I found perfect for my bachelor
thesis.
Even though classicthesis looks good like it is, I wanted to make
some modifications to it, to customize and learn more about LATEX.
This document has been typeset using the typographical look-and-
feel classicthesis developed by André Miede. The style was in-
spired by Robert Bringhurst’s seminal book on typography “The Ele-




I used Trello for managing tasks following the SCRUM methodology,
more or less, as there where just one team member, me. So, I was
moving all the tasks, and reviewing my own tasks.
JabRef






Drupal is a Content Management System (CMS) which is used to
build dynamic web sites, with a wide amount of features.
Drupal is Open Source, wrote in PHP, and it has a huge active com-
munity around it that maintains it and builds modules and themes
to extend its capabilities, this is what I am doing here, I am adding a
new module that extends another module capabilities, TMGMT.
My module is written just for the last version of it, Drupal 8, Drupal
has been around for 15 years and Drupal 8 has been under develop-
ment for 5 years, the large amount of changes makes us unable to
create any code with backward compatibility, that is why I am built
this module just for Drupal 8.
Symfony 2
Symfony 2 is a framework that Drupal includes and uses, I am just
mentioning it because to build a module for Drupal we are using
Symfony a lot, to define routes, services, configuration and so forth.
TMGMT
TMGMT (Translation Management Tool) is a module for Drupal, and
provides a tool set for translating content from different sources. But,
Drupal by default is multilingual and with the modules “language”,
“content translation” and “configuration translation” integrated in-
side Drupal you are able to translate content and configuration. Then
why we need TMGMT? TMGMT extends the default capabilities of
Drupal, in fact, its more of managing translations, it gives you a place
from where you can see all the translations and translate, but also let
you select other ways of translating, so you do not need to write
by yourself the translation, but you can delegate it to the translators,
other modules that complement TMGMT, some of their translators
29
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are “Microsoft Translator”, “Google Translate”, “Gengo Translator”,
“One Hour Translation”, “thebigword translator” or “local translator”
(to delegate translation to other users in the system). Moreover it can






ECB (Entity-Control-Boundary) is a simplification of the MVC (Model-
View-Controller) pattern.
Drupal does not follow the MVC pattern, instead, it used the PAC
(Presentation-abstraction-control).
But in Drupal 8, to develop modules you have to implement a MVC
pattern.
The views, forms, controllers and Twig templates from Drupal will
be Views in the MVC.
The services from Drupal will be the Controllers in the MVC.
And the Entities from Drupal will be the Model in the MVC.
Figure 4.4: Entity-Control-Boundary Diagram.
I defined a view for each use case (List usages, Import, Export),
plus I added Accept translation and Submit translation job even though
they are already existing in TMGMT, just to set that they now have a




Also I defined the following entities:
• Segment: The segment represents a piece of text in the system
that has been translated by TMGMT, is the translation of an-
other segment or both cases. So, any piece of text that has went
throughout TMGMT. It basically represents the text and the lan-
guage of it. The Segmenter will be the controller that will have
to Segment a text into those pieces, to do so, it will use the
<DIV> and the <P> HTML tags.
• SegmentTranslation: This entity estates which segment is trans-
lated into which other, so it is a relation between Segments,
adding some information about the translation.
• Usage: The usage saves information about where the Segment is
used inside Drupal, also as a requirement, it had to save the text
with the HTML tags, while the Segment saves the text without
HTML tags.
• UsageTranslation: This last statement made me need to add this
other entity, to be able to know exactly which text with the




Here we will go in more detail and see how the classes are defined,
I just describe the entities and services as for the rest of elements we
are a bit limited in design by Drupal.
Figure 4.5: Class Diagram.
SegmentTranslation, Segment, UsageTranslation and Usage are our
persistent entities, so to represent them in Drupal I am going to make
them “Content entities”1 as I want them to have fields and be per-
sistent in the Database, to do so I have to extend “ContentEntity-
Base”2, with it I just need to define its fields in the baseFieldDefini-
tions method and add the methods for the class (getters, setters, and
so on).
ContentEntityBase also give you default queries to access the database,
to add more queries I had to define storage handlers in the header
tags and extend the default ones.
About the decision of having those 4 classes to store the data, my
idea was not all the time like it is. First I thought of just having 2
classes Segment and Usage; Segment would save the stripped data,
and the usage would save where is used, the data with HTML tags
(this was a requirement of MD System, they wanted the segment to
save the stripped data and the usage to store it with the HTML tags)





sense to me, and finally I came with this solution that keeps in 2
classes the stripped data and the data, and sets which segment is
translated to which segment, maybe UsageTranslation is redundant,
but its there to make the code simpler in the moment of do the list of
usages, between others.
I decided to make the Segmenter and MemoryManager services, as
is how is usually made in Drupal to call methods in another module.
Patterns
Facade pattern
Its purpose is to provide a unified interface to a set of interfaces in
a subsystem. Facade defines a higher-level interface that makes the
subsystem easier to use.[1]
Figure 4.6: Facade pattern diagram (Image by Fuhrmanator(Wikipedia)).
In our case as we are working with Drupal for each of our entities
we have their storage handlers with their interfaces, this add a lot of
complexity and dependencies to any class that wants to use them, this
is why I chosen to use the facade pattern to hide all this complexity
and avoid extra dependencies.
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Figure 4.7: Class Diagram of my facade pattern implementation.
Null Object pattern
The essence of polymorphism is that instead of asking an object what
type it is and then invoking some behavior based on the answer, you
just invoke the behavior. The object, depending on its type, does the
right thing . One of the less intuitive places to do this is where you
have a null value in a field.
There is where the null object appears, instead of returning a null
value, you will return a null object, that will have the methods of the
type, but his behavior will be null.
I actually use this pattern outside TMGMT Memory as with the
maintainers of TMGMT we agreed to add the SegmenterInterface in-
side TMGMT, and then any module can implement it, like I did in
TMGMT Memory. So, I added the SegmenterInterface, and with my
module everything was working, actually I didn’t plan this pattern in
my initial design as I did not have to many checks over null, but then
it broke all the tests, I expected the get service function to return a
null, when there was no implementation of the service, but instead, it
just broke. I spend a lot of time trying to make the service behave as
I expected instead of finding another solution, however I found that
Drupal 8 has a class called ServiceProviderBase3 with a alter method
that let you alter the existing services, then came up the idea of us-
ing the Null Object pattern and I added the NullSegmenter service,
and as always will be the previously as TMGMT Memory depends





Here we are looking to integrate TMGMT Memory inside TMGMT
but without making TMGMT depend on TMGMT Memory.
Segmenter integration
If we want that other modules like TMGMT CKEditor can make use
of our segments in the JobItemForm the best solution is to add an
element inside the data item array containing the segmented text, to
do so I modified the behavior of getSourceData() in JobItem to add
the segmented data to the data item.
Save the segments of a completed translation
To be able to save the segments of a completed translation without
modifying the TMGMT module, I had to make use of the hooks4, in
this case a hook defined by Drupal, “hook_tmgmt_job_item_update()”
this is called each time a JobItem is updated, and implement it we can
check when the status changes to complete and save its segments.
Translate exact matches on submission
I solved this problem in the same way as in the last one, implement-
ing hooks, but in this case I defined 2 new hooks in the TMGMT API
“tmgmt_job_before_request_translation” called before requesting the
translation to the translator and “tmgmt_job_after_request_translation”
called after. This way I check if the data items have exact matches, if
so I remove the data item, send the JobItem to the translator so it will
not translate again the removed data items, and after that add again
the data items setting their state to translated.
4
When invoking a hook, the code will execute code from all the modules that






The following are tasks to accomplish the objectives of the thesis:
1. Build Segmenter service and unit tests for it.
2. Build memory service, segment and usage entities and adding
tests.
3. Integration the translation memory with all the existing transla-
tors for Drupal 8.
4. UI for the TMGMT memory module with integration tests.
5. Import/export translation memory.
Functionalities of the module
Here I will describe and specify in more detail of how the functional-
ities of the module have to be implemented.
Segmenter service
This service offers a suite of methods to segment and filter data.
This service must have at least a method where you can pass a data
string and it return an array with the segments and their properties,
another method where you pass a data item5 and returns the data
item with an extra field containing the text with the tmgmt-segment
tags6, and a method to filter the tmgmt-segment tags.
Memory
The memory is the ability to have a record of all the translations in
the system and their usages. This is the main feature of the module
and the one that name it.
There is two ways to use this functionality:
• Through the User Interface.
5 A data item in TMGMT is an array saved inside a Job Item that represents a trans-
latable field.
6 tmgmt-segment tags
I added those HTML tags so the CKEditor plugins like the “TMGMT CKEditor” can
make use of the segments in the editor.
TMGMT CKEditor is the first Drupal module to make use of TMGMT Memory,
his author is Saša Nikolič and he did it as his Google Summer of Code 2016
project (http://goo.gl/H6V13a), you can find the module in Drupal.org (https:
//www.drupal.org/sandbox/sasanikolic/2737249) and in his GitHub (https://
github.com/sasanikolic90/tmgmt_ckeditor), also you can find more information
about his project in his blog (http://sasanikolic.com/).
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• Through the memoryManager service. This is a service that pro-
vides access to the memory, follows a facade pattern to avoid
more dependencies in other modules that want to use it.
Export/Import segments
One of the requirements that the users expected of this new module
was the ability to export and import translations.
First I had to decide the format I would use for importing and
exporting, some of the options where the following:
• Translation Memory Exchange (TMX)
• HTML
• XLIFF
HTML and XLIFF are already in use for importing and exporting
translations in tmgmt_file and XLIFF is also uses for the communi-
cation between some modules and their endpoints like “One Hour
Translator”. But I think it is more accurate to use TMX as is a lan-
guage specifically designed for translation exchange that is what we
are looking for, and it is widely used in tools, one example could be
“Google Translate” that can import and export TMX files. I choose to
use the last version of the language TMX 1.4b7.
7 TMX 1.4b Specification https://www.gala-global.org/tmx-14b
38
4.3 module implementation
Example of TMX file:
<?xml version=" 1.0 " ?>
<!DOCTYPE tmx SYSTEM "tmx14 . dtd">
















<tuv xml:lang=" fr ">
<prop type="quality ">6</prop>































Unit testing is a kind of software test that consists in testing the small-
est components or units of code of an application or system.
The goal of unit testing is to isolate each port of the program and
show that the individual parts are correct. A unit test provides a strict,
written contract that the piece of code must satisfy.
I write two unit tests for the services, one for the Segmenter (Seg-
menterTest) and for the MemoryManager (MemoryManagerTest). Those
tests ensure that the responses of all the individual methods in the
services behave as expected.
I extended KernelTestBase8 to create the test using PHPUnit.
Integration testing
Integration testing is a kind of software test whose goal is verify that
all the software components work together. On this tests we can find
errors in the interaction between the integrated components.
I wrote a integration test that tests the work-flow of TMGMT using
a translator (in this case the local translator) and tmgmt Memory,
testing also all the features of TMGMT Memory.
For this test I am extending EntityTestBase, a Base test class of
TMGMT, it uses WebTestBase from SimpleTest instead of the BrowserTest-
Base from PHPUnit, but this way was easier to implement, and is






All the modules from Drupal never stop evolving, this one is not an
exception, now I could say that what I have is a prototype, and I am
going to evaluate it.
To evaluate the usability in this stage and for the type of users that
are going to use the system, I have chosen the Constructive interac-
tion method[2], this is a HCI (Human-Computer Interaction) method
involving two users at the same time trying to solve a problem.
The construction interaction method branches from the Think aloud
method and is more natural for the user to analyze the system to-
gether with another user.
I did this test twice, first with 2 users with experience in TMGMT,
and then with 2 users that were new to TMGMT.
All the users were young Drupal developers.
Both full interviews will be added in the digital version of my the-
sis.
I will write a list with all the things I found from the interview,
setting the moment and if necessary a screen-shot.
On both tests the users will have to:
1. Create a translation of translatable node and look for saved seg-
ments.
2. Create a new translatable node with the same content and fields
as the one they just translated, translate this new node and
check that it is automatically translated and set to needs review.
3. Import a TMX file.
4. Export all the memory.
This will ensure that they go through the 3 use cases of the system
plus all its features.
Test 1
The first test will be done to a couple of users that already have ex-
perience with TMGMT as they worked as developers on it, but they
never used or seen TMGMT Memory.
1. 7:30 -> Tramy feel that the enable/disable action is confusing




Figure 4.8: Enable/Disable action.
2. 9:20 -> Both agree that the order of the columns should be
“STATE”, “QUALITY”, “FROM”, “TO”, “SOURCE”, “TARGET”,
“OPERATIONS”.
3. 13:45 -> Both agree that the “State” check-box should be “En-
abled” and then it does not need any description.
Figure 4.9: State check-box.
4. 15:10 -> They felt confused, they did not know that this node
was the original. One of the things that confused them was that
it had the admin theme, while they where used to see the nodes
with the default theme. So I think we could set here the default





5. 22:16 -> They did not realize that the translation was made au-
tomatically, so they felt confused. I should add a Job message
telling that the translation or part of it has been auto-completed
by TMGMT Memory.
6. 26:40 -> John expected a counter telling the number of usages
that has each segment in the segment translations list.
7. 29:20 -> Tramy thinks that there should be a way to unique
identify the usage in the list, she suggested to write the URL of
the node, while John suggested to add the time-stamp of when
it was created. Finally they thought that the best option is the
time-stamp, while I think the solution is to add the ID as the
time-stamp does not let you identify the usage, while the node
ID does, or even the URL, linked with the original node without
being highlighted.
8. 33:55 -> They propose to change the text to “2 items where dis-
abled” in the bulk operations. But this is not a big issue, and
could mean really big changes in the code, so while is a inter-
esting idea, we are not going to change that by now.
9. 36:45 -> Instead of an empty field when the language does not
exist there should be something else, this is something that has
to be solved in Drupal, but I also have a place where it affects
my module, and I tried to fix adding the langcode of the lan-
guage. They think this is not enough and there should be a
warning that opens when you open the segment translation and
should let you install the language, and that instead of the lang-
code, there should be a label that says “unspecified”, I had to
disagree with it, as the language is specified, but unknown, so
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maybe would be better to use “unknown (langcode)”. Also they
would like to have a message when you import, that alerts of
that some language are not enabled in the system.
10. 51:00 -> John thinks that the helping label that appear in the ex-
port form should be shorter, he propose “Export all translations
as a gzipped tar file”. While Tramy says that should be “Ex-
port and download all translations as a gzipped tar file”. And
according to Drupal way, it should be like Tramy says and the
button should say “Export”.
11. 54:25 -> John says that there should be a message after exporting
the translations. Tramy likes it without the message.
12. 58:20 -> John suggested to make some of the fields in the list of
segment translations sortable by clicking on them.
Test 2
This test was with users without experience or with little experience
in TMGMT, as we can see, the one that does not have experience
with TMGMT is not able to start a translation using TMGMT, this
means that in the sources page should be more clear that the “Add”
button is to translate without TMGMT while “Request translation” is
using TMGMT. This does not affect TMGMT Memory, but is a thing
to analyze, on the other hand we can see that they easily get how
TMGMT Memory works.
1. 13:25 -> In the usage page, they also think that the theme should
be the default. But they had to compare the usage page with the
original node to think about it.
2. 14:25 -> Ivan thinks that just the translatable fields should be
displayed in the usage, but this is maybe because the lack of
the correct theme confused him. Probably I should change the
theme and try to do a user test again to see if the results are
improved or still needs improvements.
3. 19:00 -> They also think like in the point 3 of the previous test.
4. 21:20 -> They think that in the list of usages should be a search
box to find a concrete translation. But it does not make sense as
the text will be the same, there should be a way to identify each
row, like in the other test they said in the point 7.
5. 24:34 -> Like in the point 5 of the first test they feel confused
about the translation being made automatically without a mes-
sage. Francis thinks that the message should be a normal infor-
mation message, not a message inside Job. While Ivan thinks
that should be in both places.
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6. 28:10 -> Francis feels lost having no difference between rows,
they both agree that there should be the ID of the node with a
link to the original node. Also they think there should be also a
date of creation.
7. 29:00 -> Ivan thinks that the label with the text should be a link
and there should not be operations over usages.
8. 39:20 -> In the selector for language (part of Drupal core) they
feel like there is too many options, and they are not clear.
9. 45:30 -> Francis propose that in the Import form there should
be a link to the definition of the file format.
10. 46:50 -> Francis thinks that after importing, the last imported
files must be on top.
11. 47:10 -> Ivan thinks that the translations that have just been
imported should be marked somehow.
12. 50:30 -> Like in the point 12 of the first test, they think the
columns should be sortable.
13. 52:00 -> Like in the first test, Francis thinks of the same order
than the first test, while Ivan thinks it is better how is now.
14. 58:30 -> Like in the point 9 of the first test they realized that
the imported language that is not in the system appears empty,
and they think that it should say unknown language instead of
having the langcode.
15. 1:12:50 -> They think that in the export form the “Download”
button should be “Export”.
16. 1:14:25 -> Ivan thinks that in the export form there should be an
explanation about what the gzipped file will contain.
After both tests they gave a good review of the overall of the experi-




The fact that the views of my module follow the W3C standards is not
up to it, as it does not have any custom twig template, all the views I
use are generated using the view module from Drupal core. The same
happens with the WCAG (Web Content Accessibility Guidelines) of
the WAI (Web Accessibility Initiative).
Even though I run some accessibility tests, to see the state of it, and
see if I can somehow fix them.
I checked some of the tools recommended by the WAI9, and I se-
lected AInspector for Firefox as it seems more complete and profes-
sional.
AInspector
I found this interesting tool from the list recommended by the WAI.
The AInspector10 adds a sidebar from where you can run the test and
see the results. It checks the WCAG 2.0 requirements using OpenAjax
Alliance rule-sets, and the results are really nice structured which
make the task of analyzing the results really easy and comfortable.
Figure 4.11: AInspector results for admin forms.
I run the test in the Import form and Export form with the same
results, the 3 errors and 1 warning affect the admin theme and I al-
ready posted them in Drupal.org. As those affect the admin theme, I
also had them in the Memory list.
Analyzing those errors:






2. All content must be contained in landmarks (This is the link to
main content, another accessibility rule, that must be on top, but
according to this, I think it should be inside a div or something).
3. Text content must exceed Color Contrast Ratio (CCR) of 3.1. The
navigation tabs in the admin theme do not apply this.
And the warning:
1. First landmark heading H2. This is clear that the first title should
be H1.
Then I did the same test in the list view.
Figure 4.12: AInspector results for admin list view.
In this test I had the same errors and warnings than before plus the
following extra.
4 extra errors:
1. Multiple instances of landmarks with the same role must have
unique accessible names. The lack on this tool is that it just
shows the first element that does not follow the rule, and until
you fix it, does not show the rest. In this case the first is a nav
element.
2. The bulk operations does not have set the header class. I created
a issue in Drupal.org to fix it in Drupal11.
3. Each standard HTML form control and ARIA widget role must
have a label that is unique on the page. Also this affects the bulk
operations.
4. Elements with ONCLICK event handlers must be a link, button




And 2 extra warnings:
1. Links with different HREFs should have unique accessible names
or descriptions. This affect the link operations, and does not re-
ally make sense when you can clearly identify each operation
depending on the row.
2. Data tables should have an accessible name to identify the pur-
pose of the table. This is the only one that affects my module,
and I can fix it.
Here you can see the warning fixed:
Figure 4.13: AInspector results with warning fixed.
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conclusions
First of all, I will point out that I complete all the objectives that I set
when I started this bachelor thesis.
The objectives of this thesis were the following:
1. Add memory capabilities to TMGMT:
This first objective has been achieved as TMGMT Memory now
is able to record all the translations that are done using TMGMT,
and offers multiple ways to access to them, through the Services,
or the UI.
2. Import/export the memory.
The second objective also has been achieved as now TMGMT
Memory is able to import and export translations using TMX
files.
3. Split the translation in more usable units (segments).
This objective also has been achieved, and the Segmenter has
been defined by TMGMT (even though I did it as part of this
bachelor thesis, besides TMGMT Memory in this thesis also I
had to work with TMGMT and I created some issue in Dru-
pal.org to improve the Drupal core in terms of accessibility) and
implemented by TMGMT Memory.
4. Add a basic UI for the TMGMT memory.
This objective also has been achieved, as I added a basic UI to
list the segment translations and usages, also let you highlight
the usage in the original context.
5. Analyze how to improve the usability and accessibility of TMGMT
memory integrated into TMGMT.
This final objective has been also achieved providing a basic
analysis of the usability (I did 2 user tests) and accessibility
(with the AInspector) in this document.
I feel like the project has been a success, I finished with all the
features I wanted to include in TMGMT Memory.
A good example of how successfully has been is that there are
already other modules using TMGMT Memory even though right




The next step is to continue improving it based on the usage the peo-
ple will do of the module. Also now MD Systems will start contribut-
ing on this module adding the changes they need, as until now they
gave me a lot of freedom while doing it and I guess now they will like
to add changes or other features they might need. Once they feel like
the module is stable and tested enough, as they are the main main-
tainers of TMGMT they will add TMGMT Memory to the TMGMT
package, like other modules like TMGMT local, or TMGMT file.
The following step is to integrate TMGMT Memory inside local
translator to move it forward to be closer to a CAT tool.
Also all the improvements that we have found in the UX analysis
had to be added to TMGMT Memory.
Moreover the quality along with the context data need to be im-
plemented. We have 2 options to implement the quality, first that it
depends in the number of usages, other option could be that it is set
manually, probably while reviewing the translation. This is for fur-
ther discussion, as not only depends on TMGMT Memory but also




A P P E N D I X

A U S E R G U I D E
This user guide will follow and explain how to use the main features
of TMGMT Memory along with a explanation of how to deploy it on
Docker and test it with TMGMT Demo.
setup docker
I will explain how to setup Docker in Ubuntu, for other Operating
Systems or further information, check the official Docker documenta-
tion1.
Prerequisites
Docker requires a 64-bit installation regardless of your Ubuntu ver-
sion. Additionally, your kernel must be 3.10 at minimum.
To check your current kernel version, open a terminal and use “un-
ame -r” to display your kernel version:
$ uname -r
3.11.0-15-generic 
Update your apt sources
Docker’s APT repository contains Docker 1.7.1 and higher. To set APT
to use packages from the new repository:
1. Log into your machine as a user with sudo or root privileges.
2. Open a terminal window.
3. Update package information, ensure that APT works with the
https method, and that CA certificates are installed.
$ sudo apt-get update
$ sudo apt-get install apt-transport-https ca-certificates 
4. Add the new GPG key.






5. Open the /etc/apt/sources.list.d/docker.list file in your favorite
editor.
If the file doesn’t exist, create it.
6. Remove any existing entries.
7. Add an entry for your Ubuntu operating system.
In Ubuntu Xenial 16.04 (LTS) is as follows, otherwise replace
“xenial” for the code-name of your version:
deb https://apt.dockerproject.org/repo ubuntu-xenial main 
8. Save and close the /etc/apt/sources.list.d/docker.list file.
9. Update the APT package index.
$ sudo apt-get update 
10. Purge the old repository if it exists.
$ sudo apt-get purge lxc-docker 
11. Verify that APT is pulling from the right repository.
$ apt-cache policy docker-engine 
From now on when you run apt-get upgrade, APT pulls from the
new repository.
Install Docker
Install Docker using the following:
1. Log into your Ubuntu installation as a user with sudo privi-
leges.
2. Update your APT package index.
$ sudo apt-get update 
3. For Ubuntu Trusty, Wily, and Xenial, it’s recommended to install
the linux-image-extra-* kernel packages.
$ sudo apt-get install linux-image-extra-$(uname -r) linux-
image-extra-virtual 
4. Install Docker.
$ sudo apt-get install docker-engine 
54
A.1 setup docker
5. Start the docker daemon.
$ sudo service docker start 
6. Verify docker is installed correctly.
$ sudo docker run hello-world 
This command downloads a test image and runs it in a con-
tainer. When the container runs, it prints an informational mes-
sage. Then, it exits.
Build and run the container
Docker uses a Dockerfile to setup a container, this file has all the in-
formation needed to setup the container, information about the base
distribution of the container, custom configurations and so forth.
I created a custom Dockerfile that prepares everything for the demo,
this Dockerfile is not supposed to be deployed for production.
My Dockerfile is based in the “wadmiraal”’s docker-drupal project2.
1. Clone the repository locally.
$ git clone https://github.com/edurenye/docker-drupal.git
$ cd docker-drupal 
2. Build the image.
$ docker build -t edurenye/drupal . 
3. Run the container.





This container will have the TMGMT demo and TMGMT Memory
already installed.
So you just need to connect to the URL: http://localhost:8080/
There you will have a Drupal home page, you can log-in using the
user: “admin” and the password “admin”.
Now you are logged in as the Administrator of the system and you
will have the “TMGMT Administrator” permission required to use
TMGMT and TMGMT Demo.
You will see in the top a toolbar, this is the admin toolbar, and it
has all the options to administrate Drupal, this includes TMGMT and
TMGMT Memory, to see the options that you have for them, open the
“Translation” drop-down menu or click on it.
Figure A.1: Drupal admin home page.
Translate
The demo already has 3 nodes configured as translatable, that you
can directly translate using TMGMT.
To translate a node, you have to follow this steps:




2. Select a node, for example “First node” and click on “Request
translation”.
3. Then in the bottom you can click directly on “Submit to provider”,
we do not need to change anything, it will set the translation to
German by default and use the “local translator” as the provider.
4. We will omit using the “Provider” for this demo. So now we
will click directly to the blue sand clock that appeared in the
German column for the “First node” node.
Figure A.3: Sources with a translation in progress.
5. This is JobItemForm, here you can write a translation, or review
an already done translation. Now just write the same text from
the right prefixing it with “de “.
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Figure A.4: JobItemForm, first node translation.
6. Click “Save” in the bottom of the page.
7. Now you can see that where there was the blue sand clock now
there is a yellow-ish triangle. This means the item is translated
and ready for being reviewed. Click on it.
8. Now we are again in the JobItemForm, at the bottom of the
page we click “Save as completed” completing the translation.
Now is when the TMGMT Memory will automatically save this
translations.
9. Now you can go to “Memory” in the “Translation” menu.
Here you can see the saved translations.




Now we are going to create a new “Translatable node” with the same
exact text as the “First node” and we will translate it. So, we will see
how TMGMT Memory translates it automatically for us, as it will be
an exact match.
1. Click on “Content” in the admin toolbar.
2. Then click on “Add content” button.
Figure A.6: Content page.
3. Select “Translatable node”.
4. Fill the node with the same text as the “First node”.
Figure A.7: New translatable node.
5. Click “Save and publish” at the bottom of the page.
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6. Now we go again to “Sources” in the “Translation” menu.
7. And we will see the new node at the top of the list, we can be
sure is this one as in the German column will have a Grey cross,
while the one that we already translated has a green tick. So we
select the new one and click on “Request translation”.
8. Again we leave everything by default and click “Submit to provider”
at the bottom of the page.
9. Now we can see that the Item is directly for review, with the
yellow-ish triangle, this means that TMGMT Memory translated
it. Click the triangle to see the JobItemForm filled with the trans-
lation.
Import translations
To be able to import translations we need a file to import, you can
download the example.tmx file from the repository used in the tests
here: http://cgit.drupalcode.org/sandbox-edurenye-2715815/plain/
tests/testing_tmx/example.tmx?h=8.x-1.x
Once you have it, you can follow the next steps.
1. Click on “Memory” in the “Translation” menu.
2. Now click the “Import” tab.
Figure A.8: Import form.
3. Now click “Browse” and select the “example.tmx” file that you
just downloaded.
4. Click “Upload”.




Figure A.9: Imported translations.
Export translations
This is used to export all the translations from the system.
1. Click on “Memory” in the “Translation” menu.
2. Now click the “Export” tab.
Figure A.10: Export form.
3. Click the “Download” button.
4. The gzipped file will be downloaded and you will be able to
unzip it and see the file with the translations. If the system had




Figure A.11: Exported translations.
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