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Sumrírio
A presente dissertação descreve um e,studo arquitectural na rárea de agentes, i,nter-
neú e serüços. O estudo, contextualizado numa base funcional para recuperação de
informaçã,o, introduz novas aproximações na modelação de um sistema de negócio.
A solução proposta é baseada numa arquitectura de agentes, exposta em serviços
e disponibilizada numa apltcaqãa web. Este sistema multi-agente apresenta-se como
alternativa a,os modelos cfuíssicos, comuns em plata"formas empresa,riais, encapsulando
toda a lógica de negócio com elevados padrões de integração e reutilizaçáa.
Do ponto de üsta arquitectural é estudado todo o desenho assim como várias perspec-
tivas de integração. É proposto um canal de comunicação com os agentes via aplicaçã,o
ueô e apresentada uma forma de expor parte do sistema numa Sert;,i,ce Ori,ented, Archi,tec-
ture. Sãa ainda exploradas tecnologias assíncronas pa;ra comunicação com a plataforma
de agentes, através de Asynchronous Jauascri,pt Anil XML. Foi também alvo de estudo a
utilização de Dynami,c Logi,c Programmi,ng em agentes que interagem com o utilizador.
Esta dissertação apresenta portanto uma forma de analisar, desenhar e implementar
uma arquitectura centrada em agentes, segundo as melhores práticas da engenharia de






Design and Foundations of a Business Model
This thesis describes an architectural study on agents, internet and serüces. The
study is presented in an information retrieval context, and introduces ne\M approaches
on business logic modeling.
The proposed solution is based on an agents architecture, powering a web application
and exposed in services. This multi-agent system stands as an alternative approaú to
enterprise modeling, holding all business logic with high integration patterns and reuse.
Several integration perspectives are also studied from an architectural point of view.
It is presented a way of exposing this system in a Service Oriented Architecture, and
proposed a middleware communication channel between agents and the web layer. Asyn-
chronous Javascript And XML technologies are explored in communications with the
agents platform, and the use of Dynamic Logrc Progra,mming in user agents is also a
target study.
The analysis, design and implementation phases of an agent-centric platform are
presented in this thesis, following sofbware engineering best practices. It aJso defines
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O objectivo desta disserta4ão é apresentar um estudo a,rquitectural na área de agentes,
i,ntemet e serüços. Por ser uma tese no rarno de engenharia, o estudo é baseado no
desenvolvimento de um engenho: uma arquitectura de software - contextualizada numa
base funcional orientada para a recuperaçã,o de informação.
O desenvolúmento prático apresenta como objectivo principal o estudo de uma pla-
ta,forma de agentes, exposta numa arquitectura orientada a serviços e disponibilizad'a
numa aphca4ão web. A solução proposta é centrada numâ arquitectura de agentes e
apresenta-se como a,lternativa aos modelos clássicos usado nas plata,formas empresariais,
sendo potencialmente integrável e reutilizável para vários fins. Dada a natureza de um
sistema multi-agente, é ta,rrbém objectivo estudar um canal assíncrono de comunicação
com a apltcaçãa web.
O estudo apresenta ainda o objectivo de explorar o paradigma Dynami'c Logi,c Pro-
grammi,ng (DLP) na modelação interna de alguns agentes, assim como a sua trans-
formação em web serui,ces.
Através do desenho detalhado que compõe esta dissertryb, é possível decobrir e
inferir ca,rrrinhos a seguir, e detectar passos a eütar ou contorna,r, com a utilização
destas tecnologias de forma conjunta, ou isolada. Espera"se ainda que esta tese ajude
a reduzir o espaço que separâ as tecnologias usadas na indústria, das tecnologias de
invostigação tórica e de Inteligência Artificial (IA).
L.2 Organização do Documento
A presente dissertação divide-se em três grandes partes. Como objectivo desta divisão
está a facilidade e objectividade da leitura, podendo o leitor navegaÍ e seleccionar com
maior facilidade os diferentes tópicos. É aiodu, objectivo fornecer um documento com
princípio meio e fim, acessível a todo o tipo de leitores.
A primeira parte apresenta um enquadra,rrento tórico, de leitura opcional, uma vez
compreendidos os conceitos usados no restante da dissertaçao. A segunda parte foca-
se na solução estudada e desenvolvida no â,rrbito da tese, uma Arquitectura de Agentes
apresentada desde a visão do sistema até ao seu desenho detalhado. E uma parte bastante
técnica, e orientada paxa â descrição e compreensã,o das partes mais importantes do
sistema. A terceira e última é dedicada à anráüse do software desenvolvido.
A primeira parte divide-se em três capítulos. O primeiro capítulo introduz os concei-
tos mais relevantes sobre a tecnologia de agentes, apresentando ao leitor uma perspectiva
histórica, passando pela definição e aniíIise dos diferentes tipos de agentes, finalizando
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Capítulo 1. Introd,uçõ"o
com umà descrição do sistema multi-agente. O segundo capítulo apresenta uma breve
descrição das tecnologSas Dynami,c Logi,c Programmi,ng (DLP). O terceiro capítulo fecha
a componente tórica e introduz de forma muito prática as a,rquitecturas orientadas a
serviços. Todas estas tecnologias estão presentes e são usadas na segunda parte da tese.
A segunda parte está dividida em quatro capítuIos, orientados pelo Rati,onal Uni,-
fi,eil Process (RUP). O primeiro introduz o modelo funcional do software desenvolvido,
através dos clássicos diagramas de casos de uso, posteriormente refinados em diagramas
de actiúdade, sendo o início do processo de desenvolvimento de software. O segundo
capítulo descreve toda a arquitectura da solução proposta, através da apresentação das
diversas vistas que se destinam a modela.r os diferentes aspectos da arquitectura de
software da aplicação desenvolüda. Neste capítulo, o leitor é introduzido a,os diversos
diagramas de sequência e colaboração de fluxos arquitecturalmente significativos, acom-
panhados de todo o desenho detalhado, bibliotecas, e padrões de desenho usados. O
terceiro capítulo apresenta a arquitectura de software para o componente Jlups, um
componente DLP usado na solução. Tal como o capítulo anterior, este também descreve
as diversas vistas arquitecturais de forma adaptada a um componente de software. O
quarto e último capítulo desta parte, r6ume todos os outros com menos detalhe técnico,
sendo orientado para leitores tecnica,rrente mais leigos. Embora seja um resumo, pode
ser um ponto de partida paÍa uma,leitura mais profunda, pois fornece ao leitor um visão
de alto nível sobre toda a componente técnica.
Como prêrequisitos para leitura desta parte, o leitor deverá estar familiarizado com
a Uni,fi,ed Mod,eli,ng Language (UML).
A terceira e última parte está dividida em dois capítulos. O primeiro capítulo é
dedicado à componente de testes ao software desenvolvido. São apresentados resultados
de vrários fluxos significativos, em diversas camadas e módulos. O último capítulo é
dedicado às conclusões, apresentando diversas notas arquitecturais sobre todos os pontos
tecnica,rrente importantes da presente dissertaçã,o. É concluído com uma anrílise do
trabalho futuro a elaborar às diversas ca.rnadas de software.
1.3 Contribuições
De acordo com os objectivos considerados foi possível estabelecer os seguintes avarlços
técnicos:
o Apresentar a anáüse, desenho e implementaçã,o de uma plata,forma centrada em
agentes, exposta numa Serai,ce ori,ented Archi,tecture (SoA) e integrada numa
apltcaçã,o web;
r Desenvolver um sistema multi-agente desenhado segundo as melhores práticas -
Iaborais orientadas à engenha,ria de software - sendo usado para encapsular a tógica
de negócio da plataÍorma;
o Descrever e propor uma abordagem aos agentes numa SOA, sem necessidade de
redesenhar as fundações;
o Explorar tecnicamente o uso de padrões de desenho bem conhecidos na definiçã,o
da plataforma, promovendo a correcta e essencia.l separação dos diferentes estilos
e ca,rnadas arquitecturais - Agentes, Serviços e Web;
o Apresentar vrá,rios exemplos de interacçãa web de forma assíncrona via Asynchro-
nous Jauascri,pt And, XML (AJAX), implementada com ferramentas actuais, que
2
L.3. Contri,bui,ções
demonstra,m como este tipo de tecnologia pode ser utilizado em projectos Java EE
e agentesl
o Propor uma utilização concreta das tecnologias DLP em agentes que interagem
com o utilizador e residentes num a,mbiente emprearial;
o Desenvolver o middleware AgentServices paÍa comunicação com agentes via pla-
taÍotma web;










A tecnologia de agentes é um tema bastante discutido a,o longo do tempo. A palavra
"agente" foi e ainda é, alvo de muito uso e abuso. Ainda assim é um conceito importante
e tecnologica,rrente interessante. E com base nmta visão que este capítulo foi escrito,
realizando-se uma perspectiva geral sobre a tecnologia em causa. Foi considerado impor-
tante foca,r as definições e ca,racterísticas de agentes, tal como as vertentes distribuídas.
2.L Perspectiva Histórica
Os agentes inteligentes têm origem em investigações realizadas na rírea de robótica e de
inteligência artificial, em meados dos anos 70. Comummente, considera-se o projecto
FJLIZAL como o primeiro software inteligente desenvolvido, como forma de "computador
terapeuta," que conseguia manter um diráIogo com um utilizador [MJ98].
À parte do projecto F)LÍZA, pouca atenção foi dada aa software inteligente até à
criação da World Wi,de Web (WWW), no início dos anos 90. Com o elevado crescimento
ao nível de conteúdos, foi necessrírio construir o primeiro motor de busca. O World
Wi,ile Web Worm" assim cha,rrado, foi usado para descobrir e contabilizar o número de
servidore na web. Com o pa.ssar do tempo, agentes apelidados de crawlers, olt syt'i,d,ers,
com o objectivo de pesquisarem novas págrnas e indexá-las, tornara,rr-se os primeiros
agentes inteligentes a serem usados em grande escala.
No final dos anos 90, agentes mais recentes e mais evoluídos fora,m desenvolvidos
para o comércio electrónico. Em 1997 foi criado o agente RoboChopper, tm dos primeiros
destinado a auxiliar o utilizador a efectuar compras ra web, atrav& da localização de
itens e comparação de preços [MJ98, p.la]. A Microsoft, nes.se mesmo ano, também criou
um agente interactivo de nome Office Assi,stant com o objectivo de auxiliar o utilizador
a operax com um produto. A eficiência deste agente é discutível. O seu objectivo não.
Actualmente, a inter-operabilidade entre agentes é uma realidade. Vrários agentes
interagem uns com os outros com um determinado objectivo. Os standards de comu-
nicação estão construídos e bem definidos. No entanto a tecnologia de agentes sobreüve
embora com pouca aceitação no mercado de trabalho. As plata,formas continualn a evo-






" a self-contai,ned,, ,i,nteracti,ue and, concurrently-erecuti,ng object, wi,th some encapsulated,
i,nt'emal state and, whi,ch could respond, to messages from other si,mi,lar objects" Catl
Hewitt, L997
2.2.L Enquadramento
Em meados dos anos 50, J. McCarthy e G. Selfridge, desenvolveram a.s primeiras ideias
sobre o actual conceito de agentes. Propuseram um sistema flexível que, quando forne-
cido um objectivo, realizasse as operações necessárias para o atingir e sempre que ficasse
bloqueado, poderia pergunta,r e receber conselhos em termos humanos [8h101, p.15]. O
sistema seria um " soft robot" que viveria e realizaria o seu trabalho dentro de um compu-
tador. Nos anos 70, Carl Hewitt refinou esta ideia e propôs um objecto " self-rcnta,i,ned,,
i,nteracti,ae and, concurrentlg-executi,ng", qae denominou de "actor,'. Pela sua defini$,o,
um actor era um agente computacional que dispunha de um endereço de correio e um
determinado comportamento. Estes actores comunicava,rr através de message-passi,ng e
concretizavam as suas acções de forma concorrente. Dispunha.rn ta,rrbém de um estado
interno e podiam responder a outros agentes.
A tecnologia de agentes, tal como os objectos de programação numa linguagem
evoluída, têm origem na rárea de programação distribuída e inteligência a,rtificial [SV97].
As suas semelhanças e origem são bastante próximas. Ambas as tecnologias tentam
resolver problemas em determinadas situações, embora a orientação por agentes vá um
pa§so à frente, apresentando um objectivo claro na sua existência. A rírea de Di,stri,buted,
Arti,fici,al Intelli,gence (DAI), foca-se no estudo da distribuição e coordenação de conhe
cimento e acções em a,rrbientes com múttiplas entidades [Eht0]", p.15]. Pode ainda ser
dividida em dois três subconjuntos:
c Di,stri,buted Problem Solui,ng (DPS), soluciona problemas através da divisão de
trabalho por módulos ou nós, que por sua vez coopera,m e partilha,rr conhecimento;
o Multi,-Agent Systems (MAS), representa o estudo da coordena,çã,o de um grupo de
agentes inteligentes autónomos;
o Parallel Á/ (PAI), usa a computaçár paralela para melhorar o desempenho nas
ríreas de DAI.
No final dos anos 90, os Agentes e os MAS emergira,rn como um subconjunto da DAI.
Um sistema de agentes é um MAS pes95] ou uma agência [4R96]. Em contraste com o
DPS, a investiga4ã,o em MAS2 está concentrada no comporta;nento de uma colecção de
agentes autónomos que colaboram paxa atingir um objectivo.
Agentes inteligentes são programas de software comdiferentes tipos de características,
existindo principalmente com o objectivo de auxiliar o seu utilizador. Humano ou não.
Por exemplo, pode programar-se um agente para coleccionar informação da ueô sobre
um determinado tema. A ideia principal é poupar tempo ao utilizador delegando todo
o tipo de processos a um agente.
Os agentes podem ser vistos como um passo natural paÍa um novo paradigma de
software, onde a tecnologia de agentes se constrói sobre tecnologras anteriores [AR99,
p.18]. Cada objecto na tecnologia de agentes encapsula o seu próprio código, dados,
invocação, estado e objectivo. Bradshaw [Brag7, p.28] apresenta uma interessante de-
finição de agente:
2Tema desenvolvido na secçâo 2.3 Sistema.o Mr.rltiAgente.
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2. 2. Agentes Inteli,gentes
" Agent-orienteil progmmmi,ng can be thought of os a speci,ali,zati,on of obiect-ori'ented,
programmi,ng approach, wi,th constra,i,nts on what ki,nds of state-d,efini,ng parameters, ntes-
sage types, and, methoils are appropri,ate. From thi,s perspect'iue, an agent is essenti,ally
'an object wi,th an af,-t'i,tude'."
Nwana §wa96] divide o estudo de agentes em duas fases: a primeira em cerca de
L977, e a segunda por volta de L990. A primeira fase, cujas raízes estã,o principalmente
na DAI, concentrou-se fortemente em agentes deliberativos com modelos simMlicos in-
ternos. Este trabalho contribuiu para a melhor compreensão na colaboraçã,o de agentes,
na decomposição e distribuição de tarefas, resolução de conflitos via negociação, entre
outros. A última fase é mais recente e estuda um tipos de agentes mais abrangente. A
ênfase mudou de deliberação para actuação, de raciocínio pa,ra acções remotas [Bra97,
p.41.
A noção de agentes como uma aproximação à progra,mação não é uma realidade
actual. Embora o seu futuro não esteja certo, os agentes inteligentes recebem actual-
mente um crescente atenção. O futuro desta tecnologia pode pa,ssax por três alternati-
vas [4R99, p.19]: aumento da utilização e a,rradurecimento da tecnologia; estagnação
e transformação da tecnologia num paradigma de progra,rnação a pax com os objectos;
tornar-se uma tecnologia restrita usada por poucos invetigadores.
A investigação actua,l foca-se muito em agentes deliberativos, que usa,m modelos de
raciocínio simbólico, interacção, cooperação e coordenação entre agentes. A descoberta
de vrários tipos de agentes é recente e data a partir de 1990, com o auxílio da i,nternet e
com os ava;nços na á,rea de Inteligência Aúificial (IA). É ainda importante salientar que
paxa uma tecnologia deste tipo ter sucesso, são necessrários standards. Eli,stes standarils
existem e serão abordados nos pontos seguintes.
2.2.2 Definições
Agente apresenta o significado de "que age", "que actua", "que cuida de negócios alheios"
ou "pessoa encarregada de praticar certas operações materiais por outrem". Algumas
empresas e vrários investigadores têm-se dedicado à rárea de agentes, tendo por sua vez
resultado em diversas definições. Por não existir um consenso serão apresentadas vrárias
definições, que ilustra.rn as dificuldades existentes na construção de uma definição de
agente universalmente aceite.
2.2.2.L O Agente de Nwana
Nwana §wa96] admite a dificuldade da definição. Refere ainda que é frícil cair-se na
definição de um componente de software capaz de agrr de forma a realizar tarefas para
proveito do utilizador. A palawa agente por ser usada para vrários fins e em vrá,rias áreas,
gera alguns mnflitos. De forma a descrever o termo agente, Nwana define vrírios tipos,




De forma a ser um agente inteligente, este deve apresentar pelo menos duas destas
qualidades.
Um agente é autónomo se pode operax por si só sem necessidade de intervenção hu-
mana. Dispõe de um objectivo e estado, e age de forma a concretizar o seu objectivo.
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A pro-actividade, ou a capacidade de iniciativa própria é uma característica muito im-
portante. Através da cooperação com outros agentes, podem-se concretizar tarefas de
maior complexidade. Para os agentes serem inteligentes ou "espeúos", devem apresen-
tar a capacidade de aprendizagem. Este processo desenvolve-se durante a interacçã,o ou
reacção com o a,rrrbiente externo.
Com estes três atributos mínimos, podem identificar-se quatro tipos de agentes:
o Collaborati,ue Agents;
o Collaborati,ae Learni,ng Agents;
o Interface Agents;
o Smart Agents.
Nada fora da r{rea de intersecção é considerado agente. Preferencia.lmente um agente
deverá possuir três atributos embora este caso esteja um pouco longe da realidade.
Nwana §wa96] refere ainda que existem duas outras dimensões, na qual um agente
pode ser inserido. A primeira diz respeita à mobilidade, e considerâ se um agente é
móvel ou estático. Um agente móvel pode circular por uma rede, enquanto um estático
não tem esta habilidade. A outra dimensão classifica os agentes de acordo com o seu
perfil, podendo ser deliberativos ou reactivos. O primeiros deriva,rr do paradigma do
pensamento deliberativo, possuindo um modelo interno de raciocínio onde aborda,nn e
negoceiam com outros agentes de forma a atingir o seu objectivo. O agentes reactivos
actua,rr através de um comportamento estímulo/resposta. Estas duas novas dimensões
não invalida,rn a necessidade de um agente apresentar duas das três características acima
referidas.
Note.se que Nwana omite a expressão "inteligente" no seu discurso.
2,2.2.2 O Agente de Foner
De acordo com Foner [Fong7, p.35], um agente deve preencher um determinado número
de requisitos:
o Autonomia: Um agente deve apresentâr um certo grau de autonomia do seu utiliza-
dor. Esta autonomia requer acções periódicas, execuções espontâneas e iniciativa,
em que o agente será capaz de executar acções com preempção ou independentes
para beneffcio do utilizador;
o Personalidade: O objectivo de um agente é facilitar a execuçã,o de uma tarefa a um
utilizador. Como os utilizadores não realizam todos as mesma,s ta,refas (e mesmo
os que as realizam não o fazem da mesma forma) um agente deve ser educado
para um determinado tipo de tarefa. IdeaJmente, devem existir componentes de
aprendizagem, de forma a evitar que o utilizador progra-e explicita,rnente o agente,
e de memória, para que à aprendizagem não se repita vezes sem fi.m;
o Discursos, É necessrírio que o agente partilhe a agenda do utilizador e execute as
tarefas da forma pretendida por este. Normalmente esta situaçã,o requer uma forma
de comunicação4 bidireccional entre agente e utilizador. Esta comunicaçã,o pode
3 D'iscou,rs e, no original.
aPor eota métrica, por exemplo, o Garbage Collector (GC) da linguagem Java não é rrm agente.
Embora o GC trabalhe com o objectivo de libertar e gerir recursos de memória, nâo existe nenhuma
forma de comunicação entre o utilizador/progrr.mador e este componente. Por outro lado, ta,mbém não
existem nenhuma forma de memória entre utilizador e GC.
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apresentar a forma de uma "conversa" simples até um discurso de alto nível em
que o utilizador e agente interagem repetida,mente, e a,rrbos recorda,rr interacções
anterioresl
o Risco e Confiança: A ideia de agente está intima,mente relacionada com a noçã,o de
delegação. Não se pode delegar uma tarefa a uma entidade que não garanta ou não
compreenda minima,mente o problema e solução em causa, de acordo com as espe
cificaçõe. No enta,nto, por definição delegar implica renunciar a,o controlo de uma
operação, remetendoo paxa outra entidade, com diferente memória, experiências
ou agenda. Existe entã,o um risco de o agente erra,r e confiança de poder acertar.
Um balanço portanto. Uma decisã,o deve ponderaÍ o grau de risco e ponderar
domínio de confiança, isto é, os custos de um possível erro, normalmente associado
a uma anríJise de risco;
o Domínio: O domínio de intermse é crucial. Se é um jogo ou passatempo, o risco é
normalmente baixo e pode invetir-se no agente com um elevado grau de confiança.
Por outro lado, se é uma transacção bancrária o custo é elevado, e muita das vezes
é proibido falhar;
o Graceful Degrad,ati,on: Os agentes funciona,rr melhor quando apresenta,rr graceful
d,egrad,ati,on em casos de comunicações falhadas, ou em domínios perdidos. É
preferível que algumas das tarefas possa,m ser concluídas com sucesso, do que
nenhuma o seja. Esta situação gera confiança entre agente e utilizador;
o Cooperação: O agente e o utilizador cooperam para atingir um determinado ob.
jectivo. O utiüzador especifica as acções a serem tomadas, enquanto o agente
descreve o que pode faaer e devolve resultados. Neste tipo de protocolo (comu-
nicação bidireccional), cada entidade pode consultar a outra de forma a verificar o
estado actual da interacção. As duas entidades interagem como peers em sistemas
orientados por agentess.
o Antropomorfismo: Característica que torna os agentes semelhantes a humanos.
Um agente pode ou não apresentar esta característica, embora esta esteja forte
mente relacionada com agentes. E importante salientar que esta ca,racterística não
tra,nsforma um prograrna num agente;
o Expectativa: A interacção entre utilizador e agentes tem maior sucesso se o agente
se comportar da forma desejada. É importante que as expectativas do utilizador
perante o agente se tornem realidade.
De acordo com Foner [Fon97], o prograrnâ Juliaé um agente que preenche a totalidade
dos seus requisitos. Julia é uma6 participante de um jogo numa Multi, [Jser Di,mens'i,on
(MUD), tal como qualquer outro jogador. Este agente armazena informação sobre o
estado do jogo. Um jogador pode ganha,r vantagem se aceder a Julia e conseguir extrair-
the informação. A Julia mantém informação sobre as salas no jogos e sobre outros
jogadores, lembrandose de situações concretas.
2.2.2,3 O Agente de Petrie
Petrie [Pet96, p.2] critica severa,rrente o agente de Foner, Julia (ver secção 2.2.2.2),
referindo que esta não se distingue da maior parte de software que corre em background
6Em sistemas não orientado por agentes, e strilizador comanda uma acç,ão tipicanoente atravr* de
uma interface e provavelmente nunca lhe é submetido uma pergunta a não ser que algo corra mal.
GJulia em [Fong7, p.1] a,firma ser fêmea.
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e responde a perguntas. Refere ainda que esta nã,o demonstra iniciativa, nem interrompe
jogadores a não ser para entregar mensagens. Apenas fala quando é abordada. Nao
a considera porta,nto um agente inteligente. O significado da palawa inteligente no
contexto de agente é considerado problemático por Petrie [Petg6, pp.1-2], referindo três
problemas quando se tenta definir um agente como inteligente:
1. O significado da palavra inteligente é subjectivo, isto é, depende da opiniã,o do
observador que interage com o agente em causâ;
2. A expressão anterior é subjectiva e só se aplica a epifenómenos, em vez de a objec-
tivos de desenho. À parte de passar um teste de T\rring, ninguém desenvolve um
agente inteligente sem objectivos. Um agente é desenvolvido de forma a concretizar
uma tarefa. Criar agentes com o objectivo de serem inteligentes é um objectivo
pobre;
3. Embora existindo vrárias definições de inteligência, o seu maior ónus é não distinguir
de forma clara o software resultante de outras tecnologias que cla,rnam inteligência
como atributo. Diferentes pessoas usa,rr diferentes significados.
Petrie incide muito na expressão "autónomo". Refere que em vez do termo inte-
ligência, devia incidir-se mais na definição de autonomia, como forma de separaçã,o entre
agentes e outras tecnologias. A introdução deste conceito como parte da definição de
agentes, e o a,fasta,rrento da inteligência como prêrequisito, resume de certa forma a
intenção de Petrie.
2.2.2.4 O Agente de Jennings e Wboldridge
Jennings e Wooldridge [JWg8, p.4] definem agente como um sistema computacional
situado num determinado ambiente, capaz de realizar acções autónomas de forma a
concretizar os seus objectivos. O conceito de autonomia surge no sentido de o agente ser
capaz de concretizar as suas tarefas sem o auxilio de intervençár humana, ou de outros
agentes, tendo controlo sobre as suas acções e estado interno. Um agente encapsula o seu
comportamento. Comparando um agente a um objectoT, que ta.rnMm mantém um estado
interno, pode-se detectar uma diferença importante: existe pelo menos um método num
objecto8 que pode ser invocado por outro componente. Esta situaçã,o implica que um
objecto não é autónomo. De acordo com Jennings e Wooldridge, com agentes não sucede
o mesmo. Estes apresenta,Irr controlo sobre as suas acções, solicitando a outros agentes a
realização de determinadas tarefas. Contrariamente a,os objectos, nã,o invoca,rn métodos
de outros agentes.
Existem vrírios exemplos de sistemas autónomos. Por exemplo, um simples termóstato
que actua quando determinadas condições se estabelecem. Jennings e Wooldridge [JW98,
p.4] definem este tipo de sistemas como agentes. Diferenciam ainda de forma veemente,
agente de agente inteligente. O caso do termóstato, ou de um outro sistema agente mais
complexo, não sát considerados agentes inteligentes. Um agente inteligente é um sistema
computacional que é capaz de acções autónomas fleíveis, de forma a concretizar os seus
objectivos. A flexibilidade é introduzida com o significado de um sistema apresenta,r as
seguintes características :
o Responsivo/Reactivo: Os agentes devem compreender o a,rrrbiente envolvente (que
pode ser a 'i,nternet, um grupo de agentes, um utilizador, o mundo fisico, entre
outros) e responder a alterações que suceda,rn nelel
TReferente a uma linguagem de progrr-6ção orientada por objectos,
8Considerando que o objecto apresenta alguma utilidade.
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o Prôactivo: Os agentes não devem somente agir em resposta ao seu ambiente,
apresentando sentido de oportunidade, comporta,mento orientado por objectivos e
iniciativa;
o Social: Os agentes devem conseguir interagir quando julguem apropriado, com
outros agentes artificiais e humanos, de forma a solucionar o problema em causa e
auxiliar outros nas suâs actividades.
Jennings e Wooldridge acredita,m que estes quatro atributos (autónomo, responsivo,
pr&activo e social) diferencia,rn um agente inteligente de outras entidades. Estes quatro
atributos não excluem a possibilidade de aprcentarem atributos adicionais. Ta,rrbém
torna,m cla,ro que a flexibilidade sepaxa agentes de agentes inteligentes.
2.2.2.6 O Agente de Maes
De acordo com Maes [Mae95, p.1-08], agentes autónomos são sistemas computacionais
que habita,rr num a,rrbiente complexo, dinâ.rrrico, interpretando e agindo autonoma,rrente
nesse mesmo a,rrrbiente de forma a concretizar os seus objectivos. Estes agentes ta,rrbém
podem tomar diferentes formas dependendo da natureza do a,mbiente em que habita,rn.
Maes descreve [Mae95, p.111] vrárias características que um agente deve considera,r, no-
meada,rrente melhorar o seu desempenho com base em experiências passadas. Por outras
palavras, aprendizagem. Deve ta,rrMm conseguir comunicar com outros agentes no seu
mundo, humanos ou artificiais. Salienta ainda diversas características importantes como
rapidez, reactividade, adaptabilidade, robustez, autonomia e"li,feli,ke". Esta úItima ca-
racterística refere-se a um comporta,mento não mecânico, não previsível e espontáneo.
2.2.2.6 O Agente de Hayes-Roth
Hayes-Roth [HR95, p.3] descreve um agente inteligente como algo que realiza três funções:
L. Percepção de condi@s dinâ,micas no meio a,rrrbiente;
2. Acç&s que afectem condições nesse mesmo meiol
3. Raciocínio de forma a interpretar percepções, resolver problemas e determinar
acções.
Resumindo, um agente primeiro detecta um evento no meio a,mbiente, raciocina sobre
ele determinando as acções em causa, e finalmente actua sobre essa decisão.
A um nível conceptual, a percepção informa o raciocínio e o raciocínio guia as acções,
embora por vezes percepções possaln conduzir directa,rrrente a acções. Esta definição abs-
tracta permite a existência de una grande variedade de agentes biológicos e artificiais,
cujas capacidades va,ria,m desde extrema,rrente limitadas, comportamentos estereotipa'
dos, até comporta,mentos extrema,rrente sofisticados e versáteis [HR95, p.3].
De forma a compreender esta definição, é importante perceber que Hayes-Roth en-
faÍ,iza a importância de deflnir um agente específico de acordo com o seu objectivo.
Hayes-Roth [HR95, p.7] refere ainda que um agente deve apresentar um elevado grau de
adaptabilidade, modificando o seu comporta,rrento de acordo com a sua envolvente. Um




2.2.2.7 O Agente de Franklin e Graesser
Por Fbanklin e Graesser [FGg6, p.4] cada agente:
o Está situado dentro e é parte integrante de um ambiente;
o Percepciona esse a,rrbiente e actua de forma autónoma sobre ele;
o Nã,o necessita de entidades que lhe forneçam i,nput ottinterpretem ou usem o ouput;
o Age de acordo com a sua agendal
o Influencia o meio a,rrrbiente;
o Actua durante um período de tempo.
Estes requisitos constituem a essência de ser um agente. tanspondGa parà uma
definição:
"An autonomous agent i,s a system si,tuated wi,thi,n and a part, of an enu,i,ronment that
senses that enai,ronment and acts on,i,t, ouer ti,me, ,i,n pursui,t of i,ts own agenda and so
as to effect what i,t senses i,n the future." [FG96, p.4]
Esta definição, embora geral, resume de forma cla,ra os requisitos de ser agente. É
ainda demasiado abrangente para ser útil, necessitando da adiçã,o de novos requisitos de
forma a produzir subclasses de agentes [FGg6, p.4].
Ta.rnbém distinguem de forma simples um progrilna de um agente. Um programa
ordinrário pode percepcionar a sua envolvente com o seu ,input, embora normalmente o
se't ouytut não afecte âs sua"s posteriores percepções. Ta,rrrbém falha o teste de continui.
dade, pois normaJ.mente é executado uma vez, entrando em " stand-by" até à próxima
chamada. A maior parte dos prograrnas apresentam uma ou até duas destas qualidades,
sem considera,r a deflnição de a,rrrbiente. Todo os agentes são programas, embora nem
todos os prograrnâs sejam agentes [FG96, p.5].
2.2.3 Propriedades de um Agente
Na secçã,o arrterior fora,rr analisadas vrírias definições introduzidas por diversos investi-
gadores. Nota-se que não existe um consenso, existindo z definições para n diferentes
investigadores. Cada um define agente de acordo com â sua visão ou compreensãn, re-
sultando num conceito algo subjectivo. No entanto é tambem interessante notar que
existem vrírias semelhanças por entre as diversas descrições. Alguns conceitos sã,o usa-
dos da mesma forma com o objectivo de descrever um agente. Nesta secção resumem-se
as propriedades principais associadas a um agente, sendo as primeiras cinco tipicamente
consideradas mais importantes.
2.2.3.L Autonomia
A autonomia está intimamente ligada à definição de agente. A maior parte das definições
pondera esta propriedade, considerandGa como uma das principais e mais importantes.
Pela Porto Editora, autonomia é "autodeterminação; regulamentação dos próprios
interessesl possibilidade que uma entidade tem de estabelecer as suas próprias normas;
independência". No presente contexto pode ser considerada como a capacidade de rea-
lizar acções de forma independente, sem necessidade de acompanha.rrrento do utilizador.
O agente deve por si só determinar a melhor solução e agir por sua iniciativa. Embora
seja uma propriedade muito citada, nem todos os estão de acordo com o seu significado.
Por exemplo, Foner (ver 2.2.2.2) considera Julia um agente autónomo e com iniciativa,
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enquanto Petrie (ver 2.2.2.3) pelo contrrário não a acha diferente de um vulgar prograrna
de software que responde a perguntas.
2.2.3.2 Adaptabilidade/Aprendizagem
Apesar de nem todos os agentes serem capazes de adaptar o seu comporta,mento, a
propriedade de adaptação é usualmente considerada como um sinónimo de inteligência.
Um agente adapta-se atrav& da aprendizagem. TaI como Maes (ver 2.2.2.5) refere,
um agente melhora o seu desempenho com base em experiências passadas. Estas ex-
periência desenvolvem-se durante a interacção ou reacção com o a,mbiente externo em
que o agente se encontra. Embora seja uma característica apa,rentemente importante,
muitos investigadores como o ca.so de Jennings e Wooldridge (ver 2.2.2.4) não a men-
ciona,m. Existem ta.rrrbém muitas formas de aprendizagem, variando desde um simples
arm€\zenaÍnento de informação até à imitação de ac@s realizadas por o utilizador.
2.2.3.3 Comunicação
Um agente deve ser ca,paz de comunica,r com outros agentes ou humanos. Esta comu-
nicação, por Ehlert [Ehl0]., p.17], deve ser feita através de uma linguagem de comu-
nicação expressiva, ideaJmente assemelhando-se a um discurso humano.
Destaca,rr-se então dois tipos de comunicação, em que umâ por ser entre agentes
poderá ser estruturada através de linguagens implementadas pa,ra o efeito, enquanto a
outra poderá usar simbolismos ou língua natural, para comunicaçã,o com humanos.
2.2.3.4 Cooperação/Social
Os agentes devem ser capazes de comunicar uns com outros, ou com humanos, de forma a
cooperaxem e rea,lizarem tarefas complexas que doutra forma não conseguiria,m sozinhos.
Devem ta,rrrbém ajudar outros agentes nas sua,s tarefas.
Através da cooperação, tarefas complexas podem ser diúdas por agentes de forma
a que cada um fique com ta,refas mais simples, resultando numa diminuição da com-
plexidade. Pode existir cooperação entre agentes com o objectivo de encontrarem em
conjunto uma solução, ou para mera distribuição de tarefas.
Esta característica por motivos lógicos está intima,rnente ligada à anterior, apresentande
se ainda como uma das grandes vantagens em usaÍ agentes.
2.2.3.5 Responsivo/Reactivo
Um agente deve conseguir compreender o seu meio a,rrrbiente e ser capaz de realizar
ac@s baseadas nestas percepções.
2.2.3.6 Mobilidade
A capacidade de um agente se mover de um sistema para outro de forma a aceder
a recursos remotos, ou a outros agentes. Este sistema pode ser uma rede, como por
exemplo a i,ntemet.
Muitos investigadores acredita,m que os agentes móveis irão oferecer um novo e im-
portante método de Informati,on Retri,eaal (IR) e de transacções em redes. Por exemplo,
um agente pode navega;r na i,ntemet em busca do voo mais barato para um certo des-
tino. O agente üaja de servidor em servidor de forma a seleccionar a melhor informação,
sem necessidade do utilizador e,star online o tempo todo. Quando a melhor informação
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for seleccionada, somente esta é enviada para a máquina origem sendo posteriormente
apresentada ao utilizador.
2.2.3.7 Personalidade/ Li,feli,ke
O objectivo de inserir personalidade num agente é criar a ilusão de sentimentos, emoções e
interacção socia,l. A criação deste tipo personagens requer um va.riado tipo de tecnologia,
incluindo reconhecimento de discursos, língua natural, animações e síntese de discurso
[Bra97, p.26]. Bradshaw refere ainda que são essenciais os mecanismos de compreensão
de dirílogos e psicologia social.
Este tipo de características distinguiria certamente agentes de outro tipo de software,
a,o me,smo tempo que a interacção entre utilizador e agentes seria mais harmoniosa.
2.2.3.8 Proactividade
Os agentes nã,o se devem restringir somente a respostas, mas devem ta,rrbém apresentar
comporta,rrento oportunista e orientado a objectivos, com iniciativa quando apropriado.
E importante que os agentes se a,fastem da passividade e se tornem activos, apresentando
sugestões ao utilizador.
2.2,4.9 Reprodução
Através da reprodução, os agentes podem evoluir e adaptar-se a alterações no meio
arnbiente, aumentando assim as hipóteses de sobreüvência. Por outras palavras, assistir-
se-ia a uma evolução "artificial" em todo anráloga à "naturaJ.". A reprodução é um dos
tópicos principais na Vida ArtificiaJe.
2.2.3.LO Continuidade Temporal
Característica que representa a persistência de identidade e estado em largos períodos
de tempo.
2.2.3.LL Capacidade de Inferência
Um agente pode agir na especificação de tarefas abstractas usando conhecimento prévio
de objectivos gerais.
2.2.4 Tipos de Agentes
Com base nas características descritas em 2.2.2.1.., Nwana identifica e descreve oito tipos
de agentes:
o Agentes Colaboradores;
o Agentes Pessoais ou Interfaces;
o Agentes Móveis;
o Agentes da i,nternet ou Informativosl
eUma deeignação que nasceu pela mã,o de Christopher Langton. Literalmente, na defi:rição dada pelo
fundador, trata,m-se de formas de vida fabricadas tecnologica,mente pelo homem em vez de criad.as pela
Natureza. Estas criaturas de tipo sintético, digitat ou mesmo ffsico apresenta.m a particularidade de se
poder desenvolver autónoma e independentemente, de replicarem no seu comporta,rnento alglmas das








o Sistemas de Agentes lleterogéneos.
2.2.4.L Agentes Colaboradores
Autonomia e cooperação são características que predomina,rr neste tipo de agente. Em-
bora possível, a aprendizagem não é o seu foco principal. Tipicamente dis@m de
capacidade social, poder de resposta e proactiüdade, sendo capazes de agir com racio
nalidade em ambientes multi-agentes e com constrangimentos temporais. A negociação
com outros agentes ta,mbém é parte integrante do processo de preparação de tarefas.
São usuaJmente estáticos e @arse-grai,ned,, embora possaÍn ser benévoloslo. A maioria
destes tipo de agentes não realiza uma aprendizagem complexa.
A motivação em sistemas de agentes colaboradores pode incluir uma das seguintes
razões (que são especializações das motivações para DAJ):
o Resolução de problemas demasiado complexos paxâ um simples agente resolver,
devido a limitação de recursos ou do risco dum sistema centralizado;
o Permitir a interligação e interoperabilidade de múltiplos sistemas, por exemplo
sistemas de suporte à decisão, entre outrosl
o Fornecer soluções para problemas distribuídos, por exemplo controlo de trrá,fego
aéreo;
o Fornecer soluções onde o conhecimento está representado numa forma distribuída;
o Realçar a modularidade (reduzindo a complexidade), a rapidez (devido ao paÍa-
lelismo), grau de confiança (devido à redundância), flexibilidade e reutilização ao
nível de conhecimento (devido à partilha de recursos);
o Investigação de outros temas, como a interacção entre sociedades humanas.
Este tipo de agente apresenta,se muito atractivo para aplicações industriais, existindo
alguns exemplos reais como o Projecto Pleiadesll.
2.2.4.2 Agentes Pessoais ou Interfaces
Um agente pessoal, como o nome indica, realiza ta,refas paxa o seu proprietrário ou uti-
lizador. Para tal, apresenta como ca,racterísticas principais autonomia e aprendizagem.
Este tipo de agente pode ser visto como um assistente pessoal que colabora com o uti-
lizador no mesmo a,mbiente 6" lrsfalho. É importante notar que existe uma diferença
substancial entre a colaboraçã,o com o utiüzador e colaboração com outros agentes. Esta
úItima, normalmente necessita de uma linguagem de comunicaçã,o de forma a os agentes
se compreend.erem.
Talvez a forma mais simples de definir um agente deste tipo será compreendêlo como
um programa que usa técnicas de aprendizagem máquina, de forma a fornecer assistência





a um utilizador numa determinada aplicaçã,o, por exemplo, uma folha de crílculo ou até
uma navegação da i,ntemet.
Tipicamente, o agente observa e monitoriza as acções tomadas pelo utilizador através
do interface do mesmo, aprendendo e sugerindo quando possível. Ao nível da aprendi-
zagem) estes agentes usarn normalmente quatro técnicas [Mae94, pp. 33-34]:
1-. O agente aprende continuamente através das acções do utilizador;
2. Outra forma de aprendizagem é através de feed,back directo e indirecto do uti-
lizador. O feed,back indirecto ocorre quando o utilizador rejeita uma sugestão do
agente, tomando uma outra acção. O utilizador pode ainda fornecer expücita.rnente
feed,back negativo a acções automatizadas pelo agente;
3. O agente pode aprender a partir de exemplos fornecidos pelo utilizador. Este
pode treinar o agente fornecendo-Ihe exemplos hipotéticos de eventos e situações,
e demonstrando-lhe o que fazer nesses casos;
4. A úItima forma de aprendizagem é pedir conselhos a outros agentes que assistiram
outros utilizadores em tarefas semelhantes, portanto com um nível de experiência
superior. Um agente pode ta,rnMm adquirir grâus de confiança superiores em
determinados agentes que provaxaJn exactidão no passado.
Este tipo de agente consegue reduzir e automatizar ta,refas paÍa o utilizador e au-
mentar a sua eficiência no decorrer do tempo, visto usufruir de um forte poder de adap
tabilidade às preferências e hábitos do utilizador.
A principal critica é a tendência a funcionaÍ com unidade stand,-alone, comunicando
pouco e apenas com semelhantes. A comunicação com outro tipo de agente poderia
fornecer uma mais valia para €§ suas capacidades.
2.2.4.3 Agentes Móveis
O agentes móveis constituem uma ferra,rrenta de grande interesse para a maioria de
aplicações que exigem um elevado grau de automatizaçao. SãCI processos computacio
nais capazes de percorrer vastas áreas, tais como a WWW. Interagem com hospedeiros
remotos, armazenado informaçâo para o utilizador e retornando ao local da partida
aquando da satisfaçã,o dos seus objectivos - definidos pelo utilizador.
No entanto, a mobilidade nã,o é uma característica necessária ou suficiente pa,ra se
ser agente. O agentes móveis são agentes porque apresenta,m autonomia e cooperarn,
embora de forma diferente dos agentes colaboradores (ver 2.2.4.L). Por exemplo, podem
cooperar ou comunicar através do fornecimento da localização de objectos internos ou
métodos a outros agentos. Através desta técnica, um agente pode trocar apena,s os dados
ou informaçã,o necess:íria com outros agentes.
Os beneficios destes agentes não sã,o maioritariamente funcionais, pois as tarefas de
um agente móvel podem igualmente ser feitas por um agente estático. Imagine-se a
situação em que um utilizador escrevesse um prograrna que reservasse um bilhete de
avião, paxa uma determinada localizaçã,o, num determinada horrírio e â um determinado
preço. Se o agente for estático, terá que consultar todas as bases de dados das agências
em busca de um voo compatível, efectuando várias consultas e recupera,ndo muita in-
formaçã,o, ocupando por sua vez muita largura de banda. O tempo paxa a realização da
tarefa poderia variar bastante.
Por outro lado, se o agente apresentar mobilidade poderá "viajar" de umas agências
para outras, realizando consultas locais e a,rmazena.ndo apenas informaçã,o importante,
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voltando por fim ao local de origem com uma suposta melhor opçã,o. Aqui o utilizador
pode aceitar ou recusax a proposta do agente.
As vantagens deste tipo de agente em relação aos seus homóIogos são:
o Custos reduzidos de comunicação, como pode ser verificado no exemplo acima;
o Recursos locais reduzidos, que torna atraente a utilização de agentes em dispositi-
vos de recursos limitados (por exemplo, telemóveis, smart-phones, Personal Di,gi,tal
Assi,stant (PDA), entre outros);
o Frácil coordenação, pois é mais frícil coordena,r um número de pedidos remotos e
independentes e somente tratar os resultados localmente;
o Computação Assíncrona, podendo desligar-se o dispositivo ou realiza,r outro tipo
de tarefas;
o Fornece um anrbiente natural de desenvolvimento para implementar serüços co-
merciais;
o Uma a,rquitectura distribuída flexível;
o Fornece um novo paradigma para deenho de proce,ssos.
A segurança é norma,lmente apontada como o maior problema dos agentes móveis,
impedindo a sua disseminação como paradigma.
Estes problemas podem ser caracterizados da seguinte maneira:
o Agentes maliciosos, é importante proteger os servidores contra agentes maliciosos.
Estes tipo de progra,rnas ataca,m geralmente por exploração nã,o autorizada de
acessos, d,eni,al- of- s erl'i,ce, e forj a,mento de identidade;
o Hospedeiros maliciosos, os agentes devem esta,r protegidos de hospedeiros malici-
osos, contra diversos tipos de manipulaçãn, monitorização, informação forjada ou
perigosa.
Aquando o desenvolvimento de aplicações com agentes móveis, podem ser conside'
rados dois cenários [Mar03, p.76].
O primeiro pa.ssa por lançar a aplicação num a,mbiente fechado. Neste caso é possível
identificar uma autoridade central controladora dos nós da rede. Esta autoridade é
ta^rnbém responsável por atribuir permissões aos utilizadores para a criação de agentes.
Existe um a,rrrbiente controlado. Ao contrário do que se possa pensar, este tipo de cenrírio
pode ser muito favorável para vários tipos de aplicações, nomeada,mente gatão de rede,
aplicações de telecomunicações, entre outros. Neste tipo de a,mbiente, as solu@ comuns
de segurança (autenticação, mecanismos de autorizaçã,o associados a algoritmos de chave
assimétricas) são suficientes.
O segundo cenrírio surge quando a aplicação corre em ambiente aberto. Nesta si-
tuação os agentes migra,m para diferentes nós controlados por diferentes autoridades,
possivelmente com diferentes objectivos. Um exemplo cLfusico duma situação deste tipo
é uma aplicação de comércio electrónico ra'internet Mútos siÍes podem disponibilizar
uma plata,forma de agentes, permitindo a migração destes paxa os seus nós, onde se rea'.
liza,m consultas sobre produtos e preços, e transacções. Neste caso os si'tes irãa competir
uns com os outros paxa que os agentes realizem as transacções neles próprios. Não existe
uma autoridade central, sendo possível cada si,te atacar agentes, roubar-lhes informação
e obrigá-los a realizarem operações que não era suposto faaerem. Sã,o ainda necessárias
algumas evoluções para usax aplicações deste tipo em a,mbientes abertos.
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[Mar03, p.77] refere ainda que a justificaçár paxa a falta de segura.nça em aplicações
com agentes móveis é falsa. Podem actualmente desenvolver-se aplicações seguras. Por
outro lado, a falta de segurança não impediu o desenvolvimento de vrírias outras tecno-
logras.
2.2.4.4 Agentes da Intentet ou Informativos
Os agentes informativos devem a sua origem as largas quantidades de informaçã,o ac-
tualmente disponíveis. Foram criados para lidarem com tarefas hoje impossíveis para
humanos, o tratamento e gestã,o de grandes quantidades de informaçã,o.
Diferenciam-se dos agentes colaboradores (ver 2.2.4.L) por serem definidos pelo que
faz,em, e não pelo que sã,o. Existem ainda duas raaões principais para se desenvolve-
rem agentes informativos. A primeira e já referida necessidade de lidar com grandes
qua.ntidades de informação, e a segunda motivos económicos.
Este tipo de agente pode apresentar mobilidade, atravessando a,intemeú recolhendo
informação para devolver à origem. Sár usualmente vistos como estáticos, usando mo-
tores de busca ou mecanismos de cachi,ng pa,ra recuperar informação considerada im-
portante. Existem semelhanças claras entre estes agentes e agentes móveis e interfaces.
O futuro destes agentes pode passar certa,rnente por agentes móveis (ver 2.2.4.3), ou se
forem estáticos, por interfaces (ver 2.2.4.2). As críticas a estes agentes podem retirar-se
dos pontos 2.2.4.3 e 2.2.4.2, caso seja,rrr móveis ou estáticos, respectivamente.
2,2.4.5 Agentes Reactivos
Também conhecidos por agentes reflexivos, reagem com regras estímulo.resposta ao es-
tado do meio ambiente. Representa;n uma categoria especial de agentes que não possuí
modelos simbólicos internos do meio em que se encontram, apresenta,ndo total incapaci-
dade de previsão de acontecimentos.
Como vantagem principal apresentam robustez e rapidez de resposta. O facto de
não apresentarem memória é uma séria limitaçã,o. A sua simplicidade e funcionalidade
de comportamento está directa,rnente associada à capacidade criativa e intelectual do
seu criador. Podem apresentar padrões de comportamento muito complexos, através da
interacção de múltiplos agentes reactivos.
Os agentes deliberativos e reactivos são dois extremos. Muitos agentes podem ser
caracterizados por apresentarem qualidades de ambos.
2.2.4.6 Agentes Híbridos
Dos cinco tipos de agentes anteriormente estudados, todos apresentam prós e contras.
De forma a diminuir as deficiências e maximizaÍ as qualidades, fora.m criados os agentes
híbridos. Este agentes são uma combinaçã,o de dois ou mais tipo de agentes.
O objectivo é conseguirem atingir um nível de eficiência superior à conseguida por
um tipo de agente simples. Por exemplo, unir qualidades do paradigma deliberativo e
reactivo, criaria um agente robusto, com rápido poder de rosposta e adaptável, onde
a componente deliberativa orientaria o agente pa,ra determinados objectivos de longo
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2.2.4.8 Sistema de Agentes Heterogéneos
Um sistema heterogéneo de agentes, an contrrário dum híbrido, refere-se a um sistema
constituído com pelo menos dois tipos diferentes de agentes. Pode ta,rrbém conter agentes
híbridos.
A ideia principal que está por detrrís dete tipo de sistema, é a interacção entre
diferentes agentes, onde cada um está especializado em determinadas tarefas. Este
domínio conhecido por agent-bosed, software eng'i,neering, foi criado para facilitar a inter-
operabilidade entre agentes. O ponto chave para esta inter-operabilidade entre agentes
heterogéneos reside na linguagem de comunicação de agentes - Agent Commun'i,cat'i,on
Lansuase (ACL).
2.3 Sistemas Multi-Agente
Numa anáIise simples ao quotidiano laboral do ser humano, é fácil perceber que um
grupo de pessoas é normaJmente mais produtivo que uma só. Atraves do trabalho de
equipa, conseguem-se desempenhos nunca outrora possíveis com somente um elemento,
por melhor que ele fosse. Uma equipa de projecto na área das Tecnologias de Informação
(TI), é normalmente constituída por diversos tipos de elementos, uns analistas, outros
arquitectos, deaelopers, testers, entre outros. Estas diferenças de conhecimento e especia-
lizações são essenciais e torna,rr uma equipa produtiva. Este pensa,rnento transposto para
a tecnologia de agentes pode ser definido como um sistema multi-agente. A definição de
"sinergia" explica bem o conceito, sendo o efeito resultante da acção de diferentes agen-
tes que actua,m de modo semelhante, e de valor superior ao do conjunto desses agentes
se actuassem de forma isolada. A soma das partes é maior que o todo. A diversidade de
conhecimento e especializaqfu são um ponto central neste tipo de sistemas.
Os Multi,-Agent Sgstems (MAS) são caracterizados pela interacção entre dois ou mais
agentes, com o intuito de realizar determinadas tarefas. Para tal colaboran: e coordenam
as suas acções. Esta área, embora seja parte integrante da DAI é larga,rnente influenci-
ada por muitos outros caÍnpos, como robótica, psicologia, biologia, vida artificial, entre
outros.
Este sistemas surgem principalmente da necessidade em construir sistemas com
"peças" heterogéneas de hardware ott softwarq que interagrssem umas com as outras sem
necessidade de coordenação centralizada. O conceito de adaptabilidade e robustez foi a
mzãa da remoção de sistemas centralizados. Por exemplo, um robot nã,o poderia ir para
um planeta longínquo pois a comunicação entre este e humanos não seria suficientemente
rápida.
Devido à inspiração retirada de ciências sociais paÍa a construção de sistemas multi-
agentes, tal como da economia (cada agente dispõe de uma função pa,ra manimiza,r), psi-
cologia baseada num modelo orientado a Beli,ef, Desi,res and, Intenti,ons (BDI) (crenças,
desejo, intenção, com noções de compromisso a tarefas e a semelharrtes), sociologia ba-
seada em noções especificas de organizações, tornou-se possível a realidade multi-agente.
De acordo com a teoria da evolução, a complexidade de um a,rnbiente conduz à adaptação
das espécies. Neste caso, agentes.
2.3.L Características
Por Massis [VIa03, pp.1-3] os aspectos que caracterizam um sistema multi-agente e os




Normalmente os agentes que pertencem a um MAS sâr desenhados de forma diferente.
Um exemplo típico são os agentes de software (normalmente chamados de softbots) nor-
malmente implementadori por diferentes criadores. Gera,lmente as diferenças de desenho
são ao nível do hardware (como por exemplo, os robots que jogam futebol), ou do software
(agentes desenhados pa,ra sistemas de operação diferentes). Normalmente este tipo de
agentes são cha,rnados heterogéneos, em contraste com os homogéneos que são desenha-
dos de forma idêntica e apresentam as mesmas capacidades. No entanto esta distinção
não é muito ciara, pois agentes que usarn o mesmo hardware e software e apresenta,m
um comportamento diferente são também cha,rnados de heterogéneos.
É importante reter que a heterogeneidade pode influenciar todos os aspectos funcio-
nais de um agente, desde a percepção até à tomada de decisões, enqua,nto num sistema
com um único agente esta situaçã,o não acontece.
2.3.L.2 Ambiente
Os agentes podem navegax em ambientes dinâ,rnicos ou estáticos. A maior parte das
técnicas de IA para sistemas com um só agente foram desenvolüdas paxa ambientes
estáticos, pois são mais fáceis de manipula,r e permitem um maior rigor. Por outro
lado, num MAS a mera presença de múltiplos agentes torna o a,rrrbiente apa,rentemente
dinâ,rrico para cada um. Esta situação pode ser problemática em casos de aprendizagem,
onde se podem detectar comportamentos pouco estáveis.
2.3.1.3 Percepçã.o
A informação recuperada dos sensores de agentes num MAS é normalmente distribuída:
os agentes podem observar dados que diferem no espaço (diferentes localizações), no
tempo (chega a diferentes momentos) e na semântica (requer diferentes interpretações).
Estas situações torna,rr o a,rrbiente observável, que por sua vez irá influencia,r as suas
decisões.
2.3.L.4 Controlo
De forma oposta aos sistemas com um só agente, o controlo nos MAS é distribuído. Por
outras palawas, descentralizado, o que significa que não existe nenhum processo central
que âxmazene informação de cada agente e coordene as suas acções. O poder de decisão
está então do lado de cada agente. O problema que existe nas decisões em MAS é um
assunto respeitante à teoria de jogos. Com equipas cooperativas (por exemplo, uma
equipa de futebol de robots) a tomada de decisões resulta assíncrona, o que dificulta
a coordenação entre agentes. Uma boa coordenação implica uma boa decisão para o
grupo.
2.3.L.5 Conhecimento
Assumese que num sistema com um único agente, este seja consciente das suas acções
mas nã,o necessaria,mente como a.fecta o meio a,rrrbiente. Num MAS, o nível de conhe-
cimento sobre o meio envolvente difere por cada agente. Por exemplo, numa equipa
com dois agentes homogéneos cada agente pode saber o conjunto de possíveis acções do
outro, podem a,rnbos partilhar percepções, ou inferirem decisões a pa,rtir de uma base
de conheiimento comum. Por outro lado, um agente que observe a equipa contrríria
normalmente não conhecerá o seu conjunto de acções nem percepções. Geralmente num
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MAS, cada agente deve ta,nrMm considerar a informação de outros agentes pa,ra tomar
decisões. Esta base de conhecimento comum é um conceito crucial nesta tecnologia.
2.3.L.6 Comunicação
A interacção está normalmente associada com alguma forma de comunicação. Tipica-
mente esta comunica4ão apresenta dois sentidos, onde qualquer agente pode ser emissor
ou receptor. A comunicação pode ser usada em vrírios ca,sos, como por exemplo nego
ciação, coordenaçã,o, entre outros. A comunicação ta,mbém levanta alguns problemas
sobre quais os protocolos â serem usados para troca de informação, e qual a lingua'
gem usada paxa a comunicação entre agentes, especialmente em a,mbiente heterogéneos.
Pode ser descrita a nível mais formal ao considerax-se que cada primitiva de comunicação
actualiza o conhecimento, e consequentemente o estado do agente. As primitivas de co
municação trocadas entre agentes são normalmente conhecidas por actos comunicativos.
De entre os tipos mais comuns de comunicação podem destacar-se:
o Informi,ngr lnformações sobre o estado actual;
o Queryi,ng, Perguntas sobre estados;
o Commi,ti,ng, Proceder a uma determinada acção;
o Prohi,bi,ti,ng, Proibir uma acção;
o Di,ruti,ng,Indicar a um agente uma acçã,o.
Cada acto de comunicação a,fecta um agente de forma diferente. Por exemplo, um
acto informativo pode reduzir a incerteza de um agente sobre o seu estado e sobre o de
outros (pode imaginar-se o ca,so de um jogo de futebol entre agentes, em que o possuidor
da bola avisa aos restantes elementos da sua equipa que tem a bola).
Por outro lado, um acto de commi,ti,ng pode ser usado para indicar um percurso a
ser tomado pelo agente (ainda no contexto do exemplo anterior, um agente pode indicar
que se vai mover pa,ra a esquerda no cÍunpo de jogo).
A coordenação é uma propriedade muito importante dum sistema de agentes. O grau
de coordenação está relacionado com as interacçõe do sistema, com a necessidade de
eütar actiúdade estranhas, evitar d,eaillocks e manter a aplicação num estado estável.
Como Huhns e Stephens referem FMei99, p.82], normalmente pa,ra, uma cooperação ser
bem sucedida um agente deve manter um modelo de outros agentes, e ta,mbém desen-
volver um outro para futuras interacções. Esta situação implica sociabiüdade.
Existem linguagens e protocolos para comunicaçã,o entre agentes. As duas mais
notáveis são a Knowled,ge Query Mani,pulati,on Language (KQML) e Foundati,on for
Intelli,gent Physi,cal Agents (FIPA) ACL, onde cada uma usa a sua própria sinta:re pa,ra
os actos de comunicaçã,o.
2.3.2 Motivação, Aplicabilidade e Desafios
Tal como um simples agente, é difícil prever um conjunto de aplicações onde um MAS
possa ser usado. Um sistema complexo de software pode ser abordado como um conjunto
de pequenos agentes autónomos, onde cada um apresenta as suas funcionalidades e
propriedades.
A motivações sobre o aumento do interesse sobre os MASs devem-se, segundo Sycara
[Syc98, p.80] a:
o Resolver problemas demasiado complexos para um agente centralizado;
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o Permitir a inter-conexão a inter-operabilidade por múltiplos sistemas;
o Fornecer soluções a problemas que podem naturalmente ser considerados como uma
sociedade interactiva de agentes autónomos (por exemplo, agentes de negócios que
podem comprax ou vender);
o Fornecer soluções que usem frequentemente fontes de informação distribuídas;
o Fornecer soluções onde se exija conhecimento distribúdo;
o Melhorar o desempenho em vrírias dimensões, tais como:
- Rapidez e eficiência, devido à computação assíncrona e paralela;
- Robustez e segurança, onde um sistema exibe graceful degradati,on (ver 2.2.2.2)
quando um ou mais agentes falham;
- Escalabilidade e flexibilidade, visto ser fácil adicionar agentes a,o sistemal
- Custo, assumindo que o agente é uma unidade de baixo custo em relaçã,o ao
sistema;
- Desenvolvimento e reutilização, visto ser mais fácil desenvolver e manter soft-
ware modllar do que monolítim.
Um grande desafio actual é a i,nterneú. Nela existe uma grande variedade de agentes
que navegârn sem um protocolo e linguagens bem definidas. Um protocoio de comu-
nicação a,o nível de agentes e,stá num nível superior ao llransmi,ssi,on Control Protocol
(TCP). Num a,rrbiente desta natureza, e como já referido em secções anteriores, a tecne
logia MAS pode ser usada em prol do utilizador. Por exemplo pa,ra controlo de trá,fego,
ciências sociais, robótica, realidade virtual, jogos, entre outros.
2.3.3 Modelo BDI
Nesta secçã,o apresenta-se uma arquitectura com os conceitos de crenças, desejos e in-
tenções. Em inglês, uma arquitectura Beli,ef, Des,i,res and, Intenti,orzs (BDI).
As arquitecturas BDI têm origem no trabaJho do projecto da Ra,tional Agency, em
Stanford, Research Insti,tute,, na década de oitenta. A origem deste modelo surge dos estu-
dos da compreensão do raciocínio humano desenvolvido pelo Filósofo Micheal Bratma.n
[Bra87], que foca muito do seu trabalho nesta área no papel das intenções no raciocínio
pragmático12. As suas origens estão portanto na tradiçã,o filosófica para perceber o ra-
ciocínio, o processo de decidir, momento a momento qual a acção a tomar de acordo com
os objectivos.
Os sistemas e formalismos que centrarn as atenções em intenções são norma,lmente
referenciados como arquitecturas BDI [RG91, p.1]. Enquanto a maioria das teorias
filosóficas reduzem as intenções a crenças e desejos, Bratman argumenta que âs intenções
apresentam um objectivo distinto nas raciocínio lógim, tratando-as como planos parciais
para acções que o agente está disposto a seguir para atingir o seu objectivo.
2.3.3.1 Conceitos
Crença Pode ser interpretada como uma visã,o, um conceito, uma relação que o agente
mantém sobre o mundo à sua volta. O agente usa as crenças para poder deliberar
sobre o estados futuros. O conjunto das crenças pode de certa forma caracterizar
l2Tladução de Prati.cal Reason'i,ng, utilizações de raciocínio deverão ser consideradas n*te sentido.
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o estado actual de um sistema ou agente. Um agente pode ainda marrter todo
o tipo de crenças sobre o mundo, desde clenças sobre outros agentes, crença§
sobre pessoas, até mesmo crenças sobre si mesmo. Uma crença é sobretudo um
conhecimento;
Desejos Representam os estados desejáveis que o sistema poderá apresenta,r. Para um
desejo se concretizar é necessrírio um conhecimento inerente a ele e um contexto
favorável a sua realizaçã,o. Os desejos motivam um agente a agir de forma a
concretizar determinados objectivos. Podendo também ser interpretados como
objectivos;
Intenções São um subconjunto de dcejos. Se um agente decidir seguir um determinado
caminho, então esse ca,rrinho torna-se uma intençã,o. As intenções determina,rr o
processo de raciocínio pois são elas que determinam as acções a serem tomadas.
2.3.3.2 Fundações de Arquitectura
O raciocínio envolve dois importa,ntes processos: decidir qual o objectivo a atingir e
como atingi-lo. O primeiro processo é deliberativo enquanto o segundo é de execução.
De forma genérica, um agente num determinado momento no espaço e no tempo deve
tomar uma decisão quarrto à acção que vai executar. Esta decisão começa tipicamente
na análise das opções disponíveis. Depois de serem escolhidas e agrupadas num con-
junto de alternativas, o agente deverá dedicar-se a algumas. Estas opções escolhidas
tra,nsforma,rr-se em intenções, que determinam as acções do agente. Quando uma in-
tenção é adoptada todo o processo futuro de raciocínio do agente ficará influenciado
por esta decisão. Por exemplo, não irã,o ser seguidos caminhos inconsistentes com esta
decisão, pois esta persiste até estar concluída ou haver bases que a impossibilitem. As in-
tenções estã,o ainda intima,rrrente relacionadas com as crenças, pois se o agente apresenta
uma intençã,o então deve acreditar na sua possível concretização.
Podem destaca,r-se as seguintes características relacionadas com as intenções:
1-. Intenções conduzem a planos de execuçã,o: para toda intenção existe um plano de
concretização. Se este se tornar inviável outros deverã,o ser escolhidos;
2. Intenções influenciam deliberações futuras: os ca.rninhos futuros a seguir nã,o irã,o
contra as bases desta escolha, da mesma forma que para se seguir uma intenção
é necessrário haver crenças que permita,rn esta hipótese e não a contrariem. Es-
tas crenças assumidas vão de igual forma influenciar todo o processo futuro de
raciocínio do agente;
3. Intenções persistem: uma intenção persiste até estar concluída, até haver bases
que impossibilitem a sua concretizaçãa, ou até as condições iniciais paÍa a escolha
da intenção já nã,o se verifica,rem.
Weiss [Wei99, p.56] refere ser diffcil atingir um bom balanço entre estas propriedades.
Pelos motivos previamente citados um agente deve desistir de algumas intenções e de
tempo em tempo reconsiderá-las. No entanto esta reconsideração tem um custo tanto a
nível de recursos computacionais como temporais. A natureza deste compromisso, entre
grau de dedicaçã,o e reconsideração foi estudada por David Kinny e Michael Georgeff
[KG91] num número de experiências com a framework di,stri,buted Multi,Agent Reason'i'ng
System (dMARS). Em suma, diferentes tipos de ambientes requerem diferentes tipos
de decisões estratégicas. Em arrrbientes mais estáticos um comportamento puramente .íi » *,
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orientado a objectivos é adequado, enquanto em ambientes mais dinâmicos a habilidade
para reagir a alterações através da alteração de intenções é mais importante.
Weiss [Wei99, p.57] descreve ainda sete componentes integrantes numa arquitectura
BDI (ver figura 2.1):
o Um conjunto de crenças, representando a informação que o agente tem acerca do
meio ambiente;
o Uma operação para revisão de crenças (beli,ef reu'iew function - brÍ), que recebe o
i'nput perceptual e as crençâ,s do agente e determinâ o novo conjunto de crenças;
o Uma operaçã,o para geraçã,o de opções (opti,ons), que determina as opções dis-
poníveis paxa o agente (os seus desejos) com base nas suas crença,s e intenções;
o Um conjunto de opções, representando as acções disponíveis para o agentel
o Uma operação de filtro (filter),, que representa o processo deliberativo do agente,
e determina a,s suas intenções com base nâs crença,s, desejos e intenções;
o Um conjunto de intenções, representando o foco corrente do agente;
o Uma operaçã,o para selecçã,o de operações (erecute), qre determina a acção a rea-
lizar com base nas intenções.
Figura 2.1: Diagrama de Actividades de uma Arquitectura BDI Genérica [Wei99, p.58].
Em forma_de pseudo-código, estes componentes podem apresenta,r as seguintes de-
pendências e fluxo:
public Âctior action(Input input){






Desi.res desires = options(desires, iatentions);
Iatentioos nerlntentions = fiLter(beLiefs, desires, intêntions) ;
retunn execute (newlntentions) ;
)
Rao e Georgeff [RG95] introduzem ta,rrbém um modelo semelhante ao anterior, res-
peitando os conceitos teóricos introduzidos por Bratman[Bra87]. A arquitectura é apre-
sentada numa perspectiva bastante prática, sendo uma versão simples do Procedural
Reasoni,ng Sgstem (PRS) [GL87], uma das primeiras soluções orientada a agentes ba-
seada numa arquitecura BDI. O nível de abstracçã,o usado é bastante inferior a muitas
outras investigações, de forma a ser viável como sistema.
2.3.3.3 Conclusão
O modelo BDI é atractivo por diversas razões. É o- modelo larga,mente estudado há
vrários anos, e apresenta um nível elevado de intuiçã,o pois o processo de decidir o que
fazer e posteriormente como o fazer é comum a,o quotidiano do ser humano, assim como
as noções de crenças, desejos e intenções. A decomposição descrita acima e apresentada
por Weiss torna ainda evidente quais os subsistemas em causa para construir um agente
com modelação BDI.
Embora os conceitos introduzidos seja.rn de fácil acessibilidade e compreensã,o, a
construção de um modelo deste tipo não é trivial. Existem vrírias arquitecturas BDI
descritas por viários autores ([Wei99], [RG91], [RG95], KGR96I, [BRHLgg], [GPP+99]),
algumas outras implementadas e disponíveis (Jadexl3, PRS, o seu sucessor dMARS, The
Jaua Agent Kernel (JACK), The Jaaa Agent Moil,el (JAM), entre outros), no enta,nto
nenhuma vingou como standard a ser seguido. O estudo destas arquitecturas encontra-se
fora de escopo desta dissertação e mais detalhes poderão ser encontrados na referências
bibliogrrá.fi cas usadas.
Note.se ainda que a maioria destas plata,formas disponíveis são apresentadas como
parte integrante de :oma framework de Agentes, situação que reduz drastica.rnente a seu
nível de usabilidade e interoperabilidade. Seria interessante poder-se us€lx um compo-
nente mais genérico que implementasse um modelo BDI reutilizável por entre vrírias
arquitecturas de agentes. Percebese a dificuldade em separaÍ estes dois conceitos, tanto
a nível técnico como a nível teórico, no enta,nto esta possibilidade existe e uma im-
plementação poderia passar pela utilização de adaptadores or handlers específicos para
cada plataforma, prevalecendo todo o núcleo do componente. Um componente deste tipo
traria um conjunto de benefícios imediatos não só para o modelo teorico mas ta,rrrbém
paxa a demonstraçã,o prática do problema em larga escala.
2.4 Reflexão
A tecnologia de agentes tem sido um tema muito discutido ao longo de muitos anos.
A palawa "agente" foi e ainda é, alvo de muito uso e abuso. Devido a estes abusos, o
conceito banaJizou-se e deturpou-se. Ainda assim é um conceito importante e tecnologi-
ca,rrente promissor.
Provavelmente o agente mais conhecido dos últimos tempos seja o agente Smith,
da trilogia Matrix. A sua popularidade e protagonismo cresceu com a evolução da
personagem, um agente. Os agentes descritos na saga referida são representações visuais
de progra,mas que ajudam a manter a" matriz" num estado consistente. Não a controlam,
apenas actua,rr como agentes de limpeza residindo nela permanentemente. No entanto
13Ver http://vsis-www.informatik.uni-ha,mburg'de/projec ts / iadex /
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os agentes são "inteligentes", como se pode analisa,r a pa,rtir da expressão do Agente
Smith quando refere a Morpheus que odeia aquele lugar. Apresentam um estado de
consciência, raciocinam, e usaín o poder de percepção pa,ra concretizarem a sua tarefas
de forma autónoma, colaborando com outros quando necessário. Apesar de ser uma ideia
futurista para utilização de agentes, os conceito aplicados sã,o exactamente os mesmos
referidos a,o longo deste capítulo.
Actualmente foram usados agentes inteligentes no projecto eSTAR, onde os astrónomos
usam agentes paxa controlar o telescópio de infravermelhos do Reino Unido, na ob-
servaçã,o da anã branca Nova. Um dos astrónomos refere nThe Agents m,n d,etect and,
respond, to the rapi,dly changing untuerse faster than any human... [th"y] cnn be used, to
assi,st human obser"uers, i,nstead of replaci,ng them enti,rel,y augmenti,ng thei,r abi,li,ti,es to
d,o sc'ience qu'i,cker, faster, and more reli,ably". Estes dados são posteriormente enviados
para telemóveis de telefones móveis de geraçã,o 2.5G e 3G, em formato de imagem, e
distribuída informação para outros centros. É espectável que o uso desta tecnologia
cresça num futuro próximo.
Dependendo da forma de utilização e dos estudos elaborados no futuro, os agentes
poderão tornar-se parte integrante do nosso dia-a-dia. Com a definiçãn de stand,ard,s
de comunicação, estes poderão assistir o ser humano em variadas ta,refas, desde esca-
lonamento de encontros, gestão de finanças pessoais, compras, e até entretenimento ou
prazeÍ. Esta segunda geração de agentes caracterizada pela capacidade comunicativa e
cooperativa, provavelmente irá ser parte integrante do nosso futuro.
As futuras gerações serão ainda mais complexas. Talvez até aa ponto de se replica-
rem e criarem sub-agentes que comandarão. Provavelmente, e como dita a história do
Homem, serão cada vez mais parecidos connosco e cada vez mais eficientes, e inteligen-
tes. Estas habilidades certa,rrente aproximarão, como nunca, os agentes da verdadeira
inteligência artificial e também vida artificia,l.
2.6 Resumo
Ao longo deste capítulo é possível notar que nã,o existe um consenso na definição de
agente. Cada investigador define de acordo com a sua visão ou compreensã,o, resultando
num conceito algo subjectivo. No entanto é interessante notar que existem vrárias seme-
Ihanças por entre as diversas descrições. Alguns conceitos são usados da mesma forma
com o objectivo de descrever um agente. De entre estes conceitos destacam-se:
l-. Autonomia: Capacidade de rea,lizar acções de forma independente, sem necessidade
de acompanhamento do utilizador. O agente deve por si só determinar a melhor
soluçã,o e aglr por sua iniciativa;
2. Adaptabilidade/Aprendizagem: Um agente adapta-se através da aprendizagem,
melhorando o seu desempenho com base em experiências passadas;
3. Comunicação: Um agente deve ser capaz de comunica,r com outros agentes ou hu-
mânos. Esta comunicação deve ser feita através de uma linguagem de comunicação
expressiva, idea,lmente assemelha,ndose a um discurso humano;
4. Cooperação/Sociat: Os agentes devem ser capazes de comunicar uns com outros,
ou com humanos, de forma a cooperaxem e realizarem tarefas complexas;
5. Responsivo/Reactivo: Um agente deve conseguir compreender o seu meio a.rnbiente
e ser capaz de realizar acções baseadas nestas percepções;
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6. Mobilidade: A capacidade de um agente se mover de um sistema para outro de
forma a aceder a recursos remotos, ou a outros agentesl
7. PersonalidaÃelli,feli,ke: O objectivo de inserir personalidade num agente é criar a
ilusão de sentimentos, emoções e interacção social;
8. Proactiüdade: Os agentes não se devem restringir somente a respostas, mas deve
ta,rrbém apresentar comporta,rrento oportunista e orientado a objectivos, com ini-
ciativa quando apropriado.
Ao longo do capítulo fora,rr ta,rrrMm descritos alguns tipo de agentes, nomeadarrente:
L. Agentes Colaboradores: Autonomia e cooperação são características que predomi-
na,m neste tipo de agente. Tipica,mente dispõem de capacidade social, poder de
resposta e preactividade, sendo capazes de agir com racionalidade em arnbientes
multi-agentes e com constrangimentos de temporaisl
2. Agentes Pessoais ou Interfaces: Realiza,rn tarefas para o seu proprietário ou utili-
zador. Para tal, apresenta,m como caÍacterísticas principais autonomia e aprendi-
zagem. Este tipo de agente pode ser visto como um assistente pessoal que colabora
com o utilizador no mesmo a,lrrbiente de trabalho;
3. Agentes Móveis: O agentc móveis constituem uma ferra,rrenta de grande interesse
paxa a maioria de aplicações que exigem um elevado grau de automatização. Sao
processos computacionais capazes de percorrer vastas ráreas. Interagem com hos-
pedeiros remotos, armazenado informação pâxa o utilizador, e retornando ao local
da partida aquando a satisfa4ão dos seus objectivos;
4. Agentes da Intemeú ou Informativos: Fora,m criados pa,ra lida,rem com tarefas
hoje impossíveis para humanos, o tratamento e gestão de grandes quantidades de
informação. Diferenciarn-se dos agentes colaboradores por serem definidos pelo
que fazem, e não pelo que são. Existem ainda duas razões principais paxa se
desenvolverem agentes informativos. A primeira e já referida necessidade de lida,r
com grandes quantidades de informaÇfo, e a segunda motivos económicosl
5. Agentes Reactivos: Ta"rnbém conhecidos por agentes reflexivos, reagem com regras
estímuloresposta ao estado do meio a,rrbiente. Representa,rr uma categoria es-
pecial de agentes que não possuí modelos simMlicos internos do meio em que se
encontra,m, apresentando total incapacidade de previsão de acontecimentos. Como
vantagem principal apresenta,rr robustez e rapidez de resposta;
6. Agentes Híbridos: De forma a diminuir as deficiências e maximizaÍ as qualidades,
fora,m criados os agentes híbridos. Este agentes são uma combinaçã,o de dois ou
mais tipo de agentes. A objectivo é conseguirem atingir um nível de eficiência
superior à conseguida por um tipo de agente simples;
7. Sistemas de Agentes Heterogéneos: Um sistema heterogéneo de agentes, ao contrrírio
dum híbrido refere-se a um sistema mnstituído com pelo menos dois tipos diferen-
tes de agentes. Pode tanrbém conter agentes híbridos. A ideia principal que está
por detrrfu deste tipo de sistema, é a interacção entre diferentes agentes, onde cada
um está especializado em determinadas tarefas;






Este capítulo apresenta o tema Dynami,c Logi,c Programmi,ng (DLP), estudando a re-
presentação dinâ,mica de conhecimento e uma linguagem que a permita por em prática.
Toda teoria apresentada neste capítulo encontra,se descrita em [ALP+98], [APPPgg],
[4P02] e [APP+99a], devendo ser seguidas para mais detalhes.
3.1 Introduçáo
A representaçã,o de conhecimento é foco de investigação na area de inteligência artificial
desde os seus primórdios (na época de 50). Uma das aproximações é caracterizada pelo
'baixo nível" nas estruturas de dados e respectiva manipulação. Para o mesmo efeito
são usadas construções posteriores, e as teorias correspondentes sã,o por vezes um pouco
de filosofia simples. As aproximações mais orientadas a,o nível teorico sã,o baseadas na
lógica ou teoria de decisão. A representação de conhecimento formaliza e organiza o
conhecimento.
Um tipo de representação larga,rrente usado são as regras. Uma regra é composta por
duas partes, uma IF e outra THEN (ta.mbem chamada de condição ou acção). A parte
IF lista um conjunto de condições numa combinação lógica. A peça de conhecimento
representada por uma regra é relevante paxâ o raciocínio a ser desenvolúdo se a parte IF
de uma regra poder ser satisfeita. Consequentemente a pa,rte TIIEN pode ser concluída,
ou a acção desencadeada. Os sistemasl cujo conhecimento é representado na forma de
regras são cha,mados de ru,le-based, systems.
A representação de conhecimento e o "raciocínio" lida,rr com os aspectos formais da
própria representação e modelação de problemas, assim como traba.lha,m estes modelos
posteriormente. O ponto de equiUbrio é o balanço entre a expressividade da repre-
sentação, e a complexidade associada aos algoritmos ditos inteligentes.
3.2 Representação, Regras e DLP
Em DLP, regras novas ou mais específicas podem ser adicionadas no final de uma
sequência, nã,o interferindo com o conhecimento anterior ou mais específico. Uma sequência
pode ser üsta como um resultado de um programâ P1, act»ahzado por um prograrna
P2, até um programa P, (P1O... O P"). O papel da progra,mação dinâmica é certificar-
se que estas novas regra.s adicionadas estãa "'in torce" , e que regras anteriores ou mais
específicas estão ainda vrílidas (por inércia), i.e. mantidas até entrarem em conflito com
âs novas adicionadas [4P02, p.11].
I Etpert systems.
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A tecnologia DLP pode ser interpretada como uma framework usada para modelar a
evolução dum prograna lógico através de uma sequência de actualizaçoes [4P02, p.11].
Para representar informaçã,o negativa em prograrna lógicos e nas suas actualizações,
a DLP permite a presença da negação por defeito nas cabeças das regras. É importante
perceber-se porquê, nas configurações das actualiza.çõe,s,, generalizando a linguagem para
permitir a negação por defeito na cabeça das regras é mais adequado que introduzir
a negação explícita em programas (tanto na cabeça, como no corpo de regras) [4p02,
pp.11-121.
A diferença entre a negação explícita (-, ver regra 3.1") e a negação por defeito
(not, ver regra 3.2) é fundamental quando a informação sobre um átomo Á não pode
ser assumida como completa. Com estas circunstâncias, a primeira significa que há
evidências de ,4 ser falso, enquanto a segunda significa que não há evidência de Á ser
verdadeiro. Para o caso da remoçã,o de regras, é desejável o último caso. Por outras
palavras, not A significa que á é removido se o corpo da regra for provado. Apagar á
significa que não é verdadeiro, não necessariamente falso [4P02, p.12].
-A * Cond' (3.1)
not, A <- Cond,' (3.2)
A DLP não fornece por si só uma linguagem paxa especificar (ou programar) al-
terações a prograJnas lógims. Se o conhecimento já está representado em prograrna,s
lógicos, os prograrnas dinâmicos simplesmente representa,rr a evoluçã,o do conhecimento.
Visto que os prograrnas lógicos descrevem estados do conhecimento, podem igualmente
representar a transição de estados do conhecimento. É natura.l associar a cada estado
um conjunto de regras de transição paxa o próximo sstado. Como resultado irá ser
construído um conjunto com sequências de transições de estados e regras2 .
3.3 DynamicKnowledge Representation
Um dos requisitos principais do formalismo usado para representar o conhecimento é a
habilidade para lidar com a evoluçã,o do conhecimento.
A DLP foi proposta por [ALP+98] como uma possível soluçã,o para este requisito
evolucional. Define como uma base de conhecimento pode ser actuaJizada por outra,
resuitando numa nova base de conhecimento.
Especificamente, dada uma base de conhecimento KB, e uma outra para a actua,lizar
KBt, é possívei obter uma nova base de conhecimento actualízada KB" : KBAKBI
que constitui a actua,lizaqãa de KB por KBt. De forma a traduzir um significado decla-
rativamente claro e facilmente verificável paxa uma base de conhecimento actualizada,
em [ALP+98] é realizada uma caracterização semântica da base de conhecimento actu-
alizada KB @ KBt.
3.3.1 LUPS - Language of Updates
Em DLP uma base de conhecimento evolui de estado em estado como resultado de
actualizações a,o conhecimento. Dado o estado corrente K S, o seu sucessot é K St : ,tí,SO
2Na secção 3,3,1 é apresentada uma linguagem para, especifisax' 6sflalizações a progra,ma lógicos:
Language o! d,gmami'c UPdateS (LUPS)[APPP99]. A linguagem LUPS modela os etados e as suas
transições de forma declarativa.
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KB é obtido como resultado da ocorrência de um conjunto nã,o vazio de actualizações
simultâneas, representado pela base de conhecimento KB.
No entanto, as actualizaçfu dinâmicas de conhecimento nã,o fornecem qualquer lin-
guagem que permita a especificação de alterações aos estados de conhecimento. Em
[APP+99a] foi descrita uma linguagem totalmente decla,rativa para actualizações de co'
nhecimento cha,mada Language of dymami,c UPdateS (LUPS), que descreve as transições
entre estados de conhecimento consecutivos KSn. Consiste em comandos de actua-
lizações que especifica,rr quais as actualizações que devem ser aplicadas a um deter-
minado estado de conhecimetto KSn com o objectivo de obter os consequente estado
KSn+t. Desta forma, os comandos de actualizaçã,o permitem determinar implicita,rrente
a base de conhecimento actualizada KSna1. A linguagem LUPS pode ser vista como
uma linguagem pâxa representação dinâ,mica de conhecimento.
O comando de actualização mais simples consiste na adição de uma regra ao estado
corrente e apresenta a forma: assert (L <- Ly,. . . , Lx)
De forma geral, a adição de uma regrâ a um estado pode depender da validação de
algumas de prêcondições nesse mesmo estado. Para o permitir, o comando assert em
LUPS apresenta uma forma mais geral:
assert (L <- L1,...rL*) when (Lp'rr,...,L*) (3.3)
O significado do comando assert é que se as prêcondições .L7r".1, . . . , L* forem verda-
deiras no presente estado, então a regra Z *- LL,, . . . , L* deve permanecer verdadeira no
estado sucessor. Normalmente as regras adicionadas sã,o "inérciais". Por outras palawas,
permanecem ",i,n force" a partir deste estado, por inércia, até removidas ou destituídas
por outras actualizações.
No entanto em alguns casos a persistência de regras por inércia nã,o deve ser assumida,
ou tomada como opção. Note.se o exemplo de uma acçáo request eri't. Provavelmente
é um evento que ocorre uma só vez e não deve persistir por inércia depois do estado
sucessor. Como tal, o comando assert permite o uso da keyword euent, indicando que a
regra aÃicionada é nõ,o i,nérci,al.
assert eaent (L <- L1r...rL*) when (L*+r,...,,L*) (3.4)
Os comandos de actualizações (em vez das regras que introduzem) podem ser eventos
nã,o persistentes ou podem permanecer até posteriormente cancelados. Tais comandos
de actualizações persistentes (cha,mados lei,s de actuali,zaçõ,o) são descritos da seguinte
forma:
always leuent) (L * L1,...,L*) uhen (Ln+t,...,L*) (3.5)
Note.se que a kegword euent é opcional e define se o comando deve persistir ou ser
de um estado apenas.
Para cancela,r comandos persistentes, usarse:
u,nrel (L <- L1,...rLx) when (Lp.rt,...,L*) (3.6)
Pa,ra se apagaxem regra,s existe um comando de retract'i,on, que sujeito a determinadas
prêcondições Lk+tr...,L^, a regra L * Lb....,Lk pode ser removida:
Adirerença,,,,:T*.1.*;;::"::::;;,;"?J,,-",,"u,,"u":uJ]
cancelar um comando persistente, ou uma lei always, enqua.ndo o segundo é usado para
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cancelar um assert.
Podem ainda ser feitas queries a qualquer estado da base de conhecimento y'(,Sn em
que o resultado é verdadeiro se a conjunção de todos os literais for válida pa,ra o estado
KSn:
holds Bt,...,BprnotCb...,notC* at state g? (9.8)
Nesta equação o q é um identificador do estado do conhecimento e pode ser definido
por um inteiro onde o número zero representa o estado inicial. O not significa a negação
por defeito e o predicado hold,s verifica se os literais pertencem ao modelo da base de
conhecimento KSn.
A linguagem LUPS apresenta uma "semântica procedimental e declarativa"s [ALP+98],
para que as actualizaçfus não tenha,rn somente um significado declarativo mas que
também possam ser implementadas. A semântica procedimental da linguagem LUPS é
obtida através da sua traduçã,o paÍâ um prograrna lógico escrito numa meta-linguagem
4
3.4 Resumo
A progra.mação em lógica, foi considerada nos anos g0 como uma poderosa framework
orientada pala a invmtigação teórica da representaçã,o de conhecimento. Fornece ainda
uma base conceptual clara e uma semântica bem definida. No entanto, o problema
de alterar e integrar informaçã,o com representação de conhecimento não atraiu muita
atenção. A introdução da DLP refrescou estes conceitos e alargou a dimensã,o desta rírea
tecnológica.
Em DLP, regras novas ou mais específicas podem ser adicionadas no final de uma
sequência, não interferindo com o conhecimento anterior ou mais específico. Uma sequência
pode ser vista como um resultado de um programa P1, acttahzado por um programa P2,
até um programa P" (h O ... O P"). O papel da programaçã,o dinâmica é certificar-se
que estas novas regras adicionadas estão consistentes, e que regras anteriores ou mais
específicas estão ainda vráIidas - por inércia.
Em [APP+99a] foi descrita uma linguagem totalmente declarativa para actualizações
de conhecimento, cha,rrada LUPS (Language of tlPd,ateS), eue descreve as transições en-
tre estados de conhecimento consecutivos y'(,Srr. Consiste em comandos de actualizações
que especificam quais as actualizações que devem ser aplicadas a um determinado estado
de conhecimento KSn, com o objectivo de obter os consequente estado KSn+t.Desta
forma, os comandos de actualizaçãa permitem determinar implicitamente a base de co-
nhecimento actua,lizada KSn+t. A linguagem LUPS pode ser vista como uma linguagem
parâ representação dinâmica de conhecimento.
3 D eclaro,ti,ae and, Proceilural Semantics.4A tradução do LUPS paxa
http: //centria.di.fct.r rn l.pt/ la/updates/lups.p.
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O curto ciclo de vida dos produtos, e a elevada competição existente ao nível comercial,
f.az com que as empresas na área das tecnologias de informação se foquem em criar a,m-
bientes flexíveis; asseguraÍ uma posiçã,o estratégica pa,ra maior inovação; responder de
forma rápida a alterações através da redução do ti,me to market de novos serviços; e por
fim diminuir os custos associados a estes processos. Esta flexibilidade pode ser concreti-
zada atraves das arquitecturas orientadas a serviços, um paradigma de desenho baseado
numa colecção de serviços loosely rcupled e reutilizáveis. O presente capítulo descreve
de forma sucinta este estilo arquitectural, assim como a sua envolvente tecnológica.
4.L Introdução
Uma arquitectura orientada a serüços, ott Serai,ce Ori,entd, Archi,tecture (SOA), consiste
num estilo arquitectural que permite definir arquitecturas de integração orientadas ao
conceito de serviço, promovendo a utilização de mecanismos de integraçã,o baseados em
standarils, de forma a possibilitar a integração de processos de negócio. Um serviço é
portanto uma implementação de uma ou mais funções de negócio bem definidas, que
podem ser consumidas/invocadas por clientes (aplicaç&s com características diversas).
Uma arquitectura com este estilo descreve um tipo de aplicação distribuída usado
há vrários anos. Um exemplo deste estilo é a tecnologsa Common Object Request Bro-
ker Archi,tecture (CORBA), que está em uso desde a decada de oitenta. A tecnologia
Di,stri,buted Component Object Model (DCOM), da Microsofb é outro exemplo de uma
tecnologia que fornece wa Interface Defini,ti,on Language (IDL) e mecanismos de dis.'
tribuição ti,ghtly coupleil que permite invocações remotas ou locais. No entanto, em
contraste com a tecnologia CORBA e DCOM, uma SOA moderna baseada em web ser-
a,i,ces constituí um modelo loosely coupled, fornecendo a independência de plata,formas,
ünguagem, transporte e formato de mensagem.
Uma SOA permite portanto atingir um nível de flexibiüzação não possível anterior-
mente, uma vez que:
o Os serviços são componentes de softwo,re colrr- interfaces bem definidas e indepen-
dentes da implementação. Um aspecto importante desta arquitectura é a separaçã,o
cla,ra da interface da sua implementação. E os serviços são invocados por clientes
que não estão interessados com a forma como os serviços se executam em resposta
a0 seu pedido;
o Os serviços são self-contai,ned (realizalri, tarefas concretas) e são desacoplados;
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o Os serüços podem ser descobertos dinamicamente;
o Podem ser criados serviços compostos pela orquestraçãn ou composição de outros
serviços.
Uma SOA usa o pa,radigma find-b'ind-erecute, como apresentado na figura 4.1. Neste
paradigma os fornecedores dos serviços procedem a,o registo público do serviço. Este
registo é usado pelos clientes paxa pesquisar serviços com determinados critérios. Se o
registo tiver tal serüço, ele disponibiliza o contrato do serviço ao cliente com o endereço
do end,poi,nú para tal serviço.
Finú Eegrstsr
Figura 4.1: Paradigma Fi,nd,, Bi,nd, and, Erecute.
Os serviços são o elemento base de uma aplicação SOA. Enquanto qualquer funci-
onalidade poder ser convertida num serviço, o desafio passa por definir a interface do
serviço que se encontre no nível certo de abstracção. Porém, uma SOA é mais do que
um conjunto de serviços, é tarnMm composta por um conjunto de princípios. A intero-
perabilidade consiste no mais importante destes princípios, sendo nuclear a este estilo
arquitectural e atingindo-se pela utilização de stand,ards. Dos standa,rds relacionados
com web sens'i,ces destacart-se a invocação remota atravás de Si,mple Object Access Pro-
tocol (SOAP)i, a descriçã,o das interfaces de serviços utilizand o Web Serai,ces Descri,pti,on
Language (WSDL)2 e a sua possível pesquisa e recuperação üa (Jni,uersal Descripti,on,
Di,scouery and Integrati,on (IJDDI)3. No entanto existem abordagens alternativas que
nã,o introduzem stand,ards novos e reutilizam os já existentes, como a Representati,onal
State Thansfer (REST) BieO0l.
Uma arquitectura deste tipo apresenta-se como soluçã,o ideal para integrar clientes
em ambiente heterogéneos, disponibilizando um ponto de acesso comum para todos.
Esta soluçã,o pode ainda ser integrada num bus de serviços - Enterpri,se Serai,ce Bus
(ESB) - podendo fornecer e registar os serviços desenvolvidos, assim como usar outros
mais antigos de forma isolada ou coreograÍada.
4.2 Serviços
4.2.L Características
Um serviço é um componente de software com um significado funcional importante, que







Contracto O contracto de um serviço fornece uma especificação informal do objectivo
do serüço, da sua funcionalidade, constrangimentos e utilização. Este tipo de es-
pecificaçã,o pode variar, dependendo do tipo de serviço em causa. Um elemento
importante do contracto é a definição formal da interface, tal como Intertace De-
fi,ni,ti,on Language or Web Sera'i,ces Descri,pti,on Language. Esta especificação em-
bora não obrigatória, adiciona um importante beneficio ao nível da abstracção,
independência tecnológica, protocolos, entre outros. No entanto um contracto é
algo mais que uma especificação formal, pois pode impor um detalhe semântico na
funcionalidade e parâ,rnetros não especificadana Interface Defini,ti,on Language ou
Web S erui,ces Descri,pti,on Language.
Interface A funciona,lidade do serviço é exposta através da interface do serviço aos seus
clientes;
Implementação A implementação do serviço fornece a lógica de negócio e acesso a,os
dados apropriados, sendo a realizaçã,o técnica do contrato do serviço;
4.2.2 Identificaçáo e Tipos de Serviços
Como a peça chave deste estilo a,rquitectural são os serviços, a sua identificaçã,o é a
primeira tarefa na modelação de uma solução orientada a serúços.
4.2.2.L Metodologias
O primeiro passo a ser tomado passa por decidir se o processo de identificação é pura-
mente baseado na compreensã,o das operações, posteriormente agregadas em serviços, ou
se os serüços já estão identificados e as operações lhes são adicionadas quando identifi-
cadas. Existem portanto as seguintes técnicas:
Senti,ce-Fi,rsú Esta técnica é comum ao desenvolvimento object-ori,ented e component-
ori,ented,, onde classes de negócio são identificadas primeiro. Posteriormente são
analisadas as colabora@s entre objectos, e as responsabilidades de um objecto
(operações) são identificadas e adicionadas às classes. Da mesma forma, os serviços
podem ser identificados através do mesmo processo;
Operati,on-Fi,rst Esta técnica pode ser considerada como mais intuitiva em relação
à anterior. Um serviço é considerado uma entidade diferente de uma classe, ob'
jecto ou componente. Podem gerir um conjunto de recursos, no entanto a relação
serviço/recurso é substancialmente diferente da relação classe/objecto. Como tal,
esta técnica promove uma "identificação tardia" de serviços através da agregaçã,o
de um conjunto de operações em grupos lógicos.
Qualquer destas abordagens é independente das metodologias abaixo descritas.
Top-Down, Orientado a Processos de Negócio/Casos de IJso
Um processo de negócio está focado nas tarefas realizadas por determinados roles, orr
recursos numa organização, ptrâ concretizar essa mesma tarefa. Pode ser visto como
um conjunto de tarefas ordenadas, possivelmente decompostas em sub-processos. Ge'
ralmente o objectivo é expor ou fornecer uma nova funcionalidade ao exterior.
Numa SOA, um serviço é identificado com um nível de granularidade similar. Ét
assumido que âs operações numa especificaçã,o de serviço correspondem a uma transacção
atómica num processo de negócio - Top-Down, Bus'i,ness Process Dri,aen. E portanto
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normalmente assumido que uma vez identificados os serúços no processo de negócio,
estes possam ser directamente implementados ta,l como descritos no processo ou fl.uxo.
No entarrto é importante ter em conta os requisitos nã,o funcionais (segurança, qualidade
de serviço, entre outros), que podem a,fecta,r o tipo de serviço a ser disponibilizado.
A transformação de um processo num conjunto de especificações iniciais de serviços
(tarefas mapeadas paÍa operaçoes) é considerada uma boa prática inicial, no entanto
requer anrílise posterior antes do desenho que detalha a implementação.
Como alternativa à orientação a processos de negócio, pod+se usaÍ o modelo de
casos de uso paÍa auxiliar a identificação de serviços - Top-down, [fse case Dri,aen.
Este modelo mantém um conjunto de objectivos de negócio, que facilmente auxiliam a
identificação de serviços. É igualmente fácil enumeraÍ para um serviço quais os objectivos
de negócio com que ele contribui. De forma prática, um caso de uso pode ser mapeado
para uma operação. Para poder agregaÍ estas operações em serviços, é importante refina,r
o modelo de casos de uso paÍâ um modelo de anrílise de negócio, onde é possível perceber
a colaboração entre entidades.
Bottom-up, Exposiçáo de Recursos
É importante ter em conta que poucas sár as soluções orientadas a serviços que não
considera,rrr aplicações já existentes, assim como as suas funcionalidades. Muitas das
vezes é necessário interagir com estas funcionalidades, e tão importante como reutilizá-
las, é identificá-las e catalogá-las. Numa SOA, existe um conjunto de ca,rrinhos para
integrar funcionaiidades existente com novos serviços:
L. Wrapi'ng da funcionalidade como um serviço: Neste ca,so a função inicia,l é deixada
intacta, usando-se ferramentas ou middleware para as expor como serviços;
2. Wrapi'ng e substituição da funcionaiidade por um serviço: Neste caso sã,o realizados
os mesmos passos descritos no ponto a,nterior, no entanto usa-se a especificagão do
serviço resultante para voltar a desenvolver o serviço inicial numa data futura,
substituindo a implementação originai por uma mais actual;
3. Uso de Adaptadores: Por vezes pode ser complicado realizar o urap de uma fun-
cionalidade e expôla como um serviço, no entanto pode ser possível expor a fun-
ciona,lidade de uma forma harmoniosa através de um adaptador (p.e. através da
tecnologia JZEE Connector Archi,tecture (JCA)). Desta forma os novos serviços
podem interagir com a referida funcionalidade através desta ca,rrada adaptadora;
4. Integrar a funcionalidade num serviço: Este caso indica que por vezes pode ser
viável um serviço (novo ou não) aceder directamente à funciona,lidade em causa,
usando a funçã,o com um componente lógico da sua implementaçã,o.
As duas primeiras soluções são consideradas mais limitativas se nã,o se tiver em conta
uma actua,lizaçã,o da interface, pilâ bem da interoperabilidade entre serviços. Uma nova
interface poderá requerer um novo processo de anrílise possivelmente culminando em
novos campos de i,nputf output - ou tipos diferentes. Poderá ainda exigrr a,lgum código
de transformação de tipo de dados. Por outro lado, a última opção poderá ser a mais
fleível por nã,o expor a funcionalidade directa,rrente, sendo portanto uma soluçã,o muito
semelhante à primeira e segunda com actualizaçfu da interface.
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Rule Drí,aen
Algumas soluções de software baseiam-se fortemente na utilização de regras de negócio
para trabalhar e recuperar conteúdos, podendo estas regras evoluir para além da aplicação
lógica principal. A partir do modelo de anrílise de negócio, incluindo entidades e regras,
é possível defrnir serviços que encâpsulem estas regras de negócio, tornando-âs exter-
nas do resto da lógica da solução. Em vrírios câsos, regras complexas são agregadas
em conjuntos de regras, podendo estas estar mais equiparadas à granularidade de um
serviço.
4.2.2.2 Heurística
A identificação de serviço é processo basta.nte complexo, e para uma correcta identi-
ficação é importante o leitor distinguir claramente entre um ProW, uma façade, e um
processo de negócio, do ponto de vista granular e funcional. No final todos serão expostos
como um serviço, no entanto o processo de criaçao é substancialmente diferente. Como
abordado na secção anterior (ver metodologia Bottoffi-up, Exposição de Recursos), numa
SOA ou numâ arquitectura de integraçã,o normalmente existe a reutilizaçã,o de muitas
funcionalidades já disponíveis. Estas funcionalidades devem ser disponibilizadas no câ-
nal de informaçã,o pot urappers, ou proxies que expõem as funcionalidades dos serviços
originais, delegando-lhes o trabalho. Podendo existir nestes prories algum tratamento
de dados de input f output, podem caracterizar-se como objectos simples e agnósticos do
ponto de vista de negócio.
Do conjunto de funcionalidades existentes e reutilizáveis, é importante saber deci-
dir quais destas devem ser promovidas a serviços. Num conjunto de novos requisitos
funcionais, a soluçã,o pode passar por reutilizar viírios destes serviços. Se do ponto de
vista funcional, os serviços que integram uma nova funcionalidade nã,o apresentam cârac-
terísticas de reutilização, por serem demasiado específicos ou por nã,o conterem gra.nde
lógica de negócio, deve ser ponderada a criação de um serviço tipo façade, i.e. um serviço
que usâ outras funcionalidades disponibilizando.as numa nova carâ, numa nova inter-
face. Este tipo de opção deve ser analisada com cuidado, de forma a evitar alterações e
remendos futuros. No entanto como carâcterísticas principais benéficas destaca-se o de
sempenho ao nível interno, pois evitará ser construído através de um processo de negócio
com várias operações WSDL/SOAP. Este tipo de decisao passa muito pela existência
de requisitos não funcionais.
Ao nível mais alto situam-se os processos de negócio. Numa SOA bem definida, a
probabilidade de este tipo de "serviço" predominar é elevada, promovendo fortemente a
reutilizaçã,o de outros serviços. Qualquer que seja o fluxo identificado na fase de anrílise
funcional, que tenha colaboradores bem identificados e orientados ao nível do negócio,
este deve ser mapeado pâra um processo de negócio onde as operações atómicas serão
elevadas a funcionalidades, por sua vez agregadas em web serlices. No final existirá uma
coreografia entre serviços e operâções gerida e monitorizada num àzs.
4.3 Dnterpri,se Seruice Bus
4.3.L Definiçáo
Várias tecnologias de integração - como SOAs, Enterpri,se Applicati,on Integrati,on (EAI),
Business-to-Bus,iness (B2B), MAS, e web seraices - tentam solucionar o desafio inerente
à componente de integração, ao mesmo tempo melhorar os resultados técnicos e incre-
mentar o valor de negócio associado. O Enterprise Seraice Bzs (ESB) é a mais bem
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sucedida destas iniciativas.
Figura 4.2: ESB, ambiente autónomo e federado [Cha0 ].
O conceito inerente a,o ESB é uma aproximação à integraçã,o que fornece os alicerces
de uma rede de integraçã,o loosely coupled, altamente distribuída e que escala muito além
dos clríssicos brokers EAI baseados em hub-and-spolçe. llm ESB é uma plataforma de
integraçã,o baseada ern standards, que combir,a messaging, web sera,ices, transformaçã,o
de dados, reencaminhamento inteligente e fiabilidade, de forma a coordenar toda uma
interacção de diversas aplicações dentro ou fora dum ambiente empresarial, com transa-
cionalidade, segurança e integridade.
4.3.2 Característica
Chappell [Cha04], identifica âs seguintes características principais de um ESB:
Per-uasiaeness Um ESB pode ser adaptado para preencher as necessidades de um
projecto de integraçã,o genérico;
Distribuição Elevada Componentes de integraçã,o loosely coupled podem ser instala-
dos em vários pontos geográficos do bus, sendo que permanecem acessíveis como
serviços para qualquer outro ponto do àas;
Deplogrnenú Selectivo Adaptadores, Serviços e routi,ng baseado em conteúdos podem
ser instalados de forma selectiva quando sejam necessáriosl
Segurança e Conffança Todos os componentes que comunicam pelo ôus podem usar
os mecanismos por este fornecido, tal como garantia de entrega de mensagens ,
integridade transaccional, e comunicações seguras;
Orquestração e Processos de Negócio Um ESB permite fluxo de dados por várias
aplicações e serviços que estejam ligados aa bus, seja a nível local ou remotol
Ambiente Autónomo e Federado Um ESB apresenta autonomia local a um nível
"departamental", no entanto é possível integrar-lo num ambiente de integraçã,o
com maior dimensã,o. Por outras palavras, é possível existir um conjunto de ESBs
40
l.l. Resumo
ligados remotamente, como uma federação de ESBs, sendo que a autonomia local
de cada não é invadida;
Adopção Incremental Cada projecto indiüdual pode ser construído de forma faseada
de forma a criar uma rede de integração cada vez maior, que pode ser gerida
remotamente e em qualquer lado do bzsa;
XML como Tipo Nativo Toda a representação de dados no bus é realizada através
de eXtensi,ble Markup Language (XML);
Monitorização e Configuragão Remota É possível monitorizar qualquer elemento
do bus, ou até o próprio ázs através de Busi,ness Acti,ai,ty Moni,tori'ng (BAM);
Integração Baseada ern Standard,s A conectividade é realizada através de compe
nentes Jaua Platforrn, Enterpri,se Eiliti,on (Java EE), c,omo Jaua Message Serti,ce























O presente capítulo apresentou de forma sucinta as SOAs e suas características prin-
cipais. Foi possível perceber que os serviços, actualmente na forma de web sera'i,ces,
junta,rrente com as suas funcionalidades de negócio forma,rr o elemento base de uma
SOA. Porém, uma SOA é mais do que um conjunto de serviços, é ta,nrMm composta
por um conjunto de princípios. A interoperabilidade consiste no mais importante des-
tes princÍpios, sendo nuclear a este estilo arquitectural e atingindo-se pela utilização de
standards. Dos standands relacionados com web sera'i,ces destacam-se a invocação remota
através de SOAP, a descrição das interfaces de serviços utilizando WSDL e a sua possível
pesquisa e recupera4ão üa UDDI.
Um aspecto igualmente importante dos ueô seruices e das SOAs é a sua ubiquidade
suportada por um conjunto alargado de vendedores. Este facto provém das vantagens
inerentes ao uso deste estilo arquitectural:
a[ implementação de uma solução anráIoga à da figura 4.2 poderia passa;r por quatro fases, cada, uma,
associada a um óus de informação que seria integrado com os restantes numa fase final.
Figura 4.3: ESB integrando uma conjunto variado de tecnologias [ChaO ].
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o Flexibilidade no desenho de software;
o Reutilizaçã,o de componentes de negócio;
o Interoperabilidade e integração;
o Facilidade de integração de novos processos de negócio.
Como o sucesso de uma SOA pa,rte das suas fundações, foi focada a importância do
processo de identificaçã,o de serviços, e descrita uma metodologia pâxa os identificar e
iniciar o seu desenho, tendo em conta serviços novos, reutilização de antigos, e coreograf.a
de novos.
Uma arquitectura deste tipo apresenta-se como soluçã,o ideal para integrar clientes
em ambiente heterogéneos, disponibilizando um ponto de acesso comum para todos.
Esta solução pode ainda ser integrada num bus de serviços - ESB - podendo fornecer e









O presente capítulo documenta a fase de anríIise funcional e início do processo de desen-
volvimento de software.
5.1 Introdução
O objectivo deste capítulo é fornecer uma üsã,o e anráIise funcional do sistema, descre-
vendo o primeiro e segundo modelo do Processo Unificado [JBR99]: o modelo de casos
de uso e o modelo de aniáIise. O primeiro detalha os casos de uso e respectivas relações
com os actores do sistema, enquanto o segundo refi.na o primeiro com maior detalhe, e
descreve o comporta,rrento do sistema com um conjunto de objectos.
A solução proposta irá apresentar as bases funcionais de uma arquitectura de agentes
num anrbiente web, sendo enquadradas num contexto de IR [BYRNgg]. Os utilizado
res desta plata,forma serão clientes de um sistema com que interagem e trabalha,rn a
informação. Poderão interagir com o sistema de diversas formas, deste a autenticação,
sumarização, pesquisas avançadas, até à administração do sistema lógico, podendo even-
tualmente influenciar os resultados.
O sistema desenvolvido foi nomeado "Susy". Doravante será usado este nome como
referência à aplicaçã,o proposta e à plata.forma em si.
5.2 Solução Proposta
Esta secção resume as principais funcionalidades do sistema, identificando os utilizadores
que têm acesso a cada um delas. Pretende-se assim oferecer uma visão resumida do
ponto de vista funcional, acompanhada duma especificação textual simples. I 6[slalhe
e realizaçã,o destas funcionalidades será abordado em capítulos posteriores.
O modelo funcional da plata"forma Susy está diüdo nos seguintes casos de uso, ma-
peados para dois tipos de actores (utilizador e administrador):
o UCl. Autenticação;
o UC2.L Pesquisa Simples;
o UC2.2 Pesquisa Inteligente;
o UC2.3 Pesquisa Interactiva;
o UC3. Sumarizar Documentosl
o UC4. Consultar Mensagensl
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o UC5.1 Gestão de Crenças;
o UC5.2 Gestão das Base de Conhecimento.






Útti*. Actualiza $o: tLl L1. / 2OO5
Actores: Utilizador
Resumo: Processo de autenticação de um utilizador
5.2.L.2 Fluxos
Inicializaçáo: Este caso de uso é invocado sempre que um utilizador deseje entrar no
sistema.
Autenticação de um Utilizador: Um utilizador para aceder a,o sistema necessita de
credenciais vrílidas. Para tal deve autenticar-se no sistema através da introdução do seu
nome de utilizador e respectiva palavra chave. Se este tuplo for verdadeiro o utilizador
será redireccionado paxa a págrna principal do sistema, onde possui um conjunto de
opções disponíveis. Os diagramas de actividade descrito nas figuras 5.3 e 5.4 descrevem
o presente fluxo.
Finalizaçáo: Este caso de uso é finalizado qua.ndo o utilizador for autenticado com



















Figura 5.2: UCL Autenticação - Diagra.rna de Robustez.
Figura 5.3: UC1 Autenticação - Diagra,rna de Actiüdade.
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Resumo: Esta funciona,lidade permite que um utilizador autenticado realize pesquisas.
5.2.2.2 Fluxos
Inicializaçáo: Este caso de uso é invocado sempre que um utilizador rea,lize uma das
pesquisa descritas nos restantes fl.uxos.
UC2.1 Pesquisa Simples: Uma pesquisa simples representa uma recuperaçã,o de
informação baseada apenâs nos dados introduzidos pelo utilizador. O diagrama de acti-
vidade descrito na figura 5.5 decreve o presente fluxo.
UC2.2 Pesquisa Automatizada: Uma pesquisa automatizada representa uma recu-
peração de informação baseada nos dados introduzidos, e no conhecimento previamente
adquirido pelo sistema através da interacção com o utilizador. Com esta pesquisa o uti-
lizador poderá beneficiar de novos resultados derivados de relações introduzidas e apren-
didas pelo sistema, que poderã,o escaJar novos conjuntos de resultados. Se o sistema
nã,o tiver dados disponíveis sobre os termos da pesquisa, irá automatica,rrente recupe-
rar relações gramaticais (sinónimos, hiperónimos e hipónimos) que usa,rá para pesquisa
associadas. O diagrama de actividade descrito na figura 5.6 descreve o presente fluxo.
UC2.3 Pesquisa Interactiva: Uma pesquisa interactiva distingue-se da aflterior pela
interacção entre o utilizador e sistema, dividindose em dois passos principais. No pri-
meiro o sistema é encarregue de fornecer ao utilizador relações gramaticais sobre os
termos da pesquisa. O utilizador deve posteriormente seleccionar quais as rela@s in-
teressantes e com base nestas o sistema reahzxá" novas pesquisas. Todas as relações
seleccionadas pelo utiüzador serão armazenadas para posterior uso. O diagrama de
actividade descrito na figura 5.7 descreve o presente fluxo.
Finalizaçáo: Este caso de uso é finalizado quando forem apresentados os resultados
de uma pesquisa ou existam erros.
Figura 5.5: UC2.t Pesquisa Simples - Diagra,rra de Actividade.
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Figura 5.6: UC2.2 Pesquisa Automatizada - Diagra,ma de Actividade.
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Autor: .losé Palmeiro
Última Actualizaçáo z L4/ Lt /2005
Actores: Utilizador
Resumo: Esta funcionalidade permite que um utilizador autenticado sumarize docu-
mentos.
5.2.3.2 Fluxos
Inicialização: Este caso de uso é inicializado quando um utilizador aceda à página de
suma,rização documentos.
Sumarizar um Documento: O utilizador previamente autenticado pode aceder à
funcionalidade de sumarizaçã,o de documentos. Poderá posteriormente escolher qual o
tipo de suma.rização desejado, assim como â língua associada à sumarização. O diagrama
de actividade dqscrito na figura 5.8 descreve o presente fluxo.
Finalização: Este caso de uso termina quando um for apresentado o sumrírio ao uti
lizador ou quando ocorra,rn erros durante o processo de sumarwaqãa.
Figura 5.8: UC3 Sumarização de Documentos - Diagrama de Actividade.
5.2.4 Consulta de Mensagens
5.2.4.L Descriçáo






Últim. Actualização z LL I O2 I 2006
Actores: Utilizador
Resumo: Esta funcionalidade permite que um utilizador autenticado consulte mensa-
gens provenientes de serüços e resultados de pesquisas a,ntigas.
5.2.4.2 Fluxos
Inicialização: Este caso de uso é inicializado quando um utilüador aceder à página
de consulta de mensagens.
Consultar Mensagens: O utiüzador pode aceder à página de consulta de mensagens
provenientes de serviços. Estas mensagens normalmente estão associadas a erros ocorri-
dos e descritos pelos serviços disponíveis (p.e. pesquisa, suma,riza4b), podendo ta,rrrbém
apresentar um carácter informativo sobre qualquer particularidade do sistema.
Para o caso em que o serviço de pesquisa nã,o consiga responder atempada,mente a
um pedido realizado por um utilizador do sistema, este pode consultar posteriormente
os resultados encontrados a partir deste fluxo. Esta funcionalidade é introduzida devido
a dependência por serviços externos que respondem de forma assíncrona.
Finalização: Este caso de uso termina quando um for apresentada umâ lista com os
resultados encontrados.
Figura 5.9: UC4 Consulta de Mensagens - Diagra,ma de Actividade.
5.2.5 Gestão do Conhecimento
Nome: UC5 Gestão do Conhecimento
Versão: l-.0
Autor: José Palmeiro
ÚIti*. Actualização z LalÍ 12005
Actores: Utilizador e Administrador
Resumo: Esta funcionalidade permite que um utilizador autenticado possa gerir as
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5.2.5.L Fluxos
Inicializa§o: Este caso de uso é inicializado quando um utilizador aceder a um dos
fluxos abaixo descritos.
UC5.1 Gestão de Crenças: O utilizador pode interagir com o sistema adicionando
ou removendo crenças adquiridas. O diagrama de actiúdade 5.10 exemplifica a adição
de uma crença de forma manual, onde o utilizador selecciona o tipo de crença, o conceito
base que deseja identificar, e uma associaçã,o que pode ser uma palavra ou um conjunto
de palavras. A remoção de crenças é reaJizada através da página de listagem de crenças
podendo o utilizador escolher as que deseja remover (ver diagrama de actividade 5.11).
Figura 5.10: UC5.L.L Adicionar Crenças - Diagra.rna de Actividade.
Figura 5.11: UC5.1.2 Remover Crenças - Diagrama de Actividade.
UC5.2 Gestão das Bases de Conhecimento: O administrador após de aceder à
funcionaJidade de gestã,o de bases de conhecimento é deparado com uma listagem de
utilizadores do sistema. Através da selecção de um utiüzador é carregada a respectiva
base de conhecimento paxa visualização ou edição. Após a edição de uma base de conhe-
cimento é possível armazená-la em memória persistente paxa que a próxima interacçã,o
com o utilizador possa reflectir as alterações realizadas (ver o diagrama de actividades
5.12). Com a presente funcionalidade o administrador poderá influenciar toda a unidade
de memória lógica do sistema, podendo eventualmente adicionar, alterar, e remover re-
gras de cada base de conhecimento de cada utilizador. Estas regras sã,o as premissas
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Iógicas de actos e acções, sendo portanto a base principal paxa o seu desempenho. A
sua edição requer um foúe conhecimento sobre o tipo de lógica embebida no sistema,
justificandose assim o acesso exclusivo a um administrador.
Figura 5.12: UC5.1.2 Getão das Bases de Conhecimento - Diagra,rna de Actiúdade.
Finalização: Este caso de uso termina quando for adicionada ou removida uma crença
(primeiro fluxo principal), ou actualizada ou consultada uma base de conhecimento (se-
gundo fluxo principal).
5.3 Resumo
O presente capítulo fornece uma visão resumida do ponto de vista funcional, apr6en-
tando o modelo de anáIise funcional da plata,forma Susy. Destaca,m-se cinco casos de
uso principais e dois actores no sistema. Um utilizador uma vez autenticado, poderá in-
teragir com o sistema de diversas formas, deste uma sumarização, pesquisas armnçadas,
consulta de mensagens, até à administração do sistema lógico, podendo eventualmente
influenciar os resultados.
Este capítulo apreenta ainda as bases funcionais e essenciais: püa que a a,rquitectura
da soluçã,o proposta seja definida e apresentada no Capítulo 6.
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O presente capítulo documenta a arquitectura da plata,forma de software funcionalmente
descrita no capítulo anterior.
6.1- Organização
A próxima secção descreve as decisões tomadas em função de requisitos não funcionais
impostos à solução. As secções seguinte encontra,rr-se organizada.s em diferentes vistas
sobre os modelos que, no seu conjunto, forma,rr a especificação completa do sistema em
Uni,fi,ed, Mod,eli,ng Language (UML) :
o Vista F\rncional - descreve os cenrírios significativos do sistema, evidenciando as
entidades interessadas no sistema e que com ele comunica,ml
o Vista Lógica - detalha os elementos e serüços que compõem o sistema, evidenci-
ando a sua estrutura e a forma como interagem. Apresenta ainda as partes mais
significativas dos modelos de anrálise e desenho;
o Vista de Execução - descreve os processos em a,rrrbiente de execução;
o Vista de Instalação - descreve a forma como os vrários elementos do sistema (com-
ponentes, processos, entre outros) se relacionaJrl com a infra-estrutura de hatdware;
o Vista de Implementação - introduz regras de evolução e desenvolvimento, descre-
vendo ainda como está organizado o código no a,nrbiente de desenvolvimento.
6.2 Decisões de Arquitectura
6.2.1 Objectivos
O objectivo desta arquitectura é apresentar uma plata,forma de agentes que encapsule
um modelo de negócio. Nesta plataÍorma deverã,o existir agentes que interagem com o
utiüzador através de uma apücaçã,o ueó, enquanto outros deverã,o ser expostos numa
a^rquitectura orientada a seruiços. Para tal usou-se como plata.forma base de desenvolvi-
mento a Jaua Platform, Enterpri,se Eiti,ti,on (Java EE)1 com tecnologra de agentes para
a linguagem Java.
É ainda objectivo criar um modelo de separação claro entre as diversas ca,rradas,
através do padrã,o M od,el- Vi,ew- C on troller (MVC).
Estas tecnologras juntas forma;n as premissas da arquitectura proposta.
I Ver http ://java.sun.com/javaee
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6.2.2 Condicionantes
Como condicionantes da arquitectura encontram-se:
1. F\mdações web codifrcadas na linguagem Java, através da Jaua Platform, Standard
Edi,ti,on (Java SE)2 e Java EE;
2. Fundações de agentes codificadas através da Jaaa Agent DUuelopment, Fbameworle
(JADE)3;
3. Representaçã,o de conhecimento modelado através paradigma DLP.
6.2.3 Estilo Arquitectural
A solução encontrada segue vrários estilos arquitecturais, nomeada,rrente:
o Arquitectura de Agentes (MAS) e DLP;
o Arquitectura Web;
o Arquitectura Orientada a Serviços.
As fundações da a,rquitectura residem no dois primeiros estilos (ver figura 6.1-), sendo
o último considerado um complemento paxâ a demonstração da potencialidade e evoluçã,o
do sistema. A união destes estilo permite usufruir das melhores características de cada
um.
Browser
Figura 6.1": Plata,forma Susy - MVC, MAS e DLP.
Para a arquitectura web será usada a aproximaçãa Moilel2, exemplificada na figura
6.2. Uma arquitectura Mod,el 2 introdaz a noçãn de um controlador (através de ser-
aletsa) entre o browser e as páginas finais. O controlador centraliza a lógica de recepção
de pedidos e de entrega de respostas baseado to Uni,form Resource Locator (URL) de
pedido, nos parâmetros de 'input e no estado da aplicação. Esta ca,rrrada controladora
também é responsável pela selecção das páginas a visuaJizar, o que sepaxa as Jaua Ser-
uer Page (JSP) e serulets em duas camadas distintas. As aplicações baseadas numâ
arquitectura Mod,el2 apresenta,rr um nível de manutenção reduzido e sã,o mas fáceis
de evoluir, pois nã,o existem referências directas entre "vistas". A ca,rrada controladora
fornece ainda um ponto único de controlo para segurança, loggi,ng e encapsulamento de
dados de entrada de forma utilizável por um modelo back-end baseado em MVC (ver
secção 6.4.2.L Moilel Vi,ew Controller). Por estas razões, este tipo de arquitectura é
recomendada para a maior parte das aplica4ões interactivas, como é um caso de uma
aphcaçã,o web.
2 Y er http : / / java.sun. com/j avase/
sVer http://jade.tilab.com/
aYer http: / I java,.sun.com/products/servlet/
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Figur a 6.2: Arquitectura Web Model 2.
6.2.4 Tecnologias e Ftrndações de Arquitectura
6.2.4.L F\rndações Web
Para criar as fundações de arquitectura web foi escolhida a plataf,orma Jarra EE 1.4.
Todas as bases serão construídas com esta linguagem, junta,rrente com a Java SE 5.
6.2.4.2 Agentes
Para criar a arquitectura de agentes, ou MAS, foi escolhida a plataforma JADE. Esta
plataforma fornece a robustez necessária, não só pelo nível de desem/,olvimento actual
e implementação do standard FIPA, mas ta,rrrbém pela larga comunidade existente que
por si só representa uma garantia de qualidade.
A representação de conhecimento usada pelo MAS foi modelada através do para.
digma DLP, com base na linguagem LUPS. Devido à timitada interface Prolog-Java5,
não só ao nível do "centralizaÀo"6 acesso via Jaaa Natiue Interfaen' (JNI), mas ta,rrMm
pela lenta mas distribuída alternativa via Tlansmission Control Protocol (TCP), tornou-
se tecnicamente inviável usa,r a implementa4ão LUPS em XBS Prologz numa plata,forma
com estas características. Como tal foi desenvolvido um componente Java que simula
em boa parte o comporta,mento desta linguagem. O Jlupss, usando como núcleo o Man-
daraxg, fornece uma forma escalável de representar o conhecimento numa infraestrutura
complexa e distribuída.
6.2.4.3 Arquitectura Orientada a Serviços
A arquitectura orientada a serviços passará pela disponibilização de alguns agentes como
web seraices. Para tal usara,m-se prories com tecnologia Jaua API for XML Web Sertsices
(JAX-WS)1o - disponível na Java EE 5.
6Testado com a interface InterProlog (ver http://www.declarativa.com/interprolog)r pü& uso da
linguagem LUPS na forma original em XSB-Prolog.
6No sentido de não ser possível existir várias bases de conhecimento diferentes para cada UA. Com a
opçâo JNI teria que existir uma base de conhecimento comum e partilhada por todos oe UAs.
TVer http://xsb.sourceforge.net.
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6.3 Vista Rrncional
6.3.1 Resumo do Sistema
O sistema desenvolüdo é apresentado na forma de uma aplicaçã,o web, iricidindo sobre
uma plata"forma orientada à recuperação de informação. Neste sistema existem dois
perfis diferente de utilização, o utilizador normal e o administrador. Como tal, existem
vrários utilizadores que se podem autenticar e interagir com o sistema.
Como descrito no capítulo anterior, vrárias funcionalidades estão disponíveis (consul-
tar secção 5.1), podendo o utilizador realizar pesquisas, sumarizar documentos, gerir as
crenças assumidas pelo sistema, enquanto o administrador pode gerir e administrar toda
a lógica embebida no sistema.
Parte das funcionalidades disponibilizadas são fornecidas por serviços, que estarão
abertas a outros pontos de entrada no sistema.
6.3.2 Identiffcação de Serviços
Como parte inicial do processo de construção de software orientado a serviços destaca,se
o processo de identificação de serviços (ver Capítulo 4, secção 4.2.2). De acordo com a
informação apresentada no capítulo anterior, e com base nos diagramas de actividades
aí introduzidos, é possível identificar os seguintes serviços através de uma abordagem
Top-Down, Orientada a Processos de Negócioll com a técnica operation-firsú (ver secção
4.2.2.t):
o Serviço de Pesquisa, identificadol2 no caso de uso da secção 5.2.2 (consultar dia.
grarnas de activdade 5.5, 5.6 e 5.7);
o Serüço de Apoio Gra,matical, identificado no caso de uso da secção 5.2.2, nas
pesquisas automatizadas (ver diagrama 5.6) e interartivas (ver diagrama 5.7);
o Serviço de Sumarização de Documentos, identificado no caso de uso da secção 5.2.3
(consultar diagrama 5.8);
Cada serviço deverá funcionar de forma autónoma, gerindo o seu ciclo de vida e
estando disponível a qualquer utilizador ou cliente do sistema.
6.3.3 Identiftcação de Agentes
Os serviços acima identificados serão fornecidos através de agentes, que poderão ter
façades de web seraices para bem da interoperabilidade. Note-se que se os agentes
já estivessem identificados na arquitectura, e fossem reutilizados nesta fase, teria sido
usada a metodologia Bottom-up paxa exposição de agentes crllrrro web sera,ices, na secção
anterior.
No entanto este conjunto por si só não representa um MAS. Existe uma necessidade
natural de mais intervenientes, para bem da colaboração, estabilidade e evolução do
sistema. Como tal são necessários mais agentes, nomeada,mente de controlo, comunicação
e pessoais.
Existem vrários estudos [DSW97]KMA+01] sobre aproximações multi-agente em vrírios
domínios para lidar com informação web. Na generalidade, uma arquitectura típica para
este tipo de sistema é normalmente baseada num modelo de três camadas [CACO ]:
11I.{a forma de diagrama,s de actividade.
l2ldentificado como Worker nos diagramas de actividades.
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o Utilizador --+ Interacção com o Sistema. Esta ca.rnada é responsável pela
interacção com os utilizadores. Estes agentes (Agente do Utiüzador ou Agentes
de Interface) podem usar técnicas diferentes, tal como aprendizagem, comunicação
entre utilizador e sistema.
o Agentes do Utilizador -) Agentes de Tarefas. Camada que contém um
conjunto de agentes especializados que com um objectivo muito bem definido.
Normalmente são chamados de Task Agents embora seja,m referidos por Middle
Agents, Execution Agents, Planning ou Lenrni,ng Agents noutras arquitecturas.
o Agentes Intermédios -) Agentes \Meb. Esta ca,rnada engloba agentes que
fornecem serúços, nomeada,mente Agentes Web, SoftBots, Crawlers, entre outros
que se especializa,rr em recuperação e filtragem de informação da web, ot de outro
repositório de dados.
A partir da anrálise realizada no capítulo anterior (ver Capítuto 5) é possível identificar
os agentes responsáveis pelos fluxos e enquadrrí.los numa estrutura de ca,madas anríloga
à descrita acima.
A Camada Ftontal análoga à primeira anterior, vai conter todo um conjunto de
agentes dedicados por orclusivo ao.s seus utilizadores. Cada um destes agentes - User
Agent (UA) - manifesta as seguintes características:
o Aprendizagem e adaptabilidade, no sentido em que aprendem através da interacção
com o utilizador e melhoram o seu comportamentol
o Autonomia, pois podem escolher vrários fluxos de execução para satisfazer os pedi-
dos do utilizador;
o Cooperação, devido ao diálogo constante com outros agentes, principalmente serviçros;
o Preactividade, pois informam o utilizador de novos resultados e mensagens, pG
dendo eventualmente detectar inten@s sem estímulos orterno do utilizador;
o Continuidade Temporal, preservando o conhecimento adquirido em interac@s an-
teriores.
Esta ca,mada contém ainda os agentes que residem no arrbiente mais próximo ao
cliente (por exemplo, numa applet, numa sessão web) qtrc servem como canal de comu-
nicação com o sistema, e com os respectivos agentes principais do utilizador - implemen-
tando o padrão de desenho Prcry, herdando assim o nome de Proty Agent (PA). Este
tipo de agente é mais simples e apenas apresenta indícios primários de comunicação,
cooperação, e pura reactividade.
A ca,mada intermédia é composta pelos agentes de controlo, igualmente anríloga à
camada dos Task Agents. Nesta camada residem agentes únicos em todo o sistema que
o controlarn e o mantêm coerente. Existe um agente que controla o ciclo de vida de
todos os agentes que fornecem serviços - gentihnente nomeado de Nanny Agent (NA).
Existe um outro agente que controla o lançamento dos agentes na camada frontal, sendo
nomeado do Controller Agent, (CA).
O NA manifesta as seguintes características:
o Autonomia, controlando o seu ciclo de vida;
o Comunicação, com todos os agentes de serviço;
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o Reactividade, pois executa determinadas tarefas se detectar determinados estímulos,
como a morte de um serviço.
O CA apresenta-se como um agente simples manifestando autonomia de desejo por
criação.
A camada de serviços, tal como as anteriores herda os conceitos apücados na última
camada de [CACO ]. Aqui residem todos os agentes que fornecem serviços, destacande
se:
o O Agente de Pesquisas, or Searth Agent, (SA);
o O Agente de Sumarizaqãa de Documentos, ou Document Summari,zation Agent
(DsA);
o O Agente Gra,rnatical, ou Grammati,cal Agenú (GA).
Todos estes agentes mantêm um hearbeaú interpretado pelo NA. A abordagem segue
o modelo yellow pages, or di,rcctory agent systerls, em detrimento de um modelo " bro-
kered" . Com este tipo de sistema 6 " requesters" conhecem as capacidades do sistema,
enquanto os " proa'iders" desconhecem as preferências dos " requesúers" [DSW97, p.1].
Figura 6.3: Arquitectura de Agentes.
Na presente arquitectura todos os agentes apresenta,m características bem definidas
e adaptáveis à camada em que se inserem, sendo um sistema distribuído por natureza.
Todas estas camadas podem estar distribuídas por vrírios contentores de agentes para
uma possível distribuição funcional ou de câ,rga.
Notese ainda que a camada frontal onde residem os agentes mais próximos do uti-
lizador, é a camada que poderá crescer em número de agentes pois por cada utilizador
autenticado irão existir dois agentes. Todos os outros agentes das restarrtes camadas irão
ser únicos em todo o sistema.
6.3.4 Casos mais Significativos para a Arquitectura
6.3.4.1 Sumarizaçáo de Documentos
Descrição: Processo de Sumarização de Documentos
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Critérios de Selecção: Este fluxo é considerado significatir,ao parâ â arquitectura
pois descreve como é fornecido um serviço através de um agente e como é realizada a
sumarização de documentos (qual o componente usado, e as op@s disponíveis). Todos
os restantes serviços seguem o mesmo desenho.
6.3.4.2 Agente do Utilizador, Ciclo de Vida
Descrição: Ciclo de Vida do Agente do Utilizador (UA)
Critérios de Selecção: Este fluxo é considerado signiflcativo para a arquitectura
pois descreve todo o processo de autenticação de um utilizador no sistema, podendo ser
analisado em detalhe a inicialização dos agentes associados, assim como a finalização e
limpeza do sistema aquando de um logout.
6.3.4.3 Agente do Utilizador, Gestão de Crenças e Intenções
Descrição: Gestão de Crenças e Intent'oes
Critérios de Selecção: Este fluxo é considerado significativo para a arquitectura pois
descreve o núcleo de processa;nento do UA, desde a recepção de pedidos do utilizador
até à sua realização. Este processo inclui a gestão crença.s, detecção de inten@s, e
descreve a forma como o utilizador interage com a qualidade da informação e com o
próprio sistema em si.
6.3.4.4 Pesquisa Interactiva
Descrição: Pesquisa Interactilra, Colaboração e Apoio à Recuperação de Informação
Critérios de Selecção: Este flr:xo é considerado significativo para a arquitectura pois
descreve um exemplo de cooperação entre agentes de serviços, junta,mente com o agente
do utilizador. Ta,rrrbém explora o uso de tecnologias assíncronas como forma de auxiliar
o retorno de informação.
6.4 Vista lógica
Esta secção apresenta um resumo dos elementos mais significativos do desenho. Descreve
ta,rrMm os mecanismos de arquitectura & serem utilizados no desenho da solução, bem
en:lrro fta,meworks ou padrões que tenham sido seleccionadas para a realiz4fu da mesma.
6.4.1 Descrição Geral da Estrutura e Subsistemas
Para o presente projecto considerou-se a seguinte decomposição lógica do sistema em
subsistemas, organizados de acordo com as ca,madas abaixo descritas e de forma a, prG
mover a reutilização. Cada subsistema poderá ainda ser decomposto acordo enm as tiers
relativas à sua distribuição no a,mbiente de execução.
6.4.1.L Camada Específica da Aplicação
Contém os subsistemas usados numa aplicação ou projecto em particular, sendo os ele
mentos menos reutilizáveis. Dentro desta descrição enquadrarn-se os módulos:
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Figura 6.4: Decomposição Lógica do Sistema.
Applicação Web
Módulo que irá conter todo os componente web, nomeadamente a camada controller, a
u'i,ew, a,ssim como outros ficheiros de configuração.
Segurança
Contém o realm de autenticação para a aplicação web, atrav& de JAAS (ver secção
6.4.4.t).













6.4.L.2 Camada de Agentes e Serviços de Negócio (Agents a,nd Bueiness-
Seraius lager)
Nesta camada enquadram-se todos os serviços e agentes disponíveis no sistema, nomea-
damente:
Serviço de Consultas (SA)
O serviço de consultas é fornecido por um agente especializado em consultas web. Recebe
mensagens que são pedidos de pesquisas e devolve uma listagem com resultados, Iinks e
descrições.
Serviço de Consultas Gramaticais (GA)
O serviço de consultas gra,rraticais é fornecido por um agente especializado em consultas
gra,maticais, recebendo mensagens como peüdos e devolvendo respostas representando
rela{oes gramaticais enistentes com a expressão pedida.
Serüço de Sumarizaso de Documentos (DSA)
O serviço de suma,rização de documentos é fornecido por um agente especializado em
sumariza@es, recebendo mensagens que numa primeira fase representa;n documentos
textuais devolvendo uma frase representativa do documento e um sumiírio associado.
Agente de Apoio ao Utilizador (UA)
Agente especializado e totalmente dedicado a um utilizador, recebendo os seus pedidos
e transformandeos em inten@s a concretizax.
§erviço/Agente de Apoio à Comunicaçáo (PA)
Agente que serve de canal de comunicaçao (proay) entre a plataforma Java EE e o UA.
Agente de Controlo do Sistema (NA)
Agente que controla todos os serviços presentes nesta secção. Através do controlo do seu
ciclo de vida, este agente poderá monitorizar todos os serviços presentes no sistema.
Agente de Inicializa$o de Cliente (CA)
Agente que é responsável de fornecer ao um cliente uma forma de ele interagir com o
sistema, criando os agentes necessrários para tal interacção (UA e PA).
6.4.1.8 Camada Específica ao Domínio de Negócio (Business-Components
layer)
Esta ca,rnada contém subsistemas que se aplica,rn ao presente domínio mas são indepen-
dentes da aplicação, podendo eventualmente ser reutilizaÃos em aplica,@s no mesmo
domínio ou noutro contexto diferente. Estes componentes estão acessíveis por interfa-
ces e armazenarn a^s respectivas implementações, sendo usados pelos serviços e agentes
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Figura 6.6: Camada de Serviços de Negocio - Diagrama de Componentes.
Componente de Pesquisas
O componente de pesquisas usa o motor de pesquisas Googlels como implementação,
sendo um cliente de um web serlice disponibilizado por esta organizaçáo.
Componente de Sumarização
O componente de sumarização usa como implementação o sumarizador de documentos
Sue [Pafffi]. Este sumarizador é pura,mente extractivo e fornece dois métodos paÍa
sumariar.
Componente Gramatical
O componente de consultas gra,maticais usâ como base da sua implementação o sistema
de referências lexicais WordNetla.
Módulo de Memória Lógica
O componente que fornece a,o agente do utilizador todo o processo criativo, interpretando
os pedidos do utilizador e transformando-os em inten@es.
Figura 6.7: Camada Específica ao Domínio de Negócio - Diagrama de Componentes
6.4.L.4 Camada Genérica (Generic-layer / Application Ftv,metaork)
Esta camada possui uma vasta capacidade de reutilização uma yú qle contém elementos
aplicáveis a todos os componentes da camada específica ao domínio do negócio. Nela
podemos encontrar a biblioteca AgentServices que fornece um conjunto alargado de
funcionalidade, das quais se destacann (ver figura 6.8):
l3http: 










Disponibiliza funcionalidades úteis para gestão do ciclo de vida de agentes, oomo o
lança,mento, registo no Di,rectory Facilitator, entre outros.
Gestão da Plataforma de Agentes
Oculta a biblioteca de agentes usada, neste caso a plata,forma JADE.
Gestão do Controller
Canal de comunicação entre a camada controller e a mod,el (ver secção 6.4.2.1).
Figura 6.8: Camada Genérica - Diagrama de Componentes.
6.4.L.5 Organização Interna dos Subsistemas
Para cada subsistema acima introduzido considerou-se uma subdivisão em ca,madas re
lativos à sua distribuição no a,rnbiente de execução. Os diferentes subsistemas estão
divididos da seguinte forma (ver figura 6.9):
o Na tier presentation considera,m-se os elementos relacionados oom a interface com o
utilizador, que realizem a formatação e conversão de dados de negócio a apresentar,
ou que permitam interpretar quais as opera@s disponíveis e a forma das invocar;
o Na úier agentseraices considerarn-se todas as classes que repre.sentamo midd,leuane
de comunicação da camada de apresentação com a ca,mada de negócio;
o Na úier agent ansidera,m-se os agentes presentes no sistema, assim oomo os seus
comporta,mentosl
o Na úier business consideram-se todos os serviços e entidades de negócio, bem como
elementos auxiliarm à errecução das suas responsabilidades;
o Na úier i,ntegration considera;n-se os elementos de ligação a mecanismos de memória
persistente.
6.4.2 Padrões de Desenho
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Figura 6.9: Organiza4b Interna dos Subsistemas - Diagrama de Componentes
6.4.2.L Model View Controller
O padrão Model-View-Controller (MVC) é bastante conhecido e utilizado na construção
de software actual. Foi criado como uma lramework desenvolvida por Thygve Reenskaug
paxa a plata,forma Smalltalk em final dos anos 70. Desde então tem tido um papel
bastante influente em fto,mewor&s grrfficas e no seu desenho.
O Moilel-Vi,ew-Controller, tal como o nome indica considera três perspectivas dife-
rentes. A Moilel é uma perspectiva que representa informação de domínio, contendo
todos os dados e comportamentos não usado na interface do utilizador.
A View representa a visualização da Moilel na interface do utilizador. Qualquer
interacçã,o realizada entre utilizador e o sistema é da responsabilidade do último inter-
veniente de uma arquitectura Model-View-Controller, Controller. A camada Controller
recebe o input do utilizador, manipula a Model e faz am que a Vi,ew se actualize de
forma apropriada.
Desta forma um modelo Mod,el-Vi,ew-Controller sepaxa a ca,rnada de apresentação
do negócio e o controlo do fluxo da aplica4ão da camada de apresentaçã,o. A primeira
separação é uma heurística fundamental para o bom desenho de software, sendo de
destacar vrárias raz&s que a justifiquem [Fow02]:
o F\rndamentalmente a model e a uiew apresenta,rr diferentes preocupações. Na uieur
é importante desenhar uma boa interface e trabalhar com meca.nismo grríficos. A
camada model está focada no domínio de negócio, integração possivelmente com
outros sistemas, entre outros. A probabilidade de se usarem bibliotecas diferentes
paÍa o desenvolümento destas duas camadas é elevada, o que pode indicia,r uma
especialização de pessoal numa das ráreas técnicas;
o Esta separação permite criar vrárias camadas de apresentaçã,o (p.e. para vários
tipos de utilizadores) de forma independente do negócio (model). Inclusive podem
ser usados vários tipos de clientes (uma interface web, uma applet, entre outros)
paxa a mesma camada moilel;
o Testes em objectos não visuais são normalmente mais fríceis que em visuais. Com






É importante notar a direcção das dependências, pois enquanto a apresentação de-
pende da model esta última camada não depende da primeira. Quem constrói a model
não tem que saber qual a apresentação a ser usada. Esta solução simplifica a tarefa de
desenvolvimento de ambas as ca,madas e torna mais fiácil o processo de manutenção.
A segunda divisão separa a uiew da antrvller e permite um compoúa,mento alta-
mente dinâ,mico no fluxo da aplicação. A camada enntroller pode ser interpretada oomo
rurma stmtegy püa a uiew, sendo esta potencialmente reutilizada para vários fluxos. A
uiew apetas interpreta os valores recuperados da mod,el, sendo o resultado final dum
fltrxo iniciado ra mntroller.
A aplicação web irá"recorrer à fua,mework open-sounce Strutsls e à biblioteca Dircct
Web Remoting (DWR)16 como implementaçãa do ilesi,gn pattem Moilel-View-Controller.
A utilização deste padrão na presente solução sofre uma ligeira derivação de estilo,
deüdo à utilização de tecnologia de agentes numa arquitectura Java EE. Como é possível
ver na figura 6.9, não existe comunicação directa da ca,mada ueô (apresentação) para
a camada de negócio. A arquitecturâ proposta, por ser em si um conjunto arquitectu-
ral diversificado exige algumas ca^rnadas intermédias pa,ra que a interligação de diversas
tecnologias seja feita de forma harmoniosa. Para tal, desenvolveu-se uma, ca,rnada in-
termédia de comunicação entre a ca,rnada conholler e a model, o módulo AgentServices
(Ver secção 6.4.6.3), de forma a que o uso da tecnologia de agentes seja transparente para
a arquitectrra web. A ui,ew neste caso recebe objectos proveniente de agentes (model),
em vez de classes típicas de negócio (p.e. um Enterprise Jaua Bean (EJB)) - embora
não o sabendo. As vantagens e desvantagens subjacente ao uso deste componente são
analisadas na secção 6.4.6.3.
6.4.2.2 Proxy
O padrão prory baseia.se no uso de objectos profiU durante a interacção com um objecto.
Um objecto proúU actua como um substituto para o actual objecto. O uso deste tipo
de objectos é comum em protocolos de interacção remota com objectos. Por exemplo,
quando um objecto precisa de interagir com um objecto remoto através de uma rede, a
forma mas interessante de encapsular e esconder o mecanismo de interacção é através da
utilização de um objecto proÍA que medeia a comunicação entre o objecto que realiza o
pedido e o objecto remoto.
No presente sistema este padrã,o é usado como forma de encapsular a forma de
comunicar com agentes, neste caso on objectos remotos. O cliente, luma seraleú ou acção
Struts, usa um objecto profi! pa,ra comunicar com os agentes remotos. Este objecto
está encapsulado no componente AgentServices. Os detalhes da implementação estão
descritos na secção 6.4.4.2.
6.4.2.8 Singleton
O padrão singleton foi desenhado para restringir a instanciação de uma classe para um
objecto. É titit quando somente é necessrírio um objecto para coordenar determinadas
acções no sistema. É um padrão larga,rnente usado no presente sistema.
6.4.2.4 Eactory Method
O factory method pertence ao conjunto dos cre-ationals patterns. Este padrão ajuda a
modelar uma interface para criação de objectos, que na altura de criação pode decidir
15 Corrsultar lútp: I lstruts.apache.org.
16 Consultar http: I lgetahead.ltd.uk I d*, /
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qual classe instanciar. Pode-se considerar um "padrão fábrica" pois é responsável pela
"ma,nufactura" de um objecto. Este padrão promove loose coupling através da eliminação
dos bind,ings de classes específicas da aplicação no código.
6.4.2.6 Business Delegate
Um busi,ness d,elegate actua com uma abstracção de negócio, ocultando a implementação
dos serviços de negócio (managers). O uso deste padrão reduz largamente o nível de
acoplamento entre a camada de presentation e ca,mada de business.
Na presente aplicação fora,rn usado vrários objectos deste tipo que implementa o
padrão Factory Method (ver 6.4.2.4) e que ao mesmo tempo apresenta as funcionalidades
de um business d,elegate.
6.4.2.6 Decorator
Um d,ecorator adiciona a habilidade de alterar dina.rnicamente o comporta,mento de um
determinado objecto. Este padrão é usado em casos onde se deseja alterar, modificar,
ou expandir repetidamente o comportamento de um determinado objecto em rantime.
Este padrão foi usado na aplicação web na "decoraçã,o" de jauabeans rxttperados
das bases de conhecimento.
6.4.2.7 Strategy
O padrão strategy consiste no desacopla,rrento de um algoritmo do seu "hospedeiro",
encapsula,ndo-o em diferentes classes. De forma simples, um objecto e o seu compor-
tamento são separados e inseridos em duas classes. Desta forma é possível alterar o
algoritmo a qualquer altura, podendo inclusivé variar independentemente dos seus cli-
entes.
Existem vrárias vantagens na utilização deste padrão. Por exemplo, se existem vários
comportamentos que um objecto deve realizar, é mais frácil geri-Ios e mant&Ios em dife-
rentes classes do que no corpo de um método dessa mesma classe. A tarefa de alterar,
remover ou adicionar comportamentos torna*se frícil pois cada um está numa classe se-
parada.
Este padrão permite construir software como uma colecção loosely uupled de parte
ou componentes que se podem substituir uns aos outros, em contraste com um sistema
monolítico tightly enupled. Software loose coqtled, apresenta-se mais extensível, evolutivo,
com manutenção mais frácil e maior reutilização.
Como exemplo deste padrão no presente projecto destacam-se todos os algoritmos
do componente Jlups, que lêem e graftIÍn as bases de conhecimento. Estes algoritmos
estão todos em classes separadas embebidos numa classes que os escolhe e usa, portarrto
num padrão strategy.
6.4.2.8 Façade
Estruturar o sistema em subsistemas ajuda a reduzir a sua complexidade. Um objectivo
comum de quem desenha é minimizar a comunicação e as dependências entre subsistemas.
Uma forma de satisfazer este objectivo é fornecer um objecto tipo façade, uma interface
simples e única para vrírias funcionalidades de um determinado subsistema.
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6.4.3 Bibliotecas, Componentes e flameworks
Todas as bibliotecas usadas na presente arquitectura sãa open sou,rce, assim como todo
o software desenvolvido no presente documento.
6.4.8.L Struts
Fbi usada a finmework StrutslT para implementar o modelo MVC ( ver secção 6.4.2.L)
6.4.3.2 JADE
A plataforma JADEl8 (Jaua Agent D0uelopment frrumework) éumafuamework de agen-
tes totalmente implementada na linguagem Java. Simplifica a implementação de um
MAS através de midd,leware que respeita as especificações FIPA a através de uma fer-
ramenta gráfica que suporta debugging e ileployment. A plata,forma de agente pode
estar distribuída por diversas máquinas (inclusive em sistemas de operação diferentes) e
configurável através de uma GUI remota.
Todos os agentes presentes no sistema são agentes JADE.
6.4.3.3 Mandarax
O Mandaranl9 é uma biblioteca open sourte para dedução de regras, fornecendo uma
estrutura para definir, gerir e realizar inferências sobre bases de conhecimento. É aiodu
uma implementaçã,o Java pura de um motor de regras que suporta múItiplos tipos de
factos e regras baseadas em reflexão, bases de dados, EJB, entre outros. TamMm fornece
um motor de inferência Java F,E2o com,pliant tsando baclalard chaining.
Esta biblioteca foi usada como forma de implementar o mecanismo DLP (ver Capítulo
7).
6.4.3.4 AjaxTag§
A biblioteca AjaxTags2l é am conjunto de tags que simplificarn o uso de tecnologia
Asynchronous Jauascri,pt And XML (AJA)K) nas JSPs. A sua integração com outras
tecnologias (p.e. Struts) é bastante harmoniosa.
Esta biblioteca foi usada para tornar as pagina@es web assíncronas.
6.4.8.5 Direct'Web Remoting
A ftamework Diru*t Web Remotirzg (DV[R)22, introduz a tecnologia AJAX com o ob-
jectivo de reduzir o tempo de desenvolvimento e a probabilidade de ocorrência de erros,
através do fornecimento de fun@es bem conhecidas e da remoção da maior parte do
códrgo repetitivo, normalmente associado am sites altamente interactivos. Tal como a
biblioteca descrita no ponto anterior, a sua integração com outras tecnologias é bastante
harmoniosa.
Todo o enriquecimento AJAX foi desenvolvido com esta biblioteca.
'TConrultar http: / /struts.apache.org/.ltConsultar http: / /jade.tilab .comf
'e Consultar http: I /mandarax.sourceforge .ÍLet f2oConsultar http: / / java.sun .comf jzee / /
2 1 Consult ar http : I laj a>rt ags. sourceforge. net /
" Consultar http: / /getahead.ltd.uk / dw /index
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6.4.3.6 DisplayTâg
A DisplaTag2s é uma biblioteca open source de custom tags qrrc fornece padrões de
apresentação web de alto nível integráveis num modelo MVC.
Esta biblioteca foi usada para paginação de resultados na camada de apresentação.
6.4.3.7 Jlups
O motor de regras DLP é implementado através do componente Jlups. Consultar
Capítulo 7 pam detalhes arquitecturais.
6.4.3.8 Sue
O Sue é um sumarizaÃor extractivo de documentos desenvolvido na linguagem Java.
Este componente foi desenvolvido no âmbito da cadeira Pesquisa de Informação em
Bases de Texto, do Mestrado em Engenharia Informática. Mais informações consultar
lPato3l.
Esta biblioteca é usada para a sumarização de documentos.
6.4.3.9 Google API
Foi usada a biblioteca24 fornecida pela Google de acesso ao motor de busca atrav& da
linguagem Java.
Todas as pesquisas web sãa realizadas através desta biblioteca.
6.4.3.10 JWordNet
Foi usada a API Java2' paxa acesso ao sistema de referências lexicais WordNet26
Esta biblioteca é usada paxa recuperar relações gramaticais.
6.4.3.11 Jakarta Commons
O projecto Commons27 é um subprojecto Jakarta focado na reutilização de componentes
Java.
Foram usadas vrírias bibliotecas do projecto Commons, nomeadamente Validator e
Beanutils. Outras, como Collettions, Dbcp, D,i,gester, Lang e Loggi,ng foram também
usadas de forma indirecta por outras fuameworks.
6.4.3.12 JanraServer Pages Standard Thg Library
A Jaaasertser Pages Stanilard Tag Library (JSTL)28 encapsula em forma de tags as
funcionalidades comuns a várias aplicações ueá. Suporta processamento iterativo, con-
dicional, manipulação de XML, internacionalizaqãa e uso da Stractured Quury Language
(SQL). Suporta ainda integração am custom tags.
Foi usada a biblioteca JSTL em toda a camada de apresentação e como complemento
as tags Struts.
'3 Consultar http : I /displaytag. sourceforge.net
2a Corrsultar http: / /www.google.c orn f apis f
'5 Consultar http: I ljwn.sourceforg e.rLet f
'6 Consultar http: / /wordnet.princeton.edu/
'7 Consult ar http : I I jakart a. apache. org/ commons /
28 Consultar http : I I java. sun. com/product s / jrp I jstl/
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6.4.3.13 Java Authentication and Authorization Service
A Jaua Authentiu,tion and Authori,zation Serui,ce (JAAS)2e é um conjunto de APIs
que permite a autenticação e controlo de acesso. Implementa uma versão do standard
Pluggable Authentimtion Mod,ule (PAM), e suporta autorização baseada em utilizadores.
Esta framework foi usada para implementar o mecanismo de autenticação.
6.4.4 Mecanismos
Nesta secção apresenta;n-se os mecânismos mais significativos usados na arquitectura da
solução.
6.4.4.L Autenticaçáo
Descrição: A autenticação de utilizadores na plata,forma Susy é realizada através da
fro,mework Jaua Authentico,ti,on and, Authorization Seruice (JAAS)3o. Esta API encaixa
numa arquitectura Java EE de forma independente de todo o codigo da aplicação, po
dendo püâ o efeito serem usados vrários tipos de bases de utilizadores, nomeada,mente
am Lightweight Direntory Arcess Protocol (LDAP), uma base de dados acessível via Jaaa
Database Connentiuitg (JDBC), entre outros. Neste caso por uma questão simplicidade
é usado um ficheiro de texto com utilizadores, palawas úaves, e respectivos perfis. Não
obstante, a alteração desta base de autenticação para uma outra mais evoluída é trivial





A entrada no ficheiro de configuração de JAAS e realizad,a
Filelogia
t
con. tagish. auth. Filelogia required debug=9Lr" prdFile=" /path/tolpaesvdtt ;
);
O fiúeiro de configuração que contém os utilizadores, palawas ctraves e respectivos
perfis apresenta o seguinte formato:
# Passwords for con.tagish.auth.Filel-ogin
te st 1 : 5a105e8b9d40e 1329780d62 ea2265d8a : adnin i strator : us er
palme iro : c 1 a339f 5 03 MT a27 cg 47 Sdcdc e a0 e 1 5d : us er
j palme iro : c 1 a339f 5034 dT a27 c9 47 Sdcdc e aOe 1 5d : u s er
j p : c 1a339f 503 4dT a27c9478dcdcea0e 15d : user
god : c 1 a339f 5 034 dT a27 c9 47 Sdcdc e a0 e 1 5d : us er
t e st2 : ad023 4829205b9033 1 96ba8 1 8f 7a8 T 2b
6.4.4.2 Interacçáo Utilizador-Agente f Contuoller-Model
Descrição: Mecanismo de comunicação entre Utilizador, Sistema e Agente Pessoal.
Este componente encapsula a forma como é realizada a comunicação entre o utiüzador,
a camada Confuoller, e a camada Model onde residem os agentes.
'e Coosultar http: / / ja,va.sltn.com/product s / jzrs IsoCoosultar http: / I ja,va.sun.com/product s fiexrs IslDisponível em http:l lfuee.tagish .netf jaasf .
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Interface Pública: Consultar secção 6.4.6.3 Camada Genérica, Módulo AgentServi-
ces.
Guia de Programação: Por cada utilizador e respectiva sessão existe um objecto
Controllerilelper. Através deste objecto as acções (serrlets) podem enviar mensagens
paxa o agente associado ao utilizador. Para tal, devem instanciar uma classe que im-
plemente a interface UserRequesú de forma a iniciarem um acto de fala com o agente,
este tamMm único por utilizador. Este objecto é composto por diversas características,
nomeada,rrente se o acto de fata exige resposta (request-reply), qual o tipo de pedido (um
identificador unívoco bem conhecido pelo sistema), o pedido em causa num formato de
texto, e métodos pâxa recuperar ou inserir crenças (usados na gestão manual de crenças
- ver secção 6.4.7.3).
6.4.4.3 Gestão do Ciclo de Vida dos Serviços
Descriçáo: Controlo do heartbeaú dos agentes da ca"rnada de serviço pelo NA, forne-
cendo um serviço de controlo e estabilidade de todo o sistema.
Interface Pública: Nao aplicáveI.
Guia de Programação: Todos os detalhes da utilização e internals deste mecanismo
encontra,m-se descritos na secção 6.5.
6.4.4.4 Validações
Descrição: As validaçoes introduzidas na camada u'iew estão associadas a ca,mpos de
introdução de dados. Usa-se a API commons-validator juntamente com a ftamework de
MVC Struts.
Na ca,rnada model são usadas templates para um agente "filtra,r" mensagens.
Interface Pública: Para a camada uiew consútar documentação disponível no site32
Para a camada model consultar as jauadocsss da plataforma JADE.
Guia de Programação: Exemplo da um ficheiro de definição de validações para
a aplicação Susy. Cada carnpo de cada form está associado a determinado tipo de va-
lidações, e a uma determinada mensagem de erro. As mensagens de erro (p.e. susy.searú.form.search)
são definidas num ficheiro de propriedades, enquanto os identificadores de validações (p.e.





( c onst a n f, -rram e)dat e . f ormat ( / c onst ant -nâm e >
( c ons t â n t -value >yyyyMMd da / c onst ant -vaIue )
(/constant)
(constalot>
( c onst ant -nane )uns af e Char s < / c onst ant -naJIIe >
(constânt-value)' I * l&*p; I I </constant-va1ue)
(/constant)
s2httpr 
I fi"t*rta.apache.orgf commons/valid ator f





(f orm rramg=rr SearchFormrr )
<f ield ProPertI="messageil depends=rrrequiredrr)
<arg0 key=ttsusy ' search ' f otm ' Search" />
</tield>
</torru.>
(f om na.me=rr SummarizationFonmrt )
<fieId ProPerty="methodrr depends="requiredtt)
<argO key=ttsusy. f orm. summarizatiorr. slrmmarization. method" />
</tield>
<f ield ProPerty=ttlanguagett depends=ttreguired")
<argO kêy=tt susy . f orm . summElrization. slunlnarization. fangüagett /)
</tierd>
<f ield ProPerty=ttdocunentrr depends='rrequiredtt)
<argO key=ttsusy. f orm. sllmmarization. sulmarization. document " />
</tield>
</fom>
(f orm nane=ttBeliefFormrr )
<f ield ProPêrty=tttytrlett depends=ttrequiredrr)
<argO key="susy. belief s . t]rye" /)
t"T],-nane>uns 
af echars ( / v ar-ra.me )
(var-va1ue>${uns af eChars }< /var-vaIue)
a/var>
</tierd>
<f ield ProPêrty="basett depends=rrrequiredrr)
<arg0 kêy=ttsusy ' belief s ' bas e" />
t"ãL-nane)unsaf 
echars ( / var -rame>
(var-value >${uns af eChars I < / v ar-value}
(/var>
</tierd>
<f ield ProPerty= " as soc iat ion I depends= rr required, rr )
<argo key=ttsusy. belief s . belief " />
t"ãL-nane)unsaf 
echars ( / var-rame>






6.4.4.6 Jlups - Motor de Regras
Descrição: O Jlups é um motor de regras Jarm, orientado para actualizações dinâ,rnicas
e inspirado na LUPS.
Interface Pública: Consultar Capítulo 7
Guia de Programação: Consultar Capítulo 7
6.4.4.6 Registo de Operações
Descrição: O mecanismo de logging usado é o componente jaua.uti,l.Logger. Através
deste componente são reportados eventos com vários níveis de importância, podendo ser
realizada uma filtragem por níveis.
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Interface Pública: Consultar javadocs da Java SE 534
Guia de Programação: Consultar javadocs da Java SE 5.
6.4.4.7 Paginação
Descrição: Foi usada a tag li,bmry DisplayTagss como mecanismo de paginação de
resultados nas páginas web. Esta biblioteca open source permite uma integração harmo
niosa de apresentação de resultados num modelo MVC.
fnterface Púbtica: Ver Guia de Programação.
Guia de Programaçáo: Abaixo segue uma extracção de ódigo da página de listagem
de crenças como exemplo da utilização desta forma de paginação no presente projecto.
De forma resumida, esta taglib recupera uma lista de jaua beans armazenado num escopo
(neste caso de request) e por reflexão (atributo property na tag display:column) apresenta
os valores das propriedades destes beans em colunas. CaÃa bean corresponderá a uma
nova linha a listagem. Todo o trabalho de ordenação, exportação de resultados são
realizadas de forma interna à tagli,b não sendo evidenciadas na forma de utilização.
<display : table id=ttentryrl
exPort= rr true rt ltârns= r' 1o/o= Const ant s . RequestAttribut es . II,A-BELIEFS o/o> "
requestllBf = tt,/us er/bel ief s /show . do rr
defaultsort=rr2rr defaultorder=rrascendingrt pagesize=rr 10tt>
<display : colunn sortable=rrtruerr titleKey=" susy. belief s . t3rpert
ProPerty=t'tyfie" />
<display : colnmn sortable=rrtruê rf t itleKey= " snsy . belief s . base t'
ProPerty=ttbasê tt />
<display: colurm sortable=rrtruerr titleKey=ttsusy. beliefs .belief rl
ProPerty="belief " />
<display: colunn titleKey=t'susy. belief s . removerr>
<a href =rt(c : url value=",/user/Uetief s/remove . dort)
(c : param natrle=rtrp_belief Typerr>
(c : out value=t'${entry. type}" />
</ c: param)
(c : param name=frrp-belief Basêrr>
(c : out value=t'${entry. bas e}" />
</ c: param)
(c : param nane=rrrp_belief Associationrr >





6.4.5 Regras de Desenho
Nesta secção apresenta-se a,s regras de desenho que fora^rn - e que devem ser - seguidas
na evolução da presente plata^forma.
sahttp' I Ijava.sun.com IJSF,IL 5/docs IapiIindex.html




Todas as classes responsáveis pelo trata,rrento da interacção dos utilizadores com o sis-
tema, serão extensões à classe AbstractBaseAction que por sua vez é uma subclasse da
DispatchAction, disponibilizada pela ftamewor& Struts.
Estas classes ficarão declaradas no ficheiro struts-e.onfi,g.cml, sendo declaradas para
todas elas um atributo 'pammeter' com o valor 'op'. Este parâmetro especifica o nome do
parâ,rnetro que cada uma destas classes espera receber para identificar a acção específica
a ser executada, corraspondendo sempre ao nome de um método com uma assinatura
bem conhecida como de seguida se exemplifica:
Para o link correspondente ao URL "/user/searctrAction.do?op-simpleSearch" ser





path= r' / user /searchAct ion rl
t5rye=trcom. palmeiro . . . Search,Actionrl
urtrrnown=rtf âlserr
validate=rrf alserr>
Denese ainda ma^scaxar es,te link atraves de uma/onoard, action, de forma a ocultarem-
se os parâmetros:
(action




O link final a ser usado nas páginas seria "/user/simpleSearch.do".
A classe correspondettte (SearchAction) deverá ser declarada da seguinte forma:
public class SearchAction extends AbstractBaseAction
Neste caso deve existir na classe a declaração de um método oom a seguinte assina.
tura:




De forma a reutilizar mecanismos comuns disponibilizados por estas classes, no
â,mbito do presente projecto será definida a classe abstracta AbstractBaseActionso que
deverá ser estendida por todas as classes de interacção com o utilizador, que usem a
framework Struts (Actions).
Deve considera,r-se como default smpe da aplicação o escopo de reqtest, a, me-
nos que seja indicado especifica,rrente um outro escopo devese considerar que todos
os parâ,metros enviados das classes de interacção para as p4grnas de üsualização de
conteúdos e üceversa existem em request e deixarão de estar disponíveis no final do
processamento do pedido que thes deu origem.
s6 Packo,ge corn.palme'iro. s'u,tiy.web.presentat'i,on. controller. AbstractBaseAct'i,on.
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6.4.5.2 Agentes de Serviços
Todos os agentes de serviços do sistema deverão estar registados na aplicação, assim
com no dircctory facilitator. À parte do seu comportamento principal, d.everão incluir
também o comportamento HeartbeatBehaai,our de forma â que o seu ciclo de vida seja
controlado pelo NA.
6.4.5.3 População de Valores ern Forrns Web
O carregamento de valores prêdefinidos em págrnas web (p.e. mmboboreq entre outros)
deverá ser realizado de forma assíncrona através da biblioteca DWR. Para tal as classes
responsáveis pelo fornecimento destes valores deverão ficar acessíveis assincronamente
atraves da sua configuraçã,o no ficheiro dwr.mnl.
6.4.5.4 Logging
Devem ser geradas mensagens de log sempre que ocorra um ca^so de excepção no funci-
onamento da aplicação. Pretendese que seja guardado o maior detalhe possível a,oerca
da origem da excepção, porta,nto devem ser preservados os súack tmces e as mensagens
de erro do subsistema onde ocorre a excepção.
6.4.5.5 Tiles
De forma a simplificar a definição das páginas a apresentar ao utilizador, para crílculo
das opções a mostrar no menu, foi usada a extensão Tiles para a fuamework de Struts.
Todas as páginas web que compõem a ca,rrada aiew sãa compostas por quatro sec@s
(ou tiles): head,er,, footer, rnenu e content, sendo esta última a única alterada de fluxo
para fluxo.
6.4.6.6 Paginação de Listas de Resultados
Todas as tabelas de valores a serem representadas na interface com o utilizador, de-
vem ser definidas recorrendo à taglib identificada pela versão 1- do projecto open sourre
DisplayTagsT.
6.4.6.7 Excepções
Os erros na aplicação web devem ser todos tratados pela tier de presentaúion, devendo as
outras tiers garantir que todos os erros ocorridos são correctamente tratados e passados
à presentation. Nesta, a acção inicial do utilizador deve ser redireccionada para uma
págrna de erro com umâ mensagem significativa sobre as circunstâncias em que o erro
terá ocorrido. Aquando deste evento deverá ainda ser feito um log descrevendo a situação
ocorrida.
O tratamento de excepções nas acções é realizado através do método saueEnorAn-
d,Log, disponível na classe AbstractBaseAction. Este método oculta a forma como o
mecarrismo de logging está implementado.
Todas as excepções que forem relançadas paÍa o método que efectua a chamada
devem adicionar à nova excepção, como argumento do construtor, uma referência para
a excepção original.
37Para mais informações sobre a instalação, configuração e utilização desta fra,mework deve ser con-
sultado o site http: / /displaytag.sourceforge.net.
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A tier de business deve tratar todas as excepções dos subsistemas que gere, passando
as para a ca,mada de business como instância de BusinessExe.eption or de uma das suas
subclasses específicas. É ta*bé* responsável pelo tratamento das excep@es ocorridas
na tier de persistenen.
A tier de persistene deve tratar todas as excepções dos subsistemas que gere,
passando-as pa,ra a ca.rnada de business como instância de Persistence&nception ou de
uma das suas subclasses.
6.4.5.8 Crenças e Intenções
Todas as acções que o utilizador possa desencadear, que utilizem a,s capacidades lógicas
do seu agente pessoal, devem seguir as seguintes regras. Para adicionar comporta,rrentos
que lidem com crença.s e intenções, será necessário:
L. Introduzir um novo mapea,rrento bem conhecido entre a interface web e a lógica
interna do seu agente, de forma a que o agente perceba qual foi a atitude tomada
pela utilizador;
2. Codificaçar de novas regras associadas aos novos comporta,rnentosl
3. Possivelmente implementa,r um método que se responsabiliz,e pot um conjunto de
operações a desencadear, de acordo com o resultado de uma regra;
São e»remplo destas ac@es todo os tipos de pesquisas disponíveis. Mais detalhe
consultar a secção 6.4.7.4 Pesquisa Interactiva, Colaboração e Apoio à Recuperação de
Informação.
6.4.6 Elementos Mais Significativos do Desenho
Nesta secção apresentam-se os elementos mais significativos das diversas carnadas que
compõem esta plata.forma.
6.4.6.L Camada de Serviços de Negócio
A ca.mada de serviços de negócio é fornecida através de agentes e web seraices. Um
serviço ou agente é descrito pa,ra exemplificar as operações oristentes e a forma como
são processadas as mensagens.
Agente de Sumarização
Descriçáo: O agente de sumarizeqfu disponibiliza uma operaçôes para sumariar de
cumento. Esta operação corresponde a uma operação no WSDL do presente web sertice,
assim oomo um tipo específico de uma mensagem ACL para o agente em causa. Cada
agente responsável por um determinado serviço tem uma determinada façaile, imple
mentada por uma classe Java que o usa e elevada a web serui,ce.
Especificaçáo Estrutural: Ver figura 6.10.
Especificaçáo Comportamental: O diagra,rna de actiüdades (ver figura 6.L1) e»rem-
plifica o comporta,mento do agente de sumarização de documentos. O fluxo é iniciado
através do envio de uma mensagem ACL com a performati,ue REQUES?, por parte de
um cliente - normalmente um agente. Esta mensagem ACL contém uma estrutura XML
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Figura 6.10: Interface da façade para o DSA - Diagra,rna de Classes.
o processo. Após a recepção desta mensagem, o DSA valida-a através de uma template
específica. Caso não preencha os requisitos codificados na template de validação (por
exemplo não ter a perforrnatiue REQaEST) a mensagem é ignorada. Se a mensagem
estiver bem formatada o fluxo prossegue e é invocada a sumarização disponibilizada pelo
Sumarizador Sue [Pat03]. Após criado o sumário, é construída um& estrutura simples
XML para conter o sumiírio e o gist do documento em causa. Este XML será embe
bido numa mensagem ACL que viajará até ao cliente como resposta. A realização deste
serviço encontra-se detalhada - na forma de diagramas de sequência - no ponto 6.4.7.L
da secção 6.4.7 Realização de F\rncionalidades mais Significativas.
6.4.6.2 Camada Específfca ao Domínio
Núcleo - Módulo SusyCore
Descrição: Contém todo o núcleo e estrutura base da camada de negócio.
Classes Participantes: Este módulo disponibiliza os seguintes serviços (ver figura
6.12):
o GrammarManager: Interface do serviço gramatical, fornecendo métodos para recu-
perar sinónimos, hipónimos, hiperónimos, deflni@s e outras informações relativas
a uma palavra. Serviço usado directamente pelo agente gra^rnatical (GA);
o JWordNetManager: Implementação fornecidâ, paxa serviço gramatical, usando Word-
Net;
o BDlManager: Interface para o gestor de Crenças, Desejos e Intenções. Permite
adicionar ou remover crença"s, recuperaÍ crenças, adicionar pedidos do utilizador.
Serviço usado para gerir a memória lógica do agente do utilizador (UA);
o BDlManagerlmpl: Implementação fornecida paxa a a.rquitectura BDI através do
componente Jlups (ver Capítulo 7). Todo o modelo BDI encontra-se codiflcado








Figura 6.1"L: Agente para Surnarização de Documentos (DSA) - Diagrama de Actividade.
o SearchManager: Interface paxa o gestor de pesquisas, recebendo uma e»rpressão e
devolvendo uma lista de resultados encontrados. Este serviço é ürectarrrente usado
por o agente de pesquisas (SA).
o GoogleSearchEngine: Implementação fornecida para o serviço de pesquisas, através
do motor de pesquisa Google.
o Summarizer: Interface para a sumarização de documentos, que por sua vq é w
serviço usado directamente pelo agente responsável pela sumarização de documen-
tos (DSA);
o Summarizerlmpl: Implementação fornecida paÍa o serüço de sumarização, através
do sumarizador entractivo Sue [Pal03].
o ManagerFactory: Fábrica dos serviços acima descritos, encapsulado a sua criação
por parte dos seus clientes de forma a permitir um nível de escalabilidade maior
(ver padrões de desenho nas sec@ 6.4.2.5 e 6.4.2.4).
Como classes auxiliares podem encontrar-se (ver figura 6.12):
o Searchltem: Item que representa uma pesquisa;
o Belief: Representação de uma crença;
o BusinessConfig: Classe que contém todas as configurações de negócio, usualmente
parâ,metros passados na inicialização do sistema. Resume-se a uma útil tabela de
dispersão recuperada através do padrão de desenho singleton;
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Figura 6.L2: SusyCore - Diagrama de Classes.
o GrammaticalExpression: Representação de uma exprssã,o gra^rnatical;
o Intention: Representação de uma intençã,o assumida por um agente;
o Summarizalion: Resultado de uma sumarização;
o SearchGroup: Armaaena um resultado parcial de uma pesquisa;
o SusyUser: Representação de um utilizador do sistema.
O meca,nismo de excepções usado neste módulo é composto ainda por três classes
(ver figura 6.L2):
o BusinessException: Excepção base da calrrada de negócio;
o EntityException: Excepção ocorrida em jaua beans na camada da^s entities'
o ServiceException: Excepção gerada pela camada de serviços.
Ao nível dos agente (package com.palme'i,ro.susy.susycore.agents) encontra-se um
novo conjunto de classes dividido em três sub-packages. Na raíz desta estrutura encontram-
se oito classes em que as mais importantes são abstracções pâxa a classe Agentss (ver
figura 6.13). Notese que as classes que correspondem a agentes carregam os seus com-
portamentos (behauiours) na fase de inicialização.
o AbstractBaseAgent: Classe base dos agentes na plata,forma. Esta classe extende
directamente a classe Agent, fornecendo funcionalidades generalistas para todos as
subclasses existentes na plata,forma. Entre estas funcionalidades podese destacar
















































































Figura 6.13: SusyAgents - Diagrama de Classes.
o AgentConstants: Contém diversas constantes usadas pelos agentes;
o ControllerAgent: Classe correspondente ao Agente Controller (CA);
o GrammarAgent: Classe correspondente ao Agente Gra.nratical (GA);
o NannyAgent: Classe correspondente ao Agente de Gestão de Serviços (NA);
o SearchAgent: C1asse correspondente ao Agente de Pesquisa (SA);
o SummarizationAgent: Classe correspondente ao Agente de Sumarizaçao (DSA);
o UserAgent: Classe correspondente ao Agente do Utilizador (UA).
No package de behauúours existem onze classes responsáveis pelos comportarnentos
dos agentes, encapsulando toda a lógica de negócio da aplicação (ver figura 6.13):
o AbstractBehaviour: Classe base dos comporta;nentos dos agentes na plata,forma.
Esta classe extende directa,rrente a classe Beho,aiourlg, fornecendo ftrncionalida-
des generalistas para todos as subclasses. Entre estas funcionalidades podem-se
destacar o tratamento de erros genéricos e mecanismo de logging;
o AbstractUserBaseBehaviour: Classe abstracta que fornece funcionalidades básicas
para o comporta,rrento do agente (UserHelperBehaviour), entre elas a comunicação
«)m o agente de pesquisas (SA) e agente gra.rnatical (GA), e aoesso a crençâs;
o BehaviourException : Excepção lançada pelos diversos " comportamentos" I
3e; ade. core. b ehaviours. Behaviour
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o ControllerBehaviour: Comportamento do agente controller (CA);
o GrammaticalBehaviour: Comportamento do agente gramatical (GA) usando o
serviço JWorilNetManager acima descrito;
o HeartBeatBehaviour: Comportamento usado pelos os agentes da Camada de Serviços
de Negocio (ver secção 6.4.L.2) que fornecem serviços genéricos ao sistema (SA, GA
e DSA). Este comporta,mento recebe um "sinal" do NA enviando uma resposta que
representativa da sua sobrevivência;
o NannyBehaviour: Extende directa^rnente a classe TickerBehau'i,our40, enviando pe-
riodica,mente um sinal para uma lista de agentes registados no sistema. Em caso
de ausência de resposta este agente pode tentar relançar os agentes em falta;
o OldRequestsHandlerBehaviour: Comportamento usado pelo agente do utilizador
dedicado ao tratamento de respostas antigas por parte dos serviços. Com este com-
porta,mento o agente pode trata,r respostas que não chegaram no tempo estipulado
(parâmetro configurável, com valor por defeito três segundos);
o SearchBehaviour: Comportamento responsável por pesquisas usando o serviço ,9e-
archManager descrito acima;
o SummarizerBehaviour: Comportamento responsável por sumarizações usando o
componente de sumarizaqãn extractivo Sue;
o UserHelperBehaviour: Comportamento mais significativo da aplicação. Nele reside
a lógica de interacção com a unidade de memória lógica (progra,rna em Jl,ups)
através do serviço BDlManager. Este comportamento comunica com todos os
agentes no sistema, incluindo o GA, SA, NA, DSA e o bastante próximo PA.
No paclcage de templates existem nove classes responsáveis pela fiItragem de men-
sagens recebidas pelos agentes (ver figura 6.13 e secção 6.4.4.4 sobre mecanismos de
validação de dados):
o AbstractTemplate: Template base de validações de mensagensl
o GenericTemplate: Template genérica para validações de mensagens, podendo re
alizar um "ntatch" com uma determinada performatiae e com um determinado
agente através do seu Agent lil;
o GrammarTemplate: Template usada pelo GA de forma a filtrar mensagens num
formato específico, com perforrnatiue "QUDRY-REF" e uma determinada estru-
tura de mensagem;
o HeartBeatTemplate: Template usada pelo comportamento HeartBeatBehauiour
para receber heartbeats dos agentes de serviços;
o MessagesolderThanTemplate: Template usadapelocomportamento OlilRequestsilan-
d,lerBehaui,our parà receber somente mensagens antigas ou atrasadas, realizando
rm"match" temporal com o timestamp da mensageml
o SearchTemplate: Template usada pelo Searc,hBehau'i,our;




o TimeoutTemplate: Template usada pelo UserilelperBehauiour de forma a receber
mensagens num determinado período no tempo. Todas as mensagens mais velhas
serão tratadas pelo OldRequestsflanillerB ehaui,our;
o Userllemplate: Template usada pelo UserilelperBehaui,our peÍa receber pedidos
do PA.
No pacleage de enti,ties oriste ainda uma entidade (SusyAgentld) que representa a
identificação de um agente no sistema (ver figura 6.13).
6.4.6.3 Camada Genérica
Middleware, de Agentes - Módulo AgentServices
Descrição: Módulo responsável pelo ciclo de üda da plataforma de agentes. Encap
sula ainda componentes para gestão de agentes, assim como forneoe uma gateway para
comunicar com agentes disponíveis na plataforma.
Tiodas as implementa,ções das interfaces principais associadas a este módulo são es-



















Figur a 6.L4: AgentServices - Diagrama de Classes.
Interface Pública: O presente módulo introduz um conjunto de classes (ver figura
6.14) para gestão e interacção com a plataforma de agentes, dentre as quais se destaca;n
três interfaces principais.
AgentsPlatform: A interface define métodos para inicializar, reiniciar, para,r e
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public interface AgentsPlatform {
public void initializeO throws AgentServicesException;
public void shutdownO throws AgentServicesException;
public void restartO throws AgentservicesException;
public boolean isStartedO ;
)
AgentsManager: Um serviço para gestão de agentes que aglomera vrírias funcio-
nalidades em forma de utilitário. Com este serviço é possível verificar se um agente está
presente na plataforma, lançar e registar um agente no Di,rectory Facilitator, pesquisar
e recuperax um agente - respectivamente, pela ordem dos métodos abaixo descritos.
public interface ÂgentsMaaager {
public boolean isPresent(String aid)
throws AgentServicesException ;
public void launch(Stri.g aid, Agent agent)
throws AgeutServicesException ;
public void register(Agent agent, String serviceType, String serviceNane)
throws AgentServiceaException ;
public DFÀgentDescription search(Àgent agert, String serviceTlrye)
throwg AgentServicesException ;
public AgentController gêtAgênt(String aid)
thrors AgentServicesExcêption ;
)
ControllerHelper: Este serviço encapsula a invocação directa de um agente (PA),
tornando toda o camada de Controller independente da tecnologia de agentes.
public intêrfacê ControllerHelper t
public AgentRêsponse eend(UserRêquêst reqlrêat, Agent destination)
thro$s AgeatServicesException ;
public AgentResponEe gend(UserRequest r€quêat, AID destinationAgent)
throws AgentServiceaException;





Classes Participantes: No presente módulo encontra-se um novo conjunto de classes
dividido em quatro subpaclcages. Na raíz desta estrutura encontra,m-se apenas a classe
representativa das excepções ocorridas e geradas no módulo.
No paclcage enm.palmeiro.ai,.agentserlices.agenús existem duas classes junta,mente
com dois subpackges: templates e behauiours (ver figura 6.14):
o BaseServiceAgent: Classe base para os agentes do presente módulo;
o ProxyAgent: Agente Proxy (PA) funcionando como canal de comunicação com
outros agentes;
No paclr,age mm.palmeiro.ai.agentseruices.agents.behaai,ours existem duas classes:
o BaseServiceBehaviour: Classe base de comportamentos de agentes do presente
módulo;
o ControllerHandlerBehaviour: Comporta,rnento do agente profry (PA) para trata-
mento de mensagens atrasadas, considerando um conjunto alargado de performa-
tiues (por exemplo REJECT PROPOSAL, FAILURE, INFORM R"EF, INFORM,
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entre outras). Este comportamento está intima^rnente ligado à aplicação web in:te
ragindo com ela através de uma interface de callback (descrita nos pontos que se
seguem). A implementação fornecida pare esta interface interage com a sessão ueá
do utilizador, armaaena,ndo as mensagens recebidas para posterior consulta. Esta
interface permite o uso do padrão u,llback para interacção com qualquer tipo de
tecnologia;
No paclcage com.palmeiro.ai.agentserúe,es.agents.template.s existem duas classes:
o ControllerHandlerTemplate: Filtro do PA para recepção de mensagens baseado
nu perforn atiues descritas no comportamento ContrcllerilandlerBehauiour;
o PerformatineClDTemplate: Filtro de mensagens baseado numa performati,ue e
numa identificação de conversa, usado pelo PA para receber somente respostas
a conversações iniciadas por o próprio;
No package e,om.palmei,ro.ai.agentserai,e,s.enti,ú'ies existem seis classes:
o AgentResponse: Interface que encapsula uma resposta do componente Control-
lerfielper, devolvendo uma lista de resultados (objectos ResponseUntrV) e w ti-
mestamp da resposta;
o AgentResponselmpl: Implementação fornecida para a interface acima descrita;
o ResponseEntry: Resultado concreto de um agente, como respclta a uma mensa-
gem. Contém o tipo de pedido, o tipo de resposta, uma descrição da resposta e
uma lista de possíveis registos encapsulados nesta respostal
o ServiceError: Classe que contém uma mensagem atrasada (na sua forma original)
ou uma descrição de uma possível falha. Usada pelo comporta,mento Control-
lerilandlerBehauiour que está detalhado na secção da "Realização Interna das
Opera4ões";
o UserRequest: Parâ,nretrc de Input nas opera@es de enüo de mensagens pa,ra agen-
tes, no componente Contrcllerilelper que ta,mMm está detalhado na secção de
dicada à "Realização Interna das Opera,@es". Esta classe tem como atributos
principais um tipo de pedido (bem conhecido no sistema de forma a ser bem inter-
pretado), se o pedido enige resposta (request-reply), e o pedido em si. Este objectos
são construídos por classes do tipo ComunientionFactory;
o UserRequestlmpl: Implementação da classe acima descrita.
No package enm.palmeiro.a'i,.agentserlices.platforzn existem quatro classes:
o AgentsPlatform: Interface introduzida na secção "Interface Pública", sendo um
componente mais siglificativo do presente módulo. Nela podemos encontrar metodos
para inicializar, parâÍ e reinicializar o sistema, assim como verificação do estado do
sistema. E seu objectivo principal ocultar uma determinada plata,forma de agentes,
fornecendo métodos de gestão bastante genéricos;
o AgentsPlatformFactory: Factory responsável pela criação do objecto que gere a
plataforma de agentes;
o JadePlatform: Implementação fornecida para a interface AgentsPlatforzn incidindo
sobre a plata,forma de agentes JADE4l. É usada o padrão singleton pa,ra a criação
de um objecto deste tipo;
a1 http: I I jade.tilab.com/
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o TestJadelauncher: Teste JUnit à interface AgentsPlattfonn, neste caso à imple-
mentação J adePlattforrn.
N o packag e com. palmeiro. ai. ag ents eraices. s erlices existem dez classes:
o AgentsManager: Serviço para gestão de agentes, contento operações para registo,
Iançamento, verificação de estado, pesquisa e recuperação de agentes. As funciona-
lidades mais interessarrtes encontram-se detalhadas na secção seguinte (Realização
Interna das Operações);
o AgentsManagerlmpl: Implementação para a plata,forma JADE, usa,ndo o com-
ponente AgentsPlatforrn pàrà aceder à plata,forma de agentes. Ao nível da im-
plementaçã,o esta classe apresenta-se apenas como um wrapper para classes da
plata^forma JADE que encapsula de forma a fornecer funcionalidades mais directas
e intuitivas;
o ComunicationFactory: Classe que implementa o padrão factory sendo responsável
pela criação de objectos UserRequesú que por sua vez representam uma mensagem
a enviar pelo componente Controllerilelper. Nesta classe existem vários tipos de
pedidos bem conhecidos pela plataforma;
o ControllerHelper: Interface para envio de mensagens paxa agentes. Encontra-se
descrita na secção Realização Interna das Operações. Na sua essência funciona
como um prory de comunicação com uma plata,forma de agentesl
o ControllerHelperlmpl: Implementação da interface acima descrita;
o NoAnswerException: Excepção gerada pelo ControllerHelper quando há ausência
de resposta de um agente a um pedido (Userfuequesú) que apresentava uma quali-
dade de serviço request-reply;
o RequestType: Classe que mantém os tipos de pedidos conhecidos pelo sistema,
sendo usada pela ComunicationFactory ;
o ServicesFactory: Classe que implementa o padrão factory sendo responsável pela
criação dos principais serviços como Controllerflelper e AgentsMano,ger;
o UnknovvnRequestTypeException: Excepção gerada pela ComunicationFactory quando
o tipo de pedido não é conhecido pelo sistemal
o UnkownAnswerDefinitionException: Excepção gerada pelo componente Control-
lerHelper quando uma resposta não apresenta um tipo de resposta conhecido ou
não pôde ser interpretada.
No package com.palmeiro.ai.agentsertsices.serai,ces.callbacks existe uma classe:
o Callback: Interface que permite a invocação - via callback - de sistemas externos
quando uma mensagem atrasada ou em falha surge no sistema. É directamente
usada pelo comporta,mento C ontrolleril and,lerB ehaui,our.
No paclcag e um. palmeiro. a'i,. ag ents er"u'i,ces existe uma classe:
. AgentServicesException: Excepção base do módulo.
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Realização Interna das Operações: Esta secção descreve as operações internas a
este módulo, consideradas mais relevantes para a arquitectura. Nomeada,mente:
o ControllerHelperz Inicialização do componentel
o Controllerilelper: Interacção com outros agentesl
o Controllerilelperz Tbata,mento de mensagens antigas, excep@s e falhas;
o AgentsManagerz Pesquisar por um agente;
o AgentsManageri Lançar um agente;
o AgentsMano,geri Registar um agente.
Conhollerffielpr - Inicialização: O diagrama de sequência da figura 6.15 exem-
plifica a forma de inicialização deste componente. Notese o uso do componente Agents-
Manager para a verificação da presença o agente PA, assim como para o seu lançamento.
Caso o agente já esteja presente no sistema não é relançado nesta inicialização. Aquando
do lança,rrento do agente PA é realizado o registo (no PA) do comporta,mento para tra-
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Figura 6.15: ControllerHelper: Inicializaçãa - Diagrama de Classes.
ControllerHelgr - Interacção com outros Agentes: O diagramadesequência
da figura 6.16 exemplifica a forma como este componente interage com outros agentes.
Notese que oB parâ,metros principais da operação responsável por esta funcionalidade
são o agentes destino e a mensagem em causa. Com esta mensagem (contida num objecto
Userfuequesú), é criada uma mensagem ACL temporária contendo o pedido do cliente
e ta,mbém o seu agente destino. É realizado o envio da mensagem e espera-se alguns
segundosa por uma resposta, devolvida ao cliente na forma de um objecto tlserfueponse.
Caso exista rm timenut na recepção da mensagem, esta poderá eventualmente ser tratada





















Figura 6.16: ControllerHelper: Envio de uma mensagem - Diagrama de Sequência.
ControllerHelper - Tlatamento de Mensagens: O diagrama de sequência da
figura 6.L7 exemplifica a forma como este componente realiza o tratamento de mensa-
gens antigas ou falhas. Esta funcionalidade usa uma interface de callback para interagir
com outros componentes, que no presente contexto são as sessões webaS dos utilizade
res. Quando é recebida uma mensagem que passe pelo frltro ControllerilandlerTemplate
e tenha rma performatiue F.IJLURE ou EXCEPTION a mensagem será directamente
inserida na sessão através de um callbaclc. Caso a mensagem apresente a performati,ue
INFORM REF será convertida para um objecto SeruiceUnor que será igualmente inse-
rido na sessão através do mesmo processo. Note-se que a aplicaçãa ueb disponibiliza uma
págrna para consulta deste tipo de mensagens, podendo o utilizador consultar mensagens
antigas e analisar os erros ou falhas ocorridas no sistema.
AgentsManager - Lançar um agente: O diagra,rna de sequência da figura 6.L8
exemplifica a forma como o componente AgentsMano,ger lança um agente na plata^forma
JADE. O fluxo apresenta-se bastante simples e recorre a,o uso do objecto AgentContai,ner
disponibilizado pela plataforma JADE para "aceita,r" um novo agente no sistema.
AgentsMo,nager - Registar um agente: O diagrama de sequência da figura
6.19 exemplifica o processo de registar um agente na plata,forma. O fluxo é iniciado
através da criação de um objecto DFAgentDescriptionM para manter a descrição do
agente em causa, neste caso o identificador único do agente (Agent ID, ou AID). Cria-se
posteriormente uma descrição de serviço (através da classe SeruiceDescritionas) contendo
o nome e tipo de serviço (parâmetros de entrada), e o protocolo associado (FIPA, neste
caso). Associa,se esta descrição ao agente através da classe DFseraiceau qou funciona
como um prorg para o agente Directory Faci,litator.
AgentsManager - Pesquisar por um agente: O diagrama de sequência da
figura 6.20 exemplifica o processo de pesquisa por um agente. O fluxo é iniciado através
a3 Através do objecto javax.servlet.http.HttpSession .
aaPlataf,orma JADE, package jaile.ilomain.FlPAAgentManagement.DFAgentDescri,püon
a6Plataf,orma JADE, package jade.domain.FlPAAgentManagement.Serui,e,Descrition





Figura 6.17: ControllerHelper: Tbatamento de mensagens atrasadas ou falhas - Diagra,ma
de Sequência.
da criação de uma descrição do agente (DFAgentDescri,ption) e de uma descriçã,o de
serviço para pesquisa (SeruiceDescri,ti,on), de forma semelhante ao fluxo anterior. Como
atributos de pesquisa (SearchConstrai,ntsaT) é apenas usado o número de resultados.
Por fim é realizúa a pesquisa através do objecto DFSerlice que devolve uma lista de
resultado (objectos DFAgentDescri,ption). Se for encontrado um resultado com o mesmo
tipo de serviço que o usado no parâ.rnetro de entrada, então o agente em causa encontra-
se registado no sistema. Caso esta lista esteja vaaia ou não exista nenhum agente com a
descrição pedida, é porque o agente não se encontra registado.
Segurança - Módulo SusySecurity
Descrição: O presente módulo é dedicado à segurança da plataforma web. Contém
serviçoe auxiliares para trata,mento do mecanismo de autorização, assim como uma im-
plementaçã,o de um rr.alm de Tomcat4 para tratarnento de perfis (roles) dos diferentes
utilizadores.
Classes Participantes: Existem cinco classes disponíveis neste módulo:
o SusySecurityManager: Interface do componente responsáve1 pela gestão de segu-
rança da aplicação web, cr:lmo por exemplo gestão dos perfis dos utilizadores;
o SusySecurityManagerlmpl: Implementação fornecida paxe o componente de segu-
rança da plataforma;
o SecurityConstants: Classe que armauena rralores constantes reutilizáveis;
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Figura 6.L8: AgentsManager: Lançar um agente - Diagrama de Sequência.
o SecurityFactory: Fábrica de serviços do presente módulo, encapsulando a sua
criação por parte dos seus clientes de forma a permitir um nível de escalabilidade
maior (ver padrões de desenho 6.4.2.5 e 6.4.2.4).
o TomcatRealm: Implementação fornecida de um realm Tomcat específico para a
plataforma usando o serüço acima definido.
R,ealiz,aiçáo Interna das Operações: Não aplicável
6.4.7 Realização das E\rncionalidades Mais Significativas
Esta secção aborda o desenho detalhado das funcionalidades consideradas como mais
significativas paÍa a arquitectura de software, e identificadas na secção "6.3.4 Casos
mais Significativos para a Arquitectura,", na Vista F\rncional.
Note-se que existem vrários outros fluxos arquitecturais significativos na aplicação,
que embora não esteja,m detalhados nesta secção já fora"rn previamente abordados como
"Elementos Mais Significativos do Desenho"(secção 6.4.6, subsecção 6.4.6.3 Camada
Genérica).
Estas funcionalidades estão fisica,mente representadas no núc1eo da aplica4ão, módulo
SusyCore.
6.4.7.L Sumaúzaçáo de Documentos
Descrição
A presente secção descreve de forma detalhada o fluxo de sumarização de um documento.
Este fluxo é considerado significativo para a arquitectura pois descreve como é realizada
a sumarização de documentos, quais os componentes usado,s e a^s op@es disponíveis.
Todos os serviços (agentes) restantes seguem a mesma linha de desenho.
Estrutura


























Cada uma destas classes e interfaces está descrita na secção 6.4.6, que deverá ser
consulta para mais detalhes.
O diagra^rna de classes está descrito na figura 6.22.
Cenários
Uma sumarizaqãa de um documento engloba dois cenrírios principais do ponto de vista
arquitectural: Pedido do utilizador via web e sumarização do documento por parte do
agente especializado em sumariza@es (DSA).
Um utilizador autenticado no sistema acede à funcionalidade de sumarização de do
cumentog. Nesta págrna escolhe o tipo de sumarização desejado (sumarização por Term-
Ftrequ,ency Inaerse-Sentence-Frery,ency (TF-ISF) ou por keyworils), e a língua sobre a
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Figura 6.20: AgentsManager: Pesquisar por um agente - Diagrama de Sequência.
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Figura 6.2L: SusySecurity - Diagrama de Classes
qual deseja que a sumarização seja feita. Insere o documento (texto) na área reservada
e invoca a operação através do li,nk summari,ze.
A acção Struts (Summarizati,onAction) responsável pelo controlo desta funcionali*
dade recebe o pedido do utilizador e retira do Acti,onForm, os valores (tipo de suma-
rizaqãa,língua e documento) introduzidos pelo utilizador. Através de um serviço espe
-cializado e de apoio à sumarização cria uma mensagem XML representante do pedido
a realizar ao agente. Notese que a construção deste serviço é delegada a w busi-
ness delqate (ManagerFactory) que fica responsável pela construçã,o de todo o tipo de
serviços presente neste módulo, escondendo as classes que implementam as interfaces
dos respectivos serviços. Após a construção da mensagem a acçãa recupera o objecto
(Controllerilelper, ver secção "6.4.6.3 Miililleware de Agentes - Módulo AgentServices",
e figura 6.16) responsável pelo canal de comunicação para os agente. Este objecto re
presenta um canal que contém um agente protg (PA), único para cada utilizador e
respectiva sessão, que se responsabiliza pela comunicaçã,o com os restantes agentes do
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Figur a 6.22: Processo de Sumarização - Diagrama de Classes.
DSA. Este fluxo encontrârse representado na figura 6.23.
Após o envio de uma mensagem XML para o DSA, este valida.a com base na template
(filtros de mensagens JADE) destinada para filtragem de mensagens. Se a mensagem for
vrílida, o agente realiza rm parse ao XML extraindo o documento, tipo de sumarização
pretendida e língua para sumarí2qfu. Após ter os conteúdos base de uma sumarizaqãa,
o agente invoca o serviço de sumarização Java presente no sistema (Sue). Quando este
serviço retornar um resultado, será criada uma mensagem XML contendo uma frase
identificadora do documento, assim como o sumário pedido. Caso seja,rn detectados
erros este agente irá enviar uma mensagem de erro para o PA, que se encarrega de tratar
a excepção ou falha (ver secção 6.4.6.3 e figura 6.17). Este fluxo encontra-se representado
na figura 6.24.
A acção ao receber o resultado (retornado pelo ControllerHelper com origem no
DSA) da sumarização, usa o serviço de apoio à sumarização para recuperar os rralores
mensagem XML (sumrírio e gisú), inserindoos no esoopo de request e realizando um
forutard para a página de sumarização onde serão apresentados os resultados.
6.4.7.2 Agente do Utilizador, Ciclo de Vida
Descrição
Este fluxo é considerado significativo paxa a arquitectura pois de,screve todo o processo
de autenticação de um utilizador no sistema, podendo ser analisado em detalhe a inici-
alizaqãa dos agentes associados assim como a finalização e limpeza do sistema aquando
de um logout.
Serão abordados os seguintes cenrírios: Autenticação e inicializ4áo dos subsistemas
associados ao utilizador, e Logout e finalização dos subsistemas associados.
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Figura 6.23: Sumariza4fu de um Documento via Web (1) - DiagraÍna de Sequência.
ces, que por apresentarem o estereótipo boundary não serão descritos em detalhe nos
cenrários nem nos diagra,rnas de sequência associados. Para mais informações sobre estes
componentes deve ser consultada a secção 6.4.6.3).
Estrutura
A estrutura do presente fluxo é constituído por onze classes e quatro interfaces:
o AbstmctBaseAction;





o UserilelperB ehauiour 
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Cada uma destas classes e interfaces está descrita na secção 6.4.6, que deverá ser
consultada para mais detalhes.
O diagra,ma de classes está descrito na figura 6.25.
Cenários
Autenticação e Inicialização dos Subsistemas: Apos uma correcta autenticação
no sistema através do módulo JAAS instalado, o controlo do fluxo pa,ssa para a acção
Struts de autenticação que se responsabiliza pela inicialização de todos os subsistemas
associados à sessão do utilizador.
O primeiro subsistema a ser lançado é o componente Confuollerfielper, que é um
prory paxa a plata,forma de agentes presente no sistema. Este componente é inicializado
com os seguintes parâ,metros: nome do utilizador, que ficará associado ao UA; tempo
máximo de espera por uma mens&gem, que é um atributo configurável; e a passagem de
uma implementação (UserSessionCallback) da interface Callback, que se responsabiliza
por inserir os resultados de uma falha ou de mensagens antigas não recebidas na sessão
web (ver secção 6.4.6.3), quando invocada pelo Controllerilelper.
Após a inicialização deste componente, será lançado o UA através do componente
AgentsManager, otja construção é delegada à fábrica de serviços (Serai,cesFactory) exr*
tente no módulo AgentServices. Com o apoio do componette AgentsManager a acçã,o
lança o UA, e insere na sessão web o nome associado ao UA para posteriores contactos e
finaliza@s. O UA ao ser inicializado adiciona automaticamente dois comportarnentos:
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Figura 6.25: Agente do Utilizador e respectivo ciclo de vida - Diagrama de Classes.
o UserfielperBehaui,our: irá" conter todas a regras do comportamento do agente Í-ace
a estímulos externosl
o OlilRequestsilandlerBehaaiour: irá conter regra"s para tratamento de mensa,gens
antigas, erros ou falhas.
Na inicialização do comportamenl,o UserHelperBehauiozr, este vai construir o compo-
laerte BDlManager através da fábrica de serviços (ManagerFactory) existente no módulo
SusySore. Este componente será responsável pela gestão de crenças do UA, usando o
componente Jlups (descrito no Capítulo 7) para apoio ao trata,rrento e gestão de regras
associadas ao agente. No inicio de vida de um agente, será fornecido um conjunto de
regra,s de negócio que irão modelar todo o comportamento do respectivo UA. Em poste
riores reinicializações o agente irá carregar sempre a mesma base de conhecimento, que
irá flcar cad,avez mais completa consoante o nível de interacção entre utilizador e UA. O
conhecimento armazenado será sempre usado em posteriores interacções, influenciando
o fluxo normal dos acontecimentos. No entanto todo o comportamento do Jlups está
escondido dentro de um componente que se responsabiliza de fornecer ao agente uma
interface mais orientada para crenças, desejos, e inten@s, sendo que a, implementação
usada segue linhas orientadas a uma arquitectura BDI, não implementado uma solução
BDI concreta nem completa.
.-Us erHelpgr Behauiour
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Figura 6.26: Login e Inicializaçã,o do UA - Diagrama de Sequência.
Logout e Finalizaçáo dos Subsistemas: Após o utilizador pressionar o li,nla para
logout, o controlo do fluxo pa.ssa novamente paxa a acção Struts de autenticação, que
analoga,rnente ao cenário anterior, ta,rrrMm se responsabiliza pela finalização de todos os
subsistemas associados à sessão do utilizador.
Nova,rrente através do componente AgentsManager a acção destrói o UA, faaendo
com que um prooesso em cascata se inicie do lado do agente. Por sua vez quando o
agente detecta que vai ser interrompido o seu ciclo de vida, enüa sineis para todos os
seus oomportamentos se prepararem paxa a finalização. Nesta finalização o componente
[IserüelperBehaui,our grava toda a informação retida na presente sessão para a base de
conhecimento através do componente BDlManager, q,ue por sua vez invoca o método de
gravação do Jlups.
De forma a pôr fim à sessão, a acção Struts invoca finalmente o método de destruição
do componente Controllerilelper, fazendo com que o agente prory associado à sessão
(embora encapsulado no ControllerHelper) tamMm se finalize. Como passo final a sessão
web do utilizador é invalidada.
Este fluxo está representado do diagrama de sequência da frgara6.27.
6.4.7.3 Agente do Utilizador, Gestão de Crenças e Intenções
Descrição
Este fluxo é considerado significativo para a arquitectura pois descreve o núcleo de
processa,mento do Agente Pessoal (UA), desde a recepção de pedidos do utilizador, até à
NÚIÊIhg U§e OÍJLUFS herB.
hided bí the bdlManageÍ
the agBnt iniüalÍ?ation and lmowled0s bese
loading mechanism as a batlqÍ0und
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Figura 6.27: Logout e Finalizaçã,o do UA - Diagrama de Sequência.
sua realização. Este processo inclui a gestão crençàs e detecção de intenções e descreve a
forma como o utilizador interage com a qualidade da informação e com o próprio sistema
em si.
Estrutura































Figur a 6.28: Listagem das Crenças do UA - Diagrama de Classes.
Cenários
Listagem de Crenças: O fluxo é iniciado através de um pedido de listagem de crenças
por parte do utilizador. A acção (BeliefsActioz) responsável pelas crença"s (ver figura
6.29) assume o controlo do fluxo, e através de um serüço de apoio à comunicaçãa (Corn-
munientionFactory) é construída uma mensagem associada a um pedido de recuperação
de crenças. Recupera-se o oomponenle Controllerfielper mantido em sessão e envia.se
esta mensagem paxa o UA.
O comportarnento principal do UA (UserHelperBehaaiour) ao receber a mensagem
(ver figura 6.30) proveniente do Controllerilelper rctfua do seu conteúdo o pedido do
utilizador, encapsulado-o numobjecto Userfuquest. O comporta,rrento adicionao pedido
e o tipo de pedido à sua base de conhecimento, através do componente BDlManager.
Este componente encarregarse de criar umâ regra Jlups através da fábrica de regras
JLupsfuuleFactory disponibilizada pelo Jlups, e adiciona-a através de um assert (método






























Figura 6.29: Listagem das Crenças do UA (1) - DiagraÍna de Sequência.
acordo com este novo "estímulo". Note-se que a base de conhecimento do agente contém
regras específicas para o tratamento de pedidos do utilizador, introduzindo novas regras
e a^firmações (intenções) no novo estado de forma a serem tratadas na fase seguinte.
O comportamento do UA depois de adicionar o pedido do utilizador, recupera as
inten@s associadas (através do método getlntentiozs que por sua vez cria uma regra
Jlups para recuperar este tipo de dados) ao presente estado da base de conhecimento.
Cada resultado recuperado (neste caso a,pena,s um) do Jlups será associado a uma
intenção (objecto Intention) que será armazenada numa lista e passada paxa um método
- deste comportamento - especializado no tratamento das intenções 49.
A intenção para listagem de crenças é devolvida pelo Jlups com base nas regras
existentes. Esta intenção é novamente traduzida paÍa uma regra Jlups responsável
por uma query (comando holils) à base de conhecimento de forma a recuperax todas
as crenças edstentes. Do resultado desta query vfuá, um conjunto de resultados que
serão transformados em objectos representantes de crenças (objecto Beli,et). Esta lista
de crenças será enviada numa mensagem ACL para o Controllerilelper que por suâ vez
passará o controlo novamente para a acção Struts com estes resultados. O fluxo termina
com o enca,rninhamento para uma JSP, por parte da acção, onde serão listadas todas
as crenças através da biblioteca DisplayTag. Como nota final, é possível ao utilizador
ordenar todos os atributos de uma crença, assim como paginar todas âs crenças de forma
assíncrona através de tecnologia AJAX (consultar secção 6.4.3.4).
O presente fluxo encontra-se descrito nas figuras 6.29 e 6.30.
Note-se ainda que todos os fluxos que envolvem o UA e tratamento de crenças, são
aeNotese que esta firncionalidade poderia ficar sepa,rada do compoúa,mento principal, como p.e. mrm
componente dedicado apenas a esta causa. Pa.ra efeito de simplicidade inicial esta funcionalidade foi
inserida no comporta,rnento do agente, no entanto com o crescimento das potencialidades do agente e




idênticos ao presente apenas alterando a forma de trata,rnento de cada intenção (método
handlelntention, ver fuliro 2.4.2.1 do diagrama de sequência da figura 6.30). Da mesma
forma a adição e remoção de crenças, assim como a pesquisa de dados junta^mente com






















Figura 6.30: Listagem das Crenças do UA (2) - DiagraÍna de Sequência.
6.4.7.4 Pesquisa Interactirra, Colaboraçáo e Apoio à Recuperação de In-
formaçáo
Descrição
Esta secção aborda o processo de pesquisa de informa,ção e respectivas operações na ca-
mada model. Este fluxo é considerado significativo paxa a arquitectura pois descreve um
exemplo de cooperação entre agentes de serviços, junta,mente oom o agente do utilizador.
TamMm e»rplora o uso de tecnologias assíncronas como forma de auxiliar a recuperação
de informação.
Os três tipos de pesquisas existentes no sistema são a pesquisa simples, automatizada
e interactiva. Estas pesquisas fazem parte do Caso de Uso "UC2 Pesquisar"e estão
descritas no Capítulo 5 Anr4lise F\rncional, wçfu 5.2.2.
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através de dois " u)orkers" , ao nível arquitectural encontram-se três ",u)orkers" i o SA e
o GA fiá existentes, ver figuras 5.5, 5.6 e 5.7) e o UA, onde fica armazenado todo o
conhecimento e toda a lógica que define os fluxos. O SA e GA são agentes que fornecem
serviços e são cegos perante a lógica do sistema.
Do ponto de vista arquitectural foi escolhido o cenário da pesquisa interacti'ra, de
forma a exemplificar a modelação ao nível da base de conhecimento do UA, e demonstrar
os fluxos cooperativos entre agentes (UA, SA e GA).
Por se usa,r a me.sm& heurística para todo o tipo de comunicação entre PA e UA
através do componente ConfuollerHelper, a descrição deste subfluxo será omitida na
presente fu ncionalidadeso.
Estrutura
A estrutura do presente fluxo é constituída por vinte e três classes e sete interfaces.
Note-se que existem mais classes envolvidas, no entanto as descritas apresentam um


































Figura 6.31: Pesquisa Interactiva (1) Diagrama de Classes.
Cenários
Pesquisa Interactiva, Colaboração entre UA, SA e PA: Uma pesquisa interac-
tiva exige uma colaboração entre o utilizador e o sistema, dividindo-se em dois passos
principais. No primeiro o sistema é encarregue de fornecer ao utilizador - via JSP -
relações gra.rnaticais sobre os termos da pesquisa. O utilizador deve posteriormente se
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Figura 6.32: Pesquisa Interactiva (2) Diagrama de Classes.
pesquisas. Todas as relações seleccionadas pelo utilizador serã,o armazenadas para uso
posterior.
Neste fluxo existe uma colaboração entre diversos agentes, nomeadamente o PA, UA,
SA e GA, cada um com quota parte de responsabilidade no sucesso do presente cenário.
O detalhe deste fluxo será descrito através de um exemplo abstracto de uma pesquisa,
acompa,nhado com a descrição das regras Jlups usadas no processo. O diagrama de


























Figura 6.33: Pesquisa Interactiva - Diagrama de Colaboração
O UA ao receber do PA um pedido do utilizador (p.e. o utilizador escreve "sta,r"
na página de pesquisa) p*u uma pesquisa interactiva, rrai adiciona-lo à sua base de
conhecimento através da invocação do seguinte método:
b di, M an a, g er . edd Requ e st (i,nt er a ct'i u €L r " st ar" ) 1































n amr e:j aua.l an g.§tri ng














assert (request(interadiue\r" star")) (6.2)
Notese que o agente nunca desce ao nível das regra,s Jlups. Este limita.se apenas
usar uma interface de alto nível para trabalhar com a sua base de conhecimento. Este
comando, tal como os restantes, estão encapsulados no serviço BDlManager.
O UA por cada interacção - finalizada com uma actualização através do método
updntesz - recupera as intenções paxa o presente estado, através da invocação do seguinte
método:
bdi, M ana,g er . g et I ntent'i, ons ( ) ;
A invocação deste método traduz-se na seguinte çrueryi
(6.3)
holds i,nt(X,Y) (6.4)
A primeira intenção é recebida através da regra 6.5 (que faz parte do conjunto inicial
de regras de um UA), em que por cada pedido interactivo inserido pelo utilizador o UA
requer suporte ao GA:
always eaent (int(ga, R)) when (request(interadiueL, R)) (6.5)
Como resultado desta intenção o UA envia uma mensagem ao GA de forma a que
este envie uma lista de rela@es gramaticais para a, palavra "sta,r". O GA usa o serviço
GrammarManager para recuperar esta relação gra^rnatical do WordNet, enviando uma
resposta ao UA com uma lista de resultados. O UA recebe esta lista, envia para o
PA residente no componenle Controllerilelper e a acção de crenças retoma o controlo,
mostrando a lista de sinónimos/hipónimos/hiperónimos ao utilizador. O utilizador selec-
ciona quais as sugestões que lhe poderão interessar, como p.e. "supernovÍ1,", e prossegue
com a pesquisa passando o controlo paxa e acçã,o onde o PA enviará ao UA as op@es do
utilizador. O UA ao receber esta mensagem cria uma crença entre as palavras "sta,r" e
"supernova", através do método para adiciona,r uma lista de crenças:
MiManager.add,Belief s(belief s); (6.6)
No exemplo em causa a lista beliefs apenas contém uma crença encapsulada num
objecto Belief. Ao nível do Jlups uma crença é armaaenada através do predicado Ôe-
li,ef('gramatiu,l associ,at'i,on','base anceçtt','suond, ancept' ).
A invocação deste método traduz-se na introdução de uma crença com a seguinte
forma:
assert (bel(" synonynx" ," star" ," supernoua)')) (6.7)
Logo após a adição de novas crenças o UA inicia a segunda fase do fluxo, inserindo
o pedido para pesquisa por parte do utilizador:
bd,iManager.add,Request(interadiue2," star"); (6.8)
Neste momento e após rm upd,ate, o UA contém crenças associadas à palawa "star"
e através da seguinte regra vai refinar a informação:
u'Apó" a inserção de cada t'dirmâção" o UA actualiza sempre a base de conhecimento, de forma a que
as regras existentes façs.m sfsitr6. Doravante não se irá referir este facto, devendo ser considerado como
implicíto.
105
Capítulo 6. Arqui,tectura de Softwo,re
always euent (ref ine(R)) when (request(i.nteractiue2, R)) (6.9)
Para refinar a informação, usatn-se as seguintes regra-s que vão ser responsáveis pela
criação de uma intenção por cada relação gramatical com a palavra ,,sta,r,,.
always euent (int(search, e + fl) when (bel(G,,S, R), ref ine(R)) (6.10)
always euent (int(search, ft + S)) when (bel(G,Ã, S), ref ine(R)) (6.11)
As intenções neste caso são pedidos de pesquisas ao SA. O UA através da regra 6.4
detecta uma intenção e envia paxa o SA um pedido de pesquisa com o conteúdo "star
supernova". O SA recebe o pedido, rasa o web seruie, da Google como forma de pesquisa
e retorna uma lista de reultados ao UA, que por sua vez os redirecciona para o PA.
O controlo volta novamente à acção de crenças onde serão finalmente apresentados os
resultados ao utilizador.
Continuação, Pesquisa Automatizad,az Continuando o fluxo anterior, este cenrírio
descreve de forma simplificada as regras que seria,ur usadas paxa uma pesquisa automa-
tizad,a, de forma a que o leitor retenha as diferenças existentes entre os dois fluxos de
pesquisa.
Após a primeira pesquisa (cenrário anterior) o utilizador usa nesta fase a pesquisa
automatizada. De forma anáIoga à regra 6.2, o UA adiciona o pedido de pesquisa sobre
"supernova"e actualiza a base de conhecimento:
assert (request(autamated,," supernoua")) (6.12)
Uma pesquisa automatizada tem alguns fluxos internos que são descritos com as
seguintes regras:
alwags euent (request(simple,e) * request(autornated,,R)) (6.13)
always euent (int(search,R)) when (request(simple,R)) (6.14)
A regra 6.13 indica que para cada pedido automatizado irá, existir um pedido de
pesquisa simples. Por sua vez a regra 6.14 mapeia um pedido de pesquisa simples para
uma intenção de pesquisa.
alwags euent (ref ine(R)) when (request(autamated, R)) (6.15)
A regra 6.15 indica que um pedido de pesquisa automatizada irá dar origem a uma
"vontade" de refinar o conteúdo deste pedido. Através das regras 6.L0 e 6.11 esta vontade




A regra 6.16 é usada quando a prova das condi@ das regras 6.1-0 e 6.11, falha
(não sendo o caso), por não existirem crença.s associadas ao termo de pesquisa. Neste
caso todas a rela@es fornecidas pelo GA seria,m automaticamente armazenadas como
crença,s. A rínrore de derivação dmte fluxo terminava com a pesquisa de todas a crenças
recentemente adquiridas.
always eaent (i,nt(gro,rrlrrü, R)) uthen (request(autornated, R),
not bel (synonyrn, R,S) )
(6.16)
O UA após inserir o pedido 6.12 e actualizar a sua base de conhecimento, irá deparar
com duas inten@ de pesquisa: a primeira é uma pesquisa simples derivada das regras
6.1.3 e 6.1.4, enquanto a segunda intenção é uma pesquisa com o seguinte conteúdo
"supernova sta,r", derivada das regras 6.1-5 e 6.10 usando conhecimento adquirido em
interac@s anteriores.
Este fluxo, embora simples, demonstra de forma clara como uma solução DLP pode
ser usada em agentes de forma a fornecer-lhes raciocínio, aprendizagem e cooperação.
Apoio ao Retorno de fnformação com AJAX: À parte da funcionalidade de
pesquisa através da interacção entre PA, UA, SA e GA, a plataforma fornece ainda
uma interessante característica de apoio na recuperação de informação através de uma
funcionalidade de " autommplete".
Aquando da introdução dos parâmetros no forrn de pesquisa, por parte do utilizador,
o sistema irá detectar a inserção de caracteres e ao mesmo tempo consultar as crençâs
edstentes no agente. Se os caracteres até ao momento introduzidos pertencerem aos
caracteres de uma possível crença, o sistema irá sugerir a crença assim oomo as sua,s
relações já existentes mlmo autommplete. Desta forma o utilizador pode em tempo real
conhecer as crenças relacionadas com o seu pedido, e pode automatica,mente refinar a
informação consoante os seus desejos ou usar a informação armaaenada pelo seu agente
em interac@s anteriores.
Esta funcionalidade demonstra como uma solução com & camada model orientada
a agentes pode traaer benefícios a diversos tipos de ambientes, neste caso um contexto
de recuperação de informação. O uso desta tecnologia com um forte enriquecimento na
ca^nrada de apresentação, torna,rr este fluxo bastante interessante e completo do ponto
de vista tecnológico.
Tbcnica,mente o presente fluxo usa tecnologias assíncrona.s pa,ra a realização desta
funcionalidade. É usada a tecnologia AJAX para retirar os caracteres a serem escri-
tos pelo utilizador, para, o posterior pedido assíncrono ao servidor com os parâmetros
presentes no forrn, e para a apresentação de resultados vindos do servidor em forma de
autocomplete.
Por cada palavra que o utilizador insere no form, uma função em javascript va,i
consultar via HTPP uma acção Struts (ver figura 6.34). Esta acção, que extende uma
acção fornecida pela biblioteca AjaxTags, devolve conteúdo XML em cada invocação.
Como primeiro passo irá consultar as crenças do utilizador que fazem match com os
caracteres até agora inseridos, ordenrillas e devolve-la"s em formato XML através da
classe utilitária AjoaXmlBuilder.
Como uma solução deste tipo exige um elevado desempenho por apresentar uma
forte interacção com o utilizador, a presente implementação é pura,rnente orientada ao
desempenho. Usam-se portanto as crenças que forarrr armaaenad.a"s em sessão, depois
de uma consulta de crenças por parte do utilizador. Desta forma evita-se um pedido
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Figura 6.34: Apoio ao Retorno de Informaçã,o com AJAX - Diagrama de Sequência.
paxa uma funcionalidade deste tipo ser útil. Uma vez recebida a mensagem por parte
do browser, ir-se-á lançar um lista de possíveis entradas em forma de autocomplete.
Note-se a simplicidade com que se pode enriquecer a interface web am uso de fun-
cionalidades assíncronas, através da interacçã,o com a ca,rrada model seja ela orientada
a agentes ou a objectos. De igual forma poder-se-ia ter consultado o UA, ou qualquer
outro agente presente no sistema.
6.5 Vista de Execução
6.5.1 Processos de Negócio
6.5.1.1 Nanny Agent - Heartbeat e Controlo do Sistema
No MAS da plata,forma Susy enistem vrários serviços disponibilizados por agentes especi-
alizados, como por exemplo o agente de pesquisas (SA), o agente de sumarização (DSA)
e o agente de apoio gramatical (GA). Todos mtes agentes fornecem serviços a agentes
clientes, normalmente agentes dos utilizadores. De forma a manter a estabilidade do sis-
tema e preservar a qualidade de serviço, estes agentes são controlados de forma próxima
por um outro agente presente no sistema, o Nanny Agent (NA).
O NA apresenta como única responsabilidade a monitorização do ciclo de vida dos
agentes de serviços, estando estes num container local ou remoto ao NA. A monitorizryfu
é realizada através de um heartbeat enviado por cada serviço quando periodica,mente
estimulado pelo NA.
Como descrito no diagrama de sequência da figura 6.35, o NA é iniciado com uma
lista de serviços existentes no sistema. O comportamento base do NA (NannyBehaaiour)
extende a classe TickerBehauiouél, herdando a funcionalidade de executar periodica.
mente um bloco de código, encapsulado no método onTi,ck. O período definido para
execução deste ódigo está definido no deployment descri,ptor (web.xml) da aplicação
web, sendo recuperado por uma seralet de inicialização do sistema que lança todos os
agentes presentes no MAS (excepto os UAs e PAs).
seàrch ]rafle
533 ade. core. behaviours. TickerBehaviour
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Figura 6.35: Nanny Agent e o comportamento Henrbu,t - Diagrarna de Sequência.
Por cada úiclç existente no sistema o comportamento principal do NA vai iterar uma
lista de serviços, enviando para cada um uma mensagem ACL contendo um pedido de
sinal de vida. O serviço destino contendo o comporta,rnento HurtbentBehauiourta irá,
responder com umâ mensagem tipo" I'm aliae" sinalizando desta forma o selu heartbeat.
Se o NA não receber resposta num determinado espaço temporal, irá tentar relançar o
serüço em possível falha. Caso o serviço esteja funcional e o atraso da mensagem de
resposta seja devido a taxas de ocupação elevadas, o relança,mento irá falhar e o NA irá
assumir que se tratou de um "mau julga,mento" de sua paxte. O NA funciona portanto
com um algoritmo pessimista.
Notese que o NA nesta versão apena,s possuí regras simples, sendo que num futuro
este agente poderá inclusive ter mais poder ta,nto na criação como na gestão de agentes
de serviços.
6.5.2 Processos de Sistema
6.5.2.L Inicializaçáo da Plataforma
O sistema Susy, que incluí um conjunto alargado de estilos arquitecturais, é inicializado
através da serulet SusyConfigSeralet. Esl,a sertsleú é responsável pelo lança^mento do
MAS, assim como da recuperação de todos os parârnetros necessiírios para o funciona-
mento dos restantes subsistemas (Jl,ups, Configuração de agentes, entre outros). Este
fluxo é apena.s realizado uma única vez e durante a inicialização do servidor aplicacional.
saver secção 6.4.5.2 Agentes de Serviços nas Regras de Desenho.
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A inicialização da plata,forma dividese portanto em três fases principais (ver figura
6.36):
1. Recuperação dos Parâmetros de Configuração;
2. Inicializaçã,o da Plataforma de Agentes;





















Figura 6.36: Lançamento da Plata"forma Susy - Diagrama de Sequência.
Na primeira fase realiza,se uma recuperação de vários parâ,metros de configuração
essenciais para os subsistemas presentes na plataforma. Estes parâmetros estão marcados
no deployment descriptor (web.mnl) da aplicaçãa web (susyweb). Todos estes parâ,metros
irão ser armazenados num objecto de negócio único no sistema (BusinessConfig, qre
implementa a pattern singleton, ver secção 6.4.6.2 Camada Específica ao Domínio), que
através duma tabela de dispersão mantém entradas "parâ,rnetros/valores"a serem usadas
por todos os subsistemas. De entre estes parâmetros são de destacar:
o Chave de Acesso ao Google: Esta ctrave é usada pelo Agente de Pesquisas (SA) e
é necessríria para aceder aa web seru'ice disponibilizado pela Google;
o Período de Heartbeoú: Período que o Nanny Agent (NA) aguarda até à próxima
verificação do estado dos serviços;
o Caminho de Acesso às Bases de Conhecimento dos Agentes: Caminho no sistema
de ficheiros para onde estão armaaenadas as bases de conhecimento dos agentes
em formato Jlups (ficheiros com extens&s .xrnl e .p). Usado por todos os agentes
do utilizador no sistemal
Launches the follouring agenls in Eusy MAE:
' Searth Agent (E.A);
- G rarnmatiçal Age nt (Íl,q);
- Document Eummarization Agent (DSA);
R etrieves frn m rore b.xrn I the fo I I owi n g p a ra mÉtÉ s :
- Google KEyfortP,/§ Arcess;
- Hearthealüme perlod;
- Path to.Aqent knuv,íledge haseç;
- Path to WordNst
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o Ca,minho Para o WordNet: Ca^rninho no sistema de ficheiros para onde está a
biblioteca WordNet instalada. Este parâ,metro é usado pelo Agente Gramatical
(GA).
Após o carrega,rrento inicial dos parâ,rretros de configuração é iniciada a segunda
fase, que corresponde à inicializaçã,o do MAS. Note-se na figura 6.36 como este processo
é desencadeado. A, serulet de configuração usa :uma factory (AgentsPlattorrnFactory)
responsável pela criação de plata,forma de agentes, ocultando a implementação usada e
fornecendo apenas acesso ao MAS através da interface definida (AgentsPlatform, consul-
tar secção 6.4.6.3 Middleware de Agentes - Módulo AgentServices). Após a plataf,orma
ser criada, a seralet de configuração invoca o método initi,alize de forma a dar início ao
lançamento da plataforma de agentes, neste caso a plataf,orma JADE.
Umavez iniciada a plataf,orma e tendo todos os parâ,rnetro,s encapsulados num objecto
de negócio, wta seralet vai lançar todos os agentes principais para a plata,forma:
o Agente Nanny (NA);
o Agente de Pesquisa (SA);
o Agente de Apoio Gramatical (GA);
o Agente Sumarizador de Documentos (DSA).
Para mais detalhes sobre os agentes supracitados consultar secção 6.4.1.2 Ca,mada
de Serviços de Negócio.
É importante notar que qualquer erro ocorrido nexlta serulet será, devida,mente re
portado para os logs do servÍdor, tendo como resultado a finalização do fluxo e o não
lança,rnento da plata,forma Susy. É portanto necessário que todos os parâ,metroe esteja,rrr
bem configurados, assim como é necessiírio estarem disponíveis todos os subsistemas e
respectivas bibliotecas.
6.6 Vista de Instalação
Esta secção descreve o modo como os componentes serão distribuídos em arnbiente de
execução para cada uma das configurações identificadas na arquitectura de sistemas.
6.6.1 Estrutura de Componentes
A figura 6.37 apresenta os diversos componentes que compõem a plata^forma Susy. Para
mais detalhe consultar secção 6.4 Vista Lógica.
6.6.2 Distribuição em Ambiente de Execução
A distribuição dos diversos componentes da plata"forma Susy em a;rrbiente de execução
segue a estrutura de d,eploymerzú apresentada na figura 6.38.
Note-se qtrco container de agentes é lançado aquando da inicialização da plata.forma,
através do processo descrito na secção 6.5.2.L Inicialização da Plata,forma. No entanto
agentes clientes podem re.gidir ni'trla enntainer remoto 9 intera,grr de igual forma com
a plata,forma. Por enemplo, todos os serviços disponíveis (SA, DSA e GA) poderian
fornecer as suas funcionalidades remota,mente, preservando e fortalecendo o carácter
distribuído da solução.
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Figura 6.37: Plataforma Susy - Diagrama de Componentes.
6.6.3 Regras para Instalação
Nesta secção resumem-se a regras de instalação para Tomcat 5.5. De forma a prepaxax
o fiúeiro war é necessário lançar o script MavenSS ("maven susy") para construir a
aphcaqãa web. Todas as dependências encontrârn-se para,metrizadas na "configuração
Maven" de cada módulo presente no sistema.
1. De forma a que a autorização esteja disponível torna,se necessiírio instalar a bibli-
oteca susysecurity (disponibilizadano ficheiro susysecurity-1.Grc1jar) e o módulo
JAAS (tagishauthjar) na pasta TOMCAl/server/lib;
2. Definir o realm no ficheiro server.xml através da seguinte entrada:
(Realm className=rr com. palmeiro . susy. seclrrity. TomcatRealmfr
debug=rrgggrr appName=rrFileloginrl
userÇlass$ames=rr com . lagish . auth . TS4redPrincip al.tt / >
3. Compila,r e criar um flúeiro war através dos scripts Maven, usando o comando
"maven susy". O resultado deste processo é o ficheiro susy.uar;
4. Instalar o ficheiro susy.uar no servidor através da interface web ot de forma ma-
nual;
5. Configurar os parâ,metros presentes da serrlet ConfigSerulet no ficheiro web.rm,l;
6. Depois de se lançar o servidor a plata,forma Susy estará acessível através de um
UR"L do tipo "http://host:port/susy''. Actualmente o âcesso ao a,mbiente de qua-
lidade é realizado através do URL "http:f f úinex-3.di.uevora.pt:8080/susy".
Pode-se consultar os ficheiros de log gerados pelo servidor, de forma a se conhecer o
estado da plata,forma Susy depois do processo inicialização. Qualquer erro existente neste
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Figura 6.38: Plataforma Susy - Diagrama de Deployment.
6.7 Vista de Implementação
Esta secção descreve a organização para os módulos de software no a,rrrbiente de desen-
volümento.
6.7.L Organização do Código ra Á"ro"e de Projecto
A árvore de projecto encontra-se descrita na tabela 6.1. Cada entrada nas pastas "apps"
e "components" corrasponde a um módulo em Concunent Version System (CVS). No
topo da hierarquia existe o módulo CVS "susy" que os engloba a todos. Como projectos










Tabela 6.1: Árrore de Projecto.
6.7.2 Estrutura de Packages
A estrutura dos packages segue a estrutura de layers e subsistemas identificados no
presente documento. O código ficará residente nessa^s pastas, ern prcject/srt, de acordo
com as seguintes conven@es para os nomes de packages de implementação:
/sue
lMiddleuo,re de Agentes - JARI
[Núcleo, Estruturas e Fundações - JAR]
fMódulo de Segurança - JAR]
[Componente DtP - JAR]
[Componente de Sumartzação - JAR]
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o Package base do projecto : com.palme,iro.susy
o Camada de Apresentação t e,om.palmeiro.susy.susyweb.presentation. [controller -ualidationJ
o Camada de Negocio : com.palme'i,ro.susy.susymre.business.[entities - seruices -
agentsl
o Camada de Seguran ça i @nx. palme,i,ro. susy. susy s ecurity
Os componente com maior nível de independência como o AgentSent,i,ces e Jlups
seguem as seguintes convenções:
o Package base do projecto : com.palmei,ro.ai.[jlups - agentseruices]
A sub-estrutura do componente Jlups encontra-se detalhada no Capítulo 7, enquanto
o componente AgentSentices segue uma sub-estrutura idêntica às camadas acima defini-
das56.
As classes de testes unitrírios estã,o localizadas na pasta /test daruíz de cada projecto,
no mesmo package da classe que testa,rr.
6.7.3 Estrutura da Aplicaçáo Web
A estrutura seguida para axmazena,r a aplicaçã,o areó desenvolvida no âmbito da presente
tese, segue a árvore definida na tabela 6.2.
/susyweb
/model












[web.xml, dwr.xml, jsp, etc]










Tabela 6.2: Estrutura de Webapps.
6.7.4 Repositório de Bibliotecas
A plataforma Susy devido à sua abrangência arquitectural usa um conjunto alargado
de bibliotecas. A tabela 6.3 resume este conjunto de dependências assim como as sua^s
respectivas versões.
6.7.5 Regras de Implementação
Devem ser seguidos os coding standards definidos pela Sun, nã,o esquecendo que todas as
classes deverão ter um cabeçalho GNU com a identificaçao do(s) autor(es) e o número
da revisão no CVS 57. Todos os métodos públicos e protegidos deverão ter jauadocs
associados.
66Para mais detelhes consulta,r secção 6.4.6.3 Middleware de Agentes - Módulo AgentServices.
























































Tabela 6.3: Bibliotecas e versões usadas na plataforma Susy,
Podem ser criadas novas classes ou componentes, sendo no entanto necessiírio garantir
que seguem as boas prática e regra.s descritas ao longo desta dissertaçã,o (com foco
na secção 6.4 Vista lógica), e seguem ta,mbém as indicações descritas na secção 6.7.1
Organização do Código ,,.a Árrrore de Projecto
Os comentários, os jauad,ocs, os nomes das classes, o.s nomes dos métodos e o próprio
código deverão estar em inglês.
Devem ser seguidas as nomenclaturas para classes, em que por oremplo as classes
abstractas deverão começax por 'Abstract', aB classes que implementem patterns de de
senho denerão terminar com o sufixo correspondente ao papel desempenhaÃo - Factory,
Façade, Manager, Visitor, Deurator, entre outros.
Devem ser efectuados testes unitrários a cada serviço presente na ca,mada de negócio,
usando casos de teste JUnit58. Todas as operações para a classe em causa devem ser tes-
tadas. Deve ainda ser utilizada a API open-sounce Strats-Testu' prm testes de integração
nas acções Struts.
6.8 Resumo
O Capítulo 8 resume toda a arquitectura proposta.
58V", http: / /www junit.org.
5e Ver http : / /sourceforge. net /proj ects/strut stest case .
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Este capítulo apresenta as vistas arquitecturais que se destina,rn a modelar o compo-
nente Jlups. É objectivo descrever com o maior detalhe os componentes identificados,
descrevendo a sua implementação e sub-componentes que os preencha,m.
7.L Introdução
7.L.L Enquadramento
O Jlups é um motor de regras Java orientado para actualizações dinâ,micas. Inspi-
rado na Language of dymami,c UPitateS (LUPS)l, o projecto Jlups pretende simular o
seu comportamento num paradigma arquitectural diferente, sendo orientado pa,ra o uso
empresarial.
A linguagem LUPS foi desenhada paxa especificar actualizações em programas lógicos
- DLP. Dada uma base de conhecimento inicial, fornece uma forma de actualizrilla se
quencialmente. O Jlups reaproveita o conceito introduzido pela linguagem LUPS e
disponibilizaro na,linguagem Java, de forma a potenciar o desenvolümento de aplica,@es
e prograrnas a um nível diferente do original. Mais informações sobre DLP e LUPS po.
dem ser encontradas no Capítulo 3 e em [APP99b], [APPQa] e [APPQb].
7.L.2 Organização
O presente capítulo segue uma orga,nização anríloga à do capítulo anterior, reformulada
para descrição de componentes. À parte da secção introdutória, divide-se em cinco
sec@es.
A primeira secção aborda a Vista Funcional do sistema. A vista funcional documenta
o sistema em termos dos seus objectivos e problemas que resolve. Dqscreve o contexto em
que o sistema vai ser usado, os problemas resolvidos, os serüços que fornece e respectivos
interfaces e características qualitativa"s destes serviços.
A segunda secção descreve a Vista Lógica, detalhando a estrutura dos componentes
usados assim como os cenrírios existentes no sistema.
A terceira secção introduz a Vista de Execução, que descreve a decomposição do
sistema em tarefas e processos.
A quarta secção aborda a Vista de Instalação, descrevendo o sistema e a sua decom-
posição em componentes, como bibliotecas, paclcages e dependências.
Na quinta e última secção é apresentada a Vista de Implementação, que descreve
como devem estar organizados os fidreiros de software, introduz os coding standards
1 Consultar http : f f centria. di.fct.unl.p t / - jja lupdates/
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usados na implementação e em futuro desenvolvimento.
7.2 Vista Funcional
7.2.L Interface do Sistema
Os clientes do componente Jlups podem ser diversos, como por exemplo agentes, clientes
Jana simples, aplicações web, entre outros.
O Jlups fornece um conjunto de funcionalidades que permitem actualizar a sua base
de conhecimento, nomeada,mente (ver figura 7.1):
o Assert, introdução de regras;
o Always, introdução de leis;
o Cancel, cancelamento de leis;
o Retract, remoção de regras;
o Upd,ate, actualiza4ão do estado actual;
o Holils, query à base de conhecimento;
o Saue,, gravar a base de conhecimento para memória persistente;
o Load,, caxregar uma base de conhecimento.
Figura 7.L: Jlups - Diagrama de Casos de IJso.
Estas operações são realizadas sobre os estados em que o Jlups se encontra. A cada
estado, corresponde uma base de conhecimento à qual são aplicadas regra"s e inferências.
7.2.1.L Assetú
O comando asser-t, de acordo com a nomenclatura original e abaixo descrita, introduz
um& nova regTa.
o,ssert feuent] L <- Lt, ...t Lp lwhen Ln+t) ...7 L*l
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7. 2. V'i,sta Func'ional
De forma mais simples, vem:
assert feuent] R lwhen C]
Como parâ,metros opcionais, encontra,m-se o atributo de evento e a cláusula when.
Se o atributo euent for especificado, insere-se a regra no estado t+l (caso normal), e
inserese ainda a regra negada por defeito2 no estado t+2. A cláusula when, se existir,
ditará se â regra apresenta condi@s pÍra ser inserida.
Para o efeito, considera-se que uma regra (R) se apresenta na forma de .t - Lb..., Lk.
A secção antes do símbolo "+" representa a conclusão, sendo a outra considerada como
prêrequisitos pa,ra que a conclusão possa ser assumida. As condi@es parâ que essa
regra seja vrílida (consequentemente inserida na base de conhecimento) surgem a seguir
à clánsula when (C) na forma L*+r,...,L*.
O processo asser-t está descrito na figura 7.2 e 7.3.
Figur a 7.2: Assert - Diagrama de Actividade.
7.2.L.2 Alutays
Uma operaçãa alwags introduz uma regra que vai ser aplicada em todos os estados. Este
tipo de regra é usualmente cha,rnada de lei. O comando LUPS é análogo aa assert.
always feuentJ L ç Lt, ...t Lti lwhen Ln+tj...j L*]
Uma regra é inserida no estado t*1 se a condição when for provada e a presente
regra não estiver negada por defeito. No caso de ser um evento o processo é igual ao
assert. Como estas regras são cha,rnadas pa,ra cada estado, guardam-se numa lista de
leis.
A figura 7.4 descreve o diagra,rra de actividade do presente comando.
7.2.1.3 Cancel
Esta operação cancela uma lei introduzida com o comando alwags. Se existir uma lei
idêntica, esta não será inserida para o próximo estado.
cancel L + Lt, ...) Ll§ lwhen Ln+t? ...) L*l
O atributo de evento nã,o é usado nesta operação. As regras de cancelamento são
armazenadas da mesmo forma que as leis, numa estrutura tipo lista.
A figura 7.5 descreve o diagrama de actividade do presente comando.
2A negação por defeito serve para identificar uma regra de forma a que Be paxe a prova paxa os estados
anteriores.
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[t,uh e n_t lau E E_F rE s e nt=tru el
ft,uh e n_tl auE E_F rE E e nt=fa ls el
lwhen_clause=talse]
[euent= falsel
Figur a 7 .3: Processamento de uma regra - Diagrarna de Actividade.
Figur a 7.4: Always - Diagrama de Actividade
7.2.L.4 Retract
A operação de retract retira uma regra inserida com um assert da base de conhecimento
Jlups. Está para rm assert como o cancel está para rm always. Pode retirar-se uma
regra somente uma vez usando o atributo de evento, ou retirrilla de forma permanente
até uma nova introdução. A condição when tarrM,m é usada da mesma forma que nos
comandos anteriores.
retract [eaent] L - Lb...,,Lp lwhen Ln+t,...rL*l
A figura 7.6 descreve o diagrama de actividade do presente comando.
7.2.L.5 Upd,ate
Um update introduz um novo estado. Os estados anteriores são preservados para futuras
queryq pois se não existirem resultados no estado actual, o Jlups irá tentar provaÍ a
ntlFfrl\íê
[uvhen_rlausn=truel
insert H in HE rln timE t+1
insefi !R in ldE rrn time t+?
[euent= tÍuE]
lnsert Rule in Akda'r's list
L20
7. 2. Vi,st a Func'i,onal
Figur a 7.5: Cancel - Diagrama de Actividade
[mh en_r I a us É_p re se rrtstru e]
[uuh en_c I au s E_F rE Ee nEfal se]
[euent= true]
Figur a 7.6: Retract - Diagrama de Actividade.
inferência para todos os estados anteriores até encontra,r a prova, chegar ao estado inicial
ou encontrar a negação por defeito da query.
Ao iniciar um novo estado, processarse a diferença entre a lista de comandos alwags
e mnel. O resultado desta lista, as leis que não fora,m canceladas, serão processadas tal
como descrito na figura 7.3, e possivelmente introduzidas no novo etado.
A figura 7.7 descreve o diagra,ma de actividade do presente comando.





lnsert R in ldE rn time t+I
[erent-- false]
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7.2.I-.6 lfolds
O comando holds f.aa uma query ao Jlups. Pode ser especificado um estado paxa a
Suerh fazendo com que o resultado seja construído exclusivamente sobre este. No caso
de ser omitido, a query é feita sobre todos os estados existentes.
O comando LUPS é descrito da seguinte forma:
holds( Btj...j BnrnotCp*lr ...)notC*) 0,t q
ou
holils( By ..., Bk,notC*+r, ...rnotC*)
A figura 7.8 descreve o diagrama de actividade do presente comando.
[state_deÍined=false]
lstate_defined=truel
Figura 7.8: Holds - Diagrama de Actividade.
7.2.L.7 Saae
Esta operação grava a base de conhecimento para diversos formatos, entres os quais
ZKB,XKB, RULEML e formato nativo LUPS.
ffie==zkbl
Figura 7.9: Save - Diagrama de Actividade.
Engine for lhe







Esta operação carrega uma ba.se de conhecimento para diversos formatos, entres os quais
ZKB, XKB, RULEML e formato nativo LUPS. A descrição da base de conhecimento
Jlups e suas respectivas características estão gravadas num ficheiro principal.
[type==native]
Figura 7.102 Load - Diagrama de Actividade.
7.3 Vista Lógica
A presente secção descreve os componente existentes no sistema em causa. Como o
seu foco é descrever a arquitectura de um componente, usou-se como medida para esta
secção as classes do componente Jlups.
As funcionalidades descritas na secção 7,2 sfu fornecidas e incluídas nos seguintes
paclcages:
o mm.palmeiro.ai.jlups: Contém núcleo do Jlups. Toda a lógica principal está
implementada neste package;
o enm.palmei,ro.ai,.jlups.io: Contém todas as classe,s responsáveis pelo inputf output;
c um.palmeim.ai.jlups.niles: Contém a lógica associada ao ciclo de üda das regras;
o um.palmeiro.ai.jlups.config: Contém classes de configuração do Jlups.
7.3.1 Paclcage Base
O núcleo deste componente encontra-se implementado no package base do componente.
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Interface: com.palmei,rc. ai.jlup s. J Lups
Descrição: Interface de utilização do componente Jlups;
Serviços: Fbrnece todas as operações descritas na figura 7.1 Casos de Uso. Como
funcionalidades acrescidas, pode-se recuperar a configuração do Jlups. É fornecida
uma implementação base na secção 7.3.1.3;




public interfacê Jlups {
/**
,t Executes a JlupsRule, acording to the action specified in the rule
* Staads aa a atratêgy for choosing mêthoda invocation.
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public void execute (JlupsRule rule) throws JlupsException;
/**
* Query in a predeterzined atatê. If state equals QUERT-ALI-STATES a IÍEt
l of JlupsResultSet is retulrned.
* Oparan rule JlupsBule The rule
* Oparan Btate int Statê
* Othrows JlupsE:rception Excêption
* @retrDrn LiEt A LiBt of JlupsResultSet
*/
public List holds(JlupsBu1e rule, int state) throws JlupsException;
/**
* Query in present state.
* @paran mle JlupsRule lhe rule
t @throws JlupsException Exception
* @return List A List of JlupsResultSet with zero position filled
*/
public tist holds (JtupsBule rule) throws JlupsException;
/**
* Add aÍr always rule , of, a Iaw.
t @paran rulê JtupsRule Rule to be added
* @throws JtupsException
* Greturn boolean Retrrrn true if added, false if not
*/
public boolean always (JLupsRuIe rule) throws JlupsException;
/**
* Assert a rule.
* @paran rule JtupsRule Rule to be asserted
* @throws JlupsException
*/
public void aff im(JlupsRule rule) throws JlupsException;
/**
* Rêúovêa a law.
* @paran nrle Jl.upsRule Rule to bê renoved
* @throws JlupsErceptioa
* l0rêturn boolean Retur:as true ruLe to be r€Eovêd is stored correctly
*/
public boolean cancel(JlupsRule rule) throflB JLupsE:rception;
/**
* Removes a rule.
,1. @paran rule JtupsRule BuIe to be removed
* @throws JlupsException
*/
public void retract (JLupsRuIe rule) throws JtupsException;
/**
* Clears the Jlups knowledge base.
* @throws JtupsException
*/
public void clearO throws JlupsException;
/**
* Loads a Jtups knowledge base stored in a file
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public void load(String file) throws JlupsException;
/**
* Saves the current knowledge base to a file
* @paran type int Iftrowledge base store t)rye
* @paran path String
* @throws JlupsException
*/
public void save(int t)rye, String path) throws JlupsException;
/**
* Updated the knowledge base, advancing in time
,F @throws JtupsException
*/
public void updateo throws JlupsException;
/*x
* Adds a timertask to the present knowledge base
* @paran tiner TinerTask
*/
public void setTiner(TinerTask timer) ;
/**
* Enables/disables the associated timer.
,tc @paran timer boolean true enables timer. f alse disables tiner
*/
public void enableTimer (boolean timer) ;
/*x




public JlupsConfig getConfigO throws JlupsException;
7.3.L.2 ProaeStrntegy
fnterface: com.palmeirc. ai.jlups. ProueStrategy
Descrição: Interface de utilização do componente Jlups;
Serviços: O objectivo desta interfrce é fornecer uma forma de provar diversos tipos
de condi@es sem necessidade de se conhecerem os seus detalhes. Foi escolhido o
padrão de desenho Strategy para implementar esta solução;




public interface ProveStrategy {
public boolean prove (List conditions, KnowledgeBase kb)
throws JlupsException;
public boolean isProvedO ;






Componentez com.palmei,ro. ai,.jlups. J Lupslmpl
Responsabilidades: Esta classe implementa todas as funcionalidades da interface des-
crita na secção 7.3.1.1;
Colaboradores: -
Notas: Negação por defeito: Pode estar no corpo ou na cabeça das regras. üm" assert
not bel(X, b)" nãa indica que os X nãa acreditam em ô, mas sim que não há X que
acreditem em b. Serve para retirar das inferências todos os"bel(X,b)", na solução
LUPS serve ta,mbém para indicar onde parar umâ pro\xa. A solução escolhida para
este problema foi traduzir o significado do estado anterior para o presente, i.e.
adicionar à base de conhecimento para o tempo actual todas as regras existentes
no estado anterior que sejam coerentes oom o presente estado. Existe ainda uma
lista de eventos que contém as regras que não irão ser inseridas nos próximos
estados;
Issues em Aberto:
1. Negação explicita: Negação de um predicado. Não é uma operação suportada
pelo Mandara>r. Possíveis soluções poderia,m passar pela introdução de predicados
semânticos;
2. Variáveis ground,ed: Existem dois tipos de soluções: Prever esta situação no Jlups
ou introduzi-Ia no Mandara:r. A segunda está fora de contorto para este docu-
mento. A primeira poderia passar por detectar estas situações e, de algum modo,
obrigar a uma tipificação das variáveis. No enemplo acima, seria necessrário definir
previa,mente que o X é um agente e que se pode obter a lista de todos os agen-
tes conhecidos do sistema através do predicado " agent(X)". Deste modo, já seria
possível obter os agentes paxa os quais " bel(X,b)" é falso. Poderá ser interessante
prever uma extensão do lipo: " not(bel(X:agent, b))" .
7.8.1.4 ProaeVariables
Componentez com.palmeiro. ai.jlups. ProueVariables






Componentez um.palmeiro. ai.jlups. ProueVari,ables
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7.3.1.6 ProaeNAF
C omp onent e : corn. palme,iro . a,i. jlup s . P rou e N A F
Responsabilidades: Esta classe implementa a estratégia de prova para predicados que
contêm variáveis com Negation As Fai,lure (NAF). Soluciona o problema do fl,oun-
ilering pois todas as variáveis livres em predicados NAF sã,o tratadas;
Colaboradores: -
Notas: -
Issues: Esta solução apresenta "tempos de prova" altos associados ao crescimento de
uma base de conhecimento. O facto de ser uma solução completa, obriga à rea-
lizaqão de muitas provas a variáveis livres encontradas. Para mais detalhes con-
sultar o Capítulo 9 Testes, secção 9.1.
7.3.L.7 ProueNAFZ
Compone ntez um. palmeirc. ai. jlup s. Prcu eN A F 2
Responsabilidades: Esta classe implementa a estratégia de prova para predicados que
contêm variáveis com NAF. Ao contrrírio da anterior não soluciona o problema do
flounilering e usa um motor de inferência do Mandara:r alterado para lidar com
este tipo de prova. Fica a cargo do programador tratar o problema das variáveis





Componentez mm.palmeiro. ai,.jlups. VariableReplacement






Componentez com.palmeiro. ai.jlups. QueryResultD ata







Componentez am.palmeiro. ai.jlups. J LupsResultS et
Responsabilidades: Esta classe implementa a interface org.mandarat.kernel.ResultSet.
Fbrnece um mecanismo standarrd de trata,rnento do resultado de uma query;
Colaboradores: JlupsRule e VariablesFactory;
Notas: O método com a assinatura " public Object getResult(Vari,ableTerm term) throws
InferenceException" não se encontra implementado;
Issues: -
7.3.1.1-1 JLupsTi,merTask
Componentei corrt . palme'i,ro. a'i,.jlup s. J Lup s T'i,merTask
Responsabilidades: Esta classe extende a classe jaua.util.TimerTask e apresenta o
objectivo de invocar o método update de um objecto JLups, num determinado
intervalo de tempo, de forma a iniciar um novo estado e garantir a evolução do
sistema mesmo sem estímulos externosl
Colaboradores: Jlups;
Notas: A presente classe é fornecida como exemplo de uma possível utilização desta




Componentez um.palmeiro. ai.jlups. J LupsUxception





7.3.2 Package de Regras
O presente package contém duas interfaces e sete classes:
o Interface JLupsRuleUtil ;











Interface: com.palme,iro. ai.jlups.rules. J LupsRuleFactory
Descrição: Interface de utilização para construção de regras Jlups. Esta interface
implementa o padrão de desenho Factory Method, [Grag8, pp. 89-98], juntamente
com a respectiva implementação descrita na secção 7.3.2.5;
Serviços: Fornece a assinatura para as diferentes implementações para construção de
regras. O input deste método é uma regra LUPS em formato textual;
Protocolo: Não existem constra^ngimentos na ordem da"s operações;
Notas: -
Issues: Esta fábrica apresenta ainda um comporta,rrento limitado ao nível gramatical,
trabalhando apenas com regras simples.
Assinatura:
public interface JlupsRuleFactory {
public JLupsRuIe createRule (String rule) throws JlupsRuleErception ;
)
7.3.2.2 JLupsfuuleUtil
Interface: mm.palmeiro. ai,. jlups.rules. J LupsRuleUtil
Descrição: Interface que fornece um conjunto de funcionalidades sobre regras. É for-
necida uma implementação descrita na secção 7.3.2.4;
Serviços: Realiza substitui@es de variáveis; Tlansforma factos em queri,esl Nega regras;
Verifica negações e recupera o corpo de uma regra;




public interface JlupsRuleUtiJ. {
public ClauseSet perf o:mSubstitution(
JLupsRuIe ruIe,
Striag variable,
String value) thrors JlupsE:rceptioa ;
public Fact crêatê(lueryFact(Fact fact) throws JlupsException ;
public JlupsBule uegateBule(JlupeRule rule) throus JlupsBuleException;
public boolea:r isNegated(JlupeRule rule) throws JlupsBuleE:rception;





Componente: corn.palme'iro . ai,. jlups.ru,les. J LupsRule
Responsabilidades: Esta classe representa uma regra simples Jl,ups. Encapsula um






Componentez com.palmei,ro. ai.jlups.rales. JlupsRuleUti,llmpl





Componentez mm.palmeiro. ai.jlups.rules. J LupsRuleFactoryImpl
Responsabilidades: Fábrica de regras Jlups com base em regra LUPS;
Colaboradores: -
Notas: A presente classe reahza w parsing a uma regra LUPS e constrói uma regra
Mandara:r, encapsulando-a numa regra Jlups (wrapper). O procesw de parsing
está na presente versão limitado ao nível da complexidade das regras;
fssues:
7.3.2.6 Va,ri,ablesRactory
C o mponente : corn. palme'iro . a'i,. jlup s . ru,l e s . Vari able s Fact ory
Responsabilidades: Esta classe é responsávet pela criação de variáveis. É usada para
substituição de variáveis, em que cada uma apresente a forma de um caracter
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7.8.2.7 JLupsfuuleUaception
Componentet com.palmeiro. ai,.jlups.ru,les. J LupsRuleilxmpti,on
Responsabilidades: Esta classe representa uma extensão a uma excepção base, indi-





Component e: e.om.palmeiro. ai,.jlups. rules. J LupsfuuleErcepti,on






Compone ntez com.palmei,ro. ai.jlups.rales. Stri,ng Rt ncti,ons
Responsabilidades: Esta classe extende a classe acima descrita e implementa uma
função Mandarax para concatenações de Strings. Esta função pode ser usada em




7.3.3 Pockage de IO
O package de IO contém uma interface e dez classes:














Interface: mm.palmeiro. ai,.jlups.io. S aaeStrategy
Descriçáo: Classe abstracta para grava,ção de bases de conhecimento Jlups, implemen-
tando o padrão de desenho Stratqy [Gra98, p. 37L-3771. As respectivas imple
menta{oes encontra,m-se descritas nas secções 7.3.3.3, 7.3.3.41 7.3.3.5 e 7.3.3.6;
Serviços: Fornece a assinatura para a gravação de bases de conhecimento Jlups;




public abstract class Savestrategy {
public abstract void save(String path) throws Jtupsl0Exception;
)
7.3.3.2 Load,Shatqy
Componentez um.palmeiro. ai.jlups.i,o. LoailStrategy
Responsabilidades: Classe responsável pela leitura de bases de conhecimento Jlups,
implementando o padrão de desenho Strategy. As respectivas implementações





Componentez mm.palmeiro. ai,.jlups. io. Nati,aeSaae
Responsabilidades: Esta classe faz parte da implementaçã,o do padrão de desenho
Strategy cuja interface está definida na classe SaueStro,tegy. A estratégia desta
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7.3.3.4 RuleEMLSaae
Compone ntez com. palmeiro. ai. jlup s. i o. Rule E M L S aa e
Responsabilidades: Esta classe faz parte da implementação do padrão de desenho
Stratqy cuja interface está definida na classe SaueStrategy. A estratégia desta





Compone nte: um. palmei,ro. ai,. jlup s. io. Z K B S au e
Responsabilidades: Esta classe faa parte da implementação do padrão de desenho
Stro,tegy cuja interface está definida na classe SaaeStrategy. A estratégia desta





Compone ntez com. ymlmeiro. ai. jlup s. io. X K B S aa e
Responsabilidades: Esta classe faz parte da implementação do padrão de desenho
tmtegy cuja interface está definida na classe SaueStrateggr. A estratégia desta im-





Componentez mm.palmei,ro. ai.jlups.i,o. N atiaeLoail
Responsabilidades: Esta classe faz parte da implementação do padrão de desenho
Strategy cuja interface está definida na classe LoadStrategy. A estratégia desta







Compone nte: rcm. palmeirc. ai. jlup s. io. RuleÜ M L Load
Responsabilidades: Esta classe faz parte da implementação do padrão de desenho
Strategy cuja interface é definida na classe LoailStrategy. A estratégia desta imple-





Componentez com.palmeiro. ai,.jlups. i,o. ZK B Loail
Responsabilidades: Esta classe faa parte da implementação do padrão de desenho
Strategy cuja interface é definida na classe Load,Stratqg. A estratégia desta imple





Componentez am.palmeiro. ai.jlups.i,o. XK B Loail
Responsabilidades: Esta classe faa parte da implementação do padrão de desenho
Strategy cuja interface é definida na classe LoailStmtegg. A estratégia desta imple





Componente:, mm.palmeiro. ai.jlups. J Lupsl O Ercepti,on
Responsabilidades: Esta classe representa uma ortensão a uma excepção base, indi-
cando uma excepção ao nível de inputf output JLtps, nomeada,rnente na leitura e
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7.3.4 Paclcage de Configurações
O package de configurações contém uma interface e duas classes:




Interface: mm.palmeiro. ai.jlups. e,onfig. I D Factory
Descriçâo: Interface para geração de identificadores de bases de conhecimento Jlups;





public interface lDFactory {
public String generatelDo ;
)
7.3.4.2 JLupsConfig
Componentez com. palmeiro. ai.jlups. anfig. J LupsC onfig
Responsabilidades: Esta classe representa uma configuração residente no ficheiro prin-





Componentez com.palmeiro. ai,.jlups. config. ID FactoryImpl







7.3.5.1 Adição de uma nova Regra
Operação z boolean ffirrn ( J Lup s Rule rale ) throws J Lup s Exception
Descrição: Adiciona uma nova regra Jlups
Actores: Cliente do componente
Input: (JlupsRule) Uma regra Jlups
Output: (boolean) Retorna verdadeiro se a regra for inserida, ou falso caso contrrírio
Excepçõest (JLupsErception) É lançada uma excepção em caso de erro
Condições Iniciais: -
Condições Finais: Se as condi@es forem verdadeiras, adiciona-se uma norúa regra à
base de conhecimento. Se for um evento, esta regra só permanecerá por um estado.
Modelo de Interacçáo de Componentes:
As figuras 7.L2 e 7.13 descrevem os componentes e respectivas interac@es.
Figur a 7 .L2: Assert - Diagrama de Sequência.
7.3.5.2 Remoção de uma Regra
Operaçáo z boolnn retmct ( J Lup s Rule rale) throw s J Lup s Enceptàon
Descrição: Remove uma regra Jlups
Actores: Cliente do componente
Input: (JLupsRule) Uma regra Jlups
Output: (boolean) Se a regra for removida devolve verdadeira, caso contrário devolve
falso
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Figura 7.1,3: ProcessaÍnento de uma regra - Diagra,rna de Sequência.
Condições Finais: Se as condi@es forem verdadeiras, inserese a regra negada por
defeito à base de conhecimento. Se for um evento e esta regra existir, inserese
novamente no estaÀo t*2.
Modelo de Interacção de Componentes:






Figur a 7.L4: Retract Diagrama de Sequência.
7.3.5.3 Introdução de uma Lei
Operação: boolean alw ays ( J Lup sRule rule) throws J LupsUrcept'i,on
Descrição: Introduz uma regra permanente
Actores: Cliente do componente




Output: (boolean) Se a regra for armaaenada devolve verdadeiros, caso contrrírio de
volve falso.
Excepções: (Jlupsüxcepti,on) É hnçada uma excepção em caso de erro
Condições Iniciais: -
Condições Finais: Armazena-se a regra numa lista de leis. Doravante e por cada
upd,ate, se as condi@es forem verdadeiras adiciona.se a regra a cada novo estado.
Modelo de Interacção de Componentes:










Figura 7.L5: Always - Diagrama de Sequência.
7.3.5.4 Cancelamento de uma Lei
Operaçáo z boolean m,ncel ( J Lup s Rule rale ) throws J Lup s Erception
Descriçáo: Cancela uma regra perma,nente
Actores: Cliente do componente
Input: (JLupsfuule) Uma regra Jlups
Output: (boolean) Se a regra for armazenada na lista de cancelamento devolve verda-
deiro, caso contrário devolve falso. Anrálogo ao processo de introdução de leis.
Excepções: (JLups&rceptioQ É hnçada uma excepção em caso de erro
Condições Iniciais: -
Condições Finais: Armaaena-se a regra numa lista de cancelamentos. Doravante, paÍa
todos os novos estados, realiza-se uma filtragem à lista de leis com a presente lista.
Modelo de fnteracção de Componentes:
A fiSura 7.L6 descreve os componentes e respectivas interacções.
3"As per the geneml antract of the Cottection.odd, method,", como descrito noe javadocs da clâ,sse
jaua.uti,l.Li,st
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Figur a 7.L6: Cancel - Diagrama de Sequência.
7.3.5.5 Actualização
Operação: boolean update ( ) throws J Lups&rcept'ion
Descriçáo: Processo de actualização da base de conhecimento Jlups. Incrementa-se o
etado, criando uma nova base de conhecimento Mandarax. Calcula.se a diferença
entre a lista de leis e a lista de cancela,rrentos, e processaflr-se a^s regras que não
foram canceladas.
Actores: Cliente do componente
Input: -
Output: (aoid,)
Excepçõesz (JlupsErenption) É tançada uma excepção em caso de erro
Condições Iniciais: -
Condições Finais: Um novo estado Jlups com as leis vrálidas inseridas
Modelo de Interacção de Componentes:
A figura 7.17 descreve os componentes e respectivas interacções.




















7.3.5.6 Qu"ry ao Jlups
Operaçâoz ResultSet holds(JLupsRule rale, int state) throws JlupsException
Descrição: Consulta ao Jlups
Actores: Cliente do componente
Input: (JLupsRuIe) Uma regra Jlups e o estado desejadoa
Output: (ResultSet) Um ResultSet collr, o resultado da query ou um& lista de objectos
ResultSet, um índice por cada estado
Excepções z (JlupsÚrception) É hnçada uma excepção em caso de erro
Condições Iniciais: -
Condições Finais: -
Modelo de Interacção de Componentes:
As figuras 7.18 e 7.19 descrevem os componentes e respectivas interac@es.
ffi, Q, t8 '§, &'íups ltmstftosrhdueFasB ruleljtil [ ÍffersnÊetrÍúfie









Figura 7.18: Holds sem Estado - Diagrarna de Sequência.
7.3.5.7 Gravação da Base de Conhecimento
Operação: aoid saae(i,nt type, String path) throws JLups&rcept'i,on
Descriçâo: Gravação da base de conhecimento Jlups. A gravação consiste na geração
de um conjunto de ficheiros, nomeada,rrente um ficheiro principal (descrito abaixo),
um fidreiro correspondente do tipo NATIVE, e um ficheiro por cada estado de
acordo com o tipo definido - se diferente de NAIIVE.
























Figura 7.L9: Holds com Estado - Diagrama de Sequência.
Input: O tipo e um título para a base de conhecimento. O tipo pode variar entre
NATIVE, RULE-EML, XKB e ZKB
Output: (uoid)
Excepções z (Jlupsürcepti,on) É hnçada uma excepção em caso de erro
Condições Iniciais: -
Condições Finais: Uma base de conhecimento gravada para memória persistente
Modelo de Interacção de Componentes:
O ficheiro principal associado a cada gravação de uma base de conhecimento Jlups








<!-- kb id -->
<iÕ</id>














A figura 7.21 apresenta o schema XML de uma base de conhecimento Jlups, en-
quanto a figura 7.20 descreve os componentes e respectivas interac@es.
Figura 7.20: Save - Diagrama de Sequência.
Figura 7.21: Estrutura de um fiúeiro principal de uma base de conhecimento.
Caso o tipo de gravação escolhida tenha sido nativa, é ta,mbém gerado um outro fi-
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O conteúdo deste ficheiro resume-se a uma listagem dos comandos introduzidos.
7.3.5.8 Leitura de uma Base de Conhecimento
7.3.5.9 Descriçáo do Cenrírio
Operaçâoz uoid load(String file) throws JLupsUrenpti,on
Descrição: Camegamento de uma base de conhecimento Jlups. A leitura consiste na
interpretaçã,o de um ficheiro de entrada. Este ficheiro pode apresentar o formato
descrito na secção anterior, ou ser um ficheiro original LUPS5. Como primeiro
passo é interpretado o flcheiro principal no método loadKBConfi,g, construindo um
objecto JlupsConfig. A partir deste pode obter-se todos os detalhes da base de
conhecimento e caxregax cada estado para memória. Para esta tarefa são usadas
estratégias que escondem as vrírias implementações pâxa os vrários tipos diferentes
de formato.
Actores: Cliente do componente
Input: Um caminho paxa um ficheiro
Output: (aoi,d)
Excepçõesz (JLupsüxception) É hnçada uma excepção em caso de erro
Condições Iniciais: -
Condições Finais: Uma base de conhecimento carregada para memória
Modelo de Interacção de Componentes
A figura 7.22 descreve os componentes e respectivas interacções.
7.3.6 Mecanismos
Thatamento de Excepçôes
Todos os erros ou situações anómalas são tratadas por excepções. Estas excepçôes,
descritas em7.3.1..12,7.3.2.7 e 7.3.3.LL contêm uma mensagem indicadora da situação
de erro.
sExistem um elevado nível de redundância nesta situação, pois é possível ler a mesma base de co
nhecimento de duas formas, através do ficheiro nativo LUPS ou do ficheiro XML criado pelo Jlups,
sendo que este riltimo ta,mbém contém o fiúeiro nativo. Esta ausência fls dsfslminismo justifica-se por
questõe,s de compatibüdade com os ficheiros LUPS, sendo resolvida através de uma Shatqy.
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Figura7.22: Load - Diagrama de Sequência.
Logging
O mecanismo de loggi,ng é realizado através da classe jaua.uti,l.logging.Logger. Existe
ainda uma para,metizaqãa do nível de detalhe, que ajuda nã,o só o nível de debugging
mas também a avaliação de históricos e anrálise de resultados.
7.4 Vista de Execução
7.4.L Processos
7.4.1.1 Actualizações Dinâmicas
O processo de actualizações dinâmicas é fornecido através de duas operações - do com-
ponente Jlups. A primeira introduz am timer ao Jlups enquanto a segunda fornece
forma de ligar ou desligar o referido processo.
Operaçãol.: aoid setTimer ( Ti,merTask timer )
Descrição: Adiciona um timer ao Jlups. Apresenta a mesmâ funcionalidade de se
gundo construtor, tendo o objectivo de poder automatizar operações, analoga-
mente ao objecto JLupsTimerTaslç que em determinado espa,ço de tempo rcahza
6arJLXlí 6liulnF: nütotl ..
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uma operaçãa de upilate. Através desta operação é possível construir w timer por
medida, que automatize um determinado conjunto de opera@es definidas sobre o
Jlups.
Actores: Cliente do componente





Operação2: aoiil enableTimer(boolean timer)
Descriçáo: Permite ligar ou desligar o timer. Se este atributo não tiver definido o
método irá apresentar qualquer resultado.
Actores: Cliente do componente






O exemplo do ti,mer fornecido nesta implementação, a classe JLupsTimerTaslc, está,
descrita abaixo no diagrama de sequência da frgara7.23.
rUnü§r-rid
Figur a 7.23: Processo JlupsTimerTask - Diagrama de Sequência.
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7.5. Vi,sta de Instalaçõ,o
7.5 Vista de Instalação
7.5.L Estrutura de Componentes
O componente Jlups é distribuído no formato standard para aplicaçõu deslctop, encap
sulado num ficheiro jlups.jar.
Este componente foi desenvolvido com plata,forma Java SE 5, apresentando como
requisito mínimo de uso a versão referida da linguagem Java e uma dependência.
A única dependência é para o projecto Mandarax6, que é uma bibliot@a open sourte
para dedução de regras, fornecendo uma estrutura paxa definir, gerir e realizar inferências
sobre bases de conhecimento. É ainda uma implementação Java pura de w nrle engi,ne
que suporta múltiplos tipos de factos e regras baseadas em reflexão, bases de dados,
EJB, entre outros. Ta,rrrMm fornece um motor de inferência Java FJF,7 comptionú usando
baclamrd chaini,ng. A versão usada nesta release é a 3.4.
O Jlups encontra-se ta release cand,id,ate 9 versã,o 1.0 (jlups-1.Grcg).
Figura7.24: Jlups - Diagrama de Componentes
7.6 Vista de Implementação
7.6.L Estrutura de Classes
As classes descritas nas vistas anteriores estão representadas no diagra,ma de classes das
figuras 7.25, 7.26, 7.27 e 7.28. Qualquer dqsenvolvimento que se efectue posteriormente
deve respeitar a lógica de packages usados, adicionando novos packages se necessário.
7.6.2 Regras de Implementação
Devem ser seguidas as regras definidas no Capítulo 6, secção 6.7.5 Regras de Imple
mentação. Cada classe deve ainda apresentar o cabeçalho seguido de nome do packoge,




* Copyright (C) 2OO4 José Palneiro (jpalmeiro@gnai1. com)
*
* Ihis program is free software; you can redistribute it and/or
{c nodify it under the terms of the GNU General Public License
* as published by the Free Software Foundation; either version 2
* of the License, or (at your option) any later vêrsion.
*
,F This progran is distributed in the hope that it lri11 be useful,
* but t'IIfiI0UT ANY trtlARRANTY; without even the inplied ríarranty of
* MERCHANTABILITY or FITNESS FOR A PARTICULAR P[RP0SE. See the
* GNU General Public License for more details.
6 Consultar http : I I mandarax.sourceforge. net/
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comu
+JLrps0onfrg
Figur a 7 .25: P ackage con'L.palme'i,ro. a'i.jlups Diagrarla de Classes.





















Figura 7.27: Package mm.palmeiro.ai,.jlups.w,les - Diagra,rra de Classes.
* You should have rêceived a copy of the GNU General Public License
,r along trith this program; if not , write to the Free Sof tware
* Foundation, hrc., 59 Tenple Place
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Figura 7.28: Package com.palmeiro.ai.jlups.confrg - Diagrarna de Classes.
*/
package com.palmeiro. ai. jlups. . . I
inport . .. I
/**
* Breve descrição dae funcionalidades e objectivos da classe
*
* 6author Copyright : jpa'lnsfu.6
* 0author Created by : jp:]n6i1'6
* @author Authored by : $Author: Jose palneiro $
* Overaion Revision : $Revision: 1.1 $ $Date: 2OO4/LL/19 01:17:rt4 $*/
7.7 Resurno
O Capítulo 8, secção 8.4, resume o cornponente Jlups.
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Nos três capítulos anteriores foi apresentado o detalhe de uma arquitectura de agentes -
Susy. Explorada num contexto de Informati,on Retri,euol (IR), esta pesquisa foca'se no
uso de tecnologia de agentes em aplica@es de âmbito empresarial. A solução propõe o uso
do padrão MVC com a carnada model orientada a agentes. Alguns agentes mantêm bases
de conhecimento modeladas em DLP, enquanto outros são parte integrante de uma SOA.
Ao longo deste capítulo ir-se-ão resumir os pontos mais importantes da arquitectura
proposta, a um nível bastante alto, apresentado a suas características, componentes e
fluxos 6sis significativos.
8.1 Introdução
A solução proposta explora um sistema de IR genérico úa,mado Susyl. Este sistema
está disponível sob a forma de uma aplicação web am dois tipos de utilizadores, um
utilizador normal e um administrador. Cada utilizador registado no sistema dispõe de
um agente passoal que «)operando com outros agentes irá participar na recuperação e
refinamento da informação pedida.
A presente relmse contém os seguintes casos de uso:
o Autenticação: Autenticaçã,o de um utilizador no sistemal
o Pesquisa: O caso de uso mais significativo com três tipo de pesquisa: Pesquisa
Simples; Pesquisa Automatizada com assimilação directa de conhecimento; e Pes-
quisa Interactiva onde o utilizador selecciona o conhecimento que o seu agente irá
adquirir, apresentando um papel pedagógico;
o Sumarização: Sistema de sumarização de documentosl
o Gestão de Crenças: Um utilizador pode adicionar e remover crenças, interagindo
directamente com o seu agentel
o Administraçãa2: Um administrador pode interagir com o sistema através da al-
teração das base de conhecimento de cada agente;
o Mensagens: O sistema armazena e permite a consulta de mensagens provenientes
de agentes de serviços.
lNotese que o foco desta dissertação é na arquitectura da solução e não na exploração e avaliação
de nm sistema de IR.
2Em fase de testes.
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A plata"forma Susy, para além de um sistema simples de IR, é um aplicação de
software complexa e dividida em várias ca,rradas de abstracção, sendo composta por
vrírios estilos arquitecturais (ver figura 6.1):
o Web-layer: Uma aplicação ueá implementada com a Java EE3 fornecendo e con-
trolando o acesso e navegação no sistema;
o Agents-layer: TJm MAS implementado com a JADE4, que controla o sistema e as
intenções dos agentes, representando a lógica de negócio do sistema;
o Knowled,ge Representati,on-lager: Uma ca,mada baseada em LUPS5 que modela o
conhecimento e lógica interna de alguns agentes.
As camadas acima referidas estão descritas nas secções 8.2, 8.3 and 8.4, respectiva-
mente. A secção 8.5 apresenta ainda a vista de deplogment dos diversos componentes
que compõem a plataforma.
8.2 Arquitectura Web
A primeira camada é uma clíssica aplicação ueb desenvolvida com a Java EE (ver
diagrama de deployment na flgure 8.4), actuando como ponto de entrada no sistema.
Foi usada uma aprorimação Mod,el2, exemplificada na figura 6.2 e 8.1. Uma ar-
quitectura Model 2 ilo:fiodrz a noção de um controlador (através de serulets) entre o
browser e as páginas finais. Este modelo arquitectural é um boa prática para aplicações
interactivas e promove a utilização do padrão de desenho MVC (ver secção 6.4.2.L Moilel
View Controller), para separar as diferentes ca,rnadas do sistema. Como o nome indica,
este padrão considera três ca,rradas.
Figura 8.1: Plataforma Susy - MVC e MAS
O controlador centraliza a lógica de recepção de pedidos e de entrega de respostas
baseado no URL de pedido, nos parâmetros de i,nput e no estado da aplicação. Esta
camada controladora tamMm é responsável pela selecção das páginas a visualizar, o
que sepa,ra as JSPs e serulets em duas camadas distintas. As aplicações baseadas numa
arquitectura Mod,el2 apresenta,rr um nível de manutenção reduzido e são mais fríceis
de evoluir, pois não existem referências directas entre "üstas". A camada controladora
fornece ainda um ponto único de controlo pa,ra segurança, logging e encapsulamento de
dados de entrada de forma utilizável por um modelo back-end baseado em MVC. Por
3 http : / f java.sun. com/j avaeeahttp 
: f /j ade.tilab . com
5 ht t p : / / centria. di. fct . un[. pt / 
- jj" / up dates /
Ã .. ...1 . :.'
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estas razões, este tipo de arquitectura é recomendado para a maior parte das aplica,ções
interactivas, como é um caso de uma aplicaqãa web.
A ca,mada moilel representa toda a informação sobre o domínio de negócio. É ,r*a
camada não visual contendo todos os dados e comporta,rrentos não usados pela inter-
face do utilizador. Em vez desta ca,mada ser implementada com simples classes de
negócio, a presente solução propõe uma implementação orientada a agentes (ver figura
8.1). Este tipo de solução, à parte do dinamismo implícito dos agentes, apresenta diver-
sas características interessantes e aplicáveis noutros paradigmas, tornandea larga,mente
reutilizável e integrável. Note-se que este núcleo bem definido pode ser integrado num
ESB, sendo elevado a uma SOA.
A ca,mada ui,ew apreenta a model na interface do utilizador. A aiew apena"s apresenta
informação, delegando à controller o trata,rnento das altera{oes de informação.
A camada controller recebe o i,nput do utilizador, manipula a mod,el, e faa com que a
uiew *, actualize de forma apropriada. Desta forma a interface do utilizador é uma com-
binação ettre ui,ew e e,ontroller. Através do componente AgentServices (ver secção 8.3.4)
a ca,mada enntroller não conhece detalhes sobre a implementação usada pela model, e*
tando o acesso a todos os agentes do sistema encapsulados nesta ca,mada intermédia (ver
figura 8.3). Este componente gara,nte um nível de desacopla,rrento elevado no sistema.
Esta separação em camadas apresenta um conjunto de vantagens alargadas e é uma
das heurísticas funda,rrentais no bom desenho de software. Note-se que a alteração da
ca,mada de negócio seria uma tarefa trivial, assim como é possível desenvolver múltiplas
ca,madas de apresentação com a reutilização da ca,mada model. Apena"s se teria que
respeitar a interface do componente AgentServices usada na mntrcller paÍa enviar o
input para a model, e receber desta o output reenviandeo para, a uiew.
Em suma, quando wa seralet (ançaa Struts) recebe o pedido do utilizador, envia.
o paÍa o UA e aguarda a sua resposta. Quando esta chega será redireccionada para
uma JSP responsável por "renderizar" uma páglna HTML com conteúdos dinâ,rrricos. O
UA usa o motor de regras Jlups programado para suportar alguns conceitos de uma
arquitectura BDI em DLP. O motor de regras e exemplos de utilização estão descritos
na secção 8.4.2 e 8.4.3, respectivamente.
Ao nível de segurança a aplicação usa autenticaçã,o baseada em renlms, implementada
através de JAAS. Com este tipo de solução é garantido um tipo de autenticryãa plug-
gable, ficando o ódigo de negócio independente das particularidades de segurança. A
autorização é baseadas em roles através da especificação de Jaaa Serulet 2,1, quie define
a forma de estabelecer regras de controlo de acesso para restringir utilizadores aos vários
recursos Java EE. Dois perfis de utilizadores fora,m criados e cada um está mapeado para
tm role Java EE, sendo que cada rcle tem acesso a um conjunto de recursos.
8.3 Arquitectura de Agentes
A arquitectura de agentes foi construída através de um modelo de três ca^rnadas [CAC04,
pp. 67-68]. As funcionalidades de cada camada podem ser re.sumidas da seguinte forma:
o Utilizador ---+ Interacção com o Sistema. Esta ca,mada é responsável pela
interacção «)m os utilizadores. Estes agentes (Agente do Utilizador ou Agentes
de Interface) podem usar técnicas diferentes, tal como aprendizagem, comunicação
entre utilizador e sistema.
o Agentes do Utilizador ---+ Agentes de Tarefas. Ca,mada que contém um
conjunto de agentes especializados com um objectivo bem definido. Normalmente
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são cha,rnados de Task Agents embora sejam referidos por Miild,le Agents, Execution
Agents, Planni,ng ot Leam,'i,ng Agents noutras arquitecturas.
o Agentes Intermédios --+ Agentes Web. Esta camada engloba agentes que
fornecem serviços, nomeadamente Agentes Web, SoftBots, Crawlers, entre outros
que se especializam em recupera,ção e filtragem de informação da web, oa de outro
repositório de dados.
De acordo com as camadas acima descritas a arquitectura de agentes (ver figura
8.2) foi composta por um conjunto de agentm por cada camada. Todos estes agentes
colaboram com o objectivo de satisfazer os pedidos dos utilizadores.
8.3.L Camada de Interacção com o Sistema
Esta camada contém um conjunto de agentes dedicados por exclusivo aos seus utiliza-
dores.
Nela residem os agentes pessoais, um por cada utilizador no sistema. Este tipo de
agente apresenta um comportamento particular que lhe permite aprender e evoluir no
tempo. Quando "acorda", todos os factos aprendidos são disponibilizados - depois do
carrega,rrento da sua base de conhecimento. Após ser suspendido, toda a informação
recolhida é armazenada para a próxima interacção.
Este agentes mantêm ainda um comporta,mento similar a uma modelo BDI, onde
gerem as suas crenças, controlam os seus desejos e executam a^s suas inten@es. Estes
agentes aprendem directamente através do seu utilizador ou através de outro agentes
presentes no sistema. Por cada interacção, o agente verifica se existem novas intenções
(derivadas de regras) para esse período no tempo. A sua base de conhecimento actualiza.
se dinamica,rnente através do auxflio de um temporizador, resultando em possíveis novâs
intenções inferidas das suas regra,s.
As suas intenções são baseada.s em pedidos do seu utilizador, portanto as regras de
actualização da base de conhecimento são responsáveis pela gestão das intenções. Neste
tipo de ambiente, o componente Jlups (ver secção 8.4.2) forneceu a estes agentes a
capacidade de crescimento, evolução, adaptabilidade ao ambiente e a,o utilizador.
Cada um destes agentes, ott User Agent (UA), manifesta as seguintes características:
o Aprendizagem e adaptabilidade, no sentido em que aprendem através da interacção
com o utilizador e melhora,m o seu comportamentol
o Autonomia, pois podem escolher vrírios fluxos de execução para satisfazer os pedi-
dos do utilizador;
o Cooperação, devido ao dirílogo constante com outros agentes, principalmente serviços;
o Proactividade, pois informam o utilizador de novos resultados e mensagens, pG
dendo eventualmente detectar intenções sem estímulos externo do utilizador;
o Continuidade Temporal, preservando o conhecimento adquirido em interacções an-
teriores.
Esta camada contém ainda os agentes que residem no ambiente mais próximo ao
cliente (por exemplo, uma applet, uma sessão web, entre outros) que servem como canal
de comunicação para a plataforma, e pa,ra os respectivos agentes principais do utilizador
- implementando o padrão de desenho ProW - herdando assim o nome de Prory Agent
(PA). Este tipo de agente está encapsulado no módulo AgentServices sendo o mais sim-
ples da plata,forma, apena,s mostrando indícios primrários de comunicação, cooperaÇfo, e
pura reactividade. Tal como o UA, existe um PA por utilizador.
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Figura 8.2: Architectura de Agentes.
8.3.2 Middle Layer
A ca,rrrada intermédia (Middle Agents, Task Agents, entre outros) é composta pelos
agentes de controlo. Nesta camada residem agentes rinicos em todo o sistema que o
controlam e o mantêm coerente.
O Nanny Agent (NA) controla o ciclo de vida de todos os agentes que fornecem
serviços. Pode relançá-los, terminrillos em caso de erro ou ausência de resposta, re-
gistrillos no Dirertory Faci,litator se necessário, gerindo ta,mbém o logging do estado da
plataforma. Como se foca apenss no controlo de qualidade do sistema pode ser ústo
como um mediador da plata,forma. Contém um comporta,mento thread,eil que o permite
controlar todos os serviços do sistema.
O NA manifesta as seguintes características:
o Autonomia, controlando o seu ciclo de vida;
o Comunicação com todos os agentes de serviço;
o Reactividade, pois executa tarefas se detectar determinados estímulos, como a
morte de um serviço/agente.
Existe ainda um outro agente que controla o lançamento dos agentes na ca,mada fron-
tal, sendo nomeado do Controller Agent (CA). Por cada utilizador que entre no sistema
o CA verifica se o UA respectivo já está presente no sistema e lança'o em caso negar
tivo. Quando o utilizador sai do sistema o UA é hibernado e mantido num repositório
pa,ra uso posterior, de forma a que todo o conhecimento adquirido seja preservado. O
CA apresenta-se como um agente simples manifestando autonomia e um nível baixo de
reactividade.
8.3.3 Services Layer
A ca^rrrada de serviços contém três agentes web. O primeiro é o Searc,h Agent (SA) que
é responsável pela pesquisa de expressões ou palawas na web. Recebe um pedido de
qualquer agente (normalmente um UA), pesquisa ra web (neste caso através do web
serrice disponibilizado pela Google) e devolve resultados. E possível especializar este
155
Capítulo 8. Resumo Arqui,tectural
agente num outro contexto ou domínio particular, através da adição dinâmica de um novo
comportamento6. A presente implementação é simples e apresenta-se como uma prova
de conceito, deixa^ndo espaço para estudos posteriores com especialização de contexto.
O segundo serviço é fornecido peLo Document Summarization Agent (DSA) que é
responsável pela sumarização de documento, recebendo pedidos de outros agentes para
sumarizar determinados documentos. Apresenta-se como wa laçade paxa o componente
Sue [Pal03]. Este componente é um sistema Java de sumarização documentos, pura,rrente
extractivo e baseado no algoritmo descrito em [PRN02] IPRN03]. É composto por di-
versos módulos especializados na segmentação, stemming, eliminação de stop words e
ranlcing (através do algoritmo TF-ISF ou por keyword,s). Este agente recebe um docu-
mento numa mensagem XML e retorna o gist e o sumrário associado. Com este gist é
possível refi.nar resultados com o auxflio de outros agentes. Contém ainda :uma façade
WSDL que o transforma nttm web serui,ce. Esta característica eleva a presente arquitec-
tura a uma SOA moderna e viabiliza a integraçã,o deste sistema numa plata^forma mais
vàsta, como um ESB.
O terceiro e último agente é o Grammatical Agenú (GA) que contém uma base
de conhecimento a nível gramatical, conhecendo definições, sinónimos, hiperónimos,
hipónimos, entre outras. Recebe umâ expressão ou palavra como pedido e devolve um
conjunto de relações gra,rnaticais como resultado, de forma a refinar de informação. Tat
como os resta,ntes agentes web, mantém um comportamento genérico e independente do
contexto. A presente implementação usa a plata,forma WordNetT como base de dados
lexical püa a língua inglesa.
Todos os agentes web, o'l agentes de sérviços, à parte do comportamento principal
mantêm ainda um comportamento de hearbent interpretado pelo NA. É através deste
hearbe.at enviado por cada agente que o NA controla e mantém a estabilidade da plata-
forma.
Os comporta,rrentos principais dos agentes (pesquisas, apoio gra,matical e suma.
úzagãa) apresentam-se como wrÍrppers, pois delega^rn a implementação das suas fun-
cionalidades a serviços da camada de negócio (contidos no módulo susycore, ver figura
8.4). Este nível de indirecção torna a arquitectura mais flexível e escalável, assim como
aumenta o nível de reutilização dos diversos componentes do sistema.
8.3.4 AgentServices
O módulo AgentServices (agentservicesjar na figura 8.4) foi construído com o objectivo
de encapsular a tecnologia JADE e o seu mntainer de agentes da aplicação taeô. Este
módulo fornece um componente para iniciar, reiniciar e desligar o container; um compG
nente para la,nçamento, pesquisa e recuperação de agentes, assim como o seu registo do
Directory Faci,litator. Todas as operações sobre agentes existentes na plata,forma estão
contidas neste módulo.
O container JADE é iniciado através deste módulo, invocado por :uma seralet r*
ponsável pela inicializ4áo da plata^forma. Toda a comunica4ã,o entre acções Struts
(seralets) e agentes é também feita através de serviços presentes neste módulo. Esta
aproximação permitiu que o código de controlo (ca,rnada controller) permanecesse inde
pendente da tecnologia de agentes usada, viabilizando a alteração da API de agentes por
uma outra compatível com a,s normas FIPA.
Em suma, este módulo pode ser visto como tm prory entre a ca^rnada ennholler e a
camada model, presentes no padrã,o MVC (ver figura 8.3).
6JADE behaviour.
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Figura 8.3: Susy, Vista Arquitectural.
8.4 Representação de Conhecimento
Os agentes pessoais dos utilizadores (UA) são os mais complexos e avançados no sistema.
Usam a representação dinâ,rnica de conhecimento paxa modelar o seu compoúa,mento e
estado. Atraves da DLP aprendem e evoluem no tempo. Cada acção do UA e a toda a
sua lógica interna está modelada com esta tecnologia.
8.4.1 Dynamic l{nowldge Reprr-,sentation
Um dos principais requisitos do formalismo usado para representar conhecimento é a
capacidade de tratar e representa,r a sua evolução.
A DLP foi proposta por [ALP+98] como uma possível solução a este requisito evolu-
tivo, e define como uma base de conhecimento pode ser actualizada por outra, obtendo
uma nola base de conhecimento.
Especificamente, dada uma base de conhecimento original KB e uma outra de ac-
tualização KBt, é possível obter uma nova base de conhecimento actualizaÀa KB" :
KBAKBT que contém as actualizaçõq de KB por .KBt. De forma a criar um siglificado
declarativo claro e facilmente verificável à actualizaçaa KB@ KB', oriste em [ALP+98]
uma caracterizaçãa semântica completa da base de conhecimento actualizada KB@KB|.
Para mais detalhes consultar Capítulo 3.
8.4.2 Jlups
O Jlups é um motor de regras Java para actualiza,ções de conhecimento. Inspirado na
linguagem LUPS [APP99b] [APP+99a] [ALP+98], o Jlups é um projecto que simula o
comporta,rrento LUPS num paradigma diferente. Pode ser visto como um subconjunto
da linguagem LUPS totalmente implementado na linguagem Java.
A LUPS como descrita acima, é uma linguagem declarativa para actualizações de
conhecimento, que descreve transições entre estados de conhecimento consecutivos. É
fornecida uma implementação em XSB-ProIog, no entanto como a interface XSB-Prolog
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quada para adopção na arquitectura da presente tese. Por este motivo o componente
Jlups foi desenhado para simular o comportamento e algoritmos da linguagem LUPS,
na plataforma Java.
O Jlups contém associado uma interface de adaptadores de inputf output qrelhe
permite interagir com diferentes plata"formas e linguagens. E fornecido um adaptador
para interpretar a sintaxe das regras LUPS8, permitindo o carregarnento que uma base
de conhecimento LUPS possa ser importada e exportada. O Jlups é ainda compatível
e,om Rule Markup Langaage (RuleML)e através de um adaptador fornecido.
O núcleo deste componente é baseado em Mandarar.l0, que é uma biblioteca Java
open sour\ce paxa dedução de regras. A Mandarax fornece uma infraestrutura para
definir, gerir e consultar regra,s e conhecimento. O facto de esta biblioteca ser baseada
em backward, reosoning torna-a coerente com a implementação base em XSB-ProIog, que
usa o mesmo tipo de re,asoning.
Este componente pode ser facilmente integrado com qualquer cliente Java, como
wa sertleú, um Agente, um EJB, uma Applet, entre outros. Na presente tese foi usado
como base de conhecimento evolutiva dos agentes dos utilizadores (UA), fornecendo
um comportamento baseado numa arquitectura BDI. Cada UA dispõe da sua base de
conhecimento Jlups, que evolui no tempo, permitindo gerir crenças e detectar inten@s.
Para mais detalhes na arquitectura deste componente consultar Capítulo 7 e [PQ05].
8.4.3 Comportamento de Agentes
O comportamento dos agentes irá ser descrito através de simples exemplos codificados
com regras LUPS e armazenados num repositório Jlups. É importante referir que os
agentes usiln um componente paxa gestão de crenças e intenções que lhes oculta a noção
de regras. Os exemplos que se descrevem abaixo omitem este componente dando a noção
da existência de um canal directo entre agentes e Jlups. Da mesma forma é omitida
a ca,mada de controlo (seralets) e a carnada AgentServie,es - proay entre o controller e
model. Do ponto de üsta arquitectural omitem-se estes fluxos para beneficiar o ponto
de vista descritivo. Para um detalhe completo neste tipo de fluxo consultar o Capítulo
6, secção 6.4 Vista Lógica.
8.4.3.1 Pesquisa Automatizad,a T
Imagine que um utilizador do sistema deseja procura,r informação sobre "mars". Depois
de entrar no sistema e com o UA preparado pa,ra receber e tratar pedidos, o utilizador
submete o form de pesquisa com o conteúdo especificado. Ao receber este pedido o UA
processa-o através da aplicação da lei (8.1) que refere que cada pedido do utilizador é
mapeado directamente para uma intenção do UA.
alu ay s (i,nt,(uo, seo,r ch (P) ) )
when (r equest(us er, P))
holds i,nt(ua 1 s ee,r ch(P))
8A presente versão do Jlups encontra-se ainda limitada na interpretaçâo de regras complexas.
e http: //www.rulerrl.org
1 0 http : //mandarax.sourceforge. net
(8.1)
Portanto, quando o UA consulta as inten@es existentes na sua base de conhecimento
(8.2) detecta uma consulta ao termo "ma,rs":
(8.2)
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O UA recupera esta intenção e por reflexão invoca o método senrvh com os paramêtros
encontrados na variável P (neste caso P:['mars"]). O método de pesquisa envia uma
mensagem ACL com a perfonnatiue "REQUEST" ao SA. O SA invoca o Google e
retorna um conjunto de re.sultados parâ o UA com uma mensagem ACL de performatiue
"INFORM". Se algo correu mal, é usada a performati,ae "EXCE,PTION" dando origem
a um trata,mento do erro.
Quando o UA receber a informação proveniente do SA, irá armazená-la para ser
posteriormente apresentada ao utilizador, finalizando a primeira fase deste fluxo.
A segunda fase começa após ser detectada a primeira intenção, através da regra (8.3),
que refere que se há uma nova intenção de pesquisa e não se conhecem sinónimos para
"ma,rs" então pedese apoio ao G411. Um mecanismo de reflexão análogo ao anterior é
usado, resultando na recepção de uma mensagem com pedido de informação sobre P,
por parte do GA.
aluay s (i,nt(uo,, gr a*(P)))
when (i,nt(u, sear ch(P),
not bel(ua) sAnonyrn(P, Q»)
alusays (i,nt(uo,, seo,rch(" P8"» F
i,nt(ro, search(P)),
bel (ua ) sy nony rn (P, q))
alutays (i,nt(uo,) seo,rch(" PQ,'» +-
i,nt(ro, seo,rch(P)),
bel (ua 1 synonyrn(Q, P)))
(8.3)
O GA usa então o WbrdNet para satisfazer o pedido do UA. Recupera uma lista de
sinónimos (ou hiperónimos e hipónimos) e enüa-a de volta para o UA. Este por confiar
incondicionalmente no GA, irá armazenar cada relação gramatical recebida na forma da
regra (8.4).
assert (bel(ua,synonym(mars,r(nnan god,))) (8.4)
Ao mesmo tempo que o UA receber informação do GA, irá ta,mbém pedir ajuda
ao SA na pesquisa de informação sobre os dados iniciais concatenados com os novos
resultados vindos do GA - através das regras (8.5) e (8.6)
(8.5)
(8.6)
Quando o SA informa o UA oom novo.s resultados estes irão ser adicionados à lista
de resultados já existente na primeira fase, e enviados para visualizaqfu do utilizador.
Como descrito acima, o processo é realizado em duas fases. A primeira inicia-se
aquando do pedido do utilizador e termina numa pesqúsa simples. A segunda fase
descreve um refina,mento gra,matical e o uso de crenças para enriquecer resultados. Cada
uma destas fases corresponde a um estado na base de conhecimento.
11Note-se que se existisse conhecimento prévio sobre a variável em causa não iria ser pedido apoio ao
GA.
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8.4.3.2 Pesquisa Automatizada II
O utilizador irá neste exemplo pedir informação sobre "roman god". Ao submeter o
pedido o UA irá detectar duas intenções derivadas do uso das regras (8.1) e (8.6). A
consulta de inten@es (8.2) irá retornar dois valores p : ["roman god"] and p : f'roman
god mars"]. O segundo valor é derivado da regra (8.6) que obriga a uma pesquisa sobre
P e Q se o utilizador pediu informações sobre P, sendo P um sinónimo de Q.
O UA irá posteriormente pedir a colaboraçã,o do SA para duas pesquisas, usando as
crenças aprendidas anteriormente e evitando agora o uso do GA. Doravante, quando seja
pedida informação sobre "roman god" a resposta do UA irá ser rápida e precisa com o
uso de crença"s.
Note-se que a qualidade desta resposta é mais interessante que a do exemplo an-
terior, pois através do uso da regra (8.3) o UA12 irá pedir apoio ao GA para relações
gramaticais sobre a expressão "romaÍr god". Dos diversos resultados possíveis assumese
que "immortal" é retornado ao UA sendo assimilada como mais uma crença (8.7). Esta
nova crença irá resultar numa nova pesquisa para os valores "romaÍr god immortal".
assert (bel(gram,synonym(rotnan god,immortal))) (8.7)
Através deste fluxo simples existe agora uma relação entre diversas expressões repre-
sentada na base de conhecimento do UA (8.8).
bel (ua ) sA nonyrn(mar s 7 r orrlan g od))
bel (ua 7 sA nony rn(r oman g od,'i,mmortal))
(8.8)
Doravante qualquer pesquisa sobre "roman god" irá sempre retornar três resultados
sobre as seguintes expressões:
o 51: "roman god";
o 52: "roman god immortal" I
. 53: "roman god mars'7 I
Notese que os exemplos acima descritos não faaem distinção entre sinónimos, hi-
perónimos e hipónimos. São exemplo meramente ilustrativos com o objectivo de clarifi-
cax os fluxos existentes. É ,iod, importante referir que qualquer outra relação gra,matical
pode ser usada (p.e. antónimos). Na presente release a plata^forma envia informação
sobre três relaçõe gra,maticais arrteriormente descritas.
É importante referir que as pesquisas web sfu auxiliadas com funcionalidades de auto-
complete, através da tecnologia AJAX. Por cada letra inserida pelo utilizador na página
de pesquisa, serão consultadas âs crenças do agente e se existir uma correspondência
entre palavra e crenças existentes, estas serão apresentadas no browser como sugestão
de autocnmplete. Para mais detalhe consultar Capítulo 6, secção 6.4.7.4.
8.5 Deployment
Esta secção descreve de forma resumida a vista de deployment, mostrando a distribuição
física dos diversos componentês que integram a plata,forma Susy (ver diagrama de de-
plogment na figura 8.4).
12O UA nesta fase não tem nenhum.a crença do tipo bel(roman Sod,A).Apresenta sim uma crença
bel(mars,ruman god) o que faa com que a regra (8.3) seja vríüda.
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o sus5rweb.wâ,r: a aplicação web cnr;rter;rto a ca,rr.ada mntroller e uiewl
o susyagentsjar: contém os agentes JADE e os seus comportamentosl
o susycorejar: toda a camada de negócio da aplicação está contida neste módulo,
p.e. serviços usados pelos agentes;
o susJrsecurity.jar: contém o realm de segurança da aplicaçãa web;
o agentservices.jar: contém serüços e classes utilitrárias sobre agentes;
o jlupsjar: motor de regras com tecnologia DLP;
o suejar: sistema de sumarização de documentos.




















O presente capítulo analisa o desempenho dos módulos integrantes da arquitectura, assim
como os componentes e agentes considerados mais significativos.
9.L Jlups
O Jlups foi submetido a uma bateria de testes unitr{rios, testes de integração e testes
sistema. Nestes úItimos forarn ainda realizados testes de desempenho de forma a que a
qualidade de funciona,mento do componente seja interpretável.
9.1.1 Testes Unitrírios
O Jlups foi submetido a um conjunto de testes unitrírios fornecidos junta,mente com o
seu código. Neste teste.s fora,m avaliados todos os componentes principais, tais como a
fábrica de regras responsável pela criação de regras Jlups - a partir de regras LUPS - e
a implementação fornecida do Jlups.
Os primeiros testes efectuados sobre a fábrica de regras evidenciarn uma notória
falta de "intuitividade" na criação das mesmas. A presente versão desta fábrica, que
implementa uma interface bem definida, recorre ao uso de uma orpressão regular para
parsing das regras LUPS. A expressão regular, apesar da sua simplicidade mantém
algumas limitações ao nível gra,matical, não conseguindo esconder problemas artuais
e futuros. Apresenta constrangimentos em pequenos detalhes, oomo por exemplo no
número de espaços que sepaxam alguns caracteres na regra, assim como não realiza o
parsi,ng de regras complexas. No entanto esta última limitação é um efeito secundrário da
presente versão e não da presente fábrica, pois a versão inicial do Jlups foi desenhada
para trabalhax apena.s com regras simples. Como resultado final, este componente é uma
soluçã,o simples para um problema complexo, e com determinados cuidados oonsegue
fornecer alguma qualidade de serviço.
Os testes realizados à implementação fornecida para a interface Jlups, ao nível
unitário, fora,m desenvolvidos através da inserção de todos os tipos de regras na base
de conhecimento, e da verificação de resultados. Desta forma foi igualmente testada a
fábrica de regras acima descrita.
9.L.2 Testes de Integração e Sistema
Os testes de integraçfu rcaltzados à implementação do Jlups fora;n mais complexos, e
fora,rn igualmente usados testes JUnitl para a, sua realização. Para testar e provar o
lDisponíveis na rele,ase actual.
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correcto funciona,rnento da base de conhecimento Jlups foram usados dois progra,rnas
LUPS:
o Programa " ex2.p"2;
o Programa "ex3.p"3.
Parte dos testes sistema foram realizados através do exemplo 2, enquanto a outra
parte foi realizada num a,mbiente final da plataforma Susy, onde o Jlups foi usado pelos
agentes dos utilizadores (UAs) para aÍmazenar e gerir conhecimento. Neste tipo de teste
focam-se os valores comportamentais do Jlups e foca,rr-se também os diversos tipos de
provas incidindo nos diversos tipos de regras com cláusulas when.
g.L.z.L Testes com Exemplos LUPS (ex2)
O Jlups foi testado exaustivamente através de um programa LUPS, exemplo 2 acíma
identificado. A figura 9.L e 9.2 apresenta,m os tempos de cada operação realizada. Exis-
tem dez iterações que indicam que o exemplo 2 foi camegado dez vez,es consecutivas, i.e.
sem usar o comando clear. Com este fluxo é possível analisar-se o crescimento tempo-
ral das opera,ções numa base de conhecimento Jlups caÃa vez maior. As duas figuras
apresentam o mesmo conjunto de resultados, no entanto üsualmente tem perceptibi-
Iidades diferentes. A partir da primeira figura consegue notar-se uma ligeiro aumento
no número de mili-segundos usados em cada operação, enquanto na segunda é possível
notar que os comandos mais pesados são os updates e as queri,es (através do comando
hotds). O comando de load ta.rrrbém foi analisado, apresentando o resultado temporal
do carregamento de uma base de conhecimento do exemplo 2. Embora apresentando
um valor elevado em relação às outras operações, serve apena,s como indicador do tempo
total consumido por carregamento.
É interessante notar que apena"s os comandos de " update" são mais pesados. Como
era expectável, as operações para adicionar e remover regra^s ou leis são as mais leves.
Isto devese a,o facto de não existir grande processamento aquando a introdução de uma
operação deste tipo, pois as regras/leis são inseridas em listas que irão nos estados futuros
ser avaliadas pelas actualizações.
9.L.2.2 Prova de Cláusulas When
O Jlups usa quatro estratégias de prova4 para regras com cláusula's when:
o A) Estratégia de Prova com Variáveis e NAF, versão "completa"l
o B) Estratéga de Prova com Variáveis e NAF, versão "simplificada";
o C) Estratégia de Prova de Variáveis;
o B) Estratégia de Prova de Constantes.
A primeira estratégia (A) foi desenvolvida na fase inicial do projecto Jlups, sendo
substituída pela segunda (B) por motivos de desempenho. No entanto foi mantida no
projecto por fornecer uma implementação completa que elimina o problema do fl'oun-
deri,ng, pois quando existe uma variável livre num predicado com " not" esta estratégia
constrói um mapa de todos os valores possíveis e prova a sua validade.
2Disponível em httpzf f certria.di.fct.unl.pt/-n"/updates/xsbv lfups/ex2.p
sDisponível em http:f f centria.di.fct.unl.pt/- jialupdates/xsbv lhpslex3.p




Figura 9.1: Jlups - Tlestes de Desempenho ao Exemplo 2 (1).
Para ser perceber bem a diferença entre as duas estratégias, notese o er(emplo que
se segue. Assumese a existência da seguinte regra (entre muitas) numa, base de conhe











always eaent (i,nt(gro,rrnrn, R)) when (request(autorno,ted, R),
not bel(synonqrn, R,S) )
(9-1)
Para este tipo de regras com NAF e variáveis (R e S) foi criada uma classe que
nerifica todas as combinações de valores possíveis dos dois predicados da cláusula when,
e prova esses dois predicados com valore possíveis retirados da base de conhecimento.
Esta implementação embora eliminando o flound,eri,ng, pesa no sistema pois pode exigrr
muitas combinações entre valores de variáveis, e consequentemente muitas queri,es à
base de conhecimento. No entanto o funcionamento é completo pois permite, depois
de se encontrar todos os valores possíveis (através do exemplo da crença abaixo (9.2),
com R:'ma,rs', S:'red planet'), .uma, query com predicados NAF sem variáveis, que é o
expectável mesmo em Prolog.
assert (bel(" sgnonyrn" ,"rnars" ,"redyilanet")) (9.2)
Existe portanto um problema bem conhecido com predicados NAF e variáveis. Esta
classe desenvolvida é um mecanismo de pro'va para, superar o problema de predicados




























Figura9.2: Jlups - Testes de Desempenho a,o Exemplo 2 (2)
de conhecimento permitindo a prova com NAF e variáveis nas cláusulas when.
O resultado dos testes de desempenho efectuados a esta estratégia revelam que esta
implementação cria tm bottleneck no sistema, pois consome muito tempo de prova (por
quantas mais regras e estados existirem na base de conhecimento) e consequentemente
demora muito na inicialização de um agente do utilizador e da sua respectiva base de
conhecimento.
A segunda implementaçã" (B) usa um algoritmo diferente e é uma derivação de um
motor de inferência disponibilizúo pela Mandarax, suportando prova de predicados com
NAF e variáveis. Os resultados obtidos são interessantes:
Assume-se a existência da regra 9.L na base de conhecimento e realizam-se os seguin-
ts asserts:
assert (request(automated,,mars)) (9.3)
Ao usar esta nova implementação obtém-se o mesmo resultado - ou intenção - que
na solução mais lenta e "completa":
int(gramm,mars) (9.4)
No entanto se se alterasse a regra 9.J. para 9.5 a solução B não funcionaria, pois o S
não está grounded, ou não está inicializado (pelo predicado request(automated,,R)). Com
a solução A é possível tratar a variável S como uma "intenção" pois tinha sido obtido
um mapa de todas as possíveis combinações de valores. A solução B tem esta limitação,
delegando algum trabalho ao programador DLP. No entanto mostra um elevado desem-
penho e apresenta um funciona,rrento correcto, pois se logo após a regra 9.6 se inserir




alway s eaent (i,nt(gro,rnn't, S) ) when (request(automated, R),
not bel (synonyrn, R,S) )
(9.5)
assert (bel(synongrr\rnars,red planet)) (9.6)
Estas duas solu@s referidas são estratégias de pro\a (apresentando a função es-
pecífica do padrão de desenho Stmtqg), e estão bem encapsuladas sob interfaces sendo
epenas implementações que o Jlups escolhe dina^rnica.rnente consoante o tipo de cláusula
when a provax. A modificação de uma solução para outra é triüal, como a prôpria pattern
transmite.
Como conclusão, a solução A embora completa, sofre de problemas de desempenho
oom o aumentar de predicados e estados num& base de conhecimento. O gráfico da
figura 9.3 é enemplificativo desta situa4ão, e mostra a solução B com um tempo de prova
constante (4G50ms) enquanto a solução A \rai aumentando os tempos de cada prova,
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Figura 9.3: Jlups - Prova de Cláusulas ''Wher', Comparação entre prorira,s de predicados
NAF.
As restantes estratégias de prova (C e D) de cláusulas when sáa mais simples, intuiti-
vas e bastante mais rápidas. O desempenho de cada uma destas estratégias (junta,mente
com a solução B) pode ser analisada no grá,fico da figura 9.4.
9.1.3 Testes sobre Estados e Crenças
Esta secção descreve treze testes realizados a vrárias bases de conhecimento, variando
o número de crenças e o número de estados. Foram realizados em a,rmbiente de quali-
dade, sendo bases de conhecimento integradas na plataforma Susy e usadas por agentes
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Figura 9.4: Jlups - Prova de Cláusulas ''When', Comparação entre três tipos de prova.
pe§soa,rs.
Os primeiros testes contêm pouca,s crença,s e estados que vão aumentando com a
ordem dos testes. As figuras 9.5 e 9.6 apresenta,m os dados armazenados neste testes.
O primeiro teste foi realizado com uma base de conhecimento extremamente simples,
apresentando trinta crenças e dois estados. Este teste difere do segundo no número de
estados (o segundo contém cento e cinquenta e nove estados), sendo possível comparaÍ
os tempos de recuperação de dados e de carregamento entre um e outro. No decimo
terceiro teste é possível perceber que estamos perante a base de conhecimento mais
pesada, com cerca de duzentas crenças e quatrocentos e sessenta estados. Destes testes
é notório um ligeiro aumento dos tempos de recuperação de dados (qu"ry às intenções
e query às crenças) nos últimos testes, não obstante que ese aumento não é relevante
em termos temporais nem afecta a escalabilidade do software pois está na ordem de
poucos milissegundos. A dimensão ta,rrrbém é reduzida para todos os testes, estando a
maior base de conhecimento contida em poucos kilobytes (oprço ffsico no sistema de
ficheiros). A ocupação de memória de uma base de conhecimento Jlups passa quase
deapercebida pois a gestão interna das regras é bem concretizada pela Mandarax. No
entanto, a partir da figura 9.6 é possível comprovar que o número de estados influência
largamente o caxregarnento duma base de conhecimento, podendo afectar o seu tempo
de disponibihzoqão.
9.2 AgentServices
Esta secção descreve os testes realizados ao módulo AgentServices, midd,leuare res-
ponsável pela integração entre o MAS e aplicação web. Sãa analisados os tempos consu-
midos na comunica,ção e em todas as colaborações presentes nas opera@es executadas.
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Figura 9.5: Jlups - Testes sobre estados e crenças.
9.2.L Listagem de Crenças
Fora,rr realizadas quatro listagens em quatro bases de conhecimento diferentes, cada uma
com determinado número de estadoe e com determinado número de crenças. A figura
9.7 apresenta as condi@s das listagem, assim como o tempo da query (hokls) e tempo
total que demorou a recuperação de dados para üsualizqãa em HTML.
A base de conhecimento da primeira listagem apresenta cerca de duzentas crença.s
e aprorimada,rrente seiscentos estados. A segunda apresenta as mesmas crenças que a
primeira embora com apena"s cerca de quarenta estados. A terceira apresenta o mesmo
número de estados da segunda embora com cerca de vinte crenças. A quarta e última
listqgem incide sobre uma base de conhecimento com as mesmas crenças que a anterior,
no entanto apresenta os mesmos estados que a primeira listagem.
A partir da figura 9.7 é possível notar que a primeira listagem é a mais pesada,
tanto em tempo total como em tempo de query. Note-se que o número de crenças
a,fecta directa,rnente o tempo de recuperação de dados, em detrimento do número de
estados que não tem influencia relevante nas listagens. Este tempo acrescido, em base
de conhecimento com muitas crenças é expectável, visto nas duas primeiras listagens
passar um conjunto de dados muito maior que na.s restantes. O custo deste fluxo de
dados é mais notório nos tempos totais que nos tempos de ry,ery. Os tempos consumidos
ras queri,es são muito semelhantes entre listagem, no entanto as duas últimas por serem
mais leves em termos de conteúdos apresenta,rr tempos ligeira,mente mais reduzidos.
9.2.2 Pesquisa Automatizada Com Crenças
Os testes à funcionalidade de pesquisa "automatizadal' fora,rr realizados da mesma forma
que os anteriores. Fbra,rr lançados quatro testes a pesquisas, cada um contendo uma
crença directa para pesquisa (resultando em duas pesquisas pedidas ao SA, uma simples e












































Figura 9.6: Jlups - Tlempos de Carregamentos dos Tlestes.
Figura 9.7: AgentServices - Listagem de Crenças.
número de estados e crenças (ver figura 9.8). Nestes testes foram a.nalisados os seguintes
temposS:
1". Tempos totais consumidos pelo agente do utilizador (UA) desde o pedido do uti-
lizador, até a resposta;
2. Tempos para adicionar o pedidos do utilizador (no UA);
3. Tempos para recuperar a,s intenções (UA);
4. Tempos parciais de pedido de pesquisas ao agente de pesquisa (SA), desde o pedido
feito pelo UA até à resposta do SA;
5. Tempos consumidos por cada invocação aa web serlice de acesso ao Google, e o
tempo total usado pelo SA.
6. Tempos totais usados pelo SA;
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9.2. AgentSera'i,ces
Figura 9.8: AgentServices - Pesquisa Automatizada Com Crenças.
A partir dos valores.presente no grrífico da figura 9.8, podese concluir que o.e tempos
consumidôs no uso do Jlups (2 e 3) são muito reduzidos, apresentando valores na ordem
dos poucos milisegundos e confirmando os valores do gráfico da figura 9.5.
Conclui-se ta,rnbém que o.s tempos totais de uma pesquisa automatizada rmria,rn bas-
tante (1), devido à.pouca disponibiüdade do web serui,ce da Google, e devido tarnMm
à reduzida eficiência do mesmo. Note-se que o tempo total usado pelo SA (6) é na in-
vocaç'ão deste ureâ sentim e na espera por resultados. Se se multiplica,r por dois o tempo
de cada invocação n web sertice da Google (5), irá obter-se um valor muito semelhante
ao total usado pelo SA (6), o que indica que o SA consome o seu tempo neste processo.
Seguindo este raciocínio e comparando este último vafor (6) com o tempo total consu-
mido pelo UA (1), verifica,se que a qualidade de resultados fica directa,mente influenciada
por os valores associados à invoca4ão do web serai,ce orterno. É rioaa possível verificar
que o "custo" de usa,r mensa,gens e fluxos assíncronos pa,ra processar a lógica de negócio
é irrelerante, pois cada troca de mensagem é realizada em poucos milisegundos6.

















Este capítulo conclui a presente dissertação, retirando conclusões, avaliando futuros
llslalhos e próximas alterações ao projecto.
10.1 Notas Arquitecturais
10.1.1 Estilo
Tecnica,rnente, o maior risco inicial identificado foi a integração de uma plata,forma de
agentes com uma plata,forma orientada para a ueá. Outro risco clara,rrente elevado, foi a
utilização de tecnologia DLP para modelar a lógica de alguns agentes. Como nota geral
e sucinta sobre o estilo arquitectural seguido na presente dissertação (ver secção 6.2.3
Estilo Arquitectural), pode ser constatado um balanço positivo.
A presente dissertação, acomparrhada da sua plata,forma de softwarc, demonstra
como de forma harmoniosa se podem integrar tecnologias tão diferentes cooperando
para o mesmo fim. Este passo arquitectural deve ser interpretado oomo uma, proposta
menos connencional, para atingir o mesmo que fim que outras solu@ com tecnologias
malrs standards, promovendo a área de inteligência artificial pa,ra o efeito.
Um sistema multi-agente bem dmenhado, bem implementado e testado, pode ser
usado para fornecer a Iógica de negócio a um sistema com maior dimensão e mais com-
ploro. Esta tese demonstrou ainda a facilidade de como um agente pode apoiar o negócio
de uma aplicação, e como pode ainda ser elevado a um serviço, podendo esta arquitectura
ser promovida a uma SOA sem necessidade de redesenhar as bases.
Esta dissertação revela ainda cuidados e pa.ssos importantes a realizar, exigindo ce
nhecimento tdrico e prático nas diversas ráreas focadas, desde a área de desenho até à
r{rea de desenvolvimento - podendo sem dúvida exigrr algu- potencial tecnico às equi-
pas de "terreno". Não obstante, este estilo em nada difere de outro estilo na curva de
aprendizagem, pois as tecnologias base são em grande parte comuns a outros estilos
arquitecturais.
Os testes unitrírios, os testes de integração e os de sistema oompro\ram ainda a boa
usabilidade da solução. Estes testes tamMm indica,rr pontos a melhorar, sendo que não
põem em causâ os estilos mas sim algumas limitações técnicas e pontuais por resolver.
Como nota final ao estilo seguido, é importante reiterar que a utilização do padrão
MVC concretizou o sucesso inicial pretendido, promovendo a correcta e essencial se
pa,ração destas ca.rnadas e estilos, sendo premissa funda,rnental para o bom desenho da
solução.
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10. L.2 Fluxos Assíncronos
As tecnologias assíncronas, via web e comummente apelidadas de AJAX estão a con-
quistar não ú os utilizadores convencionais, mas também os arquitectos e d,eaelopers da
rárea. Esta dissertação apresenta vários exemplos de comunicação assíncrona, implemen-
tada com ferramentas actuais, que demonstra,rr como este tipo de tecnologia pode ser
utilizado em projectos Java EE.
Para o utilizador, esta tecnologia fornece um estilo de utilização e interacção mais
elevado e nada comparado ao mais antlgo estilo clássico e síncrono. Fornece uma outra
dimensão ao nível de utilização e usabilidade.
Para arquitectos e d,eaelopers é importante referir que este tipo de tecnologia pro
move tempos de desenvolvimento mais curtos, retirando complexidade de desenho e de
detalhe técnico nos fluxos, não quebrando o modelo MVC. As típicas soluções com MVC
existentes e utilizadas na indústria (p.e. Struts), embora interqssantes, não escondem
os largos tempos de desenvolvimento implícitos a um projecto que implique estas ca-
racterísticas. Existe claramente um preço a pagax ao nírrel da qualificação de quem
desenvolve com este estilo, portanto um preço inato pela.grlalidade quando se inicia o
processo de desenvolvimento de software
Por muito que às características humanas de resistência à mudança seja,rn dificeis
de ultrapassar, este ca,rninho técnico apresenta-se como uma solução e como um dever
de ser explorado. A utilização desta tecnologia com as.aetuais e futuras APIs, visa
facilitar todo o processo de desenvolvimento assim corup- mglhor.a,r a interacção com o
o utilizador. Esta tese, mais do que apresentar exempkiô1de como desenhar, modelar
e deenvolver com esta tecnologia, apresenta tamMm o caminho paÍa a integrar com
um sistema multi-agentel de forma simplificada. A ligação entre AJAX e messaging
para agentes é uma solução interessante e coerente que merece ser analisada em maior
detalhe.
10.1.3 Sistema Multi-Agente
O sistema multi-agente descrito na secção 6.3.3 prevê três camadas de agentes. Dentro
destas camadas prevê ainda agentes com diferentes perfis. Após este sistema estar em
funcionamento e ter sido sujeito a viírios testes unitrírios e de integração com a plataforma
web, pode concluir-se que o modelo escolhido é funcionalmente aceitável e bastante
estável.
Este modelo apresenta uma simplicidade funcional inata, facilmente perceptível na
secção supra-mencionada. Notese que pela sua simplificada forma "básica" proposta,
este modelo permite que em fases posteriores do projecto sejám adicionados mais agentes
assim como novas camadas.
10.1.3.1 NA - Nanng Agent
Dadas as características da plata,forma desenvolvida, que por ser web é naturalmente
orientada pâ,ra, a interacção do utilizador, é importante o leitor notar a vital importância
do agente NA nesta infra-estrutura. Com este agente o MAS fica controlado ao nível
de serviços, qualidade de serviço e disponibilidade, podendo eventualmente estimular
outros agentes que interajaÍn com a componente web. A existência de um agente com
estas características numa arquitectura composta deste tipo, é uma peça vital para a
sua estabilidade.
1É importante recordar que toda a arquitectura de agentes funóiona através messaging, sendo um
qolução de comunicação assíncrona por definição
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Dada a importância deste agente, deve ser ponderado o desenho de mais regras de
forma a que este proceda à execução de determinadas tarefas, com base num conjunto
de estímulos mais complexo. Estas regras podem inclusive ser introduzidas numa base
de conhecimento Jlups, sendo outro objecto de avaliação ao nível da tecnologia DLP.
Em suma, este agente fornece de forma clara um motivo de reflexão sobre o seu
objectivo e papel num sistema com estas características. A sua funcionalidade, essa, é
inquestionável.
10.1.3.2 CA - Controller Agent
O agente CA desempenha um papel simples e pouoo interessante na plataforma. De
verá ser sujeito a uma avaliaçã,o ao nível funcional, podendo abarcar um novo conjunto
de funcionalidades que fortemente justifiquem a, sua presença na plataforma, ou que
justifiquem a sua eliminação por não trazer grandes vanta,gens na sua existência.
L0.1.3.3 PA - Prcay Agent
O agente PA é um agente simples mas essencial para a boa separação de ca,rnadas. Reside
num espaço entre a camada web e o MAS, funcionando oomo canal de comunicação entre
a,nrbas. A sua existência numa plataforma com esta separação de ca,rradas é claramente
justificada, podendo eventualmente crescer do ponto de vista da complexidade ao nível
de serviço de proty.
Note o leitor que este agente está encapsulado no módulo AgentServices, estamdo
fisica.rnente isolado dos restantes agentes. A sua reutilização é clara,mente elerirada.
10.1.3.4 UA - aser Agent
O agente UA é o mais comple»ro do sistema e tem foco especial neste estudo, por in-
troduzir tecnologia DLP no seu "raciocínio". Através dos testes realizados no capítulo
anterior é poesível a,firmar que a introdução desta solução foi bastante positiva, não
só tecnica,nrente e ao nível de desempenho, Dffi ta,nrbém por abrir vrírias portas para
futuras arquitecturas, desenhos, e desenvolvimento.
Fbi ainda possível @mpro\rar que a comunicação do UA com o sua unidade de
memória lógrca2 está bem desenhada do ponto de vista estrutural, pois e»riste umâ car
mada intermédia que oculta o paradigma DLP e Jlups ao UA. No entanto esta ca,rrada
sofre de algumas limitações ao nível da interface, que dev,erão ser revistas ou resolvidas
aquando da introdução de uma arquitectura BDI pura. Estas limitações incidem sobre
os tipos de i,nput e output desta camada intermédia, que deverão ser apurados por um
modelo de mensagens BDI concreto.
Na comunicação entre este agente e os restantes agentes de serviços não fora,rr de
tectados problemas. Quando uma respoista CIrcede o tempo prêdefinido3 este agente
gera uma notificação para o PA, de forma a que este controle a componente web para
eventuais problemas. Sempre que uma resposta chegue atrasada esta não é ignorada,
sendo passada ao PA para tratamento. Desta forma o utilizador não fica à espera de
uma resposta do negócio que nunca chega, e pode sempre consultar resultados "fora de
tempo".
Dada a complexidade deste agente, é conüdativo repensax a sua estrutura interna
pa,ra que o trata,rnento das suas intenções seja realizado de uma forma mais pa,ra,me
2Neste caso o Jlupe, no entanto com estas ca,madas definidas torna.se fiícil alterar a implementa4ão
desta funcionalidade.
sPor ocemplo, quando o SA aguarda demasiado tempo pela resposta do serviço da Google.
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trizá,,vel. Isto poderá implicar que no futuro exista um fiúeiro de meta-informação que
anxilie a parametriza$a das acções concretas a desencadear pelo agente.
10.1.3.5 SA - Searc,h Agent
O SA é um agente de serviço bem identificado e desenhado. No entanto sofre de um
problema ao nível da implementação por usar w web service da Google para pesquisas,
que mantém um desvio padrâo entre respostas considerável. Não sendo um problema
directo sobre este agente, esta situação a,fecta clara,rrente o desempenho no retorno de
dados. No futuro poderá usar um mecanismo de cache e até uma base de conhecimento
Jlups para tornar a recuperação de informação mais rápida. Esta implementação poderá
ser revista ou alterada, sendo que a interface de comunicação se encontra bem definida.
10.1.3.6 GA - Grwrnnratdeal Agent
O GA, analogamente ao arrterior é um agente bem identificado, que deverá ser revisto
do ponto de vista de conteúdo de mensagem. As suas mensagens deverão ser mais
complexas, mantendo uma estrutura gramatical completa e semanticamente correcta,
sendo o mÍnimo exigido num agente com estas características. A presente implementação
é simples e serve como prova de conceito, usando o WordNet para recuperar informação
gra,rnatical. Esta solução poderá prevalecer sendo que deverá ser reestruturada para
enviar mais detalhe sobre o "tema" pretendido.
10.1.3.7 DSA - Document Summarúzation Agent
O DSA é o último dos agentes de serviços, e tal como o SA é um agente bem identificado
e desenhado, usando como implementaçã,o um componente de sumarização extractivo
de documentos - Sue. Ao nível de desempenho herda a boa qualidade da biblioteca Sue,
no entanto deverá expor as parametrizações de cada sumarização n& sua interface de
comunicação e de serviço, de forma a crescer na qualidade funcional.
10.1.4 DLP e Jlups
O componente Jlups exerce um papel importa,nte na presente arquitectura, fornecendo
aos agentes uma forma de estes atingirem os objectivos através de um motor de regras
dinâmico e evolutivo. Por outras palavras, fornece uma forma para estes agentes "racio-
cina,rem". Desta forma, em detrimento dum modelo estático para codificação do núcleo
dos UAs, optou-se por um modelo dinâmico, evolutivo no tempo, e orientado a regras.
Através do Jlups estes agentes conhecem o conceito de tempo e estado, do ponto de
vista do seu conhecimento interno, podendo ter codificadas regras que se mutam, que
altera,rr todo o estado interno inserindo novas regra"s ou removendo outras antigas.
Os testes efectuados no capítulo 9 (secção 9.1) a este componente são representativos
do estado actual do desenvolvimento. É or., componente bem identificado que requer
algumas correcções e melhorias, de forma a ser mais robusto e utilizável. Os testes
evidenciaram tm parser de regras algo primitivo, assim como algumas limitações ao
nível funcional. Do ponto de vista de desempenho a solução é bastante rápida e permite
lidar com um certo volume de dados de forma eficiente.
Ao nível das estratégias de prova é importante referir que o facto de este com-
porta^rnento estar separado do objecto que o gere, permite uma alteração dinâ,rnica da
estratégia de prova a usa,r. Existem vrírias estratégias de prova para vrírios tipos de
regra^s, no entanto a prova de regras com claúsulas NAF merece maior foco por exis-
tirem duas soluções, uma completa e outra rápida, como características principais. A
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implementação completa elimina o problema do fl,oundering, pois quando eiste uma
variável livre num predicado enm " not" esta estratégia constrói um mapa de todos os
valores possíveis e prova, a sua validade. A outra solução é mais rápida e não elimina o
problema do fioundering, sendo o programador o responsável pelo correcto desenho das
regra"s.
A utilizaçã,o deste componente torna interessante o agente UA, pois abre ca,minho
para a utilização de tecnologia DLP em plataformas de maior dimensão.
Parte do objectivo desta dissertação era ta,mbém avaliar o potencial das tecnologias
DLP em infraestruturas de softwarc reus. O uso desta tecnologia está embebida no
Jlups, que se apresenta no inicio da sua vida e se apresenta tamMm @mo uma alterna-
tiva opensounoe a outro tipo de solução lógica, mesmo dentro do mundo dos motores de
regra"s - proprietrírios ou não. Por e»remplo, o motor de regras Jess4 embora interessante,
tem um formato proprietrário, não sendo opensouroe e apresenta,ndo um custo para fins
comerciais. Mesmo sendo uma solução a ponderar para núcleo de um agente, está longe
de conseguir enquadrar-se no paradigma e potencial fornecido pelas tecnologias DLP.
10.1-.5 Reutilização
O desenho e desenvolümento do softwarc que acompanha a presente dissertação, foi
orientado à reutilização de componentes, desde um ponto de vista macro (módulo de
software) até ao nível da classe.
Do ponto de vista funcional interessa pôr foco na Ca,rrada Genérica, descrita na
secção 6.4.6.3, com o m&ulo AgentServices, e no Capítulo 7 que descreve o m&ulo
Jlups. Estes dois módulos apresentam uma natural e elevada taxa de reutilização, por
serem solu@ independentes do domínio. Note-se que o módulo AgentService poderá
integrar qualquer plata,forma como bloco de midd,leworc reaponsável pela comunicação
com um MAS. O Jlups é um componente DLP que pode integrar o núcleo lógico de
qualquer objecto que deseje utilizar tecnologia DLP.
Ao nível da Ca,mada EspecÍÊca do Domínio (ver secção 6.4.6.2), o módulo susycore
apresenta'se como uma, pequena biblioteca or tramework paradesenvolvimento de agen-
tes e serviços, sendo reutilizável numa aplicação com um contexto semelhante, ou até
num& solução agent-oriented, ma,ss genérica5.
Ao nível da reutilização do MAS, é importante referir que este sistema está dis..
ponível para ser integrado numa outra aplicação, sendo que nesta dissertação é usado
conjunta^rnente e,«lm uma plataforma web. Os agentes que pertencem e cria,rr este MAS
tamMm podem ser reütilizados para outros fins, dadas a suâs características indepen-
dentes de desenho. A ca,rnada de serviço no MAS será a que apresenta o maior nível
de reutilização, sendo que a camada de controlo ta,mbém poderá ser reutilizada como
agentes de controlo genéricos duma plata,forma de agentes. O UA pode efectiva,mente
ser ortraído desde MAS e ser reutilizado em aplicações que enigem uma forte interacção
entre sistema e utilizador. Ao usar-se o módulo AgentServices, o PA é implicita,rnente
reutiüzado.
É ainaa importante referir que a correcta identificação de agentes (ver secção 6.3.3)
no prooesso de desenho de softwarc se mostrou essencial para a qualidade, manutenção,
evolução e reutilização de todo o MAS.
aYer trttp.f fhemberg.ca.sandia.govf jexrs/ .sPor introduzir um conjunto de classes que fornecem uma base atargada de frrncionalidades, assim
como herda características de desenho que já resolvem vários tipos de problemas comuns num MAS.
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10.1.6 Orientação a Serviços
Mais que uma arquitectura de agentes e um& arquitectura web, a presente dissertação
propõe a elevação da presente solução a uma SOA. Através do processo de identificação
de agentes (ver secção 6.3.3 ) complementado com o processo de identificação de serviço.s
(secção 6.3.2), introduzido pelo RUP, foi possível construir uma arquitectura de agen-
tes com diversas ca,rradas, existindo uma dedicada ao puro fornecimento de serviços -
facilmente traduzível numa SOA.
O facto de os agentes da camada de serviços, ot Web Agents, estarem bem definidos,
estando o seu natural objectivo mapeado para um serviço, torna toda esta infraestrutura
reutilizável num escopo mais alargado, podendo com facilidade ser integrada num óus
de informação. A partir deste desenho e desenvolvimento, é possível notar a agiüdade
de uma plataforma de agentes, podendo ser utilizada para vrários fins e colaborando com
diversas outras tecnologias, em a,mbientes heterogénms e dispersos.
Como nota final, é importante referir que uma solução alternativa a expor os agentes
cnlmo web serrices, seria desenvolver um adaptador JCA genérico de forma a que estes
agentes pudessem ser adaptados directa,rnente a um ESB.
LO.z Trabalho Futuro
A plata,forma Susy tal como é actualmente, uma arquitectura web conjunta com uma
arquitectura de agentes, fornece um conjunto de funcionatidades diversificadas. É u-u
plata,forma aberta, pois esta dissertação apresenta todo o detalhe técnico paxa que se
mantenha a evolução do sistema. Algumas funcionalidades poderão ser adicionadas,
outras redesenhada.s, paxa que seja assegurada uma contínua evolução da plataforma.
Abaixo seguem pontos que deverão ser revistos nas próximas etapas do projecto, servindo
de resumo funcional sobre a secção anterior:
o Mais F\rncionalidades, Mais Agentes: Deverã,o ser equacionados novos agentes de
serviços, que poderão complementar a plata^forma e introduzir uma maior grau de
interacção entre utilizador e respectivo UA. Dada a natureza da plata,forma serão
equacionados serviços orientados à recuperação de informaçã,o;
o Revisão de Agentes de Serviços: O DSA deverá expor na sua interface de comu-
nicação as para,metrizações de sumarização da biblioteca Sue. A implementação
de pesquisa usada pelo SA deverá ser reequacionada. A interface de comunicaçã,o
com o GA deverá conter am output mais complexo e com informação gramatical
elaborada sobre um pedido;
o Segurança e Maior Controlo da Plata^forma: Numa futura versão a plata,forma Susy
apresentará comunicação segura entre agentes. Da mesma forma poderão existir
mais agentes controladores, como p.e o agente de notificações, apresentando uma
forte interacção com um utilizador administrador. O NA deverá crescer em número
de funcionalidade, de forma a poder controlar com maior segurança a qualidade
de serviços da plataforma. Novas regra"s introduzidas ao NA devem passar por
um estudo que analise se este agente deverá ser elevado ao nível de "inteligência",
podendo pa,ra o efeito ter uma base de conhecimento Jlups para o auxiliar no
processo de decisão;
o Mobilidade de Agentes: Todos os UAs poderão ser descarregados e carregados




o Agentes, Regras e Execução: Separação do codigo de execução de regras dos com-
portamentos principais do UA;
o Eliminação de Fluxos Síncronos: Generalizaçã,o de todos os fluxos ueb através de
invocações assíncronas com AJAX;
o Arquitectura BDI: Estudo de uma possível evolução para uma arquitectura BDI
pura ao nível do UA;
o Integração num ESB: Integração e disponibiLrza4fu dos agentes de serüços numa
SOA através de um ESB6;
o Realm JAAS baseado em agentes: Poderá ser considerado o desenvolvimento de
tm rc.alm para autenticação Java EE totalmente baseado em agentes, tal como
existem para vrírias outras tecnologias (p.e. ficheiro, JDBC, LDAP, entre outros).
Ao nível do componente Jlups está preüsto um conjunto interessante de tarefas a
realizar, num â,mbito totalmente diferente dos pontos anteriormente descritos:
o Desenvolvimento de um interpretador de lingu4gem: Este ponto passa por "forçar"
uma interpretação sintríctica de regras Jlups, "textuais", através de um canal co
mum e dedicado ao efeito. Pa,ra tal a fábrica de regras (ver secção 7.3.2.5) deverá
ser totalmente reestruturada, respeitando a sua interface. Esta implementação po
derá passar pela utilização de uma biblioteca dedicada (p.e. JavaCCT), ou poderá
passar pela reutiüz4b de um interpretador já existente;
o Reformulação do mre das regras: Derivado do ponto anterior, a implementação de
regrâs Jlups deverá sofrer um reformulação para se adequar à nova sintaxel
o Novas regras suportando nova.s funcionalidades: Posteriormente à introdução da
nova gra,rnática, deverão se implementadas novas opera@ úteis e brásicas, como
as comummente disponíveis na linguagem Prolog;
o Invocação de métodos Java: Por reflexão o Jlups deverá conseguir invocar métodos
de classes Java;
o Negação Explícita: Deverá ser a,nalisada a possibilidade de introduzir a negação
explícita no Jlups. Este desenvolvimento poderá passar pela actualizqfu e novo
desenvolvimento sobre a biblioteca Mandara:r;
o Variáveis Grcunded,: Poderá ser analisada a resolução do problema das variáveis
not grounded, aa rível da sintaxe Jlupss;
o Dmenho de regras para arquitectura DBI: Estudo para codificação de regras para
permitir a utilização de uma arquitectura BDI em Jlups;
o Jaaa Rule Engine APIz Toda a evolução e desenvolümento a ser realizado deve
entrar em conformidade com a JSR 949Lo, que define uma API simples para aceder
a motores de regras com clientes Java SE e Java EE.
6Um agente foi num,a fase de testes já integrado num ESB (BEA AquaLogic Service Bus) no entanto
todoe os agentes de serviços deverão ser integradoe numa plataforma dete tipo.
7 Yer httpt / / javacc.dev java.net/.80 motor de prova interno do Jlups actualmente pode eliminar o problema de flounderúng, *rrdo




Capítulo 1 0. Conclusõ es
O componente AgentServices, dada a sua "genericidade" também apresenta um con-
junto de evoluções previstas, que aumentarn o seu potencial e escopo:
o Cisão: Este componente poderá ser separado em sub-componentes, nomeadamente
um para, o nível de messaging entte agentes e outro para controlo de plata,formas
de agentes;
o Web Seraice: Expor a interface de comunicação com agentes via web sera,i,e,, de
forma a elevar este componente a serviço genérico e facilitar a sua introdução numa
SOA;
o Messaging: Melhorar as funcionalidade da camada prcW para agentes, de forma
a aumentar os tipos de mensagens que circula,m no canal.
Todas estas evoluções nestes dois componentes demonstra,m a utilidade da sua iden-
tificação e desenho. Após terminar o desenvolvimento inicial desta plata^forma, é possível
avançar e aprofundar a utilização destes componentes não alterando a"s suas interfaces
de forma significativa, sendo possível prever a sua reutilização para outros fins. Da
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