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Abstract 
Hohmeyer, M.E. and S.J. Teller, Stabbing isothetic boxes and rectangles in O(n logn) time, 
Computational Geometry: Theory and Applications 2 (1992) 201-207. 
An algorithm is presented for determining in O(n logn) time whether there exists a line that 
stabs each of n isothetic boxes or rectangles in Rs. If any stabbing line exists, the algorithm 
computes and returns one such stabbing line. 
1. Introduction 
Suppose one wishes to determine if it is possible to see into a region in R’ 
through a series of opaque planar barriers with polygonal holes. If it is possible to 
see into the region, then there must be a line that stubs all of the polygonal holes. 
Avis and Wenger present an algorithm to determine if such a line exists and to 
calculate a representative line [l]. This algorithm runs in time O(n4 logn). 
Pellegrini presents an O(g2n2 log n) algorithm for this problem where g is the 
number of distinct orientations of the normals of the polygons [4,5]. Thus, for 
the special case where there are a fixed number of distinct polygon normals, 
Pellegrini’s algorithm runs in O(n* log n) time. In practice it may be the case that 
all of the polygons are isothetic rectangles, that is, rectangles whose edges are 
from lines parallel to one of the three principal axes [7]. In this paper we present 
an O(n log n) algorithm that computes a stabbing line through n isothetic 
rectangles, or determines that no such line exists. We also show how this 
algorithm can be extended to the problem of stabbing it isothetic boxes. 
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2. Stabbing line segments in R2 
Before considering the problem in three dimensions we consider the two 
dimensional analog. In the plane, we are looking for an oriented line that 
intersects each of n vertical or horizontal line segments. In addition, we are given 
the direction in which the stabbing line must traverse the line segments: either 
bottom to top or top to bottom for the horizontal line segments and either left to 
right or right to left for the vertical line segments. This is equivalent to the 
following problem. Given two sets of points, {pi} and {qi}, find a line that passes 
above the {pi} and below the {qi}. Such a line is called a feasible line. 
While the set of feasible lines appears as a bowtie-shaped shaded region, as 
depicted in Fig. 1, in a space that parametrizes all lines the set of feasible lines is 
a convex polygon. To see this, parametrize the feasible lines by their intercepts, a 
and b, with two vertical lines, A and B, respectively (Fig. 1). We see that each 
line in (x, y) space corresponds to a point in (a, b) space. The set of lines in (x, y) 
space intersecting a point in (x, y) space corresponds to a line in (a, b) space. The 
set of lines passing above a point corresponds to a half plane in (a, b) space, as 
indicated by the arrows in Fig. 1. The set of lines that pass above the {pi} and 
below the {qi} is then the intersection of these half spaces, i.e. a convex polygon. 
Each vertex of this polygon corresponds to a line in (x, y) space. Since there are 
2n points in (x, y) space there are 2n half planes in (a, b) space. Thus, the 
polygon has at most 2n vertices. 
Therefore, in two dimensions, a feasible line can be found in linear time using a 
linear programming algorithm [3,6]. We have found that [6] is straightforward to 
implement and fast for low dimensions. 
3. Stabbing isotbetic rectangles in R3 
In three dimensions we wish to solve the following problem: given a set S of II 
oriented, axis-aligned rectangles in R 3, determine if there is a line that intersects 
b 
Lines in two dimensions Dual space 
Fig. 1. Lines in R2 and their dual representation. 
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Fig. 2. An oriented line in R3. 
all of them. (See Fig. 2.) We will first present an O(n’) algorithm and then show 
how various improvements can be made to it so that it runs in O(n log n) time. 
We begin by making the following observation: If there is any feasible line, then 
there must be a feasible line intersecting four rectangle edges. Let X, Y, and Z be 
the set of x-aligned, y-aligned, and z-aligned edges, respectively. Since each edge 
belongs to one of X, Y, or Z, then if there is any feasible line there must be a 
feasible line intersecting two edges from the same set. This is the key to 
exploiting the fact that the edges come from three sets of parallel edges. 
A priori, we should consider all pairs of x-aligned edges, all pairs of y-aligned 
edges, and all pairs of z-aligned edges. However, if there are m x-aligned edges 
there will be at most m pairs that will define planes that contain any feasible lines. 
To see this, consider Fig. 3. In this figure we are looking at the pairs of lines 
through edges A and B where A and B are both parallel to the x axis. One such 
line L is shown. A plane Q perpendicular to the x axis is shown, along with the 
intersections of Q with the other edges parallel to x. Also shown is 1 the 
projection of L onto Q. Note that L will be feasible with respect to the x-aligned 
edges if and only if 1 is feasible with respect to the intersection points. If we can 
determine the pairs of intersection points that define feasible lines in Q, then we 
have also determined the pairs of x-aligned edges that are feasible with respect to 
the other x-aligned edges. Luckily, this is exactly the two dimensional problem 
discussed in the previous section. By explicitly constructing the polygon shown in 
Fig. 1, we will have a small list of pairs of x-aligned edges to consider. In fact the 
number of pairs will be no greater than the number of n-aligned edges. Clearly, 
this holds in the y and z directions as well. 
We can devise an O(n*) algorithm as follows: For each of the directions x, y, 
and z, construct a plane Q perpendicular to the current direction. Construct the 
intersection points of Q with the lines parallel to the current direction. Construct 
the convex hull in the dual space of the lines in Q that are feasible with respect to 
the points on Q. Each vertex of this convex hull corresponds to a line I in Q. For 
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each 1 construct the plane P parallel to the current direction and containing 1. 
Calculate the intersection points of the lines from the other two directions with 
the plane P. Solve the resulting two dimensional stabbing problem as in the 
previous section. In pseudo code: 
Stabbing-Line-1 (X, Y, Z) 
(1) S=XUYUZ 
(2) for G = x, Y, z 
(3) F=S\G 
(4) let Q be a plane perpendicular to the lines in G 
(5) let T be the intersections of G with Q 
(6) let H be the convex hull (in the dual space) of the lines in Q feasible with 
respect to T 
(7) for each I E H 
(8) determine the plane P defined by 1 and the direction of the lines in G 
(9) for each C E F 
(10) let pc be the point where C intersects P 
(11) endfor 
(12) use a linear programming algorithm to determine if there exists an L in 
P satisfying the pc’s 
(13) if there exists an L return L 
(14) endfor 
(15) endfor 
(16) return infeasible 
We now consider an improvement that allows the algorithm to run in 
O(n log n) time. Consider again the case when we are looking at the pairs of 
x-aligned edges (G = X on line 2). Let Yb be the intersection of the lines in Y 
with the plane P, and similarly define Zb. Let 9(P) be the convex hull of the 
lines in P feasible with respect to Yk, and similarly define T(P). In the inner loop 
we are testing IX] times whether 9(P) and 2(P) intersect. Each test takes 
O(]Y] + ]Zl) time if we use a linear programming algorithm as in Stabbing-Line_ 
1. Let us coordinatize the points in P by their x and z coordinates. In this 
coordinate system 9(P) is independent of P; it is constant. Let a typical line li in 
Z be defined by y = yj and x = Xi. If the equation of P is by +cz + d = 0 then the 
coordinates of the intersections of the li with P are (xi, -(c/b) - (U/b)yi). Thus 
the various polygons T(P) parametrized by P are all affine transformations of one 
another. Thus the structure of 9(P) and z(P) do not depend on P. As depicted 
in Fig. 3, 2’(P) is merely stretched or shrunk in the z direction. 
In [2] an O(log n) algorithm is described for testing whether convex polygons 
comprising n edges in total intersect. This algorithm requires O(n log n) time to 
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Ll a 
Fig. 3. The structure of the region of feasible lines is independent of P. 
build a query structure. Since the structure of 9(P) and Z(P) do not change as P 
is changed, we can build the query structure once and then reuse it for each of the 
1x1 planes P. Thus, we can compute whether S(P) intersects T(P) for a 
particular P in O(log(l??[ + I%[)) t’ ime. The final O(n log n) algorithm is as 
follows. 
Stabbing-Line-2 (X, Y, Z) 
(1) Let Y[O] = a() (the logarithmic query structure for x) 
(2) Let Y[l] = ?J() (the logarithmic query structure for y) 
(3) Let Y[2] = %() (the logarithmic query structure for z) 
(4) for i=o, 1,2 
(5) for each vertex L in Y[i] (L is a line) 
(6) determine the plane P defined by L and the direction of the lines in .Y[i] 
(7) If 9’[(i + 1) mod 3](P) intersects Y[(i + 2) mod 3](P) 
return the line corresponding to the point of intersection 
(8) endfor 
(9) endfor 
(10) return infeasible 
4. Stabbing isothetic boxes in R3 
In this section we consider the problem of finding a line which stabs each of IZ 
isothetic boxes. We present an algorithm which finds such a line if it exists in 
O(n log n) time. This is accomplished using the silhouettes of the boxes. 
Any line, with direction vector (&, dy, dz) and dr # 0, whether it stabs all of 
the boxes or not, must fall into one of the four following categories. 
(1) dyldx: > 0, dzldx > 0, 
(2) dyldx > 0, dz/dx G 0, 
(3) dyldx < 0, dzldx > 0, 
(4) dy/d\: c 0, dz/dx < 0. 
For each category of lines we can pick out a set of six significant edges as depicted 
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type 1 
dy/dx>O, dz/dx> 0 
type 2 
dy/dx 5 0, dz/dx > 0 
type 3 type 4 
dy/dx>O, dz/dxsO 
t 
z dy/dx i 0, dz/dx i 0 
Fig. 4. Significant edges for the four categories of lines. 
in Fig. 4. A line of a certain type will stab the box if and only if the line passes 
correctly around each of the box’s significant edges. For instance, in the 
coordinate system of Fig. 4, all of the lines of sight from the reader’s eye are of 
type 3. Thus, the significant edges for this direction are exactly the apparent 
silhouette of the box for an observer sighting along any type 3 line. 
One can determine if there exists a line that stabs each of II boxes by running 
Stabbing-Line-3 first on the edges appropriate for lines of type 1 then on those 
edges for type 2 lines and so on until either a stabbing line has been found or one 
has tried all four types. Since there are only four types, this algorithm requires at 
most O(n log n) time. 
If one knows beforehand that the solution lines can only be from a smaller set 
of the types of lines then clearly the others need not be checked. For example, if 
a pair of boxes B, and B2 are such that the x-minimum of B2 is greater than the 
x-maximum of B, and the y-minimum of B2 is greater than the y-maximum of B, 
then any feasible line must be either type 1 or type 2. In general, if two of the 
coordinate ranges of some pair of boxes are disjoint then only two types must be 
checked, and if three of the coordinate ranges of some pair of boxes are disjoint 
then only one type must be checked. 
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