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VISOKOŠOLSKI STROKOVNI ŠTUDIJSKI PROGRAM
PRVE STOPNJE
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6.2 Tvoja naročila . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
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API Application Programming In-
terface
vmesnik za namensko progra-
miranje
URL Uniform Resource Locator enolični krajevnik vira
SQL Structured Query Language strukturirani povpraševalni je-
zik
IDE Integrated Development Envi-
ronment
integrirano razvojno okolje
HTTP Hypertext Transfer Protocol protokol za prenos nadbesedila
CSS Cascading Style Sheets kaskadne slogovne podloge
REST Representational State Trans-
fer
prenos predstavitvenega stanja
SSH Secure Shell varna lupina
HTML Hyper Text Markup Language hipertekstni označevalni jezik
JWT JSON Web Token spletni žeton v formatu JSON
IP Internet Protocol internetni protokol
2FA Two Factory Authentication dvojna overitev

Povzetek
Naslov: Spletna aplikacija kot storitev za frizerske salone
Avtor: Nace Zupančič
V okviru diplomske naloge je bil razvit sistem, ki strankam omogoča hitro in
enostavno naročanje v izbrani frizerski salon, frizerjem pa upravljanje urni-
kov z naročili in storitev salona. Namen sistema je predvsem skraǰsati čas,
ki ga frizerji porabijo za sprejemanje naročil, prav tako je strankam olaǰsano
naročanje, saj lahko v miru izberejo najbolj primeren salon in termin frizira-
nja. V okviru diplomske naloge bomo predstavili razvoj arhitekture sistema,
podatkovne baze, API-ja in spletne aplikacije. Orisali bomo celoten razvoj
diplomske naloge, od začetne analize problema in načrtovanja do predstavitve
končne aplikacije oziroma sistema.
Ključne besede: C#, Vue.js, API, Python, frizer, salon, Nginx, spletna
storitev, koledar, naročanje strank.

Abstract
Title: Web Application as a Service for Hair Salons
Author: Nace Zupančič
Within the scope of this paper, a system was developed, which allows clients
to quickly and easily make an appointment in the selected hair salon and
enables hairdressers to manage the appointments in their schedules and hair
salon’s services. The aim of the system is to shorten the amount of time
hairdressers use to arrange appointments and to facilitate the appointment-
making process for clients as they can calmly select the most appropriate
hair salon and term. In this paper, we will present the development of the
system architecture, API and the web application. We will outline the entire
development of the project, from the initial problem analysis and planning
to the presentation of the finished application and system.
Keywords: C#, Vue.js, API, Python, hairdresser, salon, Nginx, web ser-




Z obiskovanjem in naročanjem v frizerski salon se je verjetno srečala že večina
izmed nas. Nekateri se v salon naročijo pred obiskom, drugi pa gredo v sa-
lon v upanju, da je mogoče še kakšen prost termin, kar se ne zgodi vedno.
Obe skupini ljudi pa imata isti cilj — obiskati salon v željem terminu brez
kakršnihkoli zapletov.
V večini salonov frizerji morajo vsako naročilo sprejeti in ga napisati na pa-
pirnati koledar, ki je le eden za celoten salon. To pomeni, da so vsa naročila
salona shranjena v zapisniku in vidna le zaposlenim, torej stranka ne more
vnaprej vedeti, kateri termini so prosti. Stranka mora zato v vsakem primeru
s klicem v salon najprej preveriti, ali je njen željeni termin prost. Včasih se
zgodi, da je izbrani termin prost, in se stranka lahko nanj naroči brez težav,
če pa termin ni prost, ima stranka na voljo dve možnosti: lahko izbere drugi
prost termin (prehitra in nepremǐsljena odločitev lahko vodi v rezervacijo ter-
mina, ki stranki ne ustreza najbolj), lahko pa se odloči, da bo o ustreznem
terminu še premislila in poklicala drugič (tako sta stranka kot tudi frizer iz-
gubila nekaj časa, poleg tega pa je moral frizer prekiniti svoje trenutno delo,
da je lahko sprejel naročilo).
Ta problem lahko rešimo s platformo za upravljanje in pregled naročil v sa-
lonih. Stranka lahko v miru izbere ustrezen termin v željenem salonu. Če
slučajno še ni izbrala salona, ki ga želi obiskati, lahko v aplikacijo vnese svoje
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želje oz. potrebe (trajanje in cena storitve, oddaljenost salona od trenutne
lokacije itd). Ko stranka izbere salon in se odloči za ustrezen terin, sta po-
trebna le še vnos storitev in oddaja naročila, brez kakršnihkoli klicev v salon.
Ta platforma pa ni uporabna samo za stranke, pač pa tudi za frizerje, saj
jim za prevzem naročila ni treba prekinjati trenutnega dela. Ker platforme
vseeno ne bodo uporabljale vse uporabljale vse stranke, je frizerju omogočena
možnost, da naročilo v sistem vnese ročno. Frizer ima na istem mestu pri-
kazana tako naročila, ki jih je vnesel sam, kot tudi tista, ki so jih stranke
oddale s pomočjo aplikacije.
1.1 Cilj diplomske naloge
Cilj te diplomske naloge je razviti platformo za naročanje strank v frizerske
salone, ki bi bila namenjena tako strankam kot frizerjem. Spletna aplikacije
za frizerje bi bila zastavljena kot storitev v oblaku, kjer bi se lahko registri-
ralo katerokoli podjetje; glavni pogoj je le dostop do interneta. Platforma
bi strankam frizerskim salonov omogočala pregled prostih terminov ter lažje
in hitreǰse naročanje v salon po izbiri. V sistemu bi lahko izbirali med sa-
loni glede na oddaljenost, odločali bi se glede dolžine in vrste storitve ipd.
Omogočeno je torej izbiranje salona po kriterijih, ki smo jih zastavili pri ana-
lizi potreb uporabnǐskih skupin. Sistem pa bi olaǰsal delo tudi frizerjem, ki
jim ne bi bilo treba prekinjati dela, da bi sprejeli naročilo. Prav tako bi se
jim na enem mestu avtomatsko zbirala naročila, ki bi jih morali le potrditi.
V primeru naročanja v živo pa bi vseeno lahko naročilo ročno vnesli v sistem.
1.2 Pregled sorodnih primerov
Naš sistem ni prvi sistem za naročanje v frizerske salone; v Sloveniji obstaja
že kar nekaj tovrstnih sistemov, ki pa se razlikujejo od našega prototipa.
Opazili smo, da se drugi sistemi za naročanje delijo v dve kategoriji.
Eden izmed salonov, ki spadajo v prvo kategorijo, je frizerski oziroma brivski
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salon Barber Room by Edis [6]. Ta salon ima podoben način naročanja kot
naš; ko izbereš željene storitve se prikažejo prosti termini, ki ustrezajo tvo-
jemu naročilu. Glavna razlika med našim sistemom in sistemom omenjenega
salona je ta, da se lahko v našem sistemu osredotočimo na več salonov in
podjetij, ne samo na enega.
V drugo kategorijo spada sistem Narocanje.si [15], ki za razliko od prej ome-
njenega sistema vsebuje več salonov, prav tako vsebuje tudi ponudnike drugih
storitev (npr. masažni saloni, zdravniki, odvetniki, fotografi itd).Ta sistem
ima malo drugačen način naročanja. Najprej izberemo storitev in poǐsčemo
ustreznega ponudnika, nato pa v obrazec vnesemo svoje sporočilo z opisom
storitve in željenim terminom. Tak način naročanja je po našem mnenju
manj primeren, saj moramo po oddanem naročilu počakati na odgovor. V
primeru, da je željen termin že zaseden, ponudnik ponudi kakšen drug ter-
min, ki ga je treba pravočasno potrditi, saj ga v nasprotnem primeru lahko
prevzame kdo drug.
1.3 Struktura diplomske naloge
Diplomska naloga je razdeljena na pet večjih poglavij: Orodja in tehnologije,
Analiza, Načrtovanje, Predstavitev zalednega sistema in Predstavitev spletne
aplikacije. V prvem poglavju Orodja in tehnologije so na kratko opisane
tehnologije, razvojna okolja in programski jeziki, ki smo jih uporabljali med
razvojem projekta. V poglavju Analiza je predstavljena začetna faza razvoja.
Opisali bomo, kako smo se kot celotna ekipa lotili projekta, predstavili svoje
ideje in želje, razmislili o mogočih scenarijih itd. V poglavju Načrtovanje
bomo predstavili pomembneǰse točke razvoja našega dela. Omenili in opisali
bomo nekatere knjižnice, ki so se nam zdele zelo pomembne za sam razvoj in
so nam bile v veliko pomoč. Prav tako bomo priložili nekaj vrstic kode, ki bi
lahko prǐsla prav nekomu, ki se zanima za podoben projekt. V zadnjih dveh
poglavjih Predstavitev zalednega sistema in Predstavitev spletne aplikacije
bomo predstavili spletno aplikacijo. Na kratko bomo opisali pomemneǰse
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dele in funkcionalnosti, priložili pa bomo tudi nekaj zaslonskih slik same
aplikacije.
1.4 Pojasnilo
Diplomska naloga je del projekta, katerega cilj je izdelati prototip platforme
za frizerske salone. V okviru platforme sta predvideni tako spletna kot tudi
mobilna aplikacija, in sicer mobilna aplikacija za stranke in mobilna aplikacija
za frizerje. Prototip je razvit prek dveh diplomskih nalog: v ovkiru ene je
razvita spletna aplikacija, v okviru druge pa obe mobilni aplikaciji.




V tem poglavju so naštete tehnologije in orodja, ki so ključna za razvoj našega
sistema. Vsako izmed naštetih tehnologij oz. orodij na kratko opǐsemo in
predstavimo na kakšen način je bila uporrabljena v našem sistemu.
2.1 Tehnologije
2.1.1 Nginx
Nginx [16] je odprtokodni spletni strežnik in obratno posrednǐski strežnik.
Uporablja se lahko za protokole HTTPS, HTTP, SMTP, POP3 in IMAP. Je
eden izmed bolj priljubljenih spletnih strežnikov, saj je znan po svoji visoki
zmogljivosti, fleksibilni konfiguraciji in majhni spominski porabi, poleg tega
pa je tudi brezplačen. V našem sistemu je bil nameščen na virtualni stroj z
operacijskim sistemom Linux, servira pa spletno aplikacijo, podatkovno bazo
MySQL in API.
2.1.2 MySQL
MySQL [14] je sistem za upravljanje s podatkovnimi bazami, trenutno v lasti
podjetja Oracle. Je odprtokodna implementacija relacijske podatkovne baze,
ki za delo s podatki uporablja programski jezik SQL. Podpira uporabo na
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več različnih operacijskih sistemih (MacOS, Linux, Windows). MySQL je
zelo preprost za uporabo, omogoča hitro in učinkovito izvajanje kompleksnih
poizvedb, prav tako pa izredno dobro komunicira s tehnologijama Nginx in
Python.
2.1.3 Python
Python [19] je interpreterski, objektno usmerjen programski jezik. Je zelo
priljubljen med začetniki, saj je njegova programska koda lahko berljiva in
razumljiva, primeren pa je tudi za zahtevneǰse programerje. Zaradi svoje
velike zbirke knjižnic in modulov je primeren tako za kraǰse in preprosteǰse
aplikacije, kot tudi za obsežneǰse in kompleksneǰse sisteme.
2.1.3.1 Flask
Flask [7] je eno izmed mnogih ogrodij programskega jezika Python. Omogoča
izdelavo celovitih spletnih aplikacij, v našem sistemu pa je uporabljen kot
aplikacijski strežnik REST [20]. Za svoje delovanje načeloma ne potrebuje
dodatnih knjižnic, vseeno pa omogoča dodajanje različnih razširitev (v našem
primeru smo uporabili razširitev za komunikacijo s podatkovno bazo MySQL
— flaskext.mysql).
2.1.3.2 Twilio
Twilio [22] je storitev v oblaku, ki omogoča komunikacijo med mobilnimi
napravami, aplikacijami, storitvami in sistemi. Omogoča enostavno imple-
mentacijo v različnih programskih jezikih, v našem primeru je to Pyhton. V
našem sistemu je namenjen za preverjanje pristnosti, in sicer na način, da
uporabnik ob prijavi na svojo telefonsko številko prejme kratko kodo, ki jo
mora vpisati v pripadajoče polje.
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2.1.4 Vue.js
Vue.js [24] je ena izmed odprtokodnih knjižnic za programski jezik Java-
script. Vue.js oz. samo Vue, postaja vedno bolj priljubljen, saj je zaradi
enostavnega načina kodiranja primeren za preprosteǰse aplikacije, precej do-
bro pa se izkaže tudi pri kompleksneǰsih. Začetki Vueja segajo v leto 2014,
ko se je nekdanji razvijalec programske opreme Evan You zavedel, da bi po-
trebovali nekaj manǰsega in enostavneǰsega od takratnega Angularja. Vue
kljub svoji majhnosti in enostavnem načinu kodiranja omogoča funkcional-
nosti trenutnih največjih konkurentov, Angularja in Reacta. Na voljo ima
že veliko svojih komponent, po potrebi pa ga lahko kombiniramo z ostalimi
knjižnicami, npr. Bootstrapom ali Vuetifyem. Ena izmed njegovih zelo upo-
rabnih funkcionalnosti je Hot Reload, ki ob shranjevanju datoteke samodejno
posodobi prikaz aplikacije brez dodatnega ponovnega zagona.
2.2 Orodja
2.2.1 Sybase PowerDesigner
PowerDesigner [21] je grafično orodje, namenjeno načrtovanju in izdelavi po-
datkovnih modelov. Omogoča enostavno ustvarjanje entitet in povezav med
njimi, določanje atributov in števnosti, omogoča pa tudi modeliranje poslov-
nih procesov. Z njim smo se prvič srečali v drugem letniku, kjer smo tudi
opazili, da lahko pomaga pri poenostavljanju načrtovanja podatkovne baze.
Glavna prednost pred drugimi orodji za načrtovanje podatkovne baze je ta,
da lahko grafični pogled na podatkovno bazo enostavno pretvorimo v polju-
ben programski jezik (v našem primeru je to MySQL). PowerDesigner je sicer
plačljiv, na srečo pa je vsem študentom na voljo brezplačna licenca.
2.2.2 PyCharm
PyCharm [11] je razvojno okolje (IDE) podjetja Jetbrains, ki je namenjeno
programiranju v jeziku Python. Je eno od prvih okolij, s katerimi smo se
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spoznali v času študija, in ga uporabljamo že od takrat. PyCharm je podprt
za različne operacijske sisteme (Windows, MacOS, Linux), na voljo pa je v
dveh različicah; Community, ki je odprtokodna in brezplačna, in Professional,
ki je plačljiva verzija, a je vsem študentom na voljo brezplačno. PyCharm
zelo olaǰsa programiranje, saj omogoča samodejno dopolnjevanje, sprotno
označevanje napak in še veliko dodatnih funkcionalnosti. To okolje nam je
zelo pomagalo pri razvijanju API-ja, saj smo se lahko prek protokola SSH
povezali z dodeljenim strežnikom [18] in API razvijali direktno na strežniku
brez kopiranja ali uporabe orodij za upravljanje z izvorno kodo (npr. GiT).
2.2.3 Visual Studio Code
Visual Studio Code [23] je brezplačno odprtokodno razvojno okolje, ki ga je
razvilo podjetje Microsoft. Visual Studio Code postaja vse bolj priljubljen,
saj se v njem lahko razvija aplikacije s poljubnimi programskimi jeziki. Z
uporabo dodatnih razširitev, ki omogočajo samodejno dopolnjevanje, spro-
tno označevanje napak in inteligentno dokončanje kode, je programiranje v
različnih jezikih zelo olaǰsano. V njem smo razvili spletno aplikacijo z upo-
rabo programskega jezika Vue.js in razširitve Vue.js Extension Pack.
2.2.4 Postman
Postman je orodje [17], namenjeno deljenju, testiranju in dokumentiranju
API-jev. Omogoča enostavno kreiranje celotnega zahtevka HTTP (glava,
telo, parametri, avtorizacija). Med uporabo Postmana smo ustvarili svojo
zbirko z vsemi zahtevki HTTP, ki bi jih lahko brez težav izvozili in drugim
predali v testiranje.
2.2.5 Git in GitHub
Git [8] je orodje za upravljanje z izvorno kodo. Njegova uporaba zahteva
repozitorij, ustvarjen v oblačni storitvi, ki omogoča odlaganje kode (GitHub).
Git in GitHub [9] sta zelo uporabni orodji, saj lahko z nekaj kraǰsimi ukazi
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na svoj računalnik prenesemo repozitorij iz odlagalǐsča oz. ga posodobimo,
naložimo kodo v odlagalǐsče ipd. Git je zelo priljubljeno orodje tudi pri delu




Pred začetkom razvijanja projekta smo z mentorjem zasnovali prototim sis-
tema in njegove željene funkcionalnosti. Odločili smo se, da bomo razvili dve
mobilni aplikaciji, in sicer za frizerje in za stranke, in spletno aplikacijo za
frizerje. Ugotovili smo, da bomo za streženje spletne aplikacije, podatkovne
baze in API-ja potrebovali strežnik. Posvetovali smo se z asist. dr. Matjažem
Pančurjem, ki nam je dodelil virtualni stroj na fakultetnem strežniku. Potem
smo se lotili podatkovnega modela in diagramov primerov uporabe. To je bil
eden pomembneǰsih korakov v razvoju, zato smo si za razmislek vzeli malo
več časa; v najslabšem primeru bi se lahko namreč zgodilo, da bi bilo treba
podatkovni model med razvojem spreminjati. Pomembno je bilo, da smo se
postavili v kožo frizerjev in strank, saj smo tako prej ugotovili, katera funk-
cionalnost bi bila še potrebna oz. je nepotrebna. V veliko pomoč sta nam
bili tudi dve profesionalni frizerki, ki sta tudi lastnici salona, saj smo z njima
opravili pogovor, kjer sta nam podali svoje mnenje in nekaj predlogov. Ko je
bil podatkovni model končan in primeri uporabe napisani, smo se lahko lotili
razvoja. Z razvijalci smo si razdelili delo; mi smo razvijal zaledno storitev
in spletno aplikacijo, drugi pa mobilni aplikaciji za frizerje in stranke. Med





Izdelava podatkovnega modela je bil eden izmed pomembneǰsih delov ana-
lize, saj bi v primeru neustreznega podatkovnega modela lahko med razvojem
prǐslo do manjkajočih podatkov, kar pa bi lahko pomenilo veliko dodatnih
sprememb v bazi in precej nepotrebnega dela. Pri izdelavi podatkovnega
modela smo uporabili orodje PowerDesigner.
V PowerDesignerju smo najprej usvarili nov diagram za konceptualni model,
v katerem smo nato kreirali vse potrebne entitete. Vsaki izmed entitet smo
dodali potrebne atribute in njim primeren tip vrednosti, ter jim določili pri-
marne ključe. Nato smo med entitetami ustvarili ustrezne relacije in njihove
števnosti (1:1, 1:n, n:m itd). Ko je bil konceptualni model končan, smo ga
lahko v orodju PowerDesigner enostavno generirali v fizični model.
Ko je bil fizični model brez napak, smo lahko prešli na uvoz podatkovnega
modela na strežnik. To nam ni predstavljalo večjih težav, saj PowerDesigner
omogoča avtomatsko generiranje skripte za kreiranje entitet. Skripto je bilo
treba le namestiti na naš strežnik in njene ukaze pognati v željeni podatkovni
bazi.
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Slika 3.1: Konceptualni podatkovni model
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3.2 Diagram primerov uporabe
Za uporabo spletne aplikacije je potrebna predhodna registracija. Registri-
rani uporabniki se delijo na dve skupini: frizerji in vodje. Obe skupini imata
omogočeno urejanje svojega profila (osnovni podatki, sprememba gesla, pro-
filna slika).
Vodja podjetja lahko preko aplikacije za svoje podjetje ustvari ali odstrani
poljubno število poslovalnic (salonov). Po kreiranju nove poslovalnice lahko
ureja njene podatke z naslednjimi operacijami: urejanje osnovnih podatkov
o poslovalnici, dodajanje in odstranjevanje zaposlenih, urejanje storitev ter
dodajanje in brisanje slik. Pri urejanju zaposlenih lahko vlogo vodje salona
trenutni vodja preda enemu izmed svojih frizerjev, zaposlenih v salonu, ven-
dar po tem ne bo več mogel upravljati tega salona.
Če se uporabnik odloči, da bi rad opravljal le vlogo frizerja, ga mora naj-
prej vodja salona zaposliti. Ko je uporabnik zaposlen v salonu, ne more
ustvariti svojega salona in poslovalnic. Zanj je najbolj pomemben razdelek o
naročilih, ki so prikazana v obliki koledarja. Vsako novo prejeto naročilo je
treba potrditi. V primeru da stranka sporoči, da ne bo mogla priti v frizerski
salon, lahko frizer izbrano naročilo izbrǐse. Frizer lahko tudi sam vnese novo
naročilo, vendar mora za to vedeti vse podatke o naročilu in stranki.
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Slika 3.2: Diagram primerov uporabe
Poglavje 4
Načrtovanje
V tem poglavju bomo predstavili sistem, s poudarkom na arhiterkturi sis-
tema, uporabnǐskim vmesnikom in zalednim delom.
4.1 Arhitektura sistema
Sistem (slika 4.1) je razdeljen na zaledni del (podatkovni nivo in nivo poslovne
logike) in uporabnǐski vmesnik. Uporabnǐski vmesnik predstavlja spletna
aplikacija, zaledni del pa se deli na podatkovno bazo in API. Za komunikacijo
med uporabnǐskim vmesnikom in zalednim delom je odgovoren API.
Za pravilno delovanje aplikacij je potrebno pravilno delovanje podatkovne
baze, API-ja in strežnika, na katerem sta nameščena podatkovna baza in
API. V primeru da pri enem od naštetih elementov pride do napake, bodo
aplikacije prej ali slej nehale pravilno delovati (odvisno od tega, kje se ta
napaka pojavi in na kakšen način vpliva na sistem). Prav tako je za uporabo
vseh uporabnǐskih aplikacij potrebna internetna povezava, saj celoten zaledni
sistem gostuje na spletnem strežniku Nginx, nameščenem na virtualni stroj,
ki nam ga je dodelila fakulteta.
15
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Slika 4.1: Arhitektura sistema
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4.2 Nivo uporabnǐskega vmesnika
Uporabnǐski vmesnik (angl. User interface, znano tudi kot obličje oz. čelni
del sistema) [26] je to, kar lahko uporabnik vidi in uporablja. V našem pri-
meru je to spletna aplikacija. Za pridobivanje podatkov iz podatkovne baze
uporabnǐski vmesnik komunicira z API-jem.
Spletna aplikacija je namenjena frizerjem in vodjem. Sestavljajo jo štiri
glavne forme:
– tvoja naročila, kjer frizer lahko pregleduje svoja naročila, jih potrdi ali
odstrani, po potrebi pa tudi doda nova;
– poslovalnice (ki jih vodǐs), kjer samo vodje lahko urejajo izbrani sa-
lon; deli se na štiri manǰse forme: Urejanje salona (urejanje osnovnih
podatkov o salonu), Urejanje zaposlenih (dodajanje in odstranjevanje
zaposlenih, dodelitev naziva vodje), Urejanje storitev (dodajanje in
brisanje storitev), Galerija (dodajanje in brisanje slik salona);
– podjetje, kjer lahko frizer ustvari svoje podjetje, ga ureja in mu doda
nove salone;
– profil, kjer lahko frizer ureja svoj profil (osnovni podatki, sprememba
slike in sprememba gesla).
Na sliki 4.2 je predstavljena shema spletne aplikacije. Glavne forme so pri-
kazane v pravokotnikih, njim pripadajoče funkcionalnosti pa se nahajajo v
pravokotnikih z zaobljenimi robovi.
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Slika 4.2: Shema spletne aplikacije
4.3 Nivo poslovne logike - zaledni del sistema
Zaledni del sistema se v programiranju nanaša na vso zbirko elementov, ki
gradijo določene funkcionalnosti in storitve na strežniku. Zalednje sistema je
sestavljeno iz spletnega strežnika Nginx, Python API-ja in podatkovne baze
MySQL. Celoten sistem gostuje na fakultetnem virtualnem stroju, kateremu
so dodeljeni 3 GB pomnilnika in 60 GB trdega diska.
Zaledni sistem je sestavljen iz podatkovne baze, spletnega strežnika in API-
ja. Za podatkovno bazo smo si izbrali relacijsko podatkovno bazo MySQL, ki
smo jo kreirali s pomočjo skripte, omenjene v poglavju 3.1. Spletni strežnik
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potrebujemo za gostovanje spletne aplikacije in API-ja. Izbrali smo si Nginx,
saj se nam je zaradi svoje zmogljivosti in fleksibilne konfiguracije zdel najpri-
merneǰsi. API potrebujemo za komunikacijo in prenos podatkov med spletno
aplikacijo in podatkovno bazo. API sprejema zahtevke HTTP, ki so neavto-
rizirani (prijava in registracija) in avtorizirani (vse ostalo), saj je namenjen
le za uporabo znotraj aplikacije.




V tem poglavju bomo predstavili spletno aplikacijo in zaledni del sistema.
Podrobno bomo opisali vse dele zalednega sistem (Spletni strežnik, API, Po-
datkovna baza), priložili pa bomo tudi nekatere dele programske kode. Prav
tako bomo opisali spletno aplikacijo in vse forme, ki jo sestavljajo (Naročila,
Poslovalnice, Podjetje, Profil), na koncu pa bomo priložili še nekaj slik za-
slonskih mask.
5.1 Spletni strežnik Nginx
Namestitev strežnika Nginx je bila zelo preprosta, potreben je bil le ukaz
sudo apt-get install nginx. Za pravilno delovanje strežnika pa je bilo v
konfiguracijsko datoteko treba dodati nekaj sprememb (slika 4.3):
– Da je spletna aplikacija dostopna na URL-ju oz. IP-naslovu virtual-
nega stroja, je bilo treba nastaviti pot do produkcijskega builda spletne
aplikacije [5]; v našem primeru je to:
root /var/www/html/webapp/dist.
– Podobno kot pri spletni aplikaciji je bilo treba narediti tudi nekaj do-
datnih konfiguracij za API. Na konec URL-ja smo dodali /api/, saj je
20
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tako že iz naslova http://naslov-strežnika/api/... razvidno, da gre
za zahtevek HTTP.
– Ker smo želeli omogočiti dostop do API-ja [12], smo morali nastaviti
številko vrat, na katerih bo gostoval API, in njegov naslov. V našem
primeru je to http://127.0.0.1:5000, saj API gostuje na istem na-
slovu kot strežnik (127.0.0.1 oziroma localhost), številko vrat pa smo
pustili kar privzeto, 5000, saj so bila ta takrat še prosta.
Slika 5.1: Konfiguracijska koda za strežnik Nginx
5.2 Podatkovna baza MySQL
Za podatkovno bazo smo izbrali MySQL, saj se nam je zaradi svoje prilago-
dljivosti in zanesljivosti zdela najprimerneǰsa, poleg tega pa smo imeli z njo
največ izkušenj iz različnih študijskih predmetov.
Pri namestitvi podatkovne baze MySQL na strežnik [10] smo potrebovali
naslednje ukaze:
1. Ukaz sudo apt install mysql-server za namestitev odatkovne baze
MySQL na strežnik.
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2. Ukaz sudo mysql secure installation, ki je priporočljiv ob prvi na-
mestitvi MySQL-a na strežnik. Ta ukaz požene priloženo varnostno
skripto, ki spremeni nekatere manj varne nastavitve (npr. oddaljen
dostop do podatkovne baze kot root)
3. Bazi smo dodali še uporabnika, kar je omogočilo dostop do baze. To
smo storili z ukazom ALTER USER ’root’@’localhost’ IDENTI-
FIED WITH mysql native password BY ’password’;, ki omogoča
dostop do podatkovne baze kot uporabnik root z geslom password.
4. Za dostop do podatkovne baze smo uporabili ukaz mysql -u root -p
in nato vnesli geslo password.
Ko je bila podatkovna baza pravilno konfigurirana, smo iz fizičnega modela
v PowerDesignerju izvozili podatkovno bazo v skripto SQL in jo naložili na
strežnik. Nato smo pognali ukaz mysql -u root -p password Diploma <
script.sql, ki je prebral vsebino datoteke script.sql in jo zagnal v podat-
kovni bazi z imenom Diploma. Podatkovna baza je vsebovala vse potrebne
tabele, zato smo lahko prešli na razvoj API-ja.
Med razvojem API-ja smo opazili, da v primeru vnosa šumnikov, sičnikov
ali katerih drugih posebnih znakov pride do napake. V bazi je bilo treba
omogočiti celoten nabor znakov UTF-8, kar smo storili z ukazom AL-
TER DATABASE Diploma CHARACTER SET utf8mb4 COL-
LATE utf8mb4 unicode ci;
5.3 API
Za razvoj API-ja [27] smo uporabili Python z ogrodjem Flask. Python in
Flask smo delno uporabili zaradi osebnih preferenc, saj smo z njim že razvijali
podobne reči, delno tudi zato, ker se zelo dobro obnese tudi v okolju Linux,
razvoj pa za manǰse aplikacije ni tako zapleten.
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5.3.1 Komunikacija s podatkovno bazo
Ena izmed pomembneǰsih stvari je bila povezava s podatkovno bazo, saj
uporabnik praktično ves čas prek API-ja prejema in pošilja podatke v po-
datkovno bazo. Za komunikacijo med API-jem in podatkovno bazo smo
uporabili Flaskovo razširitev za bazo MySQL: flaskext.mysql.
Vzpostavitev povezave z bazo je bila precej preprosta, treba je bilo le speci-
ficirati osnovne podatke:
– ime in geslo, s katerima bo API dostopal do baze (določanje teh po-
datkov je prikazano v naslovu 4.3.2 pod tretjo točko),
– ime podatkovne baze,
– naslov gostitelja - v našem primeru je bil to localhost, saj je baza go-
stovala na istem strežniku kot API.
5.3.2 Avtentikacija
Vsi uporabniki, tako stranke kot frizerji, ob prijavi v aplikacijo prejmejo svoj
Jason Web Token (JWT) oziroma žeton JWT [13], ki se jim shrani v sejo,
saj je potreben za nadaljnjo uporabo aplikacije. JWT je odprt standard za
varen prenos informacij med strankami po svetovnem spletu. Informacije v
žetonu se prenašajo v obliki objekta JSON, ki je sestavljen iz treh delov:
– glave, ki vsebuje tip žetona in podatek o šifrarnem algoritmu (v našem
primeru je to SHA256);
– podatkov, ki jih je lahko poljubno število (ponavadi se v JWT shrani
le najpomembneǰse podatke, saj so podatki prosto dostopni vsem, ki
pridobijo ta žeton). Zelo zaželjeno je, da se v žeton shrani tudi datum in
čas prenehanja veljavnosti žetona, saj bi se v nasprotnem primeru lahko
uporabnik z enakim žetonom verificiral celo življenje. Čas trajanja
veljavnosti žetona ni omejen, lahko je nekaj sekund, nekaj minut ali
celo nekaj mesecev oziroma let. Čas veljavnosti se določi ob kreiranju
žetona na API-ju;
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– podpisa z izvlečkom šifrirnega algoritma, ki glavo, podatke in privatni
ključ skupaj zašifrira (s pomočjo podpisa lahko preverimo ali je bil
žeton kreiran na strežniku ali je bil ponarejen)
Kreiranje žetona JWT je precej preprosto, saj Python že vsebuje knjižnico
JWT, ki opravi večino dela namesto nas. Za kreiranje žetona uporabimo
funkcijo jwt.encode(podatki, skrivnost, algoritem). Skrivnost se upo-
rablja pri verifikaciji pristnosti žetona, sestavljena pa je iz poljubno dolgega
niza poljubnih podatkov. V primeru da je bil žeton ponarejen, obstaja velika
verjetnost, da je bila zanj uporabljena drugačna skrivnost.
Dešifriranje žetona ni prav nič težje od šifriranja, saj za vse poskrbi knjižnica
JWT. Potrebna je le uporaba jwt zeton.decode(’utf-8’), nato pa knjižnica
sama dešifrira podatke ter preveri pristnost in veljavnost žetona. V primeru,
da je žeton ponarejen ali pa je njegov rok veljave potekel, nam API vrne
napako.
Žeton mora biti priložen vsakem zahtevku HTTP (razen seveda pri prijavi,
registraciji in resetiranju gesla), saj API v nasprotnem primeru sklepa, da
zahtevek prihaja od neželenih uporabnik, in vrne napako.
5.3.3 Dvojna overitev oz. 2FA (Two Factory Authen-
tication)
Pri prijavi strank žal ni dovolj samo email oz. telefonska številka in geslo,
saj bi v tem primeru prǐslo do prelahkih kraj uporabnǐskih računov. Odločili
smo se za dvojno overitev [1], kar pomeni, da ob prijavi v sistem, stranka
na svojo mobilno številko prejme kodo, ki jo mora vpisati v aplikacjo. Če je
vpisana koda napačna, se mora stranka ponovno prijaviti.
Za implementacijo dvojne overitve smo uporabili Twilio API, ki omogoča
prav to. Namenjen je uporabnikom s celega sveta, uporabniki pa na začetku
prejmejo 20$, ki jih lahko uporabijo po svojih željah. Twilio ima vnaprej
pripravljeno implementacijsko kodo, ki smo jo samo prekopirali na strežnik.
Potrebna je bila le sprememba besedila in generiranje potrditvene kode.
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5.3.4 Pošiljanje in shranjevanje slik v bazo
Pri shranjevanju slik smo naleteli na majhno težavo, saj se pristop pri shra-
njevanju slik malce razlikuje od shranjevanja običajnih podatkov. Najprej
smo imeli v mislih, da bi sliko pretvorili v tekstovni oziroma bitni format,
vendar smo se po manǰsi raziskavi odločili za malo drugačen pristop. Na
strežniku smo ustvarili mape s slikami (frizerjev in salonov), kamor smo slike
tudi shranili, v podatkovno bazo pa smo shranili le pot do slike na strežniku.
Slike smo na strežnik pošiljali prek zahtevka HTTP v formatu form-data.
Pošiljanje slik v aplikacije pa je implementirano na malce drugačen in lažji
način. Najprej smo v bazi poiskali pot do željene slike. Sliko smo nato
prebrali in pretvorili v format base64 [3]. Base64 je shema za pretvarjanje
bitov v tekst. Pretvorjeno sliko smo lahko nato na enak način kot vse druge
podatke pošiljali preko odgovora HTTP.
Poglavje 6
Predstavitev spletne aplikacije
Spletno aplikacijo za frizerje smo razvili s pomočjo ogrodja Vue.js, ki je plat-
forma za komunikacijo med HTML-jem in JavaScriptom. Pri razvoju smo
veliko uporabljali Node Package Manager (NPM), ki je neke vrste spletno
skladǐsče z različnimi knjižnicami, vsebuje pa že prek 800.000 paketov oz.
knjižnic. Najpogosteje smo uporabljali naslednje knjižnice:
– Bootstrap: Bootstrap [4] je eno izmed priljubljenih ogrodij za sple-
tno programiranje. Njegova prednost so že vnaprej oblikovani elementi
ogrrodij CSS. Najpomembneǰsi je mrežni sistem, ki je namenjen obli-
kovanju odzivne strani (v primeru povečanja oz. pomanǰsanja zaslona
ostane stran lepo oblikovana), prav tako pa so pogosto uporabljeni
različni gumbi, spustni meniji, vnosna polja, in druge funkcije.
– Axios: Axios [2] je majhna HTTP knjižnica, s katero lahko odjema-
lec pošilja zahtevke HTTP na API. Uporabnik lahko prek zahtevkov
podatke prek API-ja tako pridobiva kot tudi pošilja na strežnik.
– Vuetify: Vuetify [25] je ena izmed bolj priljubljenih knjižnic s kompo-
nentami za Vue.js. Projekt Vuetify je v razvoju od leta 2014, njegov
cilj pa je uporabnikom zagotoviti vse željene komponente. Najbolj so
nam bile všeč njihove komponente za koledar, izbiro datuma in izbira
ure. Implementacija teh elementov je bila zelo preprosta, prav tako je
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videz, kljub temu, da je Vuetify brezplačna knjižnica, zelo lep in mode-
ren, celo bolǰsi od nekaterih plačljivih ogrodij. Uporabili smo tudi nekaj
gumbov, vnosnih polj in funkcijo za preverjanje vnosnih polj (npr. če
je polje prazno, če so v polju samo številke, itd.).
Spletno aplikacijo smo razvijali v razvojnem okolju Visual Studio Code. To
okolje omogoča razvijanje v večini programskih jezikov. Ker smo se osre-
dotočili na Vue.js, smo si v okolje namestili razširitev Vue.js Extension Pack,
ki precej olaǰsa in pohitri razvoj (samodejno dopolnjevanje, označevanje na-
pak, obarvanje kode za lažji pregled ...).
6.1 Prijava in registracija
Prijava in registracija sta edini formi, ki ju lahko vidi vsak obiskovalec, saj
je za nadaljnjo uporabo potreben uporabnǐski račun. Formi sta si precej
podobni, saj obe večinoma vsebujeta le vnosna polja. Na obeh formah je ob-
vezen vnos vseh podatkov; če obiskovalec slučajno pozabi na vnos podatka,
ga sistem o tem obvesti.
Pri registraciji je potreben vnos imena, priimka, elektronskega naslov, tele-
fonske številke, gesla, v kategoriji izkušenj pa spustni seznam prikaže podane
možnosti. V primeru da v sistemu že obstaja uporabnik z vnesenim elek-
tronskim naslovom ali telefonsko številko, dobi obiskovalec o tem obvestilo,
saj je zaželjeno, da ima vsak uporabnik le en uporabnǐski račun. V primeru
uspešne registracije je obiskovalec preusmerjen na formo za prijavo v sistem.
Ob prijavi ima uporabnik dve možnosti: lahko se prijavi z elektronskim na-
slovom ali s telefonsko številko, v obeh primerih pa je njegovo geslo isto. Če
njegovi uporabnǐski podatki niso bili najdeni v sistemu, je o tem obveščen,
prav tako je obveščen, če uporabnik s tem emailom ali telefonsko številko v
sistemu še ne obstaja. Po uspešni prijavi je uporabnik preusmerjen v sistem.
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Slika 6.1: Obrazca za prijavo in registracijo
6.2 Tvoja naročila
Forma Naročila je najpomembneǰsi del spletne aplikacije, saj na tej formi
frizer preživi največ časa. V salonu, v katerem je frizer zaposlen, se vsa
njegova naročila prikazujejo v obliki koledarja. V desnem zgornjem kotu
koledarja uporabnik izbira med različnimi načini prikaza koledarja; prikaz
celega meseca, enega tedna, štirih dni ali le enega dneva.
Frizerju se na koledarju prikažejo njegova naročila, nekatera v zeleni barvi,
druga pa v rdeči. Če je naročilo v rdeči barvi, pomeni, da še ni potrjeno, po
vsej verjetnosti zato, ker je novo in ga frizer še ni videl. Frizer lahko naročilo
potrdi s klikom na naročilo, po čemer se mu prikaže oblaček s podatki o
naročilu, in gumb POTRDI. Naročilo se po kliku gumba POTRDI obarva v
zeleno barvo, kar pomeni, da je frizer pripravljen sprejeti stranko. Ko frizer
potrdi naročilo, stranka ob tem prejme sporočilo o potrditvi in podrobnostih
naročila. Ob kliku na naročilo se frizerju odpre oblaček s podrobnostmi, kjer
je prikazan naslov salona, ime in priimek stranke, seznam naročenih storitev
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ter predviden čas začetka in konca friziranja.
Slika 6.2: Celomesečni pregled naročil
Seveda se lahko kdaj zgodi, da bi se na friziranje rada naročila stranka, ki
ne uporablja mobilne aplikacije, bodisi zato, ker je ne želi ali ne zna, bodisi
ji je bolj preprosto poklicati v salon in se dogovoriti glede naročila. V tem
primeru ima frizer v zgornjem delu koledarja, poleg trenutno prikazanega
imena meseca, simbol +, ki omogoča vnos naročila namesto stranke.
Ob kliku na gumb + se frizerju odpre manǰse okno za vnos podatkov o
naročilu. Frizer mora na spustnem seznamu (angl. dropdown) najprej izbrati
željeno storitev, lahko jih je tudi več. Izbrane storitve se sproti prikazujejo v
seznamu pod spustnim menijem. Za vsako storitev je prikazan čas trajanja
storitve in njena cena. Pod seznamom se prikaže celotno trajanje naročila
in cena, ki se ob dodajanju oziroma brisanju storitev sproti posodabljata.
Ko so izbrane vse storitve, lahko frizer izbere ustrezen dan in čas začetka
naročila. Med izbiranjem datuma in ure sistem sproti preverja že obstoječa
naročila in tako prikazuje le ustrezne termine, saj bi v nasprotnem primeru
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lahko prǐslo do prekrivanja naročil. Na koncu mora frizer še vnesti ime in
priimek stranke ter njeno telefonsko številko. V primeru spremembe vmesnih
korakov se vsi podatki, ki sledijo spremenjenim podatkom, izbrǐsejo, saj se
ob npr. spremembi storitev lahko podalǰsa trajanje naročila, ki bi potem
lahko bilo za izbrani termin predolgo. Ko so vsi podatki pravilno vneseni,
lahko frizer naročilo shrani z gumbom SHRANI. V koledarju se nato pojavi
novo naročilo, ki je že obarvano zeleno, saj frizerju naročil, ki jih je vnesel
sam, ni treba dodatno potrjevati.
Slika 6.3: Obrazec za vnos novega naročila
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6.3 Poslovalnice (ki jih vodǐs)
Forma Poslovalnice je namenjena upravljanju salonov; uporabljajo jo lahko
le uporabniki, ki vodijo vsaj en salon, za ostale uporabnike je neuporabna.
Vodji salona se v formi prikaže salon oz. seznam salonov, ki jih vodi, saj lahko
en uporabnik upravlja več salonov hkrati. Uporabnik je s klikom na salon
preusmerjen na formo za upravljanje izbranega salona. Upravljanje salona je
razdeljeno na štiri funkcionalnosti: Salon, Zaposleni, Storitve, Galerija.
6.3.1 Osnovni podatki
Funkcionalnost Osnovni podatki je namenjena prikazu in urejanju osnovnih
informacij o salonu: ime salona, njegov naslov, poštna številka, mesto, elek-
tronski naslov, telefonska številka ter začetek in konec delovnega časa. Upo-
rabnik lahko tudi označi vidnost komentarjev in ocen salona v mobilni apli-
kaciji. Kateregakoli od zgoraj naštetih podatkov je mogoče spremeniti, treba
pa je preveriti, da katero od polj ne ostane prazno. Ko uporabnik konča z
urejanjem, lahko nove podatke o salonu pošlje na strežnik s klikom na gumb
Shrani spremembe.
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Slika 6.4: Urejanje osnovnih informacij o salonu
6.3.2 Zaposleni
Funkcionalnost Zaposleni je namenjena urejanju zaposlenih v salonu. Vodja
lahko zaposli nove frizerje, odstrani obstoječe ali frizerju dodeli napredova-
nje v vodjo salona. V zgornjem delu forme je prikazan seznam zaposlenih
frizerjev v salonu. Na desni strani vsakega frizerja sta prikazana dva gumba
z ikonami; ikona osebe s kravato, ki frizerja povǐsa v vodjo salona, in znak
X, ki izbranega frizerja odstrani od zaposlenih v salonu.
• Dodajanje frizerja med zaposlene v salonu je mogoče v spodnjem delu
forme. V vnosno polje se vnese podatke o frizerju, sistem pa sproti
ponudi ustrezne zadetke, ki jih poǐsče med registriranimi uporabniki,
ki niso še zaposleni v nobenem salonu. Ko uporabnik izbere ustreznega
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kandidata, je njegova zaposlitev potrjena s klikom na gumb Zaposli
frizerja.
• Frizerja je tudi mogoče odstraniti od zaposlenih, in sicer s klikom na
znak X. Ob kliku se najprej prikaže oblaček s ponovnim vprašanjem o
izbrani akciji. Ob kliku na gumb Odstrani. je frizer v sistemu odstra-
njen iz salona.
• Gumb za dodelitev naziva vodje salona ima precej podoben način delo-
vanja kot gumb za odstranjevanje zaposlenih, razlikuje se le potrditveno
vprašanje. V primeru da se frizerju dodeli naziv vodje salona, trenu-
tni vodja namreč izgubi vse pravice za urejanje trenutnega salona. Če
želimo to storiti, vodja salona postane izbrani frizer, uporabnik aplika-
cije pa je preusmerjen na začetno formo Poslovalnice.
Slika 6.5: Urejanje zaposlenih frizerjev
6.3.3 Storitve
Funkcionalnost Storitve je precej podobna formi Zaposleni, tako po videzu
kot tudi po funkcionalnostih. V seznamu so prikazane vse storitve, ki jih
salon ponuja. Za vsako storitev je prikazano ime storitve, trajanje in cena.
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Na desni strani seznama je pri vsaki storitvi znak X, s katerim lahko sto-
ritev odstranimo. Seveda se ob kliku na gumb najprej prikaže potrditveno
sporočilo, šele potem pa je storitev izbrisana.
Dodajanje nove storitve je precej enostavno, potrebujemo le ime, trajanje in
ceno storitve. Vnos vseh treh podatkov je obvezen, v nasprotnem primeru
nas sistem obvesti o napaki. Ko vnesemo vse podatke, lahko s klikom na
gumb Dodaj storitev dokončamo željeno akcijo. Storitev je dodana v sistem,
prav tako se prikaže tudi v zgornjem seznamu.
Slika 6.6: Urejanje storitev, ki jih ponuja salon
6.3.4 Galerija
Galerija je zadnja funkcionalnost Urejanja salona. V zgornjem delu forme je
gumb za dodanje slik, pod njim pa so prikazane že dodane slike. S klikom
na gumb za dodajanje slik se nam prikaže oblaček za nalaganje slik. Ko
je nalaganje slike v aplikacijo končano, z gumbom Shrani sliko shranimo
na strežnik. Po uspešnem nalaganju se slika prikaže pod gumbom, med že
dodanimi slikami. Vsak salon ima lahko največ štiri slike. Če mǐskin kurzor
premaknemo na eno od slik, se nam prikaže simbol smetnjaka. S klikom
nanj se prikaže tudi potrditveni obrazec za izbris. Če to res želimo storiti,
Diplomska naloga 35
kliknemo gumb Potrdi. Slika se odstrani tako iz galerije kot tudi s strežnika
in je ni mogoče pridobiti nazaj.
Slika 6.7: Galerija salona
6.4 Podjetje
Forma Podjetje je večinoma namenjena manǰsim podjetjem, predvsem lastni-
kom podjetij. V primeru da ima uporabnik že ustvarjeno podjetje, ga tuja
podjetja ne morejo zaposliti kot frizerja v drugih salonih; lahko je zaposlen
le v enem od svojih salonov. Prav tako v primeru da je že zaposlen v nekem
podjetju, ne more dodatno ustvariti še svojega podjetja.
V primeru, da uporabnik še ni zaposlen v nobenem podjetju in si želi ustvariti
svoje podjetje, ima v formi omogočeno polje za kreiranje podjetja. Potre-
ben je le naziv podjetja, ki ga lahko kasneje kadarkoli spremeni. Ko ima
uporabnik ustvarjeno svoje podjetje, mu lahko doda še nov salon. S klikom
na gumb Dodaj nov salon je uporabnik preusmerjen na formo za kreiranje
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salona, kjer mora izpolniti prikazan obrazec. Za kreiranje salona potrebuje
naslednje podatke: ime, naslov, poštno številko, mesto, elektronski naslov,
telefonsko številko ter začetek in konec delovnega časa v salonu. Salon se
ustvari s klikom na gumb Ustvari salon. Za uspešno ustvarjen salon morajo
biti pravilno vneseni vsi podatki (npr. konec delovnega časa ne more biti
pred začetkom delovnega časa, itd.). Aplikacija nato uporabnika preusmeri
nazaj na stran Podjetje, kjer lahko vidi seznam salonov v svojem podjetju,
med njimi tudi novo ustvarjeni salon.
Slika 6.8: Obrazec za dodajanje salona
Diplomska naloga 37
6.5 Profil
Forma Profil je enaka za vse uporabnike, naj bo to brezposeln, zaposlen,
vodja salona ali lastnik podjetja. V zgornjem delu forme je prikazana upo-
rabnikova slika, pod njo osnovni podatki o uporabniku, ki jih je mogoče tudi
urejati, na koncu pa je na voljo še obrazec za spremembo gesla.
Uporabnik lahko svojo sliko spremeni tako, da mǐskin kurzor premakne na
polje s sliko, kjer se nato prikaže gumb s simbolom fotoaparata. Ob kliku
nanj se prikaže okno za nalaganje slike. Ko je slika uspešno naložena v aplika-
cijo, potrjena z gumbom Shrani in uspešno naložena na strežnik, se prikazana
slika osveži.
Pod sliko so prikazani uporabnikovi osnovni podatki: ime, priimek, elektron-
ski naslov, telefonska številka in kategorizacija izkušenj. Polja s podatki so
na začetku onemogočena, če pa bi uporabnik želel katerega od njih spreme-
niti, lahko to stori s klikom na gumb Uredi podatke. Urejanje lahko kadarkoli
prekliče (v tem primeru bodo vnešene spremembe izgubljene) ali pa shrani
na strežnik. Uporabnik mora pravilno vnesti vse podatke, saj v nasprotnem
primeru ne bo mogel shraniti sprememb. Ko so vsi podatki pravilno vnešeni,
sistem najprej preveri, ali v sistemu slučajno obstaja že kakšen drug upo-
rabnik z enako vnešeno telefonsko ali elektronskim naslovom, in če ne, se vsi
podatki shranijo na strežnik, prav tako se posodobi tudi forma profila. V
primeru da je telefonska številka ali elektronski naslov že zaseden, je uporab-
nik o tem obveščen.
Zadnji del urejanja profila je sprememba gesla, ki je sestavljena le iz dveh
vnosnih polj, polja za dvakratni vpis novega gesla in gumba za spremembo.
Geslo mora vsebovati vsaj štiri znake. Obe vpisani gesli se tudi morata
ujemati, saj v nasprotnem primeru uporabnik ne more sprememniti gesla.
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Slika 6.9: Urejanje svojega profila
Poglavje 7
Sklepne ugotovitve
Že pred začetkom razvijanja projekta smo se zavedali, da želimo kot pro-
dukt diplomske naloge narediti nekaj, kar bodo ljudje lahko uporabljali v
praksi. Pri tem projektu se je pokazala priložnost za sodelovanje, ki smo jo
seveda izkoristili. Ideja za projektom je bila prav ta: razvoj platforme, ka-
tere rezultat bi postal del vsakdana širše javnosti. V času celotnega projekta
smo pridobili raznolika znanja, tako o sami uporabi tehnologij kot tudi o
delu v ekipi. Produkt diplomske naloge so torej sistem in aplikacije, ki bodo
strankam omogočale lažje naročanje v frizerske salone, frizerji pa bodo imeli
olaǰsan pregled nad naročili in urejanjem salona.
Že pred začetkom sodelovanja pri tem projektu smo večinoma razvijali za-
ledne sisteme, na področju oblikovanja pa moramo pridobiti še nekaj znanj,
zato je bil razvoj spletne aplikacije za nas precej velik izziv. Zavedamo se,
da bodo uporabniki lahko naletele na kakšne težave. Pri uporabi sistema
oziroma aplikacije npr. so pričakovane manǰse težave pri naročilih, saj je čas
trajanja storitve le okviren; lahko se zgodi, da bo dalǰsi ali kraǰsi. Težava se
lahko pojavi tudi v salonu z več zaposlenimi, saj bi lahko eden od zaposlenih
imel v dnevu ogromno naročil, nekdo drug pa bi imel urnik čisto prazen.
V času razvoja smo sicer naleteli na težave, ki so nam vzele več časa, kot
smo pričakovali, a nam jih je na koncu uspelo odpraviti in razviti celoten
sistem v skladu s svojimi pričakovanji. Kljub tem pomankljivostim smo s
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končnim izdelkom izredno zadovoljni, prav tako smo tudi zelo zadovoljni s
celotno ekipo, saj smo zelo dobro sodelovali. Kljub temu da smo na začetku
veliko časa posvetili izbiri prave tehnologije, zdaj mislimo, da je bila Vue.js
prava izbira, saj smo hitro osvojili vse njegove tehnike.
7.1 Ideje za nadaljnji razvoj
Po našem mnenju, bi lahko naš projekt postal zelo uspešen in pogosto upo-
rabljan sistem, saj zaenkrat sistemi s podobnimi funkcionalnostmi vsaj v
Sloveniji še ne obstajajo (razen sistemi, podobni opisanima v poglavju 1.2,
ki so delno podobni nekaterim funkcijam našega sistema). Trenutno je naša
platforma bolj primerna za manǰsa podjetja oziroma samozaposlene frizerje z
domačim salonom, v mislih pa imamo že nekaj razširitev, ki bi jih bilo treba
implementirati v sistem, da bi ga lahko uporabljala tudi večja podjeta:
– nastaviti pošiljanje potrditvenega e-maila ob registraciji (za preprečevanje
uporabe ponarejenih elektronskih naslovov);
– omogočiti, da bi lahko bil en frizer zaposlen v več podjetjih (npr. dva
dni na teden v enem podjetju, ostale dni v drugem);
– preprečeti nadležnim uporabnikom, da bi celoten urnik salona zapolnili
s svojimi naročili (mogoče vnapreǰsnje plačilo za naročilo);
– izbrati ustrezen način za trženje uporabe sistema (prodaja celotnega
sistema, plačevanje mesečne naročnine za uporabo sistema, ali prido-
bitev določene vsote za vsako naročilo, ki ga prejme salon).
S pravkar naštetimi razširitvami bi sistem postal uporaben za več vrst upo-
rabnikov in imel na voljo več možnosti. Po našem mnenju pa v tej osnovni
obliki omogoča že veliko funkcij, s katerimi lahko precej olaǰsamo delo frizer-
jev in naročanje strank v frizerske salone.
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