Abstract. For mobile devices, this paper proposes a compact hardware (H/W) implementation for the KASUMI block cipher, which is the 3GPP standard encryption algorithm. In [4], Yamamoto et al. proposed the method of reducing temporary registers for the MISTY1 FO function (YYI-08), and implemented a very compact MISTY1 H/W. This paper aims to design the smallest KASUMI H/W by the application of YYI-08 to KASUMI, which has a similarly structured MISTY1 FO function. We discussed the applicability and found the problems on register competition and logical equivalence in the simple application, so we propose the new YYI-08 improved for KASUMI and the compact H/W architecture. According to our logic synthesis on a 0.11-µm ASIC process, the gate size is 2.99 Kgates, which is the smallest as far as we know.
Introduction
Recently, mobile devices have included not only the basic functions such as telephone calls and cryptographic function for preventing a wiretapping, but also the additional functions such as digital camera and digital television. Future mobile devices have more additional functions as smart devices, so the CPU load will be increasing. Also, there is required high-throughput for the cryptographic function because of future broadband network. Hence the cryptographic function is more suitable to be implemented in dedicated hardware (H/W) than in software on CPU. The mobile devices have only a limited H/W resource, so circuit size of the H/W must be as small and low-power as possible. This paper focuses on the KASUMI 64-bit block cipher [1] . It is estimated that 80% of the global mobile market is based on second generation mobile communications systems (GSM) [2] , and more and more GSM mobile phones use the KASUMI (A5/3). Also, the KASUMI will be widely used in third generation mobile communications systems as the 3rd Generation Partnership Project (3GPP) standard encryption algorithm. It is well known that the KASUMI is suitable for compact H/W implementations. We assume an implementation of a very compact KASUMI circuit is suitable for the future mobile devices with many additional functions.
Hence we aim to implement KASUMI H/W with the throughput of over 100 Mbps, which is enough speed for mobile devices. Also, we aim to implement it with a few Kgates. The H/W is one of the smallest H/W implementation for block ciphers.
A number of KASUMI ASIC and FPGA implementations have been studied [8] - [16] . In [8] , [10] - [16] , the implemented H/W is based on two types of H/W architectures; the pipeline architecture and the loop architecture. These papers aim to improve the processing speed and the H/W efficiency rather than to reduce the gate count. In [9] , the implemented H/W is based on the loop architecture for designing the compact circuit. According to the logic synthesis on a 0.13-µm ASIC process, the gate size is 3.4 Kgates, which is the smallest at present. However, the paper did not optimize the size of temporary registers for storing intermediate data in the processing of KASUMI. In general, the 1-bit register has larger gate count than other 1-bit logic gates, such as AND, OR, XOR, and NAND. So, it is very significant for the compact KASUMI H/W to maximally reduce the total bit length of the registers.
In this paper, we focus on four strategies for the compact design. First, we choose to implement the H/W by using the half of the FI function. Secondly, extended keys are generated on-the-fly by using shift registers. Thirdly, we use S-boxes implemented in the combinational logic. Fourthly, we optimize the total bit length of the registers, as the main topic of this paper.
In [4] , Yamamoto et al. proposed the method of reducing temporary registers for the MISTY1 FO function from 32 bits to 16 bits (YYI-08), and implemented a very compact H/W of MISTY1 [5] . KASUMI has a similarly structured MISTY1 FO function. In this paper, we discuss applying YYI-08 to KASUMI in order to reduce the bit length of the registers, and aim to design the smallest KASUMI H/W. In this process, we found some problems on the application, because of the following two differences between KASUMI and MISTY1. First, MISTY1 has the FL function outside of the F-function in Feistel network, while KASUMI has the FL function inside of the F-function. This difference causes the problem of the logic equivalence. Second, it takes 1 cycle for the common compact MISTY1 H/W to execute the FI function, while it takes 2 cycles for the common compact KASUMI H/W. This causes the problem that the additional temporary register is required to execute the FI function. We propose the new YYI-08 improved for KASUMI to solve these two problems. Also, we propose the implemented algorithm and the compact H/W architecture based on the YYI-08 improved for KASUMI.
We synthesize our KASUMI H/W by a 0.11-µm CMOS standard cell library, then an extremely small size of 2.99 Kgates with 110.3 Mbps throughput is obtained. Also, we synthesize KASUMI H/W by using XCV300E-8BG432 FPGA device from Xilinx, then a very small size of 332 slices with 44.54 Mbps throughput is obtained. Through the synthesis on both ASIC and FPGA platforms, our KASUMI H/W is the smallest, as far as we know.
The rest of the paper is organized as follows. Section 2 explains the algorithm of KASUMI. Section 3 explains the outline of YYI-08 for MISTY1. Our strategy for the smallest KASUMI H/W is discussed in Section 4. We analyze the problems with applying YYI-08 to KASUMI in Section 5. Section 6 proposes the new YYI-08 improved for KASUMI. Section 7 proposes the compact KASUMI H/W architecture base on our proposal. Section 8 evaluates the performance of our KASUMI H/W on both ASIC and FPGA platforms. Finally, we conclude with a summary and comment on future directions in Section 9. Figure 1 shows the entire structure of KASUMI excluding the key scheduler [1] . KASUMI encrypts a 64-bit plaintext using a 128-bit secret key. KASUMI has the 8-round Feistel network with the F-function including FO functions and FL functions connected in series. The
KASUMI
function is used in the encryption and decryption with a 32-bit extended key KL i . In Fig. 1 The FI function uses the 7-bit S-box S 7 and the 9-bit S-box S 9 . Here, the zeroextended operation is performed to 7-bit blocks by adding two '0's. The truncate operation truncates the two most significant bits of a 9-bit string. KI ij1 and KI ij2 are the left 7 bits and the right 9 bits of KI ij , respectively. The extended keys KO i , KI i , and KL i are easily generated by rotating the 128-bit secret key and XORing with constant values.
YYI-08
In this paper, the FO function of MISTY1 is implemented based on the assumption that the FI function is executed in 1 cycle, and the FO function is executed in 3 cycles by repeatedly using one FI function module for the compact design. The FO function of MISTY1 differs from that of KASUMI in that the extended key KO i4 is XORed. This XOR operator is non-influential factor for the implemented algorithm of the FO function, so the following discussion excludes this XOR operator. Figure 2 shows two methods of dividing an FO function into three cycles; the straightforward method and YYI-08. The data path in each cycle is illustrated by the thick line. In the straightforward method shown in Fig. 2(I) , an FO function is separated horizontally for every cycle, so a 32-bit temporary register is required for left and right 16-bit data. REG L and REG R are two 32-bit data registers in which intermediate data is stored in the encryption process. The 32-bit output data from the FO function is XORed with data registers in Cycle3. In the YYI-08 shown in Fig. 2(II) , an FO function is separated vertically for every cycle. YYI-08 differs from the straightforward method in that the output data from the FI function in Cycle2 is directly XORed with data registers, which 
Fig. 1. KASUMI encryption algorithm
can reduce the 16-bit temporary register for the data, so only 16-bit temporary register is required.
From the above analysis, we can see the following two conditions are necessary for cryptographic implementation algorithms in the application of YYI-08. 
Four strategies for the compact design

The number of the FO/FI function module
The FO/FI function is the main component of KASUMI, so the FO/FI function is one of the most influential factors for gate counts of KASUMI H/W. Thus, it is important for the compact design to reduce the number of the implemented FO/FI function module. The FI function of KASUMI can be divided into two "FI' function" shown in Fig. 3 . So, we choose to implement only one FI' function module for the compact design. That is, the FO function is executed in six clock cycles by repeatedly using one FI' function module. This architecture is suitable for compact implementation.
Extended key generation method
We choose to generate the extended key by the on-the-fly method, in which a required extended key is generated in the encryption/decryption process sequentially. The on-the-fly method is suitable for the compact design because the register to store the extended key is not required. In general, KASUMI can easily generate the extended key by rotating the 128-bit secret key with shift registers. So, we choose to implement the key scheduler by using shift registers composed of eight 16-bit registers proposed in [9] . The key scheduler loads the 128-bit secret key into the shift registers from the 16-bit input port in 8 cycles, which can reduce selectors.
S-box Implementation method
The S-box performance of KASUMI, including gate counts, depends on the Sbox implementation method, so it is important for the compact design to discuss them. The implementation method of two S-boxes (S 7 and S 9 ) is considered as follows. The two S-boxes of KASUMI have been designed so that they can be easily implemented in combinational logic as well as by a lookup table [1] . On KASUMI H/W, S-boxes in combinational logic show better performance both in terms of the area size and the delay time than that by a lookup table. Therefore, we used S-boxes implemented in combinational logic based on the handoptimized bit-level logic in [3] .
Optimization of temporary registers
We aim to design the smallest KASUMI H/W, so maximally reduce the bit length of the temporary registers for the FO function because the register has larger gate count than other logic gates. The common compact H/W of KASUMI requires 32-bit temporary register for the FO function as well as that of MISTY1. KASUMI has a similarly structured MISTY1 FO function, so we consider it possible that YYI-08 is applied to KASUMI, and the temporary register is reduced from 32 bits to 16 bits. In Section 5, we discuss the application of YYI-08 to KASUMI. 
Problem in the application of YYI-08 to KASUMI
As described in Section 3, two conditions are necessary for cryptographic implementation algorithms in the application of YYI-08. However, the conditions are satisfied for the implementation algorithm of KASUMI discussed in Section 4. First, KASUMI has the FL function between the FO function and data registers, which causes a problem in the application. In order to apply YYI-08 to KASUMI and guarantee the logic equivalence, we must analyze the nature of FL function and improve the implementation algorithm of KASUMI. Second, it takes 2 cycles to execute the FI function by using FI' function for the compact KASUMI H/W, which causes the problem that the additional temporary register is required to execute the FI function. The details of these two problems are explained as follows.
Problem1: Property of the FL function
This Section explains the problem caused when KASUMI is implemented by using only 16-bit temporary register FIFOreg. We can see the cause of the problem by assuming following three implementation cases. Case(1) assumes to implement KASUMI with 32-bit temporary register straightforwardly, and Case (2) assumes to implement the modified version of KASUMI with 16-bit temporary register, and no problem occurs in these cases. But in Case(3), which assumes to implement the original version of KASUMI with 16-bit temporary register, the logical equivalence problem occurs. We can see the cause of the problem by remarking the gap between Case(2), which omits the FL function, and Case (3), which provides FL function inside of the F-function as original KASUMI. 
The output data obtained through the FO and FL functions are XORed with 32-bit data register 3 , R L,3 : 16-bit) be the data input into the first, second, and third steps of FO functions, respectively.
Case(1)
In Case(1), the size of temporary registers is 32 bits, so the KA-SUMI H/W can be implemented straightforwardly without logic problems as follows. The output data from the FO function is stored into the 32-bit FIFOreg temporarily as shown in the following equation.
Next, the 32-bit data stored into the FIFOreg are input into the FL function, and the output data from the FL function is XORed with data registers {L H ||L L } as shown in the following equation. , 
Case(2) The data shown in the underlined part of Eq. (1) can be divided into the data shown in the underlined part of the following equation.
In Case(2), the size of temporary registers is 16 bits, so four 32-bit data from Sig1 to Sig4 cannot be stored as one 32-bit data, {Sig1 ⊕ Sig2 ⊕ Sig3 ⊕ Sig4}. Therefore, four data from Sig1 to Sig4 are partially XORed with data registers {L H ||L L }. Each of the 32-bit data from Sig1 to Sig4 is generated by bit concatenating the 16-bit data stored in the 16-bit FIFOreg, so the KASUMI H/W can be implemented with the 16-bit FIFOreg.
Case(3)
In Case(3) where the FL function is inside of the F-function and the bit length of temporary registers is 16 bits, the logic is shown as the following equation.
We cannot calculate the 32-bit data FL(Sig1 ⊕ Sig2 ⊕ Sig3 ⊕ Sig4) by using the FL function after calculating {Sig1 ⊕ Sig2 ⊕ Sig3 ⊕ Sig4}. This is because the calculation of {Sig1 ⊕ Sig2 ⊕ Sig3 ⊕ Sig4} requires multiple cycles due to using one FI' function, so the 32-bit temporary register is necessary to store the 32-bit data. Therefore, we consider the following idea to use only 16-bit temporary register. In each cycle, four data from FL(Sig1) to FL(Sig4) are calculated by using only 16-bit temporary register, and the four data are partially XORed with data registers {L H ||L L } as shown in the following equation.
For the logic equivalence between Eq. (5) and Eq. (6), the following equation is required to be satisfied.
In general, the equivalence in Eq. (7) is called linearity, which means that any two integer numbers, X and Y , satisfy FL(X ⊕ Y ) = FL(X) ⊕ FL(Y ). However, this equation and Eq. (7) does not hold because of the property of the FL function. Therefore, the logic equivalence cannot be guaranteed. Next Section proposes our methods to solve these problems.
Problem2: Register competition
The FI function is executed in 2 cycles because only one FI' function module is implemented. Therefore, the 16-bit temporary register for FI function (i.e., is "FIreg") is necessary to store the intermediate data in Cycle1. Also, 16-bit temporary register for FO function (i.e., is "FOreg") is required due to the application of YYI-08 to KASUMI. If these two registers are implemented independently, then the total size of temporary registers is 32 bits as shown in the left side of Fig. 3 . That is, the advantage of YYI-08, the temporary register is reduced from 32 bits to 16 bits, is lost. So, we aim to integrate 16-bit FIreg and 16-bit FOreg into one 16-bit register (i.e., is "FIFOreg") as shown in the right side of Fig. 3 .
However, only 16-bit temporary register causes the following problem. Figure  5 shows the data path in Cycle1, Cycle2, and Cycle3. By the process of the Cycle1 and Cycle2, the output data of the F I i1 is stored into the 16-bit register. But in Cycle3, intermediate data of the F I i2 must be stored into the 16-bit register with holding the previous 16-bit data of the F I i1 . Therefore, two 16-bit temporary registers are required, KASUMI cannot be implemented by using only 16-bit temporary register FIFOreg when YYI-08 is applied to KASUMI straightforwardly. 
Solution1:Correction for FL function
We solve the problem of the FL function described in Section 5.1. The FL function does not satisfy FL(X ⊕ Y ) = FL(X) ⊕ FL(Y ). Consequently, in our own analysis, we show that the FL function satisfies:
The following equation is also hold.
Here, let X k (k = 1, 2, . . . , n) and FL(X k ) be the input data into FL function and the output data from FL function. In Eq. (9), when the number of the data input into FL function n is even, the correction data, {(KL i,2 ≪ 1)||16 ′ h0000}, are XORed with data registers. This correction based on our own analysis can guarantee the logic equivalence. Therefore, the output data from FO function can be input into FL function in multiple cycles, so the KASUMI H/W can be implemented with only 16-bit temporary register FIFOreg.
Solution2:YYI-08 improved for KASUMI
We solve the problem described in Section 5.2 by reference to Fig. 6 . We proposed new YYI-08 improved for KASUMI, in which the second FI function F I i2 is executed primarily, and then the first FI function F I i1 is executed. Our new YYI-08 can avoid the register competition because it is unnecessary to hold the 16-bit output data from the F I i1 during processing the F I i2 if the second FI function F I i2 is executed primarily. To avoid the register competition by our new YYI-08 can lead to merging FIreg and FOreg into FIFOreg. 
Proposed architecture
This Section proposes new implementation algorithm of KASUMI H/W based on our proposed method described in Section 6. First, Alg.1 shows the implemented algorithm in odd-numbered rounds where the FO function follows the FL function. We assume that the FI function is executed in 2 cycles by using only one FI' function module, so let FI ′ () and FI() be the intermediate data in Cycle1 and the output data in Cycle2, respectively. Also, "<=" and "=" mean non-blocking and blocking assignments, respectively. Let FL H () and FL L () be the upper and the lower 16-bit data of FL(), respectively. In Cycle1, 3, and 5, the output data from the FL function module is input into FI' function module at the same cycle. This means that the FL function module is directly connected to the FI' function module. In Cycle2, 4, and 6, the output data from FI' function module is XORed with data register {R H ||R L } at the same cycle.
Next, Alg.2 shows the implemented algorithm in even-numbered rounds. Here, the output data are XORed with data register in Cycle3, 5, and 7, it takes one more cycle in comparison to odd-numbered rounds. This is because the temporary register FIFOreg exists on the data path from FI' to FL. This can avoid a feedback loop structure, and an increase in area size due to two implemented FL function module. In Alg.2, the output data are XORed with data register even number of times (Cycle3, 5, 6, and 7), so the correction data,
′ h0000}, are XORed with data registers in Cycle4. Note that the logic equivalence can be guaranteed by the corrective operation in any cycle including Cycle4. 
Performance evaluation
This Section evaluates the ASIC and FPGA performance of our KASUMI H/W. The KASUMI H/W is verified by using the test vectors provided by the NESSIE submission package [17] . The proposed H/W is not based on scan design, and is synthesized on a 0.11-µm CMOS standard cell library with the Design Compiler 2006.06-SP5-1 under the worst case conditions, and with size optimization and ungroup command. Also, one gate is equivalent to 2-1NAND gate. Table 1 shows the ASIC performance of our proposed KASUMI H/W. The proposed H/W realized the smallest-area of less than 3K gates. We estimate the effect of our proposal on the gate counts. First, we focus on the registers. The straightforward H/W uses the 32-bit temporary register, while our KASUMI H/W used only 16-bit one due to our proposal. We suppose 1-bit register = 13.5 NAND gates, so our proposal can reduce about 216 NAND gates. Next, we focus on the multiplexers (MUXs). We show that our proposal do not increase MUXs in the following discussion. MUXs which have N -bit length and M input signals equal (N/16)(M − 1) 16-bit 2-1MUXs. So, we evaluate the gate count based on the numbers of 16-bit 2-1MUXs. We compare our KASUMI H/W with the previous smallest H/W in [9] . The H/W in [9] uses 26 16-bit 2-1MUXs. Note that we add six 16-bit 2-1MUXs to the original H/W in [9] . This is because the original H/W in [9] omits the MUXs into which the data output from registers are directly input. These MUXs are necessary to keep the value of registers. Meanwhile, our H/W in Fig. 7 uses less than 26 16-bit 2-1MUXs. Our H/W uses two 2-1MUXs where one-sided input data become 0, so they can be transformed into an AND gates smaller than MUX gates. Hence we estimate less than 26 16-bit 2-1MUXs, while 27 16-bit 2-1MUXs are used in our H/W shown in Fig. 7 . Also, the FIFOreg in Fig. 7 is not connected to the MUX, because our proposal can always input the value of FIFOsig into the FIFOreg. As the result, our KASUMI H/W can reduce the gate counts of registers and MUXs compared with the previous smallest H/W in [9] .
Next, "H/W efficiency" means the throughput per gate, so the implementation with higher throughput and smaller gate counts show higher values. In this paper, the H/W efficiency is defined as the throughput divided by area size. The throughput and efficiency of the proposed KASUMI H/W are comparatively lower because the maximum frequency of ours is smaller than that of the other reports. We discuss the reason by comparison with the KASUMI H/W in [9] . The critical path of the KASUMI H/W in [9] is shorter than that of ours. This is because the temporary register exists on the data path between FI' and FL in the KASUMI H/W in [9] , while the FL function module is directly connected to the FI' function module in our KASUMI H/W. The difference is due to only 16-bit temporary register by the application of YYI-08 to KASUMI. Our proposed KASUMI H/W can achieve throughput of over 100 Mbps, so has enough performance for embedded systems, such as 3GPP mobile phones. This paper aims to implement the smallest H/W of KASUMI, so it is significant to maximally reduce the gate count even though the throughput and the H/W efficiency are not the highest.
For further comparison with eliminating the CMOS technology difference, we evaluate the FPGA performance of our KASUMI H/W as shown in Tab.2. A lot of previous works choose the same FPGA chip (Xilinx vertex-E series, XCV300E-8BG432) [18] for fair evaluation. We synthesize the proposed H/W by using XCV300E-8BG432 FPGA device with Xilinx ISE 10.1 with size optimization, 
Conclusion
We presented the very small KASUMI H/W, which used only 16-bit register due to the application of YYI-08 to KASUMI. We found that the application required the solution for the following two problems, and proposed our methods of solving them. First, the FL function did not unconditionally satisfy the linearity, which is essential for the application of YYI-08. We showed that the FL function could satisfy the linearity with correction. Second, the KASUMI H/W takes 2 cycles to execute the FI function, which requires the additional register, so we proposed new YYI-08 improved for KASUMI, in which the order of execution is changed. The implemented KASUMI H/W based on our proposal was synthesized by a 0.11-µm CMOS standard cell library, then an extremely small size of 2.99 Kgates with 110.3 Mbps throughput was obtained. This is the smallest KASUMI H/W, as far as we know. Future work will include discussion on the fastest KASUMI H/W implementation.
