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Abstract: Unlike physical objects, software sees no natural wear and tear such as oxidation or physical 
and thermal stress. Once a software is correctly and functionally implemented into a system, it could 
run forever, at least in theory. In practice, recent times have seen a growing number of empirical 
examples, where a malfunctioning software, high performance requirements or cancelled support 
services caused the end of lifetime of an otherwise functioning product. So far, software obsolescence 
(SO) was mostly studied as software rot or software blow in sectors like aviation or military, where 
reliability is most crucial. But with an increasing market penetration of embedded hard- and software 
systems such as SmartTVs, Bluetooth Speakers, Smart Home Appliances, and other Cyber-Physical 
Systems (CPS), there is growing attention to software induced obsolescence in the consumer 
electronics market. From an environmental perspective the problem is evident and is already targeted 
by recent strategies in national and European legislation such as the German Digital Policy Agenda for 
the Environment (BMU 2020) or the European Circular Economy Action Plan (EC 2020). However, 
applied research on SO is still young and lacks concepts and heuristics to systematically study the 
causes, appearances and impacts of the problem. 
The aim of this paper is to (i) propose a formal definition, illustrate the difference of direct and indirect 
software obsolescence (ii) to present a four-level scheme (legal-executable-usable-functional - LEUF) 
to analyze and classify mechanisms of software obsolescence; and (iii) to give a proper overview of the 
current state of regulations on SO. Based on our considerations we discuss mitigation strategies to 
prevent software obsolescence and identify further policy and research needs. 
 
1. Introduction  
The proportion of everyday devices that depend 
on software is steadily increasing. Current 
studies report an exponential growth of 
connected devices and the Internet of Things 
(IoT) in all areas of life (Gardner 2017; 
Transforma Insights 2020). The amount of 
software-controlled consumer electronics, 
household appliances, housing technologies 
and vehicles is increasing, which means that 
software is ever more determining the lifetime, 
functionality, and reliability of a product and its 
hardware. 
The public and political attention to the issue of 
software obsolescence is growing significantly 
in recent years. Various legal proceedings were 
conducted against renowned manufacturers 
such as Apple and Samsung regarding 
software aspects of their devices (AGCM 2018; 
DG CCRF 2020; Steinberg 2020). Several 
media reports highlighted examples of 
premature obsolescence caused by software 
like the end of life of cloud platforms and their 
related hardware devices (Radclyffe 2020) or 
the integration of software-based ‘kill switches’ 
in Bluetooth-speakers (Welch 2019).  
As a result, not only environmental and 
consumer organizations such as the Right to 
Repair Coalition (https://repair.eu/) are 
advocating for a better regulation of software-
related aspects in products, but also official 
authorities are pushing the topic with their 
policy agendas (BMU 2020; EC 2020). In the 
beginning of 2021 some Ecodesign Directives 
(Directive 2009/125/EC) started to set minimum 
requirements for the availability period of 
software and firmware for some products. 
Despite the increasing awareness of the 
problem, applied research on software 
obsolescence especially in the context of 
consumer electronics lacks concepts and 
heuristics to systematically study the causes, 
appearances and impacts of the problem. 
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Against this background, this paper aims to 
provide: 
(A) Definitions and terms 
(B) State of research 
(C) the concept of software obsolescence 
(D) state of legislation 
The paper starts with an explorative analysis of 
these four interlinked topics (part A-D). This is 
followed by a discussion of research gaps and 
questions for future research. 
 
(A) Definitions and Terminology 
 
The term ‘software’ generally refers to 
computer programs, as well as the procedures 
and documentation related to the operation of a 
computer system. Although software is more or 
less non-material, it always depends on 
‘hardware’, or in other words: Physical 
equipment is necessary for software to function 
(ISO/IEC 24765:2017). Hence the interplay of 
software and hardware determines the 
functionality and quality of a software-based 
product. 
 
General assumptions and principles 
There is no formal or general definition of 
software obsolescence. Nevertheless, some 
basic principles related to software 
obsolescence can be identified in the literature: 
1. Software itself becomes obsolete and/or 
causes the obsolescence of other 
hardware and/or software (cf. Sandborn 
2006). 
2. The quality and usability of software 
depends on direct (functional) and indirect 
(non-functional requirements/ constraints) 
characteristics and requirements (cf. 
ISO/IEC 25000:2014). 
3. In open and connected systems, software 
is subject to changing requirements on its 
direct and indirect properties (Lehmann 
1996/ Taentzer et al. 2019). 
 
Against this background, software 
obsolescence can be defined as follows 
The term software obsolescence refers to a 
variety of reasons that cause the quality of 
software to degrade to a point where the 
software and the associated product is no 
longer usable or no longer performs its 
intended function for the user. 
 
Despite their complexity, the root causes of 
software obsolescence can be distinguished in 
two dimensions: 
 
Software obsolescence is induced by the 
software itself (direct) or by changing 
requirements on the functional and non-
functional properties of the software 
(indirect). 
 
The analytical distinction of direct and indirect 
effects is problematic in cases, where the 
dependent variable (software obsolescence) 
could be affected by different independent and 
mediating variables without a direct link to the 
initial cause (cf. Pearl & Mackenzie 2018). 
Table 1 provides some examples to make the 









- Functional software failures 
- “Built-in” software-controlled 
shutdown or counting devices 
- Software inefficiencies can 
lead to higher performance 
load ("software bloat") and 







- Functional software deficits 
due to changing system 
environments: 
- Lack of upward and 
downward compatibility 
with other software and 
data formats 
- Incompatibility with new 
hardware 
- Expiry of software licenses or 
cloud-platforms 
- Loss or limited user 
friendliness (usability) 
Table 1. Examples of direct and indirect software 
obsolescence. 
 
(B) State of research 
Software is a complex sociotechnical artifact 
that is in a constant state of change. As result, 
there has been early attempts to measure 
software and its quality aspects (IEEE 1998; 
ISO 25000). This also includes the risk 
assessment and forecasting of software 
obsolescence especially in the realm of long-
lived industrial, aircraft and military applications 
(Bowlds et al. 2018). However, as Sandborn 
(2006) states, most methods, databases, and 
tools in the field of obsolescence management 
are focusing too narrowly on hardware life 
 
 
4th PLATE Virtual Conference Limerick, Ireland, 26-28 May 2021 
Poppe, E., Wagner, E., Jeager-Erben, M., Druschke, J., Köhn, M. 
Is it a bug or a feature? The concept of software obsolescence 
 
- 3 - 
 
cycles and underestimate the impact of 
software obsolescence. Particularly the more 
frequent application of COTS (commercial of-
the-shelf) software increases obsolescence 
risks in the industrial and military field due to 
their shorter market and support cycles (Wu et 
al. 2006; Morris 2010). 
Despite the growing attention of software 
obsolescence in the industrial and military field 
and beyond, there is not yet much dedicated 
research, particularly for consumer electronics. 
A literature search conducted in the research 
database IEEExplore yields only few results for 
the full-text search on the key word "software 
obsolescence" (N=4.300), with only 138 
publications and published conference 
contributions identified as relevant (see figure 




Figure 2. Relevant publications per year on 
software obsolescence in IEEExplore database 
 
Among the few, who have addressed, software 
obsolescence in research are several case 
studies on premature obsolescence and Green 
IT initiated by the German Environmental 
Agency (Gröger & Köhn 2015; Hilty et al. 2015; 
Prakash et al. 2016: 146; Keimeyer et al. 2020, 
ISICONSULT 2021). 
To facilitate future research on software 
obsolescence the next section provides an 
initial but convenient framework for a 
systematic analysis of the main mechanisms 




The proposed LEUF-Circle is a framework 
inspired by previous work by Sandborn (2007) 
and the ISO standard for describing software 
quality (ISO 25000) and has already been 
applied empirically (Wagner et al. 2020). 
 
Figure 1. LEUF-Circle and its circular 
dependencies 
 
The LEUF-Circle is based on four premises of 
the use of software-based products according 
to their intended purposes and specifications: 
 
(1) The user must have at least the right to 
use the software which must be usable in 
conformity with the law (data protection, 
copyright),  
(2) The software must be/remain technically 
executable with the existing hardware, 
(3) An appropriate usability of the software 
must be given, 
(4) The software must fulfil its intended 
functions sufficiently. 
 
The LEUF-Circle is a sequence, where the loss 
of one factor, pose a total risk for to whole 
product, hence resulting in a circular 
dependency. If a software license is expired, 
the user has de jure and often de facto no right 
to use the software anymore (1), independent 
of other factors such as an intact hardware (2) 
or great usability (3) and functionality of the 
product (4). If a proprietary software dependent 
on dedicated hardware (2), which is not 
produced anymore, a defect of the hardware 
and lack of repairability poses a total 
obsolescence risk for the whole product. The 
same applies to software which cannot be 
adequately operated by the user (3) or does not 
properly fulfill its function (4).  
Table 2 gives a brief overview of the dimensions 
and corresponding risk factors. 
 
Dimensions Risk Factors 
Legal 
 











Relevant publications on 
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- Legal right to use (licenses) 
- Compliance (data privacy) 
- Software availability and 
security (updates) 
Executable Is the software accessible and 
executable? 
- Technical feasibility of the 
software 
- Obsolescence of hardware 
- Digital obsolescence of 
storage media, data formats 
and dependent software 
services (clouds e.g.) 
 
Usable Usable and applicable? 
- Usability and User Experience 
(UX) 
- Skills and competence of 
users, quality of software 
documentation 
- Error tolerance and feedback 
of the software 
Functional Is the software doing “its job”? 




- Adaptability, compatibility and 
performance 
Table 2. LEUF Dimensions and software 
obsolescence risk factors 
 
The LEUF-Circle is a framework to narrow 
down the essential risk factors and impart the 
inherent circular dependencies when it comes 
to software obsolescence. The user-centric 
approach has the advantage to cover a wide 
array of quality aspects that give a more holistic 
view on software obsolescence.  
The framework is currently not fully 
operationalized and needs further empirical 
validation. Software itself and the proposed 
LEUF dimensions induce a great complexity for 
measurements and require an elegant solution. 
In particular, the changing quality state of 
software caused by updates, patches and 
changing system requirements must be 
measured over time to enable a continuous 
obsolescence risk assessment. 
 
(D) State of legislation in the EU 
Contrary to hardware aspects, software is less 
regulated in the European market. 
Nevertheless, several important regulatory 
initiatives are on the way or have recently been 
adopted. The recent ‘New Circular Economy 
Action Plan’ the European Commission (EC) 
aims for a “right to update obsolete software” 
(EC 2020). For the first time the revised 
European Sales Directive sets out harmonized 
rules for products with digital components and 
the communication of software updates and 
changes in the European market (Directive 
(EU) 2019/771). The European Ecodesign 
Directive (Directive 2009/125/EC) already 
started to set minimum requirements for the 
availability period of software and firmware for 
some products to improve the overall material 
efficiency. From 2021 onwards, there will be 
obligatory requirements for the availability 
period of soft- and firmware for several 
consumer products: 
- Software updates must be available for 
at least 8 years after the sale of the last 
model for displays (Directive (EU) 
2019/424), servers and data storage 
products (Directive (EU) No. 
2019/2021). 
- Household dishwashers (Directive 
(EU) 2019/2022): Professional 
repairers should have access to 
software and firmware for a minimum of 
7 years after the last unit of a model 
was placed on the market. 
- Washing machine and dryers (Directive 
(EU) 2019/2023): Professional 
repairers should have access to 
software and firmware for a minimum of 
7 years after the last unit of a model 
was placed on the market. 
The current Ecodesign Directives mainly focus 
on legal aspects such as the availability period 
or information requirements and so far, 
addresses no specific software quality aspects, 
such as the executability, usability and 
functionality of the products. Unfortunately, if a 
software update degrades a product's 
performance over time, it is still in full 
compliance with the Ecodesign Directive.  
Furthermore, especially repair initiatives 
criticize the limited access to the software, 
which is restricted to professional repairers 
(Mikolajczak 2021; Meyer 2021). 
 
2. Prospects for future research 
and action on software 
obsolescence 
As pointed out before, SO has reached the 
political agenda, but sophisticated research and 
assessment methods are lacking. Based on our 
theoretical considerations the overview on 
research gaps and challenges, we discuss how 
to overcome them and set ground for policy 
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measures to mitigate the effect of software 
obsolescence: 
 
Prospect 1: It’s not a bug, it’s a feature’ – 
obsolescence needs to be studied and 
managed as an inevitable part of the software 
evolution 
The term ‘bug’ generally refers to software 
failures in software engineering. A 2013 study 
on thousands of bug reports on open-source 
projects discovered that even the bug reports 
were themselves full of misclassifications and 
revealed that every third bug is not a bug 
(Herzig et al. 2013). In fact, software is a 
complex socio-technical artifact, and it is widely 
known in the software community that software 
failures or deficits are unavoidable and part of 
the software evolution process (Carr 2018; 
Lehmann 1996; Taentzer et al. 2019). Even 
though the complexity of software and the 
inevitability of obsolescence it should not be a 
problem to plan, measure and mitigate its 
effects along the software lifecycle process 
(ISO/IEC 12207:2008) according to established 
methods such as obsolescence management 
(IEC 62402:2007). 
 
Prospect 2: Software obsolescence needs to 
become a part of software quality metrics 
Measuring the direct and indirect quality 
aspects of software has a long tradition and is 
already standardized (IEEE 1998, ISO 25000). 
Even though software lifecycle management is 
a sophisticated discipline, the term and problem 
of ‘software obsolescence’ is not very popular 
in related research fields and has not been part 
of the standards so far. Furthermore, it is not 
clear what relevance and effect software quality 
aspects have in software development and on 
obsolescence. Especially in the context of a 
progressing digitalization, much more 
awareness and methods to measure and 
assess the problem of software obsolescence 
as described in the LEUF-Framework are 
needed. 
 
Prospect 3: Legislations must enforce 
obsolescence disclosure and transparency 
Even though most end-of-life and 
discontinuation announcements will be 
published by manufacturers on their website 
(e.g. Apple 2021) and from 2019 onwards are 
obligatory for the registry of energy-related 
products in the European EPREL-database 
(EC 2021), most software-related factors that 
can cause or effect obsolescence are widely 
unknown or not reported publicly. In 
consequence several manufacturers where 
already part of lawsuits for not communicating 
obsolescence related aspects of their products 
in an appropriate way (AGCM 2018; DG CCRF 
2020; Steinberg 2020). There are cases where 
manufacturers have discontinued cloud 
platforms and connected products within a 
month of notification, without any reference to 
the actual reason (Radclyffe 2020). There are 
many more cases that are not known because 
nothing is reported or published. In 
consequence research and legislation are 
faced with a challenging task to help mitigating 
the problem, as there is still not enough 
empirical data available. 
There is already a standard for the digital 
exchange of information on product changes 
and discontinuations (VDMA 24903:2017-12). 
To date the standard is voluntary and especially 
designed for the industrial sector, but the 
general idea to report product changes and 
discontinuation in a standardized digital format 
could also provide more transparency in the 
sphere of consumer electronics. 
 
Prospect 4: Mandatory warranty statement 
need to cover software warranty 
Recent lawsuits, policy measures, the right to 
repair movement and discussion on premature 
obsolescence are showing, that customers 
demand for more transparency regarding the 
total lifetime and quality of their software related 
products. To date, software providers are 
already bound to the minimum legal warranty 
periods or license contracts to support and 
maintain their software over a certain lifetime, 
which currently is 2 years in the EU (EU) 
2019/771). However, a mandatory warranty 
statement as proposed by the German Federal 
Ministry for the Environment (BMU 2020), could 
oblige manufacturers to make statements about 
the guaranteed minimum availability period of 
their software and can positively influence 
customers choice at the point of sale (Schlacke 
et al. 2015: 161). Furthermore, customers 
would have an effective guarantee against 
‘built-in’ software-induced mechanisms such as 
software ‘kill-switches’ or the premature 
discontinuation of dependent cloud-services.  
 
Prospect 5: Subjectivity and impact of indirect 
effects are critical to obsolescence and need to 
be further investigated. 
In contrast to the direct software-induced 
effects, such as software "kill switches" or 
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"software bloats", the indirect effects are less 
obvious and do not always cause the total 
obsolescence of the product system. Even 
though manufacturers no longer provide 
security updates for their smartphones after a 
few years, users are not forced to scrap their 
devices immediately. The same is true for 
emerging software deficits due to changing 
system requirements, such as upward 
compatibility, interconnectivity or performance 
and quality degradation. The degradation 
process of the software quality takes place 
gradually over time. When does a smartphone 
operating system (OS) becomes too slow for 
the user? How long should a smart kitchen 
machine receive updates to the latest OS? 
Should manufacturers be allowed to lock 
hardware with specific software to prevent 
independent repairs and replacements? These 
questions are in general hard to answer, case-
dependent and several factors must be 
considered. 
Indirect effects are often the ‘known unknowns’ 
that are by nature difficult to measure and 
generalize. However, given the many factors 
and interdependencies, we must presume that 
indirect effects cause a majority of software 
obsolescence. Studies have sufficiently shown 
that many consumers do not replace their 
products due to a technical defect but for other 
reasons (Jaeger-Erben & Proske 2017; Wieser 
& Tröger 2015). Given the complexity of the 
reasons, future research and assessment of 
software obsolescence must take 
interdisciplinary perspectives into account and 
not only focus on the technical aspects. 
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