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the worlds of the practitioners and the theoreticians an inch or so closer. In these 
beneficial processes Mills has been one of the most influential and effective catalysts. 
Michael JACKSON 
Michael Jackson Systems 
London, United Kingdom 
Comparative Programming Languages. By L.B. Wilson and R.G. Clark. Addison- 
Wesley, Wokingham, United Kingdom, 1988, Price X16.95 (paperback), ISBN 
o-201-18483-4. 
You have probably seen this book around. It is the one with the Mediaeval Tower 
of Babel on the front. 
I have been waiting for a long time for a decent text on the principles of 
programming languages. I do not think I have found it yet, but we are getting 
warmer. Essentially, I need a book that discusses program-language features and, 
for each one, shows what it is there for and the different ways in which it can 
manifest itself in different languages. I do not, in the main, need to know about 
small differences of syntactic sugar, but this book makes a point of saying, for each 
feature, “this is how it looks in PASCAL”, and then “this is how it looks in ADA”, 
as if that were an important matter. I might have accepted this if it had given equal 
prominence to the important semantic differences between the two, but this informa- 
tion, where it is given at all, is often spread so thinly throughout the book that, if 
you did not already know that there existed a problem to be addressed, you could 
easily miss it entirely. Too often, important distinctions are presented to the reader 
as if they were mere afterthoughts. 
Example: There is a chapter on types and declarations. What is a “type”? That, 
surely, is a fundamental question. The answer should surely be that it is “a set of 
objects, the allowable values of the type”, but the view of types as sets is not 
presented (it is just hinted at). Again, when are two types to be considered 
equivalent-a point on which different languages take fundamentally opposed 
views? Nothing at all in this chapter, and just a brief mention three chapters later 
and then only in connection with the declaration of arrays (the least interesting 
example of the real problem, which only becomes interesting in the case of recursive 
data structures). Moreover, the ADA example given claims that, in d, e: array{ 1 . .lO) 
of integer; d and e are of different type, which just ain’t so. As to whether structural 
equivalence is better/worse than name equivalence and how the choice might be 
influenced by the presence of generics or polymorphism, there is no mention at all. 
Example: There is a chapter on modules which seems to perpetuate the common 
fallacy that modules are inextricably linked with separate compilation. In reality a 
module is just another kind of declaration, but the possibility of “local” modules 
Book reviews 173 
is relegated to an afterthought. Again, there is a fundamental difference between 
languages where modules are encapsulated declarations and languages where they 
are types, but you have to read the small print very carefully to be aware of the 
second possibility at all. 
Example: Functional languages come in two fiavours-those with lazy evaluation 
and those without, but the omission of any reference at all to lazy evaluation is a 
serious omission. There is also an incredible claim, in connection with LISP, that 
“dynamic scope. . . is easier to implement”! No mention that this arises only because 
LISP was designed to be interpreted, nor even any mention of interpretation of 
functional languages at all. 
Example: The chapter on PROLOG is quite good as far as it goes. It introduces 
PROLOG as a language for achieving goals with the aid of backtracking, with good 
examples. I think I approve of this approach but, apart from telling us what PROLOG 
stands for, there is no mention at all of “logic’‘-not a whisper of predicate calculus 
let alone of Horn and his clauses. And no mention of the fact that (some) PROLOG 
programs can be “run backwards”. 
The book attempts a wide coverage of the field. The historical survey is good. 
There are the expected chapters on delarations, statements, subprograms data 
structures, and input and output. The “modern” topics dealt with include modules, 
concurrency, functional and logic lanuages. However, there are many topics upon 
which too little is said. I would have liked more said on strong typing, garbage 
collection, call-by-name, discriminated unions, moduels and concurrency. The 
emphasis on block-structured languages leaves little room for the storage model of 
FORTRAN, and none for that of COBOL, although both these languages are in 
widespread use (regret it as one may). 
Factually, the book is usually correct (relative to other books I have read, 
certainly), but errors are nevertheless to be found. The authors still think that 
FORTRAN DO loops must be executed at least once, that value-result would be a 
legal implementation of PASCAL var parameters, that dynamic arrays are incompat- 
ible with any form of bound checking, that PASCAL arrays would normally carry 
run-time descriptors around with them, that unbounded strings are customarily 
implemented as linked lists. 
There is a long bibliography, but with some important omissions including no 
reference at all to the defining documents for most of the languages (and referring 
to an obsolete definition in the case of ALGOL-68). 
I may well encourage my students to refer to this book (they seem to have a blind 
faith in books to solve all problems), but my advice will still, I regret to say, have 
to be subject to a “health warning”. 
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