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Abstract 
This thesis is relevant to the information security of Supervisory Control and Data Acquisition 
Networks. Our aim is to provide support for vulnerability assessments to identify component-
level vulnerabilities in SCADA networks remotely. We have developed a novel process to assess 
the vulnerability of SCADA devices. The process identifies the device in the network and its 
configuration, searches for its specifications using an online database, looks up vulnerabilities 
online and finds patches if any exist. Our process was validated by three case studies that 
provide proof of concept demonstrations.  
Industrial Control Systems (ICSs) such as electrical transmission, nuclear and chemical plants 
are called Critical Infrastructures (CIs). Supervisory Control and Data Acquisition (SCADA) 
is the communications network component of such systems. IP-Based SCADA Networks are a 
subset of ICSs, which use current Internet technology in order to operate industrial processes. 
The convergence of SCADA and ICT means ICSs are open to cyber-attack. SCADA networks 
are vulnerable to cyber-attack due to internal factors (such as people, policies, devices) and 
external factors (like poorly made firewall rules, easy access to the system) of the SCADA 
network. Cyber-attacks can be the result of poorly-maintained or incorrectly-configured 
communication devices, and this is the focus of our research. 
 Security in SCADA networks does not only refer to protecting systems and data but also to 
enhancing the reliability, safety and security of critical infrastructure and human life. To find 
bugs or weaknesses in these network entities, and so identify whether they are secure or not, 
we need to conduct a vulnerability assessment. Vulnerability assessment is a proactive 
mechanism to secure existing critical infrastructures. There are numerous tools and 
technologies to analyse vulnerabilities in generic computer networks, but very few for Critical 
Infrastructure and even those have limited capabilities and functionalities. These vulnerability 
tools and techniques are not fully automated, nor do they meet critical infrastructure protection 
requirements that help to secure CIs from cyber-attacks.  
The process and the prototype tool developed in our research assists SCADA Network 
vulnerability assessments by finding devices on the network, identifying current and potential 
security vulnerabilities based on the device type and the corresponding protocols used, and 
also confirms the presence of such vulnerabilities by probing the device’s configuration. It 
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could be used by a security auditor to remotely access the security of devices in the network, 
avoiding the need to physically inspect each device. 
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1. Introduction 
This research project relates to the information security of Supervisory Control and Data 
Acquisition Networks. Our concern is vulnerability assessment for SCADA Networks. This 
chapter describes the motivation for carrying out this research project, defines research 
purposes and research questions, and outlines the requirements for conducting vulnerability 
assessment. Additionally, this chapter briefly addresses answers to the research questions. 
Furthermore, this chapter also depicts the significance and scope of this research, its limitations 
and its contributions to knowledge. Finally, this chapter also presents an outline of the thesis. 
1.1 Overview of research project  
Supervisory Control and Data Acquisition is also known as SCADA. SCADA networks 
are highly dispersed systems used to control critical infrastructures (aka control 
systems) remotely. These systems are often geographically distributed, where 
centralised data acquisition along with control are taken critical (time and nature of 
service) to system operation. SCADA networks are used in control systems such as 
railway systems, electricity, water supply and sanitary systems, oil and gas pipelines. 
These systems are also referred to as critical infrastructures [18]. 
The research purpose of this thesis is to develop a process which supports security 
assessment and helps identify vulnerabilities in SCADA networks. SCADA networks 
vulnerability assessment requires finding known and new security holes, bugs, flaws, 
weaknesses, threats and vulnerabilities. Our aim is to support assessments at the level 
of individual network components, i.e., the communication and control devices forming 
a SCADA network. 
The major job of this project was to help system maintainers assess vulnerabilities of 
SCADA networks. Assessing vulnerabilities means finding the bugs, security holes or 
weakness in a SCADA network's design, implementation, hardware, and software. 
Vulnerability assessment in a SCADA network is a very difficult task to carry out as 
SCADA systems are long-lived, huge, and can be widely distributed. Nonetheless, 
vulnerability assessments are the essential process needed to secure an operational 
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system, as this pro-active cyclical mechanism helps to assess current weaknesses and 
bugs in the system.  
1.2 Motivation 
Vulnerability assessment in SCADA networks is very difficult due to their critical 
nature, their being long-lived, and their distributed operational area. Ashford [1] 
mentioned that because of these characteristics of SCADA networks, vulnerability 
assessment in SCADA Networks is not automated and has been conducted manually 
until this date (present). He further explained that normal vulnerability scanning tools 
are not appropriate to assess vulnerabilities in SCADA networks because almost all 
existing vulnerability scanning tools work for IP-based networks, but SCADA 
networks use other protocols and port numbers to establish the communication in a 
network and to control industrial processes. Another reason is that a SCADA system 
often runs 24 hours a day to provide essential services, and these vulnerabilities 
scanning tools can halt the system processes during an audit. He explained further that 
even applying security updates is very difficult in SCADA networks because the output 
of a SCADA system refers to physical processes, and the effect of any downtime, for 
example, a power outage, can affect millions of people. Due to this reason, an 
organisation who runs and operates SCADA systems cannot accept the risk of 
downtime by allowing automatic security updates for SCADA networks, as doing so 
may cause the system to restart or shutdown or may even crash system processes. It is 
usual for organisations that are responsible for providing the essential services like 
electricity or water supply to continue running a SCADA system even though a 
malware infection has been identified. 
Peterson [2] said that running a vulnerability auditing tool can take down a key control 
system component, with potentially devastating results on underlying processes. This 
is usually followed by the statement that SCADA and other control systems should 
never be scanned. Peterson added that in fact, vulnerability auditors and training 
courses recommend that control systems never be scanned for vulnerabilities. For this 
reason, our tool must be as unintrusive as possible and must not, for instance, send 
malformed packets or levels of traffic which could potentially disrupt the normal 
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system processes. In addition to this, our tool must send valid messages to the SCADA 
devices.  
Other challenging factors include that there are hundreds of kinds of SCADA devices 
in use, and they use different protocols and software, and even if we are aware of them, 
we may not know their configuration. Vulnerabilities occur due to weaknesses in 
software, the network, and its devices. Existing industry standard vulnerability 
scanning tools are developed to scan for vulnerabilities and threats in generic computer 
networks and applications only. They have a limited capacity to scan SCADA systems, 
which use unique protocols such as the Distributed Network Protocol (DNP3), 
MODBUS and so on. This makes it more difficult to develop an automated process 
which can retrieve the name of a device, describe a protocol used, tell if there is a 
vulnerability in the device, describe what can happen due to this weakness, and detail 
how it can be fixed. A solution is needed that interrogates the device, fetches the 
configuration, retrieves online information about the device’s specifications from the 
manufacturer’s website, and finds vulnerabilities, if any, using online sources. 
Furthermore, other difficulties in vulnerability assessment for SCADA networks are a 
chronic shortage of skills and knowledge. It is a very burdensome and time-consuming 
task to locate a vulnerability in a SCADA network due to the complexity of the 
protocols used, and the variety of system configurations and devices used. In general, 
there are no such tools that can be used for all SCADA devices and protocols and which 
are fully automated, capable, usable and efficient to use. 
Last but not least, until recently IP-Based SCADA system’s security was not a primary 
concern. SCADA device vendors and owners were fundamentally focused on 
functionality and features, and production and profit. So, establishing security of the 
system is often done after its deployment, if at all. This trend of applying security 
measures to the system when it is in operation, has confirmed to be inadequate; many 
vulnerabilities and threats have not been identified permitting systems to be exploited 
by adversaries, and to be hacked [18]. This raises the following question: how can 
system security become an integral part of the system operation and maintenance 
process? We can hear the news on TV, internet, and newspapers that weak, vulnerable 
SCADA systems are troublesome. BBC News mentioned that in December 2015 over 
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200,000 people in Western Ukraine lost electricity because cyber-criminals attacked 
the electricity distribution system. This exploitation of the electricity distribution 
system was probably made possible through vulnerable SCADA networks [3].  
The good news is that there is some progress to overcome these securities related 
problems of SCADA networks. Various scientific theories have been proposed in order 
to conduct vulnerability assessments for SCADA networks, for example, Threat 
Modelling and STRIDE [4], Attack trees [5] and CVSS [31]. But these methods are 
limited to generic computer networks only and are not validated by case studies for 
SCADA networks. Hence, we realise that there should be an automated process which 
helps conduct vulnerability assessments, identifies vulnerabilities for SCADA 
networks, which is easy to operate, saves time when looking for vulnerabilities, and 
helps find the patches needed to fix vulnerabilities. 
1.3 Research purpose 
The purpose of this research is to develop an automatable process that helps conduct 
security assessment and identify component-level vulnerabilities in SCADA networks. 
Our goal is to develop a process which has the following properties: 
• Automatable. The process can be implemented as a tool which interrogates a 
SCADA device, finds the configuration of the device and system, and identifies 
any vulnerability using online information. 
• Repeatable. The process can be used for different SCADA devices and 
protocols. 
• Capable. The process is capable of identifying component-level vulnerabilities 
in SCADA networks efficiently and effectively. 
• Extendable. The process could be reused to analyse vulnerabilities of other 
SCADA devices. It is potentially flexible to other situations. 
1.4 Research questions 
Our aim is to thoroughly define, test and validate an assessment process which can 
assess vulnerabilities, is easy to implement, and is capable of analysing vulnerabilities 
for SCADA devices. Our research concentrates on the following issues:  
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1. For a given SCADA subnet, how can we effectively and unobtrusively conduct 
a device-level vulnerability assessment? 
Furthermore, this thesis also answers these research questions:  
2. How can we identify the devices on the network?  
3. How can we recognize potential vulnerabilities in individual SCADA devices? 
4. How can we provide tool-supported vulnerability assessment which is 
interactive and easy to use? 
We will explain the background of these research questions in Chapter 2 and develop a 
solution in Chapter 3, and then demonstrate its practicality in Chapters 4 to 6. 
1.5 Requirements 
As mentioned earlier, in Section 1.3, the process to audit component-specific 
vulnerabilities in SCADA networks must be automatable, repeatable, capable and 
demonstrable through proof-of-concept case studies. In order to achieve these 
characteristics of the process, we require different tools and technologies as follows: 
• Programming language. We have chosen Java Enterprise Edition (J2EE) [6] as 
it is platform-independent, robust and flexible. We can use it make desktop and 
web based applications. 
• Online database. To find the specifications of a SCADA device and the 
vulnerabilities of that device, we require an online database that is capable of 
retrieving specifications, vulnerabilities, and patches. We have used  the ICS-
CERT [31] and AusCERT [56] to carry out this research project, as well as other 
online information from device manufacturer’s websites. 
1.6 Design science research methodology 
We have followed Design Science Research Methodology (DSRM) when carrying out 
this research. DSRM for our purposes involves defining the problem, suggesting a way 
of solving the problem, creating our solution process and development of a 
demonstrable application, evaluating of this artifact against our requirements to help 
secure SCADA networks and generating knowledge contributions. DSRM is 
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considered as a scientific and experimental research method for carrying out research 
work and includes the steps as shown in Figure 1-1. 
 
Figure 1-1: Design Science Research Method (as defined by Vijay and Bill [22]) 
In more detail, the DSRM steps we followed are as follows.  
❖ Awareness of problem  
This is a primary stage of the research project. It is also regarded as a proposal phase 
that implies the necessary requirements. We have described the real-world 
problems with vulnerability assessment in Section 1.2. 
❖ Suggestion 
This is also called the tentative design phase, and it proposes a solution to the given 
problems. It involves some predictions and suggestions for how to fix the problem. 
For our research project, to meet the critical infrastructure protection requirements, 
the following points must be considered to minimize vulnerabilities, security holes, 
bugs and threats in SCADA networks: 
• Use of industry standard protocols, tools and devices. 
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• Define system security configurations. 
• Apply security measures. 
• Apply updates. 
• Conduct vulnerability assessment periodically. 
To make these tasks easier our suggestion is to define an automatable process for 
remotely assessing vulnerabilities in SCADA devices. 
❖ Development 
Development means to create the artifact. This includes detailed development of 
our assessment process and to develop an application to implement the process in a 
real-world environment to meet all the requirements to fix the problems. We 
describe a step-by-step process, a solution framework, and an operational procedure 
to achieve the goal (see Chapter 3) and to implement it in the following case studies 
chapters. 
❖ Evaluation 
Evaluating in the DSRM involves testing how well our solution works. In our case, 
we need to demonstrate that our process works for different industry standard 
SCADA protocols and devices. This is done in Chapters 4 to 6 via three distinct 
case studies that show how the process can be done efficiently for three different 
SCADA devices. 
❖ Conclusion to DSRM  
The final phase of the DSRM is to publish the new contribution to knowledge, 
which in this case is embodied as this thesis. We have developed the process that is 
automatable, repeatable, capable and extendable. Our vulnerability assessment 
process helps conduct vulnerability assessments and identify the threats and 
security issues of different protocols and different devices. The general knowledge 
emerging from this thesis is thus twofold: a new process to support security 
assessments and practical demonstrations of its effectiveness.  
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1.7 Significance and scope 
As mentioned earlier, in Section 1.2 concluded that there is no automated process to 
support conduct vulnerability assessments for SCADA networks. There are some 
existing tools to scan vulnerabilities of SCADA networks but they have very limited 
abilities. By contrast, this thesis provides a standalone process to support conducting 
vulnerability assessments, identify the device-level vulnerabilities, and help find the 
solutions (patches) to fix vulnerabilities for different SCADA devices and different 
SCADA protocols. However, addressing/fixing those vulnerabilities is beyond the 
scope of this thesis, and our approach helps assessment, but it does not enact them. 
Similarly, we demonstrate an automatable process to help conduct vulnerability 
assessments and to check the results using different vulnerability audit case studies. 
1.8 Knowledge contributions 
The existing vulnerability assessment processes such as Threat Modelling and STRIDE 
[4] and Attack trees [5] were first developed for generic computer networks to assist 
with vulnerability assessment typically during the system design phase. Recently, these 
techniques were proposed for SCADA networks to help assess vulnerabilities. 
However, they have not yet been validated through case studies for different SCADA 
protocols, experimental setups, network topologies, and devices. On the other hand, 
existing industry standard tools, for instance, NMAP and Nessus, have limited abilities 
to assess component-level vulnerabilities for SCADA networks [50]. To fill this gap 
between these existing processes and tools intended to assess vulnerabilities for 
SCADA networks and to meet SCADA networks protection requirements, we present 
a novel process in this thesis to help conduct vulnerability assessments, identify device-
level vulnerabilities and address those vulnerabilities. Our automatable process is 
validated through case studies for different SCADA devices and protocols and is 
flexible enough for further situations in the future. 
1.9 Thesis outline 
Chapter 1 generalises the overview of this thesis and defines the problems. It also states 
the goal and objectives. 
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Chapter 2 depicts the working mechanism of SCADA networks and explains the 
components of SCADA networks. This chapter also talks about security in SCADA 
networks. It provides a detailed description of existing process-based techniques and 
tools and evaluates them based upon their capability and usability. 
Chapter 3 explains a new process to help in conducting vulnerability assessments, 
identifying vulnerabilities and addressing/fixing those vulnerabilities, if any, using 
patches or solution. This chapter defines the processes to be followed by an application 
using a step-by-step process. 
Chapter 4 illustrates methods to interrogate an HMI1, and a SCADA device (a 
MODBUS device) with the use of the MODBUS protocol. This chapter also looks up 
the specifications and vulnerabilities of the HMI and a MODBUS device by following 
processes defined in Chapter 3. 
Chapter 5 also demonstrates methods to interrogate an HMI, and the PROFINET 
devices using the PROFINET protocol. Furthermore, this chapter also searches the 
specifications and vulnerabilities of the HMI and the PROFINET device by following 
processes defined in Chapter 3. 
Chapter 6 further validates the methods used to investigate a gateway device (the DNP3 
equipment) using the DNP3 protocol as well as an HMI. In addition, this chapter once 
again looks up the specifications and the vulnerabilities of the DNP3 equipment by 
following processes defined in Chapter 3. 
Finally, Chapter 7 summarises the research work.   
 
 
 
                                                 
1 Human Machine Interface. 
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2. Related work 
This chapter summarises relevant background material and previous research in the field. It 
describes the architecture of a SCADA network. It distinguishes the security of SCADA 
networks and generic computer networks. It defines vulnerabilities in SCADA networks and 
the consequences of these vulnerabilities in the real world. Predominantly, this chapter 
describes related work that has been carried out on vulnerability assessment to help conduct 
assessments, identify vulnerabilities and address/fix the vulnerabilities of SCADA networks. 
Furthermore, this chapter describes state of the art tools and techniques for identifying 
vulnerabilities on critical infrastructures. It analyses them in terms of their usability and 
capability and their pros and cons. It also finds the gaps between the requirements of SCADA 
security audits and the current capability of assessing vulnerabilities using contemporary tools 
and techniques and explains how to fill these gaps. 
2.1 Introduction 
Vulnerability assessment is considered as a pro-active mechanism to secure IP-based 
SCADA networks, and maintain the health of systems. Vulnerability assessment should 
be done periodically to optimise security. Vulnerability assessment for a SCADA 
network means to find security holes, bugs, weaknesses in critical infrastructures, 
which might occur in devices, systems, networks, and computer applications. This 
mechanism involves three different cyclical phases such as conducting an assessment, 
identifying the vulnerabilities and addressing the vulnerabilities using patches or 
security updates. As shown in Figure 2-1, these phases are inter-dependent and co-
related; it is difficult to identify vulnerabilities and threats, and address them without 
conducting a vulnerability assessment. Conducting an assessment helps to identify 
vulnerabilities in computer networks. The next step is to address confirmed 
vulnerabilities and to apply patches and tighten the policies against threats. Addressing 
vulnerability also assures the reliability of a device that is used in SCADA networks 
and can confirm that a particular device is free from those vulnerabilities and is ready 
to use [8]. This thesis mainly talks about conducting a vulnerability assessment and 
identifying a vulnerability. Addressing the vulnerability is beyond the scope of this 
thesis.  
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Figure 2-1: Three phase cyclical of vulnerability assessment mechanism (Source, SANS2 
[8]) 
While carrying out a vulnerability assessment, current functionality may be effective, but 
might not be sufficient to maintain the guarantee of valid and continuing confidentiality, 
integrity, and availability of data. Hence, vulnerability assessment must be done 
periodically so that we can have an idea of how security is achieved and upgraded over 
time, and assessment process helps us to locate the areas which need to be fixed [8].  
Even after security consideration, the systems need to be monitored from time to time to 
check their vulnerability. This makes SCADA networks more secure and helps to minimize 
the number of attacks. Conducting vulnerability assessment periodically helps to identify 
threats and security issues of control systems and hence allows us to address these security 
breaches. A process which conducts vulnerability assessment, and identifies vulnerabilities, 
must be capable of interrogating the SCADA devices remotely using different SCADA 
communication protocols. The process must be iterative, automated and dynamic. 
Furthermore, it should be capable of working for many devices, so a user who audits the 
security of SCADA networks requires less effort to discover the vulnerabilities and threats 
of a system. Finally, the process should assist the user or Administrator to fix (by applying 
patches) the problem and secure the system although in our case we only go as far as finding 
                                                 
2https://www.sans.org, SANS is a research institution which predominantly carries out research 
in the field of information security. 
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patches (security measures), not applying them. We describe our process later in Chapter 
3. 
 
Figure 2-2: System life cycle of vulnerability assessment 
Figure 2-2 represents the general system lifecycle of vulnerability assessment for 
SCADA networks, and it includes three different layers: the network’s life cycle, 
security assessment at different stages of lifecycle and the use of supporting tools and 
processes.  
The design includes building the process to analyse vulnerabilities of SCADA 
networks. The design of such a vulnerability assessment process depends upon the 
network type, software and application used, network configurations, protocols used, 
devices used and security policies made. However, our focus is on the component-level 
vulnerabilities assessment. The design defines the requirements to meet the security of 
SCADA networks, and awareness of problems that need to be solved.  The next step is 
to implement and deploy the tools and processes to help conduct vulnerability 
assessments for SCADA networks in order to identify vulnerabilities.  
Security assessment includes analysis and testing of system design through to auditing 
and monitoring the data sets from deployment of an operational system. Different 
approaches, for example, STRIDE [4], Attack trees [5] and CVSS [31] have been 
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proposed to conduct security assessments and identify vulnerabilities, but they are 
mainly used in the design phase (see Section 2.6). Security Assessment can be aided 
using different testing tools. These tests can be unit tests which examine security of a 
module of the system. Unit testing is done repeatedly to each module of a system. These 
unit tests are further integrated, and system level or integration testing is carried out for 
a whole system. Fuzzers can be used as a testing tool [37]. While performing 
vulnerability assessments on an operational system, data can be monitored by an 
existing tool like Wireshark [27]. However, Wireshark gives a primitive level of 
information, for example, packet level information, and it is not specialized to assess 
vulnerability in general. On the other hand, Nessus [14] and Nmap [16] assess the 
vulnerabilities in IP-based networks, but they have limited capabilities over SCADA 
networks which will be described later, in Section 2.7.  
Our vulnerability process helps to conduct a vulnerability assessment, identify a 
vulnerability and address a vulnerability, and it can be implemented, deployed and 
operated for different industry standard SCADA devices, protocols and experimental 
setups that produce auditing reports. However, the ability of Nmap [16] and Nessus 
[14] to help conduct a vulnerability assessment of different SCADA networks, 
protocols and devices is limited. The auditing results produced by our tool can be 
further analysed to identify vulnerabilities. Our vulnerability process fills the gap 
between SCADA security requirements and the capabilities of Nessus [14] and Nmap 
[16] and is validated through different case studies.  
We describe security challenges below, the capabilities of existing tools and processes 
and the gap between potential security requirements of SCADA networks and the 
capability of existing tools and processes.    
2.2 Why vulnerability assessment for SCADA networks? 
It is relevant to mention why we need to assess vulnerability assessment in IP-Based 
SCADA networks. What are the benefits of vulnerability assessment or threats 
identification in SCADA networks? As we have already seen, vulnerabilities in 
computer networks are security holes, bugs, and weaknesses that lead to serious 
network-based attacks, loss of property and potentially loss of life. Industrial control 
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systems are regarded as very critical public assets that are mostly concerned with 
people’s day-to-day life, for example, electricity transmission or water supply. Let us 
imagine that what the consequences will be if the electricity transmission system is 
compromised and is hacked, and there is no electricity for some hours in Brisbane city? 
In the modern age, we cannot even imagine Brisbane without electricity. The case is 
similar for water supply, transportation, and other critical infrastructures. Hence, these 
critical infrastructures must be secure.  
Vulnerability assessment is the preliminary stage in making a secure system, and it is 
also the process used to analyse threats and security for existing infrastructures in order 
to minimize network-based attacks and optimise the security. Vulnerability assessments 
are an important technique through which owners and vendors of ICSs can identify the 
potential vulnerabilities of ICSs and address these vulnerabilities. 
The benefits of conducting a vulnerability assessment is summarised as follows. 
• It helps to find known and unknown vulnerability, threats, and security holes. 
• It helps to maintain secure policies (system, application, configuration and 
personal). 
• It helps to minimize the rate of network-based attacks. 
• Periodic vulnerability assessment maintains the requirement of Critical 
Infrastructure’s protection. 
• It strengthens Intrusion Detections System’s capabilities. 
Vulnerability assessment assists in maintaining trust levels between different 
participants of ICSs, for example, if the SCADA devices, application, and systems have 
zero degrees of vulnerability, it strengthens the relations between vendor and owners, 
and increases the trust, and discourages the adversaries from exploiting critical 
infrastructures. 
2.3 SCADA networks’ vulnerabilities 
This section provides a deeper understanding of cyber threats to, and vulnerabilities of, 
SCADA systems. If these systems are compromised or attacked, it results in major 
impacts on a nation’s economic prosperity and a nation’s defence and security.  
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Vulnerabilities are the weaknesses of a SCADA network's design, implementation, 
hardware and software, and these weaknesses can be exploited in attacks against the 
system. A vulnerability can be a weakness and an exposure of SCADA networks and 
their components such as by an operating system, a device, or a computer application. 
These weaknesses can make the system vulnerable, and cyber criminals exploit these 
weaknesses to make a non-success of CIA principles (confidentiality, integrity, or 
availability). Therefore, an exploit is an attack that takes advantage of a vulnerability 
and thus realises a threat. Clearly, the aim of secure SCADA system development is to 
identify and mitigate threats before they become exploitable vulnerabilities in 
production systems. Vulnerability assessment in control systems is the mechanism to 
minimize the potential risks of systems being exploited and to optimise the security.    
The vulnerable SCADA networks are prone to different network-based attacks. 
NCCIC3 [9] summarised that vulnerabilities in SCADA networks occur due to the 
following reasons: 
• Poor implementation of application whitelisting.   
• Misconfigured device and system setting. 
• Unavailability of patch management.  
• Increase of attack area. This happens due to access to untrusted networks, 
turning on ports and services of SCADA network and devices. 
• Vulnerable environment. This happens due to easy access to a system that 
allows unauthorized persons to enter the environment. 
• Unauthorized access. Unauthorized persons access the SCADA network. 
• Insecure remote access. If a person accesses a SCADA network remotely 
without using secure remote access like Virtual Private Network (VPN). 
• Lack of monitoring response mechanisms. There must be system audit or log 
system to store everything happening in a SCADA network, like authentication, 
configuration, and communication, and there must be a tool to respond. 
                                                 
3 National Cybersecurity and Communications Integration Center, https://www.us-
cert.gov/nccic 
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These weaknesses of the system lead to cyber-attacks, for instance, BBC News explains 
that the Australia Bureau of Meteorology was hacked, and the report says it would cost 
a large amount of money to fix the damage [10]. Likewise, BBC News [11] stated that 
the nuclear enrichment systems of Iran were affected by Stuxnet Virus, which targeted 
centrifuges. Brent Kesler [12] listed some cyber-attacks that happened to nuclear 
facilities. We can read similar stories in TV, News, and Internet. This evidence proves 
that security of industrial control systems is more important where infrastructure 
security and human life are primary concerns.  
These evidences of attacks on SCADA systems as explained above could be disastrous 
for critical infrastructures in terms of loss of property, money, data, and life. There are 
five main reasons [13] that make SCADA networks vulnerable:  
1. SCADA security policy issues. This includes lack of enforcement, applying IT 
policy and no or incomplete SCADA Security Policy. 
2. Authentication Issues. Use of a default password, No Access Control List 
(ACL4), and one password for all users. 
3. Poor Network architecture and Design. This happens due to active and open 
ports in the network, web-enabled Remote Terminal Unit and Programmable 
Logic Controller, and no segregation of network. 
4. Inadequate antivirus measures. This includes missing antiviruses and their 
updates, fear of system disruption if antivirus and security updates are applied, 
and a false sense of security around a closed network. 
5. Problems with the operating system and applications. This includes obsolete OS 
missing patches, service patches, no hardening, vulnerable to malware, Denial 
of Service (DoS5) attack, hacking and so on.  
But, why it is so hard to fix these vulnerability issues in SCADA networks? The reasons 
that make it difficult to find vulnerabilities in these devices, software, and protocols are 
listed below: 
                                                 
4 An ACL defines which users or system processes are allowed access to objects, as well as 
what operations are permitted on given objects. 
5 DoS attack is a computer service in which a remote computer causes overload on a target 
computer to (momentarily) halt a running computer process on the target. 
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• Unknown protocols. Most of SCADA networks rely on proprietary network 
protocols. Industry standard scanning tools are unable to identify these 
protocols because of an unusual combination of TCP/UDP ports and 
undetectable network protocols. 
• Undocumented software version. Much of the software and firmware used in 
SCADA networks are undocumented. The vulnerability analyser is unable to 
interrogate software version names and vendor names. 
• Unknown configuration requirements. Many critical infrastructures do not 
provide detailed information how the security configurations are implemented. 
Similarly, it’s difficult to apply an operating system security configuration or 
patches without affecting SCADA reliability. 
• System availability. Considerable system availability requirements can limit the 
use of any security policy that might result in system faults. While conducting 
assessment, some testing methods can initiate system failures.  
• End-to-end encryption technology. Protocols used in most SCADA networks 
do not support encryption technology, which is considered as a powerful 
method to minimize network-based attacks. 
Other difficulties are lack of knowledge, and a lack of implementing secure policy in 
the hardware-level and software-level in SCADA systems.         
2.4 History of ICSs and SCADA networks 
Industrial Control Systems (ICSs) were originally designed as isolated systems, were 
inaccessible from outside of the system perimeter, and had lesser risks of systems to be 
exploited or to be compromised by adversaries. Later, ICSs used TCP/IP network to 
operate control system remotely. The Internet has changed the design of many ICSs 
such that the control network is now often a secure extension of the corporate network. 
It means that these ICSs are potentially reachable from the Internet by malicious and 
skilled opponents. 
 
1.1 On the other hand, TCP/IP is a widely used set of protocols used to transfer data from 
one computer to another and to accomplish different electronic transactions. ICSs use 
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TCP/IP networks to control the industrial processes. This is because TCP/IP is reliable, 
widely available, economic, easy to use, and enables remote system operation. The 
TCP/IP is an example of a packet-based network, which is cheaper and easier to 
configure. A packet-based network does not provide guaranteed service as per the 
service level agreement (SLA). We can read in the news that people can lose their credit 
cards and their online assets. These net-based attacks are very common in TCP/IP 
networks. We will talk about some of these attacks in ICSs environments in a later 
Chapters 4 to 6 of this thesis. These examples imply that currently the Internet is 
vulnerable and prone to different network-based attack. Hence, it is obvious to say that 
the convergence of ICS and ICT is also open to cyber-attacks. These attacks on 
computer networks lead to various consequences such as loss of valuable network 
assets, data, and money.   
IP-based SCADA networks control various critical infrastructures such as chemical 
plants, nuclear plants, and electricity transmission using various portable devices such 
as desktop computer, laptop, and a mobile phone. Different network technologies such 
as Wi-Fi, WiMAX, and Ethernet are used in SCADA systems to access the Internet in 
order to connect various SCADA devices and system industrial processes. But, over the 
years, a great many security breaches have revealed how vulnerable ISCs are in the 
event of various cyber-attacks. This thesis explains how we can discover security 
breaches in SCADA networks and methods to conduct vulnerability assessment in each 
component of SCADA networks. In the modern age, the Internet plays a vital role in 
conducting different electronic transactions remotely. Finding bugs and security holes 
in computer networks seems never ending. This is since emerging tools and 
technologies are not sufficient to ensure information security in different IP-Based 
networks. Some tools are useful for some devices, but guaranteed information security 
has not yet been achieved. On the other hand, cyber criminals are implementing new 
techniques to discover an access to sensitive data by exploiting the weaknesses of 
computer systems; they can either disable applications or run other malicious activities 
remotely on a running SCADA system to halt its operation, which can have severe 
impacts on our daily life. 
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ICS is a huge system. It consists of various control systems such as Supervisory Control 
and Data Acquisition (SCADA), Distributed Control Systems (DCS), and 
Programmable Logic Controllers (PLCs), which are mostly used in critical 
infrastructures. The control systems, for instance, gas and pipeline delivery systems, 
nuclear plants, chemical plants, electricity transmission, and aerospace. These systems 
are critical (critical in terms of providing the day to day services to the people) to the 
operation of the nation’s control systems that are usually connected. Additionally, these 
systems are mostly publicly and privately held and activated [18]. For our research, we 
are concentrating on SCADA networks only.  
2.4.1 SCADA networks 
SCADA systems are greatly distributed control systems used to control 
geographically distributed systems, where centralised data acquisition and 
control are critical to system operation. They are used in different critical 
infrastructures such as water supply and sanitary systems, electrical 
transmission systems, and railway systems. A SCADA control centre monitors 
alarms and processes data for the field sites.  
According to information provided by the remote (client) sides, automated 
supervisory commands are transmitted to remote station control devices 
(SCADA devices) that are known as field devices. Field devices govern internal 
operations, for example, opening and closing valves, gathering information 
from sensor systems, and checking the current situation of alarm conditions. 
SCADA networks consist of the components (as shown in Figure 2-3) as 
described below. 
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Figure 2-3: SCADA system general layout (Source [18]) 
Master Terminal Unit (MTU). The MTU is an electronic machine that performs 
like the master (aka client) in a SCADA networks. Remote Terminal Units 
(RTUs) and PLC devices situated at remote field locations normally work as 
slaves (aka server). 
Remote Terminal Unit (RTU). The RTU is also known as a Remote Telemetry 
Unit. It is a device that has a special-purpose data acquisition and control 
element built to help SCADA remote stations. If wire-based communications 
are inaccessible, in such case RTUs work as the field devices sometimes 
connected to wireless radio interfaces to help remote situations. Sometimes 
PLCs work as field devices in order to provide the functionalities as that of 
RTUs; in such cases, the PLC is referred to as an RTU. 
Programmable Logic Controller (PLC). The PLC is an electronic device built 
to carry out the logical calculations performed by electrical hardware such as 
relays, switches, timers and counters. PLCs have developed gradually into 
controllers that have the ability to control complex and logical processes. They 
are deployed greatly in SCADA systems and DCSs. The process controllers and 
RTUs are used at the field level, they work as PLCs but are developed for 
specific control computer programs. In SCADA networks, PLCs are frequently 
utilized as the field devices since PLCs are inexpensive, handy, flexible, and 
more configurable in com special-purpose RTUs. 
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Human Machine Interface (HMI). The HMI is a Graphical User Interface (GUI) 
which has software and hardware that allows humans to manage processes, 
update control settings to modify the control goals, and override automatic 
control activities manually when the situation become urgent. The HMI also 
permits a system engineer to construct set points, control algorithms and 
parameters in the controller. The HMI also presents process status information, 
logs, past information and necessary reports to different stakeholders like 
operators, administrators, owners, and relevant accredited users. An HMI can 
be a laptop on a wireless LAN or desktop computer with wired network 
interfaces. 
Data Historian. The data historian refers to a centralised database for recording 
all the events and process information inside a SCADA network. The stored 
information of this database can be accessed to support different evaluation and 
assessment. 
Input/output (I/O) Server. This is a control module that gathers, buffers and 
offers access to process further info from modules, for example PLCs, RTUs, 
and so on. An IO server can be placed on the control server or on a distinct 
computer platform. It is also used to connect with other control modules (aka 
components, units, elements), for instance, an HMI, and a control server. 
Communications Routers. A router is referred to as a networking device 
(hardware) that helps to transmit data from one network to another network. 
Routers the medium in order to establish connection between a Local Area 
Network (LAN) and a Wide Area Network (WAN). In SCADA network, 
communications routers are used to connect MTUs and RTUs.  
Register. A register is a part of a computer processor that holds some set of data; 
the data can be computer instruction, storage addresses, bit sequences and 
individual characters. In SCADA network, either we can read a register or we 
can write data on to it. Reading and writing a register is done by using different 
function codes in the MODBUS protocol.  
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Coil. Coil is a binary digit or bit used in communication protocol, for example, 
MODBUS protocol. It is a representation of a single bit of data. Coils are 
mapped to actuators. 
SCADA protocols. Different protocols are used in IP-based SCADA networks 
to carry out industrial processes, for example, MODBUS protocol, PROFINET 
and PROFIBUS, DNP3 and so on. They work along with the application layer 
of OSI reference model of computer networks [18]. Figure 2-4 shows the 
International Organisation for Standardisation (ISO) Open Systems 
Interconnection (OSI) model with all seven layers and corresponding protocol. 
 
Figure 2-4: ISO/OSI Reference Model (Source [18]) 
2.5 Security of generic computer networks vs. SCADA networks 
What makes SCADA networks different than generic computer networks? Here, the 
term Transmission Control Protocol/Internet Protocol (TCP/IP) network refers to 
generic computer networks or current IP-based Internet. Whereas SCADA network 
uses TCP/IP networks to control all of its industrial processes, this implies that SCADA 
networks are a subset of TCP/IP networks. However, SCADA networks existed long 
before TCP/IP networks. TCP/IP networks are easier to remotely control and operate 
than SCADA networks; that is a significant benefit of converging ICT and SCADA 
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networks. However, SCADA networks have some distinct features in comparison to 
computer networks.  
In generic computer networks, security means to secure data and computer systems and 
to maintain confidentiality, integrity, and availability, which is called as the CIA 
principle. Computer networks have a need of high throughput and they normally 
tolerate an acceptable level of delay and jitter. The rebooting of IT systems is often 
acceptable, and data confidentiality and integrity are of primary concern. Generic 
computer networks support up to 256-bit encryption capabilities, error logging, and 
password protection. 
Whereas, security in SCADA networks means liability, safety, reliability, and 
resilience. This means that security in SCADA networks is not only about securing data 
and host but also physically securing access to controlled system networks, and to 
maintaining the health and safety of critical infrastructure and human life. SCADA 
networks are normally time-critical with an acceptable level of delay and jitter6. The 
rebooting of SCADA networks and components are not acceptable as it can cause 
adverse impacts on the requirements (availability, reliability, and maintainability) of a 
system. Fault tolerance in order to prevent hazard of public health, loss of equipment, 
loss of nation’s valuable asset, and damaged products are the primary concerns. 
SCADA networks do not support encryption technique however they support error 
logging7, and secure login (password protection) [18]. 
2.6 Processes to assess vulnerabilities for SCADA networks 
Various research studies are continuously being carried out in order to develop process-
based research methods to analyse vulnerability in SCADA networks, for example, 
Microsoft Threat modelling and STRIDE, attack trees, CVSS, and taintedness. In this 
section, we briefly explain them.  
                                                 
6 Jitter refers to as a dissimilarity in the delay of received packets. 
7 Error logging is an error that occurs due to inappropriate user logging (wrong credentials) to 
the system, and system stores, that file in a system, which can be view, filter, save and delete.  
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2.6.1 Threat Modelling and STRIDE Approach 
Johnstone [4] explained that Threat modelling is a technique to implement the 
security of a tool in the design process. The basis for threat modelling is the 
method which includes to design a security specification and then test that 
specification. The threat modelling process is carried out at the time of an 
application design and is used to classify the reasons and techniques that an 
adversary would use to discover weaknesses in the system. Threat modelling 
works as follows.  
• Describes the security of a tool. 
• Detects and inspects possible threats and vulnerabilities. 
• Justify hardware-level and software-level security features to find 
threats.  
• Outlines a list of suggestions in describing a system security. 
• Finds architecture bugs.  
• Outcomes in smaller amount of vulnerabilities.  
• Creates a set of reports to generate security conditions and testing, 
hence checking repetition of security efforts.  
Once we identify threats, vulnerabilities, and other known and unknown 
security risks at design time, it helps to implement mitigation measures, and the 
system development team can maintain security of application from early 
design to the date the application is to be released.  
Johnstone also stated that, “The threat profile is a security design specification 
for the system”. It explains the potential objectives of the attacker and the 
vulnerabilities (threats). Each threat or risk in the profile must be addressed. The 
threat profile contains three key areas:  
• Recognize the threats. 
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• Examine and evaluate the threats.  
• Fix the weaknesses affected by the threats. 
Threat identification is a way to make the system secure. Recognizing threats 
contain evaluating each entry and exit point of a system, defining what critical 
security processing arises at the entry or exit point and how it might be exploited 
to be attacked further. An entry point is the place where we provide input to the 
system, and an exit point is the place to get output from the system. System 
threats are the objectives of the cyber-criminals. If there is a threat in a system, 
cyber-criminal might target the system to exploit further. In the threat model 
document, the threats are linked with the assets. In order to recognize the threats, 
the threat identification asks the questions as follow: How can an attacker enters 
into the system to:  
• Update the system?  
• Fetch information inside the system?  
• Employ information in the system? 
• Source that makes the system failure?  
• Gain rights?  
• Access into the system without being reported?   
• Skip any access control lists (ACLs) and seem to act like another user? 
Another step includes in order to identify and categorise the threats with the use 
of the Microsoft STRIDE model [4, 19, and 20].  
STRIDE. This provides a way to ensure our applications have these properties 
is to apply threat modelling using STRIDE. STRIDE is an abbreviation of six 
common threats of computer networks: “S: Spoofing”, “T: Tempering”, “R: 
Repudiation”, “I: Information Disclosure”, “D: Denial of Service (DoS)”, and 
“E: Elevation of Privilege (EoP)”.  
• Spoofing. This allows an opponent (aka cyber-criminals) to pretend as 
other user (sometimes a computer program or a fake website) that has 
an identity in the computer system being displayed. 
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• Tampering. The alteration of data within the computer system by an 
opponent to achieve the malicious goal.  
• Repudiation. The skill and knowledge of a cyber-criminal to reject 
processing some harmful activities because the computer does not have 
enough proof otherwise  
• Information Disclosure. The disclosure of secure information to a user 
which is not if not permitted to access to that information.  
• DoS. DoS is a computer service in which a remote computer 
momentarily halts a running computer process and causes overload to a 
service. 
• EoP: This happens when an authorised user gains access to the system.  
Table 2-1 provides a map the threats vs the properties that protect against them. 
Table 2-1: Mapping threats to properties (Source [4]) 
 
In order to implement STRIDE process, we need to decompose our system such 
as a SCADA system into its smaller modules (parts or components), for 
example, PLC, RTU, MTU and so on. Then we need to evaluate each module 
for vulnerability to the threats, identify the threats, and address/fix the threats. 
Then we have to repeat the process until we become at ease with any 
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outstanding threats. But the threats appear when all modules are integrated to 
form larger systems. We still need to apply the process repeatedly to identify 
threats even after system integration. 
If any module of the computer system is vulnerable to a spoofing risk (threat or 
attack), it is difficult to say that authorized users are appropriately authenticated. 
Interrogating and evaluating the threats using a threat tree helps to locate 
susceptible areas in the system and define effective attacks paths. The threats 
recognized in the earlier stage must be evaluated to find where the system is 
vulnerable to the threat. Building a threat tree works well for the investigation 
process. Threat trees can be defined graphically or as text in a threat modelling 
document. A threat tree has a root node (threat) and child node. Each child node 
represents conditions needed for an opponent to discover and recognize the 
threat. Threat trees determines the vulnerabilities connected with a threat. To 
classify the vulnerabilities of a threat, we need start at a node which has no child 
and traverse the threat tree up to its root.  
Hence, this approach decomposes the system into different components, and 
analyses the threats to each component in order to mitigate them. Network 
Security Engineers are currently carrying out research to establish if the 
STRIDE approach can be used to assess vulnerabilities in SCADA networks [4, 
20].  
Usability of Threat Modelling and STRIDE in SCADA networks. SCADA 
networks are huge and widely distributed. System level vulnerability 
assessment can be hard to accomplish; this is because SCADA networks are 
huge, consisting of hundreds of devices and similar processes, and are 
distributed over miles to provide services to people, for example, electricity. 
Running vulnerability scanning tools might cause a halt to the overall system. 
So component level vulnerability assessment, for example, RTU or MTU might 
be the best fit. As STRIDE decomposes the system into subcomponents, and 
problems into sub-problems, we can apply the STRIDE approach to the 
different component of SCADA networks, for instance, HMI, Data Historian, 
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RTU, MTU and we can conduct vulnerability assessment on each component 
and identify vulnerabilities that can then be addressed further. 
2.6.2 Attack Trees 
Theoretically, Attack Trees work on the basis of some predefined numeric 
values known as vulnerability index ranges. A cyber security vulnerability 
index is a standard (numerical representation usually a number) of the 
probability that an attack tree (leaf) can be exploited by adversaries. The 
vulnerability assessments start from each attack leaf of Attack trees which can 
possess weaknesses that are inclined to attack. This works as same as STRIDE 
model as described in earlier section.  The vulnerability index ranges from 0 to 
1. O value is considered as most invulnerable.  Whereas 1 value is taken as the 
most vulnerable. Similarly, it has also a vulnerability index for an overall 
system. All indexes range from 0 to 1.  
Attack Trees also encourages a controlled extension of events that must happen 
for an effective interruption to take place. This encourages an attention of all 
reasonable possibilities of idea for an attack and also speeds up the recognition 
of potential vulnerabilities and to have best implementation of patches 
(solutions or security updates or countermeasures). Attack trees are made by 
different nodes (modules or component). Since each node is broken down into 
subordinate nodes very similarly as that of STRIDE described in earlier section. 
Attack trees permit security assessment to be carried out at numerous layers of 
abstraction, permitting vulnerability auditors to concentrate on areas of interest 
while recognizing other intrusion paths. Furthermore, Attack trees permits 
common attacks to be made, and these attacks cab be reused and applied to 
numerous network settings [5, 21].  
Attack Trees works very similarly as that of STRIDE, as it also decomposes the 
problem into sub-problems. However, the STRIDE approach does not use index 
vectors to define attack. 
- 29 - 
 
Usability of Attack Trees in SCADA networks. SCADA networks consist of 
more than hundreds of devices. Like STRIDE, attack trees cannot be applied to 
assess vulnerability at the system level. It also decomposes the system into 
subcomponents, and problems into sub-problems; we can apply Attack Trees to 
the different component of SCADA networks, for instance, HMI, Data 
Historian, RTU, MTU, and we can conduct vulnerability assessment on each 
component and identify vulnerabilities. Furthermore, Attack Trees assigns 
vulnerability indexes (numerical values), from 0 to 1, from most invulnerable 0 
to the most vulnerable 1, and with the most vulnerable component prioritize to 
be addressed first.   
2.6.3 Common vulnerability scoring system (CVSS) 
CVSS is a free industry standard tool to analyse computer networks 
vulnerability. Different companies are using this technique to evaluate 
vulnerability, for example, CISCO and Nessus. In contrast to vulnerability 
assessment processes STRIDE and Attack Trees, The Common Vulnerability 
Scoring System (CVSS) delivers an open approach for connecting the attributes 
and effects of network-based vulnerabilities. CVSS comprises three groups such 
as Base, Temporal, and Environmental. Each group provides a numeric value 
starting from 0.0 value to 10.0 value, and a vector, a compacted written 
document that returns the values used to develop the score. The National 
Vulnerability Database [7] assigns the severity level of vulnerability as Low, 
Medium, and High, and they are mapped as shown in Table 2-2. 
Table 2-2: Labeling of vulnerability using CVSS (Source NVD [7]) 
Vulnerability level CVSS Score 
Low 0.0-3.9 
Medium 4.0-6.9 
High 7.0-10.0 
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These numbers have specific meanings, for example, if the CVSS score is zero, 
the system is fully secure. Whereas if the CVSS score is six, then the system is 
moderately in critical condition and security measures must be applied. If the 
score is more than six, then the vulnerability level is very high and the system 
needs an immediate action to address that vulnerability.  
The Base group defines the fundamental attributes of vulnerability and deals 
with possibility of vulnerability exploitation. The Temporal group states the 
qualities of vulnerability that are time dependent. The Environmental group 
signifies the features of vulnerability that are distinctive to any user’s situation, 
circumstances and implementation [31].  
CVSS is also known as the quantitative vulnerability analysis approach, and it 
is similar to attack trees as it also uses index vectors to define attack. However, 
CVSS does not decompose the problem into sub-problems like in the STRIDE 
approach and attack trees. 
Usability of CVSS in SCADA networks. Like attack trees, CVSS also uses the 
numerical value (common vulnerability scoring system) to represent the 
vulnerability numerically that have been found on SCADA networks. After 
conducting vulnerability assessment and identifying vulnerability, we can apply 
CVSS. Based upon the vulnerability score, a high vulnerability score will be 
addressed first, then moderate and then low. 
2.6.4 Memory allocation taintedness  
This approach is very specific and has limited scope for this project in 
comparison to the above-mentioned techniques. STRIDE, attack trees, and 
CVSS are system-level vulnerability analysis methods, whereas taintedness is 
software based. It is used while designing and maintaining secure software. 
Pointer taintedness refers to as a model that has been magnificently 
implemented as a basis of vulnerability assessment process of an application 
developed by using C or C++ (C and C++ are programming languages) source 
code. It is used as a runtime countermeasure in contrast to memory corruption 
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attacks. However, pointer taintedness restricts the specification of several 
industry-standard SCADA protocols. Significanctly, it is not capable to identify 
memory corruption vulnerabilities while employing these industrial control 
protocols. Additionally, C/C++ source code examination when developing an 
application, may not be visible on certain low-level vulnerabilities because there 
may be a substantial difference between what the programmer’s aim was with 
the source code they write and what the Central Processing Unit (CPU) of 
computer actually executes. A list of vulnerabilities occurred by memory 
corruption is very specific while implementing the SCADA protocol, since this 
process can avoid C/C++ source code analysis because they are linked to a 
dynamic array of data in memory [32]. 
Usability of a Memory allocation taintedness in SCADA networks. Taintedness 
can be applied to examine buffer overflow vulnerabilities in PLC and SCADA 
devices as buffer overflow vulnerabilities occur due to overrunning of 
the buffer's boundary and overwrites of adjacent memory locations. 
2.7 Existing vulnerability assessment tools 
In generic networks, there are numerous tools and techniques to scan vulnerability, but 
there are relatively few in SCADA networks. The tools which are used in generic 
networks have been used to scan vulnerability in SCADA networks, but they have 
limited capabilities. Some of the widely used vulnerability scanning tools are described 
below. 
2.7.1 Nessus 
Nessus is considered as a powerful vulnerability scanner tool. It is widely used 
by many organisations and companies to assess vulnerability in computer 
networks. Nessus is also a proprietary web-based software. Nessus is capable 
of scanning vulnerability, configuration, compliance checks, web applications 
scanning and malware detection of IT systems in run time. This scanning 
produces an auditing report; we can filter data and share the results with others 
in different formats by running the reports. The results are further used to 
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recognize and address vulnerabilities. For generic computer networks, Nessus 
can detect the different vulnerabilities in run time. They are as follows: 
a) Vulnerabilities that permit a remote adversary to control and gain access 
to sensitive data of a system. 
b) Misconfiguration vulnerabilities. For example, open mail relay and 
missing patches settings 
c) Default passwords. The use of common passwords, and blank/missing 
password on system authentication. Nessus uses Hydra, which is an 
external tool that is used to brute force crack a remote authentication and 
allows dictionary attacks against those systems which use different 
protocols like telnet, FTP, HTTP, HTTPS, etc. 
d) Denials of service counter to TCP/IP protocol stack. 
e) Prepare to Payment Card Industry Data Security Standard audit [14]. 
The following figures, Figure 2-5 and Figure 2-6 describe how Nessus works 
to find open ports on a given network. Port scanning helps to probe a server 
for open ports. 
 
Figure 2-5: Mechanism to scan open ports on a network (Source, Nessus) 
This port scanning mechanism of Nessus produces the following results, which 
describe which services are allowed on a network and which are not for a web 
server. 
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Figure 2-6: Port scanning result using Nessus (Source, Nessus) 
Nessus has a new SCADA plugin [15] that is used to find the version of the 
operating system of the HMI. However, it does not interrogate different 
SCADA devices nor retrieves their configurations; nor does it look up the 
specifications of the SCADA devices using online information. 
2.7.2 Nmap 
Nmap (aka a Network Mapper), is a free and open source tool that is used for 
network discovery as well as network security auditing. This tool is able to carry 
out the following functions: 
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a) Discover hosts and services on a computer network. 
b) Enumerate the open ports on specified networks. 
c) Create a map of the network. 
d) Determine the name of the operating system. 
e) Determine the hardware characteristics. 
f) Audit the security of the device. 
g) Audit the security of the network. 
h) Generate network traffic to hosts. 
i) Discover and exploit vulnerabilities in a network. 
j) Send its crafted packets to destination addresses and analyse the 
response [16].   
Nmap also has a MODBUS discovery plugin to assess vulnerabilities in 
SCADA networks, which consists of BACnet devices. It has limited 
functionalities and attempts to find authorized SIDs (slave ids) of a MODBUS 
equipment and to provide supplementary information about the vendor and 
firmware. The script output can be pictured as shown in Figures 2-7 and 2-8 
[17]. 
 
Figure 2-7: Modbus discovery Plugin, Script Output: finding sid, slave ID data 
and device info (Source Nmap) 
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Figure 2-8: MODBUS BACnet device enumeration, UDP port (Source Nmap) 
A MODBUS BACnet device enumeration plugin is incapable of retrieving the 
name, configurations, and software used for other industry standard SCADA 
devices such as MODBUS devices, PROFINET devices and so on. 
2.7.3 STAT Scanner 
STAT Scanner is a proprietary vulnerability scanner that has been developed by 
Harris Corporation. It is useful to detect vulnerability on Windows-based 
operating systems, and software. It has a small rate of false positives (1.3%). It 
is inexpensive, but it is capable of reporting vulnerability of Microsoft Windows 
operating system like Windows CE [36]. 
STAT Scanner can scan Microsoft Windows CE of a SCADA network of the 
DNP3 devices and give their version. However, it does not work for other 
SCADA devices, protocols and their operating systems.  
2.8 Gap analysis 
As Ashford [1] said that vulnerability assessment in SCADA networks is very difficult, 
but the need to accomplish vulnerability assessments for IP-Based SCADA networks 
is becoming more important. While tools and techniques have been thoroughly 
researched in IT, their capability, usability, and applicability to SCADA systems have 
not yet been established. The above-mentioned industry-standard IT assessment tools 
like NMAP, Nessus, and STAT Scanner are not able to meet critical infrastructures 
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security requirements. Because SCADA networks are huge, widely distributed and use 
different protocols, these tools cannot be used for different industry standard SCADA 
devices and protocols, which we have already described in an earlier Section 2.4. 
Hence, current IT vulnerability assessment tools do not properly transfer into the 
SCADA systems [1]. Existing vulnerability scanning tools such as Nessus, NMap, and 
STAT Scanner have been developed primarily to scan the vulnerability of generic 
computers; they have some limited functionalities applicable for scannng the 
vulnerability of SCADA networks and different devices used, but this is not sufficient 
to meet the requirements of vulnerability assessments as per demand for critical 
infrastructures. The demand to protect SCADA networks is high; as SCADA systems 
are directly related to people’s daily lives, compromise of these systems can cause loss 
of electricity or water supply and even loss of life. The process of identifying 
vulnerability is not automated and we still need high-level user interaction to identify 
vulnerability and address vulnerability by using these tools. It is because of the 
complexity of SCADA networks, the devices and protocols used, and the configuration 
applied.  
However, there has been some slow progress made in that Nmap has developed a plugin 
called MODBUS discover to analyse vulnerability in SCADA networks, but it only 
works for BACnet SCADA devices and only for MODBUS protocol. Similarly, the 
proprietary and mostly used vulnerability scanning tools such as Nessus is still not 
capable of assessing vulnerability for SCADA networks and its devices. Last but not 
the least, STAT Scanner scans Microsoft based operating systems, and it might be 
useful for finding vulnerability in DNP3 devices as they use the Microsoft CE operating 
system. We can compare these tools based upon capability, usability and functionalities 
over different SCADA protocols and SCADA devices as follows. 
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Table 2-3: Capabilities of assessment tools over different SCADA protocols 
 
Tools MODBUS 
Protocol 
PROFINET Protocol DNP3 
Protocol 
Nessus Not 
accessible 
Not accessible Not accessible 
Nmap MODBUS 
discover: 
works only 
for BACnet 
device  
S7 Enumerate: 
Works for Siemens 
device using Modbus 
protocol 
N/A 
STAT Scanner N/A N/A Works for 
Windows CE 
OS, but does 
not work with 
this protocol 
and respective 
devices 
 
These tools are used for vulnerability auditing purposes for generic computer networks; 
they can find the vulnerabilities of TCP/IP network domains, but they do not provide 
detailed information, for instance, specifications of the device, the vulnerabilities of the 
device, and corresponding patches/solution to fix the problems. However, Nessus 
provides a list of some vulnerabilities that occur in computer networks and in SCADA 
networks. However, Nessus does not identify if there is a vulnerability in the device, 
what can happen due to this weakness and how it can be fixed. Furthermore, these tools 
scan vulnerability and then after that everything has to be done manually. Conclusively, 
we can say that the process which includes helping conduct assessment, identifying 
vulnerabilities and addressing the vulnerabilities is time-consuming, and still requires 
high-level expertise to analyse the vulnerabilities and to address them with the use of 
these tools. 
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On the other hand, researchers are continuously working to apply vulnerability 
processes such as STRIDE, attack trees, CVSS or memory taintedness in order to assess 
vulnerability, identify vulnerability and address vulnerability for SCADA networks. All 
of these processes are iterative in nature. We have compared these techniques according 
to the most recent stages of development. 
First of all, Threat Modelling and STRIDE approaches are used to analyse the 
vulnerabilities and threats to secure computer systems and software, especially 
Microsoft based operating systems and applications. STRIDE approach is useful for 
secure system design and application before design and after implementation. In a 
SCADA networks environment, this approach is used in the research phase and is not 
validated through case studies. We have not found any evidence that any SCADA 
device manufacturer or application developer uses this technique to assess vulnerability 
for SCADA networks. This case remains the same with the Attack trees approach; the 
process might be useful, but there is no such tool which allows us to see that this 
approach is applicable and capable of conducting vulnerability assessment in SCADA 
networks. However, attack trees are used for large systems, for example, Border 
Gateway Protocol (BGP), to assess vulnerability and threats. Whereas vulnerability 
scanning and auditing tool like Nessus use CVSS in order to categorise how vulnerable 
the network or device is, with some numerical representation ranges from 0.0 to 10.0. 
CVSS is a significantly applied technique for rating vulnerability that implies the lower 
the score the lower the risk and the higher the score the higher will be the risk. However, 
none of these techniques has a tool that can be validated through case studies. 
2.9 Conclusion 
The need of critical infrastructure protection requirements requires that there should not 
be any security breaches that can be exploited by cyber criminals. We have discussed 
some disastrous results of cyber-attacks on critical infrastructures. There is no debate 
that these systems must be secure. The SCADA security team must be aware of the 
known vulnerabilities of devices, networks, systems, and software. Software can be 
vulnerable, a device can be vulnerable and so can the protocols, and as a whole a system 
can be vulnerable and prone to attacks. We have to investigate vulnerabilities in each 
level.  
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We discussed earlier that the vulnerability scanning processes: Threat Modelling and 
STRIDE and attack trees, are not fully automated to conduct assessment, identify 
vulnerability and address the vulnerability for SCADA networks. Similarly, the existing 
tools and technologies like Nmap, Nessus, and STAT Scanner have limited 
functionalities; some works for particular devices and protocols; some are platform 
dependent works only for Windows based operating systems and do not work for 
UNIX/Linux distributions. These techniques are not capable of interrogating different 
SCADA devices and protocols, nor are they are capable of conducting and identifying 
vulnerability for different SCADA networks and setups, nor can they provide 
mitigation measures. Process based research methods have theories to assess 
vulnerabilities; however, they do not have tools to help perform vulnerability 
assessment. Therefore, we can clearly say that developing automated tool-supported 
vulnerability assessment is essential in order to strengthen technical security policies 
for critical infrastructures.  
Industry standard vulnerability scanning tools like Nmap and Nessus do not describe if 
a SCADA device has a particular configuration or that it has a certain kind of 
vulnerability, which is found using a trustworthy database, or where to find a patch to 
fix it. Furthermore, these tools do not provide the causes of vulnerabilities using online 
databases, nor do they provide the specifications of a SCADA device using online 
services. For example, Nmap has a plugin to fetch device info of BACnet devices that 
does not work for the MODBUS devices or the DNP3 devices, nor does it provide the 
information that a SCADA device has a vulnerability or that it can be solved by using 
this patch. Therefore, there is a strong need for a vulnerability scanning tool that can 
work for a great many SCADA devices and protocols. The vulnerability assessment 
tool must be iterative, efficient to use, and automated to conduct assessment and 
identify vulnerability for different SCADA devices and SCADA protocols. If the device 
is vulnerable, the process should look for a suitable patch using online databases. 
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3. A Process for SCADA Vulnerability Assessment  
In this chapter, we define a new process to help conduct vulnerability assessments in SCADA 
networks by identifying component-specific vulnerabilities, and addressing/fixing the 
vulnerabilities if any exist. We develop a process that can help to design a software application. 
The process includes different phases based upon the device type and system configurations, 
and we define the operational procedure of a novel process to guide the development of a 
software application. A SCADA vulnerability assessment is an instance of applying our 
process, which is exemplified multiple times in Chapters 4 to 6.  
3.1 Introduction to our research methodology 
We identified difficulties in carrying out a SCADA vulnerability assessment in Chapter 
1, and we defined the necessity of conducting vulnerability assessments, and the 
existing tools and processes used to help conduct vulnerability assessments in computer 
networks, in Chapter 2. In this chapter, we define a novel process explained in Section 
3.2 that is used as a framework for building an application in detail, depicted in Section 
3.3 that is then implemented in Chapters 4, 5 and 6 for vulnerability auditing purposes. 
In order to develop a process for SCADA vulnerability assessment in detail, we carried 
out the steps below. This produced the framework described in Section 3.3 and was 
then instantiated via the case studies described in Chapters 4 to 6. They are as follows:  
1. Testing existing applications, getting the result and analyzing the results. As we 
already mentioned in Section 2.7.2, NMAP has a plugin which discovers the 
slave id (sid) of a slave device. NMAP is an open source application and the 
script is accessible and can be reused and modified. We tested this plugin 
against the different devices used in our case studies and checked the result.  
2. Checking the result with our objectives. The results of step 1 were compared to 
requirements to protect SCADA systems to show that they can meet our goals 
that we outlined in Section 1.3. 
3. Modifying the existing application when the source code is accessible. For 
instance, some freely available vulnerability scanning tools allow us to modify 
its source code.   
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4. Making an application which helps interrogate the HMI and the SCADA device 
to get their configurations. We made a software application to retrieve the 
configurations of the HMI and the SCADA device. 
5. Testing our application. The software application was applied to different 
SCADA experimental setups and different device-specific SCADA 
communication protocols, and the results were compared to the requirements of 
protecting the SCADA security and of achieving our goals mentioned in Section 
1.3. The results were further used for a solution framework, to identify 
vulnerabilities, to look up a device’s specifications from the manufacturer’s 
website using online information and to search for vulnerabilities using online 
sources, if any exist, and to look for patches/solution online, if any were 
available. 
3.2 Our SCADA vulnerability process 
Above we outlined our research methodology for designing a process to help conduct 
vulnerability assessments. In this section, we explain the overall structure of our 
SCADA-specific vulnerability assessment process. 
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Figure 3-1: An application design process 
We have mentioned vulnerability assessment requirements to meet to the security of 
SCADA network and the need for a novel process to help conduct vulnerability 
assessments for SCADA networks in Section 1.5. In order to implement a software tool 
to assist with this process, we need to define a framework that is automatable, iterative, 
and can be instantiated using industry-standard device-specific SCADA 
communication protocols. This application design process as shown in Figure 3-1 must 
work repeatedly for different device-specific SCADA communication protocols and 
vulnerability assessment requirements. We have taken three industry-standard SCADA 
protocols as a starting point to design our process and they are as follows: 
• MODBUS. MODBUS is a widely used SCADA protocol. MODBUS works on 
top of an application layer (layer 7) protocol of the TCP/IP OSI Reference 
Model. It offers master-slave transactions (client-server communications) 
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between the SCADA devices connected on a network. In SCADA networks, the 
client-server communication is referred to as master-slave in MODBUS 
protocol, where the master is the client and the slave is the server. MODBUS 
uses port number 502. The general capabilities offered by the MODBUS 
protocol are that we can investigate device names, fetch a device’s 
configurations, read register/dataset, send packets to the device, and assist in 
controlling industrial transactions which are useful for us for conducting 
vulnerability assessments [24]. 
• PROFINET. PROFINET is also a SCADA protocol. PROFINET also works on 
top of the application layer protocol of the TCP/IP OSI Reference Model. 
PROFINET also deals with master-slave transactions. PROFINET uses port 
number 102. The general abilities offered by PROFINET communication 
protocol are that using this protocol we can investigate device names, retrieve 
device’s configurations, read registers, send TCP packets to the devices, and 
enable industrial processes which are further advantages for us when conducting 
vulnerability assessments [39]. 
• Distributed Network Protocol (DNP3). DNP3 is a SCADA protocol that works 
on the application layer of the OSI Reference Model. This protocol is mostly 
used in the electricity transmission industry. DNP3 provides master-slave 
functionality. DNP3 uses port number 20000. The general capabilities offered 
by DNP3 communication protocol are that we can investigate device names and 
devices configurations, read data sets, send TCP packets to the devices, and 
perform industrial operation which are suitable for us when conducting 
vulnerability assessments [55]. 
A SCADA-specific vulnerability assessment process is needed to help identify 
vulnerabilities and to address/fix the vulnerabilities. In order to meet the requirement of 
protecting SCADA Networks identified in Sections 2.8 and 2.9, we introduce the 
framework shown in Figure 3-2. 
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Figure 3-2: Framework of our vulnerability analysis process. 
Figure 3-2 generalises our framework for SCADA vulnerability assessment. The 
framework consists of different phases and steps to be followed in order to meet the 
SCADA security requirements that are identified in Section 1.3. The phases and steps 
are categorised based on the device type, for instance, an HMI or a SCADA device, and 
uses online services to find the vulnerabilities. The working principle of our SCADA 
vulnerability assessment process is as follows. 
A. HMI. As we described earlier in Section 2.4, the HMI is software and hardware 
that allows humans to manage processes, update control settings to modify the 
control goals, and override automatic control actions manually at the time of an 
emergency. Hence, it is essential to carry out vulnerability assessment of the 
HMI because a compromised HMI can halt industrial processes. The assessment 
includes asking the name of the HMI, the result of which is the name of the 
device or sometimes the manufacturer’s name of the device. The next step is to 
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retrieve the configuration of the HMI, which includes the model number, serial 
number, firmware version, operating system information and network details. 
B. A SCADA device. The HMI sends a request to a SCADA device to perform a 
specific task. Therefore, it is important to investigate the health of each SCADA 
device. A vulnerable SCADA device might lead to a disastrous result. Hence, a 
SCADA vulnerability assessment process first asks its name. When we know 
the name of a device, then the next step is to examine its hardware details, 
software version of applications used, network configurations, service version, 
model number and firmware version. Other steps include sending packets to the 
device, and reading and writing registers/coils.  
C. Use of Internet.  The next step is to find the specifications of the HMI and the 
SCADA device online. These specifications are used to find vulnerabilities of 
the HMI and the SCADA device, if any. If an HMI or a SCADA device is 
vulnerable, then the next step is to define the cause of the vulnerability and find 
patches/solution if any exist. 
D. User. Here, a user is someone who audits and analyses the security of SCADA 
networks. The user is either a network security engineer or a network 
administrator or a vulnerability auditor. User interaction plays the crucial role 
in helping conduct vulnerability assessments, identify vulnerabilities, and 
address/fix vulnerabilities of SCADA Networks in a way consistent with 
corporate policies and procedures. Furthermore, the user uses a remote 
computer to run a software application to interrogate the HMI, the SCADA 
device, and use the Internet to obtain the device’s specification and the device’s 
vulnerability. 
3.3 Vulnerability Assessment Framework in Detail 
Our framework defines an operational procedure to be followed to help conduct 
SCADA vulnerability assessments and identify vulnerabilities. Instances of this 
vulnerability assessment process are demonstrated in Chapters 4 to 6. It also describes 
the steps involved in the operational procedure followed while implementing and 
deploying software application in later case studies to achieve the goals, and to meet 
the requirements to protect the SCADA Networks discussed in Section 1.3.  
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In order to achieve the goals that are required to protect SCADA Networks defined in 
Section 1.3, we must follow a logical process as shown in Figure 3-3, which describes 
how a final solution works. The overall operational procedure is divided into three 
phases. Phase 1 is independent while Phase 2 depends on Phase 1 in order to interrogate 
the SCADA devices. Phase 3 depends on Phase 1 and Phase 2 to look for detailed 
specification of the HMI and the SCADA device, and to look for device specifications 
and device vulnerabilities using an online database. Phase 1 investigates the HMI while 
Phase 2 interrogates the SCADA device. Phase 3 is concerned with using online 
databases to look up detail specifications of the HMI and the SCADA device from its 
manufacturer’s website, and to look up vulnerabilities if any exist using an “Online 
Vulnerability Database” at the manufacturers’ website, ICS-CERT, and AusCERT. 
 
Figure 3-3: Three phases of the solution framework. 
3.3.1 Phase 1: Interrogate the HMI 
Phase 1 interrogates the HMI, as shown in Figure 3-4. Normally, the HMI sends 
request to the SCADA system to perform some specific industrial transactions. 
At first, our process asks the name of the HMI which then returns its identity. 
The name is often the name of the device’s manufacturer, and its unique 
hardware address MAC address. Secondly, our process inquires of the HMI to 
return its configurations, for example, hardware details, port number, memory 
(RAM) used, processor (CPU) used, serial number of device, and model 
number. Then step three of our process is to ask the HMI to return its operating 
system details, the value that contains the name of the operating system, the 
developer of the operating system, its version name and date of development. 
Using device-specific SCADA communication protocols, it is possible to 
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retrieve these configurations of the HMI in IP-based SCADA Networks as we 
are using industry-standard device-specific SCADA communication protocols, 
for instance, MODBUS, PROFINET and DNP3, which were described earlier 
in Section 3.2. These protocols have the abilities to talk to the device, and 
retrieve the device’s configurations in the IP-based SCADA Networks.    
 
Figure 3-4: Phase 1. Interrogating the HMI 
3.3.2 Phase 2: Interrogate the SCADA device 
Phase 2 of our framework interrogates the SCADA device that actually 
performs the industrial process, with the commands sent by the HMI or a remote 
computer. SCADA devices include master and slave devices. The master tells a 
slave to perform the specific task. Generally, the HMI works as the master and 
each SCADA device works as a slave device. The transaction between the 
master and the slave device is called the master-slave transaction 
(communication) in SCADA networks. Master-slave communication is also 
referred to as client-server communication in the TCP/IP networks where a 
master is a client and a slave is a server. In some SCADA systems, to retrieve 
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the configuration of a SCADA device, a remote computer needs to 
communicate via the master (HMI), rather than directly with the device, as the 
master is allowed to update the configurations of the slave device and manages 
the control settings of the slave device, for instance, system settings, network 
settings, installing latest security updates and updating the firmware of the slave 
device. Hence, the master hides these configurations of a slave device for 
security purposes.   
Phase 2 consists of several steps to be followed. First of all, an application must 
ask the SCADA device to return its name; this will be a device name like 
National Instruments, Siemens device, etc. The second step asks the SCADA 
device to return its configuration, and the result will be its model name, serial 
number, firmware version, and the manufacturer’s name of the SCADA device. 
In some setups, due to the configurations of the HMI, to retrieve this device 
information, step 3 needs to be executed on our behalf by the HMI as shown in 
Figure 3-6. Likewise, the fourth step is to ask the device to return its operating 
system or firmware details. The name, the configurations and the model name 
of devices are further used as key words to look up the specifications, the 
vulnerabilities of equivalent devices, if any, and to look up the solutions/patches 
to fix the vulnerabilities of that devices, if any, using online services in Phase 3. 
The fifth step is to read the register; some SCADA devices use coils or datasets 
or memory instead of register. This is because the master can not only read data 
from a slave device’s register but also write data to the registers of a slave 
device. Sometimes, a remote computer can also read/write data on the register 
directly or via the HMI if the SCADA network is poorly maintained. If that is 
the case, cyber-criminals can write improper data on the register to change the 
operating state of a live device which might further halt the industrial processes. 
Hence, we read the register to get the state of device and its configuration.      
Lastly, the sixth step is to create the TCP/UDP packets and send these packets 
to the SCADA device to analyse how much bytes of data that we can send to 
the SCADA device. The packets include header and payload information. 
Another reason to send the TCP/UDP packets to the SCADA device is that in 
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IP-based SCADA networks cyber-criminals can make industry-standard 
device-specific SCADA communication components to reboot or make a failure 
to communication link by sending a crafted TCP/UDP packet to the SCADA 
device. This failure to the communication link or reboot the SCADA device due 
to a crafted TCP/UDP packet is known as a DOS attack.  
The overall process is shown as in Figure 3-5 as a message sequence diagram 
generated by ArgoUML software. 
 
Figure 3-5: Phase 2. Interrogating the SCADA device directly 
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Figure 3-6: Phase 2. Interrogating the SCADA device via HMI 
As explained in the previous section, Section 3.3.1, we are using industry-
standard device-specific SCADA communication protocols. As described in 
Section 3.2, these protocols have the abilities to talk to the device, retrieve the 
device’s configurations, read registers/coils, and create and send TCP or UDP 
packets in the IP-based SCADA Networks. Hence, our ability to successfully 
perform this process using standard SCADA protocols.  
3.3.3 Phase 3: Look up the specifications and vulnerabilities of the 
SCADA device  
In Phase 3, we use the returned results of Phase 1 and Phase 2. The returned 
results of Phase 1 and Phase 2 are the configurations of the HMI and SCADA 
device which we discussed in Sections 3.3.1 and 3.3.2. The first step of Phase 3 
is to search for the detailed specifications of the HMI and the SCADA device 
from the manufacturer’s website. The detailed specifications of the device can 
include the following: the capacity of the industrial real-time processor, usually 
in Megahertz (MHz); the number of Ethernet ports with bandwidth capacity for 
example two 10/100Base –T Ethernet, operating temperature range, usually in 
°C (Degree Celsius); the Voltage Direct Current (VDC) power supply input, 
usually measured in voltage; the physical configurations of the device (length, 
height, width, weight); and the software applications supported by the device 
(Microsoft Windows-based, Linux-based, Unix-based, MAC-based). These 
specifications of the SCADA devices are important to understand as the 
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attackers can use the specifications of the devices to exploit the SCADA 
networks.      
Step 2 is using the configurations of the HMI from Phase 1 and SCADA device 
from Phase 2 to then find vulnerabilities of these devices using the 
manufacturer’s website or using online services. Step 3 is to search for 
patches/solutions to fix vulnerabilities, if any exist. Lastly, Step 4 is to apply 
patches to the infected device to fix the vulnerabilities; however, applying 
patches to the infected device is not within the scope of this thesis. These steps 
are shown in Figure 3-7 using a message sequence diagram.  
 
Figure 3-7: Phase 3. Use of the Internet to search for the specification of the 
device and its vulnerabilities. 
Phase 3 can be summarised as follows: 
1. Search for the device name using a standard search engine and return 
the web page to the user, for example, the manufacturer’s website. 
2. Search for security issues of that device online and retrieve the web page 
that displays vulnerabilities for that kind of device, for instance, ICS-
CERT or AusCERT or manufacturer’s website. 
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3. Find vulnerabilities of that SCADA device and system in returned 
information. 
4. Recommend the solution (patch) to fix the vulnerability. 
5. Apply patches/mitigation measures to fix the vulnerabilities 
It is possible to achieve the results mentioned in this section as we are using 
industry-standard SCADA protocols, standard search engines and 
standard/existing websites.   
Currently, the user plays a crucial role in Phase 3 by analyzing and defining the 
seriousness of the vulnerability, if any exist. The user identifies the causes of 
that vulnerability, finds the patches to fix that vulnerability, applies security 
updates and applies patches to fix vulnerability as per the organisation’s system 
maintenance policies and procedures. Overall, we need a software tool to 
automate this process, as shown in Chapters 4 to 6. 
3.4 Research contribution 
The major contribution of this research is to develop a practical implementable process 
for component-wise SCADA vulnerability assessment which interrogates a SCADA 
device, investigates its name and configuration, searches for the device’s specification 
using an online database, and finds device-level vulnerabilities using the Internet. We 
have described in Chapter 2 that there are tools which scan the vulnerabilities for a 
particular device but they do not retrieve the SCADA device’s specifications using 
online database; though they can tell the device is vulnerable. Furthermore, these tools 
do not provide the specifications of the device using online databases nor do they tell if 
this specific device has this vulnerability nor offer a solution (applying patches).  
Doing so using conventional techniques takes a huge effort and time to find the problem 
and solution. It is a time-consuming task and requires a high-level expertise. We 
designed a framework to build an automated vulnerability assessment tool which helps 
conduct vulnerability assessments, recognizes vulnerabilities automatically, searches 
for vulnerabilities if any exist and searches for a patch/solution to fix the vulnerabilities. 
This valuably saves the current time and effort needed to find protocol-based, device-
level vulnerabilities. The method is standalone, the research approach is validated in 
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Chapters 4 to 6 through case studies, and it is capable of working for different SCADA 
devices, protocols, and experimental setups.   
3.5 Assessment methodology 
The process defined above has been demonstrated as an automated vulnerability 
assessment tool to interrogate different SCADA devices, different protocols, and 
different experimental setups, as explained in detail in Chapters 4 to 6. This tool is 
capable of interrogating three or more different SCADA devices remotely. 
Furthermore, the tool is user-friendly and works efficiently on different platforms. 
Three cases studies illustrate that the method is a capable solution framework and the 
operational procedure is easy to follow. 
In order to demonstrate the practicality of the assessment process defined in Chapter 3 
and to verify that it can help conduct vulnerability assessments and find vulnerabilities 
for different industry standard SCADA devices that use different SCADA protocols, 
we have chosen three different case studies. The experimental design, and conduct of 
these cases studies were selected in increasing order of complexity, configuration and 
setup. 
1. Case study one: Talking directly to a general SCADA device using the 
MODBUS protocol. The device used in this case study, is a general type 
SCADA device and the system is simple. 
2. Case study two: Communicating indirectly with multiple SCADA devices using 
the PROFINET protocol. It is more complex (multiple SCADA devices and 
multiple SCADA systems are used) than the first case study in terms of the 
configuration, setup and protocol used.  
3. Case study three: Interrogating a gateway device using the DNP 3 protocol. It 
is distinct from first and second case study in terms of the type of device and 
the configuration, protocol and setup used. 
We experimented with three different industry standard devices that uses standard 
SCADA protocols MODBUS, PROFINET and DNP3, to prove that our assessment 
process can be implemented and works for many devices. These case studies help to 
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validate the applicability of our assessment process and its characteristics. We can 
summarise the significant differences between these case studies using Table 3-1. 
Table 3-1: Comparison between case studies 
Case 
studies 
Complexity Protocol 
used 
Device 
used 
Device 
type 
Communication 
Case 
study 
one 
Simple MODBUS NI General  Directly with 
device 
Case 
study 
two 
Complex PROFINET Siemens Specific Indirectly with 
end device 
Case 
study 
three 
Complex DNP3 SMP 4/DP  Specific Indirectly with 
gateway device 
 
3.6 Comparison with existing tools and processes 
Above we defined a novel SCADA vulnerability assessment process that will then be 
practically applied in Chapters 4 to 6. The following chapters provide proof of concept 
demonstrations, and its capability to help conduct vulnerability assessments, identify 
vulnerabilities and find patches.  
We have explained existing assessment processes in Section 2.6. STRIDE, Attack 
Trees, and CVSS are used for different purposes, for instance, designing a secure 
system, security risk analysis, and threat analysis. Threat Modelling and STRIDE are 
commonly used for Microsoft based applications and operating system design and 
development to make a system secure. Threat Modelling and STRIDE may be suitable 
for secure system design of SCADA networks. However, there is no 
application/prototype built using these techniques to assess vulnerabilities for SCADA 
network and devices.   
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However, we can use Threat Modelling and STRIDE along with our novel process to 
help conduct vulnerability assessments and identify vulnerabilities. This is the same 
with Attack Trees, as they are an approach to analyse the security of the system design 
lifecycle of different computer-based systems and applications. Similarly, CVSS is 
used by Nessus and National Vulnerability Database8 (NVD) to prioritize and index the 
vulnerability of a system. Hence our SCADA vulnerability assessment process 
effectively complements all of these other techniques. Our process is used for 
vulnerability auditing of different existing SCADA systems and configurations and also 
can be used for IP-based SCADA systems along with STRIDE, Attack Trees, and 
CVSS.  
Similarly, we have described the existing vulnerability scanning tools in Section 2.7 
and we have described the gap between SCADA Security Protection Requirements and 
the capabilities of existing vulnerability scanning tools in Sections 2.8 and 2.9. We have 
explained a novel process which helps conduct a SCADA security vulnerability 
assessment and the design of an application to automate this process in Section 3.3. As 
we said earlier, in Section 2.7, Nmap, Nessus, and STAT Scanner are the most 
commonly used vulnerability scanning tools. Nmap has a plugin that finds slave id 
(sids) of MODBUS devices, but it does not find the model number, serial number, or 
software version of that device. Also, Nmap has no plugin to work for PROFINET 
devices and DNP3 devices. Nessus has a plugin that finds the operating system of 
HMI’s. STAT Scanner finds the operating system details of DNP3 devices. We have 
already described the capability of our application, in Section 3.3, and demonstrate its 
application in the following chapters. Table 3-2 summarises the capabilities of our 
framework in comparison to the capabilities of existing tools. 
 
 
 
 
                                                 
8 National Vulnerability Database is an online database managed by the U.S. government. 
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Table 3-2: Comparison of capabilities of our application to capabilities of existing 
tools. 
Applications MODBUS 
devices 
PROFINET 
devices 
DNP3 
devices 
HMI Finding 
vulnerabilities 
and patches 
Nmap A plugin 
that finds 
slave ids of 
SCADA 
device 
A plugin that 
finds names 
of Siemens’ 
device  
N/A N/A N/A 
Nessus N/A N/A N/A Finds 
OS 
details 
of HMI 
N/A 
STAT 
Scanner 
N/A N/A Finds 
OS 
details 
N/A N/A 
Our 
application 
YES YES YES Finds 
OS 
details 
of HMI 
Finds 
vulnerabilities 
and patches 
using online 
database 
 
Furthermore, the existing tools, Nmap, Nessus, and STAT Scanner, do not provide the 
specifications of the device using an online database and do not find patches/solutions 
using an online service if any vulnerability exists in the SCADA system. In addition, 
these tools only provide limited information about the causes of these vulnerabilities. 
Our research produces a proof of concept demonstration of a more comprehensive 
approach, and our solution complements these other approaches.  
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As per Section 2.8, existing tools such as Nmap and Nessus have developed some 
plugins to help conduct vulnerability assessment for SCADA networks but they have 
limited capabilities to identify component-level vulnerabilities of different SCADA 
networks as identified in Section 2.7. These capabilities of existing tools are not 
sufficient to assess vulnerabilities of different SCADA networks [50]. Therefore, a 
SCADA-specific vulnerability assessment process is needed to help identify 
vulnerabilities and to address/fix the vulnerabilities via a tool. The requirement to 
protect SCADA networks has high demands and is mandatory as malicious hackers are 
continuously exploiting the SCADA networks often as mentioned in Section 2.3. The 
framework to assess vulnerabilities of SCADA networks defined in Section 3.3 fills the 
gap between requirements to protect SCADA networks and weaknesses of existing 
tools and processes identified in Section 2.8, and it works for different SCADA devices 
and SCADA protocols, which is verified in Chapters 4 to 6. Thus, our assessment 
process fills the gap identified in Section 2.8 and works for different SCADA networks. 
3.7 Conclusion 
In this research, we have followed a design science methodology to develop an 
approach for conducting vulnerability assessments and to identify component-level 
vulnerabilities in SCADA networks. We designed a novel solution framework and an 
operational procedure that is efficient to implement and deploy in order to help conduct 
vulnerability assessments. The process was validated through case studies as explained 
in the following chapters, and able to conduct vulnerability assessments using different 
industry-standard SCADA devices, and device-specific SCADA communication 
protocols. The characteristics of our approach can be summarised as follows: 
• The novel process is straightforward, standalone, easy to understand, and 
implementable using existing technologies and online services. 
• Our approach described in this chapter meets the requirements we introduced in 
Section 1.3. 
• The solution framework works for different existing SCADA networks as 
shown by our proof of concept demonstrations in Chapters 4 to 6. 
• The process can be instantiated for various SCADA networks.  
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• The process is flexible enough to use alongside existing vulnerability 
assessment processes like STRIDE, Attack Trees or CVSS. 
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4. Case study one: Communicating directly with a SCADA 
device using the MODBUS protocol 
We have chosen three different cases of increasing complexity in terms of device’s 
configuration in order to demonstrate the practicality of the assessment process explained in 
Chapter 3. To achieve a concept demonstration, this first case study uses a simpler SCADA 
system than that of the second and third case study. This case study explains how a 
demonstration of our assessment process is carried out using a National Instruments device, 
the MODBUS protocol, and a Process Trainer9 as an experimental setup in order to validate 
the process defined in Section 3.3. This chapter describes the National Instruments device, 
relevant parts of the MODBUS protocol specification, and the Process Trainer used. 
Additionally, this chapter describes the detailed implementation and operational process 
followed, and the use of the corresponding results to conduct a vulnerability audit. For this case 
study, our software application communicates directly with the SCADA device. Furthermore, 
this chapter describes how our process answers the research questions that we defined in 
Section 1.4 and how our process achieves the goal of this thesis identified in Section 1.3.  
4.1 Introduction to case study one 
As explained in Section 3.5, this case study has a simpler SCADA system which uses 
the general type SCADA device. In this chapter, we will mainly describe how to 
communicate directly with a National Instruments (NI) device, which is an industry-
standard SCADA device remotely using the MODBUS communication protocol with 
a given experimental setup in the laboratory. This case is different than the second case 
study and the third case study, as it directly communicates with the SCADA device 
using different communication protocol. We describe the methods, implementation 
procedure, tools and technology used to interrogate the NI device. Moreover, we show 
how a vulnerability of the National Instruments’ device was identified automatically by 
our software and how a control measure was automatically found to fix the 
vulnerability.  
                                                 
9 A Process trainer is an experimental setup for an ICS used for training and research purposes. 
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4.2 National Instruments cRIO-9074 
National instruments’ (NI) cRIO-9074 device is a widely used industry-standard 
SCADA device. This device is also known as an automated test equipment and virtual 
instrumentation SCADA component and device. It uses the MODBUS protocol to 
control industrial processes. 
 
Figure 4-1: A SCADA device (the NI cRIO-9074) 
Figure 4-1 shows a NI cRIO-9074, and it has 8 slots C Series IO, 1 USB and 1 Serial 
connectivity, 2 X Gigabit Ethernet, Processor, Dual Power input, Artix 7 FPGA. NI 
cRIO-9074 is assembled on the EtherCAT10 communication protocol for deterministic 
Ethernet, which is useful for real-time applications. NI cRIO-9074 is used for the 
various real-time operations, for example, to control the flow of water, to increase and 
decrease the temperature of water and to maintain the water level in a water tank [23].  
4.3 MODBUS protocol description 
MODBUS works on top of an application layer (layer 7) protocol of the TCP/IP OSI 
Reference Model. It offers client/server communication between computer devices 
connected on a network. MODBUS is the SCADA protocol supported by the NI cRIO-
9074. 
In this section, we explain how the MODBUS protocol works and how it is used to 
communicate with the SCADA device. We explain the necessary specification of the 
MODBUS protocol as below.  
                                                 
10 Ethernet for Control Automation Technology (EtherCAT) is referred to as an industry-
standard ethernet-based fieldbus system used for a real-time Industrial Ethernet Technology. 
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Basically, the MODBUS protocol uses system port 502 on the TCP/IP stack and is an 
application layer protocol for communication between devices, mostly to exchange data 
typical for the field of automation. It is currently applied using all types of SCADA or 
networking devices such as PLC, HMI, Control Panel, Driver, and different 
input/output (aka I/O Controllers) devices. These SCADA devices use the MODBUS 
protocol to remotely perform different industrial transactions. The corresponding 
communication can be established on serial line communication; similar 
communication can be established on an Ethernet TCP/IP networks as well. Gateways 
permit an authorized communication between different types of buses or networks 
using the MODBUS protocol. The MODBUS protocol states a simple protocol data 
unit (PDU) that is free from underlying communication layers (sever layers of OSI 
reference model). The general MODBUS frame has some additional fields on the 
application data unit (ADU) that are as shown in Figure 4-2. 
 
Figure 4-2: The general MODBUS frame 
The MODBUS ADU is constructed by the client that introduces a MODBUS 
transaction. MODBUS refers a request-reply protocol and provides services specified 
by function codes. MODBUS function codes referred to as the basics of MODBUS 
send-receive (request-reply) PDUs. The purpose of these function codes is to perform 
specific MODBUS transactions. 
The function code directs the server as to what kind of action to perform. The function 
code field of a MODBUS data unit is numbered in one byte. Valid code numbers are in 
the range of 1 to 255 decimals, and the range of 128 to 255 are reserved and utilized for 
exception responses. When a message is sent to a server device by a client, the function 
code field asks the server which operation to perform. Function code 0 is not valid. Sub-
function codes are built on to some function codes to perform multiple operations. The 
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data field of messages that is sent from a client to server devices has additional info that 
the server uses to take the action specified by the function code. This can comprise 
objects like discrete register addresses, and the quantity of objects to be handled. The 
data field might be non-existent and of zero length indefinite requests; in such a case, 
the server does not need any extra information. This is because the function code itself 
defines the action. There are two cases of ‘no error in message’ or ‘error in message’ 
of MODBUS function. If the server receives a no error message when the server replies 
to the client, it utilizes the function code field to mention either a normal response, 
which is also called an error-free response, as shown in Figure 4-3. The server receives 
an error in message when the server replies to the client that is also called an exception 
response or response with error, as shown in Figure 4-4. For a normal response, the 
server simply replies to the request with the original function code.  
 
Figure 4-3: Modbus communication without exception  
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Figure 4-4: MODBUS transaction with exception response 
MODBUS is a stateless client-server protocol that is like HTTP; it is based 
on transactions that contain a request from the client and a response by the server. 
The client-server protocol is also called master-slave in MODBUS SCADA 
communication protocol, where the master is a client and the slave is a server. The 
typical master-slave communication, i.e., request-response protocol, is shown in Figure 
4-5. 
 
Figure 4-5: The typical Master-slave or client-server transactions 
 The features of the MODBUS communication protocol for this case study are as follow: 
• It helps to communicate to the SCADA device (NI cRIO-9074). 
• It helps to read the registers. 
• It helps to send the packets to the NI cRIO-9074 device. 
• It assists to implement different master-slave transactions in a SCADA network.  
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4.4 Experimental setup 
We have used a particular experimental setup that is called a Process Trainer for this 
case study; it is designed to simulate the cyber-physical characteristics of a real SCADA 
network. 
 
Figure 4-6: Process trainer used in case study one 
The Process trainer, as shown in Figure 4-6, is also called a computer based bench-
mounted process trainer and is used for various purposes such as pressure control, 
temperature, or flow control simulation. It contains all essential sensors in order to 
measure the process variables. An HMI controls its operations [25]. The Process 
Trainer uses the LabVIEW [26], which is a system design software developed by 
National Instruments to configure and setup Process Trainer configurations. 
Figure 4-7 represents the topology of a simple SCADA system that uses the MODBUS 
protocol and a NI cRIO-9074 device. Here the HMI works as a master that initiates a 
request to a slave to perform a requested transaction. The slave is the SCADA device 
that performs specific tasks request from the master. The role of the HMI is to control 
the slave device and manage control settings of the slave devices; the purpose of the 
slave device is to accomplish the industrial transactions such as controlling the flow of 
water and updating the temperature level.  
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Figure 4-7: Master-slave transactions in Process Trainer 
The Process trainer has some basic security limitations. It works with a National 
Instruments device and uses the MODBUS communication protocol but has some 
inherent security issues. First of all, the MODBUS protocol does not support encryption 
techniques. This implies that when the HMI or a remote machine sends a request 
message to the slave to perform a particular task, an intruder can read the sent message. 
This makes the system inherently insecure. Secondly, there is no firewall with defined 
firewall rules in the network, so an attacker can have unauthorized access to the HMI 
easily and he/she can change the system configuration and settings. These limitations 
of SCADA network communications security are well known and are not the focus of 
our research. Instead, we are interested in component-specific vulnerabilities associated 
with particular devices in the network. 
On the other hand, the HMI sends requests to the slave to perform a given task and the 
slave performs all the industrial operations required of the Process Trainer. If the slave 
is vulnerable, then an attacker can read and write data on it, which can further halt or 
damage the system. To cover these security issues, we have conducted an assessment 
for each component of the Process Trainer, the HMI, and the NI cRIO-9074. We tried 
to identify any vulnerability in each level of the system, as explained in detail in the 
following sections. 
4.5 Required tools and technologies 
In order to implement and operate the processes described in Section 3.3, we require 
various tools and technologies. The required tools and technologies used for this case 
study are given below.  
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4.5.1 Java Platform Enterprise Edition (J2EE) 
Java Platform Enterprise Edition is abbreviated as J2EE. Java EE v8.0.310 is a 
platform independent programming language that can be run in almost all 
computer devices (laptop, desktop computers, mobile) and operating systems 
(Microsoft Windows, Linux, UNIX, Solaris). J2EE provides an Application 
Programming Interface (API) and runtime environment to develop and to run 
enterprise software, which includes network and web services. J2EE is largely 
used to develop for scalable, reliable, and secure network applications. JSP 
refers to Java Server Pages technology. JSP provides a basic, fast way to make 
the dynamic web content. We have used J2EE and JSP because of the following 
reasons: 
• The application can be developed on any platform and easily run on any 
other platform. 
• Using the J2EE and JSP, we can create a desktop and web-based 
application. 
• It is an object-oriented programming language. 
• It has widely available user defined libraries [6].  
We have used JSP to create web pages with the use of IDEs (Integrated 
Development Environment) Eclipse v Kepler Service Release 2 Build id: 
20140224-0627 and apache-tomcat-8.0.28 using HTML, CSS, and JavaScript 
to add functionalities like “CLICK and DISPLAY” and “Graphical User 
Interface (GUI)” in our application. J2EE is further used to decode PCAP files 
and to retrieve component-level information in SCADA networks. 
4.5.2 Wireshark 
Wireshark v2.0.2 (v2.0.2-0-ga16e22e from master-2.0) is a free and open-
source tool to analyse data packets. It is mostly used for capturing packets in 
real time, and analyzing them. It is also used for network troubleshooting and 
to help to develop software. It is a cross-platform tool and is used to implement 
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its user interface using Packet Capture (Pcap) files to study real-time or off-line 
packets [27]. 
Wireshark works as a network packet analyser, tries to capture live packet data 
from a network interface such as Ethernet or Wireless, and shows packet data 
in detailed format. Wireshark does not work as an intrusion detection system or 
vulnerability analyser, but it is helpful in understanding what is really occurring 
on a given network. Wireshark does not help to send packets/data on the 
network.  
4.5.3 WinPcap  
WinPcap (WinPcap v4.1.0.2980) is the industry-standard application to access 
link-layer network details in Windows environments. It allows software 
(Wireshark) to capture and transmit network packets, bypassing the TCP/IP 
protocol stack. It also has other useful features such as support for remote packet 
capture. WinPcap consists of a driver that enables the operating system, for 
example, Linux Distributions, Windows 7, Windows 10, etc. to deliver low-
level network access. This tool has a library that is used to access the low-level 
network layers’ info, for instance, the physical layer or data link layer of an OSI 
reference model. This library also consists of the Windows compatible version 
of the well-known lib Pcap Unix API [28].  
4.5.4 Java Library Jamod  
This Java library is a Modbus implementation. This open source Java library is 
used to implement Modbus masters and slaves in various communication 
patterns, for example, serial communication: for ASCII, RTU (Master only), 
BIN, and an IP-Based SCADA NETWORK: for TCP and UDP.  
This library is open source and fully object-oriented. We have used jamod-
1.2rc1-src to perform MODBUS transactions, to read and write registers, and to 
read and write coils [29].  
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4.5.5 Java Library jNetPcap 
jNetPcap is a Java wrapper which decodes captured packets in real-time. It 
offers a huge library of communication protocols, especially fundamental 
protocols like TCP/IP [30]. We have used this library i.e. jnetpcap-src-1.3.0-1 
to construct a TCP/UDP hex dump message (packet) for the NI CRIO-9074 
device. 
4.5.6 Online information 
We have used a manufacturer’s website, i.e., http://www.ni.com/en-au.html, as 
an online source of information to look up the specifications and a vulnerability 
of the NI cRIO-9074. 
4.5.7 Laboratory Virtual Instrument Engineering Workbench 
(LabVIEW) 
LabVIEW v2014 (32-bit) is a graphical programming language and software 
designed to incorporate with other software. LabVIEW enables NI MAX [51] 
to control, configure and monitor the National Instruments’ devices [26].  
4.5.8 National Instruments Measurement and Automation Explorer 
(NI MAX) 
NI Measurement and Automation Explorer (NI MAX v3.1) is an application 
that helps to manage National Instruments’ device and software [51]. We have 
used NI MAX to access the configuration of NI cRIO-9074.  
4.6 Implementation procedure of Java-based tool 
To implement our process, we require a device-specific SCADA communication 
protocol MODBUS and an industry standard SCADA device (the NI cRIO-9074) in 
order to implement our Java-based tool. The MODBUS protocol defines the process to 
communicate with the MODBUS device (NI cRIO-9074), which we defined in earlier 
sections. We have followed our SCADA vulnerability process, explained in Section 
3.2, to build our Java-based tool. We followed Phase 1, Phase 2 and Phase 3 of the 
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vulnerability assessment framework described in Section 3.3, where Phase 1 
interrogates the HMI, Phase 2 investigates the SCADA device (NI cRIO-9074) and 
Phase 3 looks up for the specifications and vulnerabilities of the NI cRIO-9074.  
A remote computer which is connected to this particular Process Trainer setup, 
communicates with its SCADA components, such as the HMI, the NI cRIO-9074 using 
the TCP/IP-MODBUS communication protocol. In Phase 1 of our process, the Java-
based tool located in a remote computer interrogates the HMI using the TCP/IP protocol 
defined in Section 3.3.1. Phase 2 of our approach investigates the SCADA device, the 
NI cRIO-9074, using the MODBUS communication protocol described in Section 
3.3.2. The tool communicates with the NI cRIO-9074 in order to retrieve its name, 
configurations and operating system details. Our software uses a Java library 
“jNetPcap” to send TCP packets to the MODBUS device. Our tool also uses another 
Java library, “Jamod”, in order to read the register using function code 3 of MODBUS 
protocol. Our tool looks up the specifications of the SCADA device and vulnerabilities 
of the NI cRIO-9074 using National Instruments’ website as an online database 
according to Phase 3, defined in Section 3.3.3, and displays the results as a web page 
and the Uniform Resource Locator (URL) respectively.  
Our tool is web-based and runs in a remote computer. We used the Java Server Page 
(JSP), HTML, CSS and JavaScript to create the web pages dynamically to provide the 
functionalities like “CLICK and DISPLAY” and the corresponding GUI. So we have a 
web page as our GUI and we create new web pages to display the output. This implies 
that for each step of each phases (Phase 1, Phase 2 and Phase 3) of our process our tool 
displays the output as a web page. Whenever we click the link or button (each step of 
each phase of our process), for example, “Asking the name of the SCADA device” 
button, then the returned result (Output: The name of the SCADA device) displays in 
our local host (in a remote computer) as a web page. To achieve this, our tool follows 
POST (CLICK) the query and GET (DISPLAY) the result, which is the typical working 
principle of web technology. The web pages are made in such a way that they run with 
popular web browsers (Google Chrome, Mozilla Firefox, and Internet Explorer).      
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4.7 Implementation of our vulnerability assessment process 
Figure 4-8 represents the network topology of our experimental setup; it includes 
different devices such as a remote computer, an HMI, and the NI device with 
corresponding IP addresses, 10.10.10.101, 10.10.10.14, and 10.10.10.12, respectively. 
The NI cRIO-9074 (SCADA device) device with address 10.10.10.12 has port number 
502 which is as shown in Figure 4-8.  
 
Figure 4-8: Network topology of experimental setup with IP addresses 
As per Section 3.3, the implementation of process is divided into three phases where 
Phase 1 investigates the HMI, Phase 2 interrogates the NI cRIO-9074 device and Phase 
3 looks up the specification and the vulnerability of the SCADA device using an online 
“database” composed from websites (in this case study the manufacturer’s website) 
containing vulnerability alerts. The process is described in the following subsections. 
4.7.1 Phase 1: Interrogate the HMI 
Figure 4-9 shows logical flows distinct from physical connectivity of Phase 1 
which contains a remote computer, Switch/Hub, and the HMI. The HMI is a 
desktop computer that controls the process trainer.  
A user runs a remote computer to help conduct assessments and to identify 
component-specific vulnerabilities of the given SCADA system. The remote 
computer runs our Java-based implementation of our vulnerability assessment 
process. It implements the vulnerability assessment process defined in Section 
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3.3.1, retrieves and displays results. The results are further used for vulnerability 
auditing purposes.   
 
Figure 4-9: Logical flows of Phase 1. 
The HMI initiates the request to SCADA devices to perform particular tasks. If 
the HMI is compromised or attacked, it affects the overall SCADA system. 
Therefore, it is essential to analyse whether the HMI has a device-level has a 
vulnerability or not.  
In the above network topology, a remote computer, which has the IP address 
10.10.10.101, acts as a client device and the HMI, which has the IP address 
10.10.10.14, works as a server. This implies that we need to understand the 
client and server communication technology. A client-server communication is 
established through a TCP/IP three-way handshake. After connection 
establishment between the remote computer and HMI, our Java program asks 
the name of the HMI by sending a TCP/IP packet, which is as referred to in 
Phase 1 in Section 3.3.1. 
Step 1: Asking the name of the HMI     
  
Figure 4-10: The process to investigate the name of the HMI remotely. 
   The result is as shown in Figure 4-11.  
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Figure 4-11: Retrieving the name of the HMI 
Hence, returned result shows that HMI is a Dell desktop computer. 
 Step 2: Retrieving the configurations of the HMI 
The configurations of the HMI include the manufacturer’s name, the operating 
system details, Random Access Memory (RAM) used, and other details as 
shown Figure 4-12. 
 
Figure 4-12: Retrieving configurations of the HMI using J2EE and 
msinfo32.exe11. 
 Step 3: Operating system details 
                                                 
11 Msinfo32.exe provides the system information of Microsoft Windows. 
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Figure 4-12 shows that the OS name of the HMI is Microsoft Windows 7 
Enterprise, OS version is 6.1.7601 Service Pack 1 Build 7601 and the OS 
manufacturer is Microsoft Corporation. We can get detailed operating system 
details as shown in Figure 4-13. 
 
Figure 4-13: Retrieving OS details of the HMI 
Hence, the result shows the following information: The operating system 
includes running operating system of the HMI which is Microsoft Windows 7 
Enterprise 7601 Service Pack 1 (Windows 7 Enterprise 6.1).  
4.7.2 Phase 2: Interrogate the SCADA device 
Figure 4-14 shows logical flows distinct from physical connectivity in Phase 2, 
which interrogates SCADA devices that perform all industrial processes. Phase 
2 consists of different components; they are HMI of IP address 10.10.1014, NI 
cRIO-9074 device of IP address 10.10.10.12 and a remote computer of IP 
address 10.10.10.101.  
As per Section 4.7.1, a Java-based tool is used to help conduct the assessment 
process via a remote computer to achieve the user interaction defined in Section 
3.3.2, and results produced by our tool are used for auditing.  
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Figure 4-14: Network topology of Phase 2 
Phase 2 includes six different processes to be followed as described in Section 
3.3.2. They are described below. 
Step 1: Ask the name of the SCADA device used 
When a connection is made between the SCADA device, a remote computer, 
the HMI and Switch/Hub, the first step is to ask the SCADA device to return its 
name. The name further enables us to explore more about that device. We asked 
the device to give its name, and it gave the following results, shown in Figure 
4-15.  
 
Figure 4-15: Retrieving the name of the SCADA device. 
Here, the name is the manufacturer, i.e., the SCADA device is developed by 
National Instruments.  
Step 2: Ask the configurations of the SCADA device 
The configurations of the SCADA device includes its hardware id (MAC 
address) serial number, firmware version and operating system details. We have 
used the following approach. First, we sent message/comments, i.e., “testing-
ni” from the HMI (10.10.10.14: Dell device) to the cRIO-9074 (10.10.10.12) 
device using NI MAX (Measurement & Automation Explorer) application 
using TCP/IP protocol as shown in Figure 4-16. 
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Figure 4-16: System setting of the NI cRIO-9074 using NI MAX  
We sent the message “testing-ni” to the device from the HMI (10.10.10.14: Dell 
device) to the SCADA device NI cRIO-9074 (10.10.10.12) device using NI 
MAX and TCP/IP protocol; we captured packet information and saved the Pcap 
file using Wireshark. The packet information stored in the Pcap file is 
encrypted, so we decoded the information of the Pcap file using Java and 
retrieved the following tag, type and value, which includes the configurations 
of the device, as shown in Figure 4-17. 
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Figure 4-17: Retrieving the name and the configuration of the SCADA device 
Hence, the result shows that the name of manufacturer is National Instruments, 
the device version name is NI cRIO-9074, the message sent to the NI cRIO-
9074 is “testing-ni” and the software name and version is NI Real-Time 
VxWorks-PPC603 6.3. 
NMAP, which uses Win Pcap, can get limited information from a National 
Instruments device. It retrieved the name of the device, its MAC address but 
could not fetch its serial number, firmware version, model number, and so on. 
Therefore, we used the protocol analyser Wireshark to analyse network traffic 
after establishing a remote connection with the device, and we sent a message, 
i.e., testing-ni, to NI cRIO-9074 from the HMI. We captured the packets in Pcap 
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file. But this Pcap file is encrypted. Using Java library, we decoded Pcap file to 
retrieve the configuration of NI cRIO-9074, which contained the name of the 
device, serial number and model number. We have also used NI MAX to get 
the device info. The process is very time-consuming and needed high-level 
expertise. 
On the other hand, National Instruments developed the module cRIO System 
Configuration (CRI) Reference Library [38], which gives the configuration of 
different NI compactRIO devices (cRIO-9101, cRIO-9073, and cRIO-9072) 
cRIO-9074 device as shown in Figure 4-18. CRI is written in Field 
Programmable Gate Array (FPGA). However, this module does not find the 
specification of the NI cRIO-9074 nor the vulnerabilities of the NI cRIO-9074. 
Whereas our software could retrieve the configurations as much as CRI and our 
software also found the specifications and a floating-point vulnerability of the 
NI cRIO-9074 device.  
 
Figure 4-18: CRI retrieving cRIO System info (Source, National Instruments) 
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Step 3: Retrieving the operating system details of the SCADA device 
If a vulnerable operating system is compromised, the attacker can gain access 
to the SCADA systems, and can modify configuration/settings, so it is essential 
to investigate the health (vulnerable or not) of the operating system of the 
SCADA device. The operating system detail can be retrieved as shown in Figure 
4-19.  
 
Figure 4-19: Retrieving the OS details of the NI cRIO-9074 using Java, and 
retrieving MAC address using Java and Nmap 
Figure 4-19 shows the configurations of the NI cRIO-9074 device, which 
includes that the MAC address is 00: 80: 2F: 13: 3B: AE, the device type is 
specialized, the running thread is the National Instruments embedded, which is 
also known as a component of an operating system process, and the name of the 
operating system is National Instruments CompactRIO automation controller. 
Step 4: Reading the register of SCADA device 
As we described earlier in Section 2.4, a register is the part of a computer 
processor that holds some set of data; the data can be computer instruction, 
storage addresses, bit sequences and individual characters. It is possible to read 
the register remotely using the function code 3 of the MODBUS protocol using 
Java and Jamod Java library. When connection is established between a remote 
computer and the NI cRIO-9074, a remote computer sends a request to the 
cRIO-9074 device to perform a transaction by sending TCP/IP packets. At this 
stage, we can read the register using function code 3 of MODBUS protocol 
using Jamod Java library, as shown in Figure 4-20. 
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Figure 4-20: Reading the register using Jamod and J2EE 
Reading register using Jamod and J2EE returns value 0, which implies that we 
read one chunk of memory of the register address 400002. 
Step 5: Creating TCP packets 
In order to create packets and send them to the NI cRIO-9074, we have used 
java library jNetPcap, which creates a HEXDUMP packet and sends it to the 
destination address. Our software created a HEX DUMP message and sent it to 
the NI device using the Jamod library and Java. We got the following returned 
results from the NI device, as shown in Figure 4-21. 
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Figure 4-21: Creating TCP packet using the jNetPcap library and Java 
The TCP packet, as shown in Figure 4-21, consists of source port number 
50129, destination port number 20000, sequence number 0x2E8011F5, 
acknowledgement number 2x2EA84B57, a header length of eight words and the 
TCP flag value is 24(0x18). 
4.7.3 Phase 3:  Look up the specifications and vulnerabilities of SCADA 
device 
Phase 3 uses the results of Phase 1 and Phase 2 as keywords to search for the 
specifications of the device from its manufacturer’s website, and also to look up 
vulnerabilities of the NI cRIO-9074 on the manufacturer’s website or using 
online services; if a vulnerability exists for the device, then the next step is to 
find a patch to fix it using ICS-CERT or the manufacturer’s website. The flow 
diagram of Phase 3 is shown in Figure 4-22.  
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Figure 4-22: Logical flow diagram of Phase 3 
As defined in Section 4.7.1, a Java-based tool is used to help conduct the 
assessment process via a remote computer to achieve the user interaction 
explained in Section 3.3.3, and results produced by our tool are used for 
auditing. 
Phase 3 mainly consists of four steps to be followed, which are described in 
Section 3.3.3. 
Step 1: Searching for the specifications of the SCADA device in the 
manufacturer’s websites. 
Phase 2 gives the name and serial number of the SCADA device, NI cRIO-9074. 
These keywords are used to find the specifications of the device from the 
manufacturer’s website. Our software found the detail specification of the NI 
cRIO-9074 shown in Figure 4-23. 
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Figure 4-23: The specifications of the NI cRIO-9074 device (Source [33]) 
National Instruments’ website provides different information on NI cRIO-9074; 
this includes the range of temperature, processor speed, memory used, Ethernet 
and Serial ports and power supply (voltage). 
Step 2: Looking up a vulnerability of NI cRIO-9074 
Our tool found that NI cRIO-9074 was affected by floating point vulnerability 
(sourced from its manufacturer’s website, as shown Figure 4-24), which was 
caused by NI LabVIEW Real-Time module. A floating-point vulnerability can 
generate unpredicted data output in NI LabVIEW Real-Time Module 
applications. LabVIEW Real-Time module can inaccurately overwrite data 
stored in floating-point registers, which causes an application to continue 
broadcasting data through the code. Furthermore, this vulnerability causes 
register level data exploitation at the moment of exchanging threads during the 
calculation of a floating-point, which results in periodic malfunctions or single 
points of inappropriate data [34]. 
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Figure 4-24: The floating-point vulnerability of the NI cRIO-9074 
Step 3: Finding patches 
To fix the floating-point vulnerability of NI cRIO-9074, National Instruments 
released the patch LabVIEW Real-Time module 2009 f2 Patch [35], which can 
be downloaded from National Instruments’ website and installed. 
Step 4: Applying security patches 
This is an additional step of Phase 3. If NI cRIO-9074 device has a vulnerability, 
then we need to apply patches or security measures to fix the vulnerability. 
LabVIEW Real-Time module 2009 f2 Patch [35] can be applied to the affected 
device on site or remotely to fix the floating-point vulnerability. However, as 
we mentioned earlier, addressing/fixing vulnerability is not within the scope of 
this research project, but we have included this step here in Phase 3 to make 
clear that, after interrogating the SCADA device, if it has a vulnerability, then 
the next step is to fix the vulnerability. How and when software or firmware 
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updates are made to an operational system depends on the maintenance 
processes of the organisation conducting the security assessment. 
4.8 Discussion 
Our focus in conducting this case study was to validate the process that we defined in 
Chapter 3. This case study can be taken as an in-depth descriptive form of our process 
which helps us to understand how it works, how we can implement our process to help 
conduct vulnerability assessments for existing SCADA systems, and how we validate 
the practicality of our process. Apart from our process demonstration, we have learned 
the following key points from this case study: 
• We understood the HMI and the NI cRIO-9074 device, and their features. 
• We learned the MODBUS protocol, its specifications, and its working 
principles. 
• We understood master-slave transactions of SCADA network using the 
MODBUS protocol. 
• We learned the causes of the floating-point vulnerability.  
We defined the software architecture by following our process to build our Java-based 
tool. However, our Java-based tool has some limitations as it is a prototype and is not 
for commercial use. We can improve our Java-based tool by storing the output of Phase 
1 and 2 of our process, for example, the device name, its configurations, operating 
system details, and so on in an actual database such as MySQL database with the 
appropriate table and field name so that we can retrieve these configurations using 
appropriate MySQL query language. Then it can be published online, for example, 
using GitHub’s website.  
Similarly, we can also extend our process by adding some features so that using our 
process can help conduct system-level and network-level vulnerability assessments of 
the SCADA networks. 
4.9 Conclusion  
Using the process defined in Section 3.3, we implemented a Java-based tool with which 
we retrieved the configuration of an HMI, and NI device. We were able to implement 
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the process successfully as described in Section 3.3. Our process helped us to 
accomplish the goals as per Section 1.3, which can be explained as follows:  
• Automatable. Our process was implemented as a tool that interrogated a 
SCADA devices (the NI cRIO-9074) using the MODBUS communication 
protocol, found the configurations of the NI cRIO-9074 device, and identified 
its vulnerabilities using online information. 
• Capable. The process was capable of identifying component-level 
vulnerabilities in SCADA networks efficiently and effectively. In this case 
study, our process found an input validation and a floating-point vulnerability 
of the NI cRIO-9074 device using an online database.  
• Extendable. The process could be reused to analyse vulnerabilities of other 
SCADA devices. It is potentially flexible to other situations, for example to help 
conduct network-level (router, firewall) and system-level vulnerabilities. 
Hence our process answered the research questions defined in Section 1.4. 
The process worked repeatedly in order to fetch device information, configurations, 
read registers and send TCP/UDP packets to the NI cRIO-9074. The application 
retrieved the device configurations, and found the specifications and information about 
its vulnerabilities online. Using this tool, we found a floating-point vulnerability 
associated with the NI cRIO-9074 device and found a patch to fix the vulnerability 
online. Hence, this case study validates our process that helps in conducting SCADA 
vulnerability assessments. Thus, the achievements of this case study can be illustrated 
as listed below. 
• It demonstrated the practicality of the process defined in Chapter 3 and showed 
that it can help conduct vulnerability assessments and find vulnerabilities. 
• It showed that we can talk to HMI, which uses the TCP/IP and the MODBUS 
SCADA communication protocol.  
• It also showed that we can talk to Industry Standard SCADA device, the NI 
cRIO-9074, which uses the MODBUS SCADA communication protocol. 
• It showed that we can find specifications of the NI-cRIO-9074 using online 
services. 
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• It showed that we can find the vulnerabilities associated with the MODBUS 
devices using online information. In this case, it found a floating-point 
vulnerability of NI cRIO-9074 and a patch to fix that vulnerability. 
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5. Case study two: Communicating indirectly with multiple 
SCADA devices using the PROFINET protocol 
As we mentioned in the abstract of Chapter 4, we have chosen three different cases of 
increasing complexity in terms of configuration in order to demonstrate the practicality of the 
assessment process explained in Chapter 3. This second case study was chosen as a more 
complex SCADA system in terms of configuration and setup than that of first case study. This 
case study describes how a demonstration of our assessment process is carried out with the help 
of our Java-based tool using Siemens devices, the PROFINET protocol and a custom-built 
PROFINET experimental setup to validate further the assessment process defined in Section 
3.3. This chapter describes the Siemens devices, the relevant parts of the PROFINET protocol 
specifications, and the corresponding custom-built experimental setup used. In addition, this 
chapter describes the detailed implementation and operational process followed and the 
corresponding results needed to conduct a vulnerability audit. For this particular case study, 
our software application communicates indirectly with the SCADA devices. In this case study, 
our software communicates indirectly with multiple SCADA devices using the PROFINET 
protocol, whereas in the first case study, our software communicates directly to a MODBUS 
device. Furthermore, this chapter again describes how our process answers the research 
questions that we defined in Section 1.4 and how our process achieves the goal of this thesis 
identified in Section 1.3. 
5.1 Introduction to case study two 
As defined in Section 3.5, case study two is more complex than that of first case study 
in terms of device’s configuration. In this chapter, we describe how to remotely 
interrogate more than one SCADA device using the PROFINET communication 
protocol with a custom-built experimental setup applied in the laboratory. We describe 
the methods, the implementation procedure to develop a Java-based tool, the 
implementation of our vulnerability assessment process and the required tools and 
technologies used to interrogate the Siemens devices. In order to validate the ability of 
our process to work for different SCADA protocols and different SCADA components, 
we carried out this case study in which our software communicated indirectly with 
multiple SCADA devices using the PROFINET protocol, whereas in the first case study 
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our software talked directly to only one SCADA device. Additionally, we show how 
vulnerabilities of the Siemens devices were identified automatically by our software 
and the corresponding control measures found to fix the vulnerabilities. 
5.2 Siemens SIMATIC S7-300 and S7-1200 PLCs 
Siemens’ devices are widely used industry-standard SCADA devices. Siemens devices 
support different SCADA communication protocols such as MODBUS, PROFIBUS, 
and PROFINET to control industrial transactions. The Siemens SIMATIC S7-300 and 
S7-1200 devices were used to carry out this case study, which are shown in Figure 5-1. 
These devices help to perform various industrial transactions using the PROFINET or 
PROFIBUS or MODBUS communication protocols and work as an automation 
controller in SCADA networks.  Siemens’ devices are used in the automobile industry, 
packaging industry, food, and beverage industry, plastic industry and processing 
industry.  
 
Figure 5-1: The Siemens SIMATIC S7-300 and S7-1200 CPUs 
The Siemens SIMATIC S7-300 and S7-1200 allow direct integration of controllers into 
Ethernet via communication processors. The communication processors support multi-
protocol functionality such as:  
• PG/OP communication. 
• S7 communication.  
• Open communication. That is, send and receive. 
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• PROFINET communication, i.e., used in Industrial Control Systems. 
• IT Communication [41]. 
5.3 PROFINET protocol description 
PROFINET is also a SCADA protocol. The PROFINET protocol also works on top of 
the application layer of the TCP/IP OSI Reference Model. PROFINET also deals with 
master-slave transactions; it works similarly as the MODBUS communication protocol 
that we defined in Section 4.3. PROFINET IO is the Ethernet-based automation 
standard of PROFIBUS International, and describes a cross-vendor transaction, 
automation, and engineering model. A switching technology is applied with 
PROFINET IO that permits all field stations (or the PROFINET devices) to use the 
network at any time. In this way, the network can be utilized much more efficiently 
through the real-time data transfer (send-receive) between different networking 
components. Real-time request-reply (send-receive) is allowed to support two 
directional data transfer (aka full-duplex) procedure of Switched Ethernet, and it 
supports a bandwidth of 100 Mbit/s. PROFINET IO has the following features:  
• Communicates with the different distributed devices using Ethernet connection 
and the PROFINET communication protocol. 
• Does real-time and non-real-time communications. 
• Makes use of proper TCP/IP protocols for setup, configurations and 
maintenance functions, for instance, to access web pages, to configure Domain 
Name Services (DNS), and so on [39]. 
As we said that PROFINET IO offers to exchange data between I/O controllers such as 
PLCs, I/O devices (field devices). PROFINET IO practices the verified industry-
standard communication model and application view of PROFIBUS DP (Decentralised 
Peripherals) and expands it to Ethernet as the communication standard. Furthermore, 
other benefits of using PROFINET IO are that it supports a greater bandwidth (100 
Mbit/s) and supports more stations (field stations) on the SCADA network. The 
PROFINET IO specifications describe a protocol to communicate and an application 
interface to exchange I/O data, and for transferring data report and log book 
information. PROFINET IO is relied on the Ethernet protocol to transfer I/O data and 
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alarms. To make it even faster and to exchange data isochronously, a special chip is 
used to support switch functions. This chip enables the use of a "normal" Ethernet 
communication. The solution reserves the bandwidth further to achieve the isochronous 
data transmission (send-receive) [40]. 
The functionalities of the PROFINET communication protocol are as follows: 
• It helps us to communicate indirectly with the SCADA devices (Siemens 
SIMATIC S7-300 and S7-1200). 
• It helps us to send the TCP/UDP packet to the PROFINET devices. 
• It assists us to understand master-sub master-slave transactions. 
5.4 Experimental setup 
The experimental setup used for this case study is more complex in comparison to the 
first case study. It is a custom built SCADA system, as shown in Figure 5-2, designed 
to perform different industrial operations using more than one Siemens device. The 
SIMATIC S7-1200 is used to control a conveyor belt used to convey items like bottles, 
foods and so on. Another device is used in a pipeline to control water flow. Both devices 
are controlled by a SIMATIC S7-300 via a Totally Integrated Automation Portal (TIA 
Portal). The TIA Portal allows us to integrate all the hardware components and basic 
software used. 
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Figure 5-2: The custom-built PROFINET SCADA system used in case study two 
The topology of the SCADA system uses the PROFINET protocol and has different 
SCADA components such as, an HMI, a master and sub-master, as shown in Figure 5-
3. Here the HMI works as a master that initiates a request to the sub-master and the sub-
master conveys that request to the slave device, and the slave then performs an 
industrial transaction.         
 
Figure 5-3: Master-sub master-slave transactions 
The custom build SCADA system used for this case study is more complicated than the 
first case study as the sub master station hides the information of the slave station 
(Conveyor). This mechanism prevents us from accessing the slave station directly. 
The custom built PROFINET experimental setup uses the Siemens devices and the 
PROFINET communication protocol. This setup has some inherent security issues. 
First of all, the PROFINET protocol does not support encryption techniques. However, 
this experimental setup is more secure than the first case study as the sub-master station 
hides the information of the slave station (Conveyor) because PROFINET protocol uses 
PofiSec security features. This implies that a remote computer can access limited 
information of the slave device. When, the HMI or a remote machine sends a request 
message to the sub-master station to perform a particular task, an intruder can read the 
sent message. This makes the system inherently insecure. Secondly, there is no firewall 
with defined firewall rules in the network, so an attacker can have unauthorized access 
to the HMI easily, and he/she can change the system configurations and settings. These 
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limitations of SCADA network communications security are well known and are not 
the motivation of our research. Instead, we are concerned with component-specific 
vulnerabilities associated with particular devices in the network. 
The HMI sends requests to the slave via the sub-master to perform a given task and the 
slave performs all the industrial operations required of this setup. If the sub master 
station is vulnerable, then an attacker can modify the system setting of it, which can 
further halt or damage the system. To cover these security issues, we have conducted 
an assessment for each component of the custom-built PROFINET experimental setup, 
the HMI (Dell computer), the sub-master (SIMATIC S7-300) and the slave (SIMATIC 
S7-1200). We have tried to identify any vulnerability in each level of the system, as 
explained in detail in the following section. 
5.5 Required tools and technologies 
In order to implement and operate the processes described in Section 3.3, we required 
various tools and technologies. The required tools and technologies used for this case 
study are J2EE, HTML, CSS and JavaScript to develop our software, which is described 
in Section 4.5.1. For this case study, we have used the manufacturer’s website to look 
for the specifications of the SCADA devices and the ICS-CERT database as online 
information to look up the vulnerabilities of Siemens devices.     
5.5.1 The Industrial Control Systems Cyber Emergency Response 
Team 
The goal of the Industrial Control Systems Cyber Emergency Response Team 
(ICS-CERT) is to direct a well-integrated coordinated attempt to progress the 
position of the cyber security of control systems within the nation’s critical 
infrastructure between government and industry. ICS-CERT supports industrial 
control systems vendors and resource owners to identify vulnerabilities and to 
develop the countermeasures that help to strengthen their cyber-security 
position and minimize the potential risk. ICS supports responses to control 
system-related incidents, helps in conducting vulnerability assessments and 
- 93 - 
 
encourages users to coordinate the responsible audit of vulnerabilities and 
related control measures [31].  
The ICS-CERT online database provides a list of some industry standard 
SCADA devices that contain vulnerabilities and provides mitigation measures. 
5.6 Implementation procedure to develop Java-based tool 
To develop our software, we required the device-specific SCADA communication 
protocol PROFINET to communicate with the industry-standard SCADA devices 
SIMATIC S7-300 and S7-1200 in order to implement our Java-based tool. The 
PROFINET protocol defines the process to communicate with PROFINET devices 
(SIMATIC S7-300 and S7-1200) that we defined in earlier sections. We have followed 
our SCADA vulnerability process explained in Section 3.2 to build our Java-based tool. 
We followed Phase 1, Phase 2 and Phase 3 of the vulnerability assessment framework 
described in Section 3.3, where Phase 1 interrogates the HMI, Phase 2 investigates the 
two SCADA devices (SIMATIC S7-300 and S7-1200) and Phase 3 looks up the 
specifications and vulnerabilities of SIMATIC S7-300 and s7-1200 on the 
manufacturer’s website and in the ICS-CERT database respectively.  
A remote computer that is connected to a “custom build PROFINET experimental 
setup” communicates its SCADA components, such as the HMI, the SIMATIC S7-300 
(the sub-master) and SIMATIC S7-1200 (the slave device) using the TCP/IP-
PROFINET communication protocol. In Phase 1 of our process, the Java-based tool 
located in a remote computer interrogates the HMI using the TCP/IP protocol defined 
in Section 3.3.1. Phase 2 of our approach investigates the SCADA devices, the 
SIMATIC S7-300 and S7-1200, using the PROFINET communication protocol 
described in Section 3.3.2. The tool communicates with the SIMATIC S7-300 and S7-
1200 in order to retrieve their names, configurations, and operating system details. Our 
software uses a Java library called “jNetPcap” to send TCP packets to the PROFINET 
devices. Phase 3 of our process looks up the specifications and vulnerabilities of the 
SCADA devices, the SIMATIC S7-300 and S7-1200 respectively. We used online 
information in order to look up the specifications of the SIMATIC S7-300 and S7-1200 
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in Siemens’ website, the corresponding vulnerabilities if any in ICS-CERT’s website, 
and display the results as web pages and fetches URLs respectively. 
The implementation procedure to develop our Java-based tool for this case study works 
similarly to the process defined in Section 4.6.  
5.7 Implementation of our vulnerability assessment process 
Figure 5-4 represents the network topology of our experimental setup, which includes 
different devices such as a remote computer, the HMI (master), the sub-master and 
slave device with corresponding IP addresses, 10.10.10.101, 10.10.10.20, 10.10.10.10 
and 10.10.10.13 respectively. The Siemens devices SIMATIC S7-300 with IP address 
10.10.10.10 and SIMATIC S7-1200 of IP address 10.10.10.13 use port number 102 are 
shown in Figure 5-4. 
 
Figure 5-4: Network topology of the PROFINET experimental setup with IP 
addresses 
As per Section 3.3, the implementation of the process is divided into three phases, 
where Phase 1 investigates the HMI, Phase 2 interrogates SIMATIC S7-300 and S7-
1200, and Phase 3 looks up the specifications and vulnerabilities of devices using an 
online “database” composed from websites containing vulnerability alerts. The process 
is described in the following subsections. 
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5.7.1 Phase 1: Interrogate the HMI 
Figure 5-5 shows the logical flows of Phase 1 distinct from physical 
connectivity that contains a remote computer, Switch/Hub, and the HMI. The 
HMI is a desktop computer which controls a custom-built PROFINET setup.  
As per Section 4.7.1, a Java-based tool is used to help conduct the assessment 
process via a remote computer to achieve the user interaction defined in Section 
3.3.1, and results produced by our tool are used for auditing. 
 
Figure 5-5: Logical flows of Phase 1 distinct from physical connectivity 
The HMI, which is also known as a master, initiates the request to SCADA 
devices to perform the specific industrial transactions. If the HMI is 
compromised or attacked, it affects an entire SCADA system. Hence, it is 
mandatory to investigate whether HMI has device-level vulnerability or not. We 
have followed the process described in Section 3.3.1 to investigate the HMI. 
As regards the network topology, shown in Figure 5-5, a remote computer, 
which has IP address 10.10.10.101, acts as client device and the HMI, which 
has IP address 10.10.10.20, works as a server. The remote computer and HMI 
communicate with each other through client and server communication 
technology: the client sends a communication request to the server in order to 
communicate; the server listens to the request and replies to the client; then the 
client tells the server to perform some operation. The process is called a TCP/IP 
three-way handshake in client-server communication. After establishing 
communication between the remote computer and the HMI, an application asks 
HMI to return its name by sending a TCP/IP packet as per Phase 1 of Section 
3.3.1. The process to interrogate the HMI remotely is shown in Figure 5-6. 
 Step 1: Asking the name of the HMI   
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Figure 5-6: Investigating the name of HMI through remote connection. 
The software retrieved the following information, as shown in Figure 5-7. 
 
Figure 5-7: Retrieving name of the HMI 
 The result shows, the HMI is a Dell desktop computer. 
 Step 2: Retrieving the configurations of the HMI 
The configurations of the HMI, which includes, manufacturer name, operating 
system, Random Access Memory (RAM) used, and other details is shown in 
Figure 5-8. 
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Figure 5-8: Retrieving the configurations of the HMI using J2EE and 
msinfo32.exe. 
 Step 3: Operating system details 
Figure 5-8 shows that the OS Name of HMI is Microsoft Windows 7 Enterprise, 
OS version is 6.1.7601 Service Pack 1 Build 7601 and that the OS Manufacturer 
is Microsoft Corporation. We can get detailed operating system details as shown 
in Figure 5-9. 
 
Figure 5-9: Operating system details of HMI (master) 
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The operating system includes the running operating system of the device, 
which is Microsoft Windows 7 Service Pack 1, developed in 2008.  
5.7.2 Phase 2: Interrogate the SCADA devices 
Phase 2 interrogates the SCADA devices that perform all industrial transactions. 
Phase 2 consists of different components: the HMI (master), with IP address 
10.10.10.20, the SCADA device (sub-master), with IP address 10.10.10.10, the 
slave (SCADA device), with IP address 10.10.10.13 and a remote computer of 
IP address 10.10.10.101. The network topology of Phase 2 is shown in Figure 
5-10 which also shows the logical flows distinct from physical connectivity. 
As mentioned in Section 4.7.1, a Java-based tool is used to help conduct the 
assessment process via a remote computer to achieve the user interaction 
defined in Section 3.3.2, and results produced by our tool are used for auditing. 
 
Figure 5-10: The logical flows of Phase 2 
Phase 2 contains six different steps to be followed, as described in Section 3.3. 
They are as follows: 
Step 1: Ask the name of the sub-master (the SCADA device) and the slave 
device (the SCADA device) used. 
When connection is made between SCADA devices, the remote computer, 
HMI, the sub-master, SCADA device and Hub then the first step is to ask the 
device of the sub-master to give its name. The name further enables exploring 
more about that device. Here, the sub-master is a SCADA device, which 
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conveys the request of HMI to the slave device to perform a given task. An 
application retrieved its name and gave the result as shown in Figure 5-11.  
 
Figure 5-11: Retrieving name of the sub-master ( SCADA device) 
Hence, the following information is found when our software asked the name 
of the sub-master. That is Figure 5-11 shows that the name of the SCADA 
device is Siemens AG with MAC Address 00:1B:1B:17:F8:82. 
In this experimental setup, the sub-master hides the information of the slave 
device. So a remote computer can only retrieve limited information about the 
slave device. However, our software asked the name of the slave device, and 
the slave device returned the following information as shown in Figure 5-12. 
 
Figure 5-12: Retrieving the name of the slave device 
Hence, the name of the slave device is Siemens Numerical Control, Nanjing. 
Step 2: Ask the configurations of the SCADA devices (sub-master and slave) 
The configurations of a SCADA device include its serial number, model 
number, version, module and module type. Our software remotely retrieved the 
following information from the sub-master as shown in Figure 5-13.  
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Figure 5-13: Retrieving the configurations of the S7-300 (sub-master) 
Figure 5-13 shows the configurations of the SIMATIC S7-1200, which 
comprises: the device supports S7 communication, the device module name is 
6ES7 315-2EH14-0AB0, the basic hardware is 6ES7 315-2EH14-0AB0, the 
system name is S7-300, the module type is master power meter, the serial 
number is S C-BNV459252011and the MAC address assigned by Siemens AG 
is 00: 1B:1B:17: F8:82. 
As we said earlier, the sub-master (the SIMATIC S7-300) hides the information 
and the configurations of the slave device. Therefore, our software retrieved the 
following configurations, as shown in Figure 5-14, of the slave device via the 
TIA Portal of HMI (master) and sub-master. 
 
Figure 5-14: The configurations of the SIMATIC S7-1200 
Figure 5-14 shows the configurations of the SIMATIC S7-1200, which 
includes: the device supports S7 communication, the device module name is 
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6ES7214-1HG31-0XB0, the basic hardware is 6ES7214-1HG31-0XB0, the 
system name is S7-1200, the module type is slave module and its MAC address 
defined by Siemens Numerical Control, Nanjing is 00:1C:06:108:3F:8A. 
Step 3: Retrieving operating system details of the SCADA devices 
If the vulnerable operating system is compromised, the attacker can gain access 
to SCADA systems and can modify the configurations/settings. Therefore, it is 
essential to investigate the operating system details of the device. The operating 
system details can be retrieved as shown in Figure 5-15.  Figure 5-15 shows that 
the version is v3.2.6, i.e., a firmware version of SIMATIC S7-300. Similarly, 
Figure 5-14 indicates that the firmware version of SIMATIC S7-1200 is 3.0.2. 
Figure 5-15 shows the firmware details of both S7-300 and S7-1200.   
 
Figure 5-15: Retrieving the firmware version of the Siemens SIMATIC S7-
300 and S7-1200 
Step 4: Reading the register of the SCADA devices 
As we described earlier, in Section 2.4, a register is a part of a computer 
processor that holds some set of data; the data can be computer instructions, 
storage addresses, bit sequences and individual characters. For this 
experimental setup, it is not necessary to read registers/coils or dataset/indexes. 
This is because the sub-master hides the configurations of the slave devices and 
a remote computer cannot write and read a register.    
Step 5: Creating TCP packets 
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Our software created a HEX DUMP message and sent it to the Siemens devices. 
We got the following returned results from the Siemens devices, as shown in 
Figure 5-16. 
 
Figure 5-16: Creating TCP packet 
The TCP packet as shown in Figure 5-16 comprises the source (the master 
device) port number 50129, destination (the slave device) port number 20000, 
the sequence number 0x2E8011F5, the acknowledgement number 
2x2EA84B57, a header length of eight words and the TCP flag value is 
24(0x18).  
- 103 - 
 
5.7.3 Phase 3: Look up the specifications and vulnerabilities of the 
SIMATIC S7-300 and S7-1200 
Phase 3 uses the results of Phase 1 and Phase 2 as keywords to search the 
specification of the SCADA devices from their manufacturer’s website, to look 
up vulnerabilities of the SIMATIC S7-300 and S7-1200 devices in the ICS-
CERT, and if vulnerabilities exist on the device, then the next step is to find the 
patches to fix them using online information. The flow diagram of Phase 3 is 
shown in Figure 5-17.  
 
Figure 5-17: The flow diagram of Phase 3 
As described in Section 4.7.1, a Java-based tool is used to help conduct the 
assessment process via a remote computer to achieve the user interaction 
defined in Section 3.3.3, and results produced by our tool are used for auditing. 
Phase 3 mainly consists of three steps as per Section 3.3.3 to be followed: 
Step 1: Searching the specifications of the SCADA devices in manufacturer’s 
website 
Phase 2 gives the names of the SCADA devices: SIMATIC S7-300 and S7-
1200. These keywords are used to find the specifications of the SCADA devices 
from the Siemens’ website. Our software found the specifications of the 
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SIMATIC S7-300, as shown in Figure 5-18, and S7-1200, as shown in Figure 
5-19, respectively. 
 
Figure 5-18: The specifications of SIMATIC S7-300 device (6ES7 315-2EH14-
0AB0) (Source [41]) 
 
Figure 5-19: The specifications of SIMATIC S7-1200 device (6ES7 315-
2EH14-0AB0) (Source Siemens) 
Siemens’ website provides detailed information regarding the SIMATIC S7-
300 (6ES7 315-2EH14-0AB0) and S7-1200 (6ES7 315-2EH14-0AB0) which 
contain hardware information, software information and other details.  
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Step 2: Finding the vulnerabilities of the SIMATIC S7-300 and S7-1200 
ICS-CERT provides the information regarding vulnerabilities of the devices 
SIMATIC S7-300 PLC, as shown in Figure 5-20, and S7-1200 PLC, as shown 
in Figure 5-21, which are caused by denial-of-service attack (DoS) and has an 
overall CVSS score of 6.3; this implies that the vulnerability is high moderate 
and needs to be fixed. The DoS attack is the result of sending crafted packets to 
port 102/TCP (the port number of SIMATIC S7-300 PLC or PROFINET) or 
PROFIBUS, which caused the devices to go to defect mode.  The DoS attack 
vulnerability allows adversaries to perform a DoS attack over the network 
without valid authentication (applying valid login credentials) against Siemens 
SIMATIC S7-300 and S7-1200 CPUs [43, 52].  
 
Figure 5-20: The DoS attack vulnerability of the SIMATIC S7-300 (Source 
ICS-CERT) 
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Figure 5-21: The DoS attack vulnerability of the SIMATIC S7-1200 (Source 
ICS-CERT) 
Step 3: Finding patches/solutions 
Siemens [53] recommended the following mitigation measures in order to 
protect SIMATIC S7-300 PLC from DoS attack vulnerability: 
• “Apply protection-level 3 (Read/Write protection). 
• Apply cell protection concept. 
• Use Virtual Private Network (VPN) for protecting network 
• Communication between cells. 
• Apply Defence-in-Depth”. 
Siemens provides the SIMATIC S7-1200 CPU product release V4.0 [1] to fix 
DoS attack and other vulnerabilities [54]. 
Step 4: Applying control measures/patches 
Our software automatically found a vulnerability of the S7-300 and S7-1200. 
The next step then is to apply the patches or security recommendations provided 
by Siemens for the infected devices. These security recommendations can be 
applied to the affected device, the SIMATIC S7-300 CPU, on site to fix DoS 
attack point vulnerability [53]. Siemens provides the SIMATIC S7-1200 CPU 
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product release V4.0 [1] to fix the DoS attack and other vulnerabilities [54]. 
However, as we mentioned earlier, addressing/fixing vulnerability is not within 
the scope of this research project, but we have included this step here in Phase 
3 to make clear that after interrogating the SCADA devices, if they have 
vulnerabilities, then the next step is to fix the vulnerabilities. And another reason 
is that updating the latest firmware version of the device is likely to halt the 
system processes, so it is not recommended to apply security patches. 
Furthermore, how and when software or firmware updates are made to an 
operational system depends on the maintenance processes of the organisation 
conducting the security assessment. 
5.8 Discussion 
This case is different from that of the first case study, as it communicates indirectly 
with the SCADA devices. This case study can be considered as an in-depth descriptive 
form of our process that helps us to understand how it works, how we can implement 
our process to help conduct vulnerability assessments for different SCADA systems 
and how we validate the practicality of our process. Apart from our process validation, 
we have learned the following key points from this case study: 
• We understood the HMI and the SCADA devices (Siemens SIMATIC S7-300 
and S7-1200) and their features. 
• We learned the PROFINET communication protocol, its specifications and its 
working principles. 
• We understood master-sub master-slave transactions of the SCADA network 
using the PROFINET protocol, Siemens devices and a custom-build 
PROFINET experimental setup. 
• We learned a DoS attack vulnerability and its causes. 
To improve our Java-based tool we can follow similar suggestions that we described in 
Section 4.8. 
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5.9 Conclusion 
Using the process defined in Section 3.3, we implemented a Java-based tool with which 
we retrieved the configurations of an HMI and the Siemens devices (SIMATIC S7-300 
and S7-1200). We were able to implement the process successfully, as described in 
Section 3.3. Our process helped us to accomplish the goals as per Section 1.3, which is 
explained as follows:  
• Automatable. Our process was again implemented as a tool that interrogated 
SCADA devices (SIMATIC S7-300 and S7-1200) using the PROFINET 
communication protocol, found the configurations of the SIMATIC S7-300 and 
S7-1200 and identified their vulnerabilities using online information. 
• Repeatable. The process was again used for different SCADA devices and 
protocols. In this case study, the process worked for the SIMATIC S7-300 and 
S7-1200 devices and the PROFINET communication protocol. Similarly, our 
process worked for other SCADA devices and protocols, which we have already 
explained in Chapter 4. 
• Capable. The process was capable of identifying component-level 
vulnerabilities in SCADA networks efficiently and effectively. In this case 
study, our process found the DoS attack vulnerabilities for both of the Siemens 
devices using an online database.  
• Extendable. The process could be reused to analyse vulnerabilities of other 
SCADA devices. It is potentially flexible to other situations, for example, to 
help conduct network-level (router, firewall) and system-level vulnerabilities. 
Hence our process again answered the research questions defined in Section 1.4. 
The process worked repeatedly in order to fetch device information, configurations and 
send TCP/UDP packets to the Siemens SIMATIC S7-300 and S7-1200 devices. The 
application retrieved the device configurations and found specifications and 
information about its vulnerabilities online. Using this tool, we found a DoS attack 
vulnerability associated with the SIMATIC S7-300 and S7-1200 device and found a 
patch/solution to fix the vulnerabilities online. Hence, this case study again validates 
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our process, which is helpful in conducting SCADA vulnerability assessments. Thus, 
the outcomes of this case study are as follows: 
• It again demonstrated the practicality of the process defined in Chapter 3 and 
showed that it can help to conduct vulnerability assessments and find 
vulnerabilities. 
• It showed that we can talk to an HMI which uses the TCP/IP and the PROFINET 
SCADA communication protocol.  
• It also showed that we can talk to an Industry Standard SCADA device, the 
SIMATIC S7-300, and S7-1200, which uses the PROFINET SCADA 
communication protocol. 
• It showed that we can find specifications of the SIMATIC S7-300 and S7-1200 
devices using online information.  
• This case study has showed that we can find vulnerabilities associated with 
PROFINET devices using online information. In this case, it found a DoS attack 
vulnerability of the SIMATIC S7-300 and S7-1200 and corresponding 
patches/security measures to fix these vulnerabilities. 
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6. Case study three: Communicating directly with a Gateway 
device via the DNP3 protocol 
As explained in the beginning of Chapter 4 and 5, we have chosen three different cases of 
increasing complexity in terms of configuration in order to confirm the practicality of the 
assessment process explained in Chapter 3. To achieve a concept demonstration again, this 
third case study was chosen to use a more complex SCADA system than that of the first case 
and one distinct to the second case study. This case study explains how a demonstration of our 
assessment process is carried out with our Java-based tool using the SMP12 4/DP13 Gateway 
(Data Concentrator) devices, the DNP3 protocol, and a corresponding DNP3 experimental 
setup, in order to further validate the assessment process depicted in Section 3.3. This chapter 
describes the SMP 4/DP Gateway device, relevant parts of the DNP3 protocol specification 
and the DNP3 experimental setup used. Similarly, this chapter describes the detailed 
assessment process followed, the detailed implementation and operational process followed 
and corresponding data used to conduct a vulnerability audit. For this particular case study, our 
software application directly communicates with the SCADA devices, where one of the devices 
acts as a communication gateway between other SCADA devices. Furthermore, this chapter 
describes how our process answers the research questions that we defined in Section 1.4 and 
how our process once again achieves the goal of this thesis identified in Section 1.3. 
6.1 Introduction to case study three 
As per Section 3.5, the case study three is quite different than the first and second case 
studies; it has different device configurations, a different protocol, and a different 
experimental setup used. In this case study, we use two identical SCADA devices (the 
SMP 4/DP Gateway) that have similar configurations; one gateway device works as a 
master and another works as a slave to perform the industrial tasks accordingly. This 
chapter provides a brief introduction to the SMP 4/DP Gateway (Data Concentrator) 
device, its specifications and descriptions of the DNP3 protocol. Additionally, we 
describe the methods, the implementation procedure to develop a Java-based tool, the 
implementation of our vulnerability assessment process and the required tools and 
                                                 
12 Substation Modernization Platform (SMP) 
13 Distribution Processor (DP) 
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technologies used to interrogate a SMP 4/DP Gateway device remotely in order to 
conduct vulnerability assessments and identify vulnerabilities. We also describe how 
our assessment process is implemented and instantiated and how it finds vulnerabilities 
automatically using the framework that is described in Section 3.3. 
6.2 SMP 4/DP Gateway (Data Concentrator) 
This case study mostly explores the SMP 4/DP Gateway developed by Cooper 
Industries. SMP 4/DP Gateway devices are a widely used kind of industry-standard 
SCADA device. This device has the following features:  
• It helps to send data to SCADA devices as well as control centers. 
• It helps automate data processing and device control. 
• It helps to extract and concentrate data from any device irrespective of the 
protocol used. 
• It helps to provide secure remote communication to any device. 
• It acts as a communication gateway between other SCADA devices.  
This device is widely deployed in the energy sector. It uses the DNP3 protocol to 
perform industrial transactions [47]. The SMP 4/DP Gateway (Data Concentrator) is 
shown in Figure 6-1. 
 
Figure 6-1: SMP 4/DP Gateway (Data Concentrator) 
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6.3 DNP3 protocol specifications 
DNP3 is a set of communications protocols used between the SCADA components in 
useful features, for example, electric companies. It was specifically built to enable 
communication between various types of data acquisition and control equipment. It 
plays a vital role in SCADA systems, where it is used by the SCADA master (client 
which sends request) stations (also known as Control Centres), RTUs and so on [55]. 
Like MODBUS and PROFINET communication protocol, the DNP3 is also a layered 
protocol based on the Open System Interconnection (OSI) 7-layer protocol. DNP3 uses 
master-remote communication, which is also called master-slave communication, as 
that of the MODBUS and the PROFINET communication protocol that we described 
in Sections 4.3 and 5.3. This protocol and related DNP3 devices are mostly used in the 
electricity transmission industry. In comparison to other SCADA protocols such as 
MODBUS and PROFINET, the DNP3 protocol is considered a secure SCADA 
communication protocol. The DNP3 protocol works between central masters and 
remote (slave) devices. The master works as an operating center or control center and 
as the monitoring system, whereas a remote device works as a sub-station, offers an 
interface between the master and actual devices (DNP3 Equipment) and monitors and 
controls them. In order to exchange data between the master and a remote device, the 
master and the remote device use a common object library, which is shown in Figure 
6-2. 
 
Figure 6-2: A typical DNP3 master-remote monitoring architecture (Source, 
DP steel [45]) 
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Here, the term master-remote refers to master-slave or client-server communication. 
Like MODBUS protocol, DNP3 also uses 27 function codes to send-and-receive or 
request-and-reply data between the masters and the remote devices to perform different 
industrial transaction. These function codes allow a master to request and reply to 
information from a remote device to perform specific tasks. Some function codes permit 
the master to update or modify a remote device’s settings. Additionally, other function 
codes are used to control the remote device. One of these function codes is used to allow 
the remote device to reply to an unwanted message while processing particular events. 
 
A DNP3 Manager issues most of the messages. If there is an unwanted message 
originated by a remote device, then the DNP3 Manager reports an alarm and informs 
the DNP3 master immediately when an alarm condition occurs [45].  
The capabilities of the DNP3 communication protocol are as follows: 
• It helps us to communicate directly with the Gateway device such as a SMP 
4/DP Gateway (Data Concentrator). 
• It helps us to send the TCP/UDP packet to the DNP3 equipment. 
• It assists us to understand master-slave transactions via gateway devices. 
6.4 Experimental setup 
The experimental setup, as shown in Figure 6-3, consists of two SMP 4/DP Gateway 
devices (identical and similar configurations), a remote computer and an HMI (Dell 
Computer). Using this setup, a master sends a request to the process controller via a 
gateway device (an intermediate device which passes the bidirectional information 
from master to slave or slave to master) to control the flow of current and to manage 
voltage of electricity. 
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Figure 6-3: The DNP3 SCADA experimental setup 
Typical master-slave communication (transaction) of SCADA network uses an HMI, 
the DNP3 SCADA communication protocol and a SMP 4/DP Gateway (Data 
Concentrator) device, as shown in Figure 6-4. To accomplish master-slave transactions 
(client-server communication) we require different SCADA components such as an 
HMI, the Master (Dell Computer), the slave (SCADA device, i.e., SMP/DP Gateway), 
Switch/Hub, and the device specific SCADA communication protocol, i.e., DNP3. 
Here, the HMI works as a master that first sends a request to the slave (SMP 4/DP 
Gateway) to perform a specific task. The slave is the SMP 4/DP (SCADA device), 
which performs the specific tasks requested by a master. 
 
Figure 6-4: The typical master-slave or client-server transactions 
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The custom-built DNP experimental setup uses the Gateway devices and the DNP3 
communication protocol. This setup has some basic security limitations. First of all, the 
DNP3 protocol does not support encryption (data encryption) techniques. However, 
DNP3 aids the end-to-end encrypted authentication mechanism. Moreover, a remote 
computer can access the gateway device which passes the information from the master 
to the process controller and vice versa within this setup. When, the HMI or a remote 
machine sends a request message to the controller via the gateway device to perform a 
particular task, an intruder can read the sent message. This makes the SCADA system 
integrally insecure. Secondly, there is no firewall with defined firewall rules in the 
network, so an adversary can have unauthorized access to the HMI easily, and he/she 
can change the system configurations and settings remotely. These limitations of 
SCADA network communications security are well identified and are not the focus of 
our research. Instead, we are concerned with device-level (the Gateway device and the 
Process controller) vulnerabilities associated with particular gateway devices in the 
network. 
The HMI sends requests to the controller via the gateway device to perform a given 
task and the slave (the Process controller) performs all the industrial operations required 
of this setup. If the gateway device is vulnerable, then an attacker can modify the system 
setting of the Processor, which can further halt or damage the system. To cover these 
security issues, we have conducted an assessment for each component of the custom-
built DNP3 experimental setup, the HMI (Dell computer), the Gateway device (the 
SMP 4/DP) and the slave. We have tried to identify any vulnerability in each level of 
the system, as explained in detail in the following section. 
6.5 Required tools and technologies 
The tools and technologies required to carry out this case study are Wireshark for packet 
capturing and to save Pcap files during the development of our prototype and a new 
Java program to retrieve the name of the device. JSP, HTML, CSS, and JavaScript are 
used to display the results as web pages and to have “CLICK and DISPLAY” and GUI 
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features, which are described in Section 4.5. Eaton14 or Cooper industry15’s website is 
used as the online information repository to look up the specifications of the SMP 4/DP 
Gateway device. Similarly, ICS-CERT, as defined in Section 5.5.1, is used to find 
component-level vulnerabilities of the SMP 4/DP Gateway (Data Concentrator), 
whereas AUS-CERT [56] is used to search for operating system vulnerabilities of the 
SMP 4/DP Gateway. Additionally, a graphical user interface tool called the SMP 
Manager [44] is also used to retrieve the configurations of the SMP 4/DP Gateway 
device. AusCERT and the SMP Manager are described in following subsections. 
6.5.1 Cyber Emergency Response Team for Australia (AusCERT) 
AusCERT is a prominent cyber emergency response team for Australia and 
offers information security recommendations. AusCERT provides detailed 
information about computer network threats and vulnerabilities and offers 
security advice to protect computer networks from them. AusCERT has an 
incident management service that provides a way to stop a continuing cyber-
attack and delivers practical solutions to respond to and to recover from an 
ongoing attack [56].  
We have used AusCERT’s website as an online database to look up operating 
system vulnerabilities of the SMP 4/DP Gateway (Data Concentrator).  
6.5.2 SMP Manager 
The SMP Manager helps to manage all the SMP Gateways in a given SCADA 
network [44]. It shows each gateway and its state. In addition, it manages the 
configuration files of the SMP Gateway and local security database. 
Furthermore, it enables us to combine two gateways together in order to 
accomplish redundancy and is used to invoke the configuration and 
maintenance applications for each gateway to which the SMP Manager is 
connected [44]. 
                                                 
14 Eaton is a power management company that manufactures the SCADA devices, for example, 
the SMP 4/DP Gateway (Data Concentrator). 
15 Cooper industries is the name of a company controlled by the holding company “Eaton 
Corporation Inc”. Cooper industries has merged with Eaton since 2015. 
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Our Java-based tool used the SMP Manager to retrieve the configurations of the 
SMP 4/DP Gateway (Data Concentrator).   
6.6 Implementation procedure to develop our Java-based tool 
To implement our process, we required the device-specific SCADA communication 
protocol DNP3, and industry-standard SCADA devices SMP 4/DP Gateway in order to 
implement our Java-based tool. The DNP3 protocol defines how to communicate with 
the DNP3 devices described in an earlier section. We have followed our SCADA 
vulnerability process, explained in Section 3.2, to build our Java-based tool. We 
followed Phase 1, Phase 2 and Phase 3 of the vulnerability assessment framework 
described in Section 3.3, where Phase 1 interrogates the HMI, Phase 2 investigates the 
SCADA devices (SMP 4/DP Gateway), and Phase 3 looks up the device specifications 
and vulnerabilities of SMP 4/DP Gateway respectively.  
A remote computer, which is connected to a “DNP3 experimental setup”, 
communicates using its SCADA components, such as, the HMI and the SMP 4/DP 
Gateway devices using the TCP/IP-DNP3 communication protocol. In Phase 1, the 
Java-based tool located in a remote computer interrogates the HMI using the TCP/IP 
protocol defined in Section 3.3.1, whereas Phase 2 investigates the SCADA devices 
SMP 4/DP Gateway, using the DNP3 communication protocol described in Section 
3.3.2. The tool communicates with the DNP3 device in order to retrieve its name, the 
configurations and operating system details. We have used the SMP Manager in order 
to retrieve the configurations of the SMP 4/DP Gateway devices. Our Java-based tool 
uses a Java library, jNetPcap, to send TCP packets to the SCADA device. Then Phase 
3 as per Section 3.3.3 looks up the specifications of the SMP 4/DP Gateway using 
Eaton’s website as an online database, and vulnerabilities of the SCADA devices (SMP 
4/DP Gateway) using ICS-CERT and AusCERT’s website as our database.   
The implementation procedure to develop our Java-based tool for this case study is the 
same as the process we defined in Section 4.6. 
- 118 - 
 
6.7 Implementation of our vulnerability assessment process 
The following diagram represents the network topology of the experimental setup; it 
includes different devices such as the remote computer, HMI, and SMP 4/DP Gateway 
device with corresponding IP addresses of 192.168.10.101, 192.168.10.1, 
192.168.10.221 respectively, whereas SMP 4/DP device with address 192.168.10.221 
has port number 20000, which is as shown in Figure 6-5. 
 
Figure 6-5: The network topology of DNP3 experimental setup 
6.7.1 Phase 1: Interrogate the HMI 
Figure 6-6 shows the logical flows of Phase 1 distinct from physical 
connectivity; it contains a remote computer, Switch/Hub, and an HMI. The HMI 
is a Desktop computer that controls the DNP3 experimental setup.  
As explained in Section 4.7.1, a Java-based tool is used to help conduct the 
assessment process via a remote computer to achieve the user interaction 
defined in Section 3.3.1, and results produced by our tool are used for auditing. 
 
Figure 6-6: Network topology of Phase 1. 
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HMI manages, controls operations of the control system and sends the request 
to the SCADA device to do a specific task. Compromised or attacked HMI 
affects the overall operation of the SCADA system. Therefore, it is necessary 
to analyse whether an HMI has device level vulnerability or application level 
vulnerability or neither.  
The network topology shown in Figure 6-6 shows that Phase 1 consists of a 
remote computer, which has the IP address 192.168.10.101, and acts as a client 
device and an HMI, which has the IP address of 192.168.10.1, and works as a 
server. Client and server communication, shown in Figure 6-7, is established 
through TCP/IP three-way handshake16. After connection establishment 
between the remote computer and HMI, the Java program asks the name of HMI 
by sending TCP/IP packet. The operational procedure is followed according to 
Section 3.3.1. 
Step 1: Asking the name of an HMI. 
 
Figure 6-7: Investigating name of the HMI remotely 
Our software retrieved the following information as shown in Figure 6-8. 
 
Figure 6-8: Retrieving the name of the HMI using Java and NMap 
                                                 
16 TCP/IP three-way hand shake is the process to establish connection between client and server 
where client requests server to connect, server listens and replies, then only client sends a 
request to perform a specific task. 
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Hence, Figure 6-8 shows the returned result of an investigation to an HMI; that 
is that the HMI is a Dell desktop computer with its MAC (Unique Hardware 
Address) address. 
 Step 2: Retrieving the configurations of an HMI 
The configuration of an HMI includes the manufacturer’s name, operating 
system details, Random Access Memory (RAM) used and other details, which 
is shown in Figure 6-9. 
 
Figure 6-9: Retrieving the configurations of the HMI using J2EE and 
msinfo32.exe17 
 Step 3: Operating system details 
Figure 6-10 shows that OS Name of HMI is Microsoft Windows 7 Enterprise, 
OS version is 6.1.7601 Service Pack 1 Build 7601 and the OS manufacturer is 
Microsoft Corporation.  
                                                 
17 msinfo32.exe provides system information of Microsoft Windows 
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Figure 6-10: Retrieving the OS details of the HMI 
Hence, the result shows the following information: 
The operating system includes the MAC address of an HMI and the running 
operating system of the device, which is Microsoft Windows 7 Enterprise 7601 
Service Pack 1 (Windows 7 Enterprise 6.1). 
6.7.2 Phase 2: Interrogate the gateway devices (SMP 4/DP Gateway) 
Phase 2 interrogates two gateway devices that forward data packets from one 
device to another. One device sometimes works as a master and the other works 
as a slave and vice versa. The experimental setup of this phase consists of 
different electronic components as shown in Figure 6-11; they are HMI with IP 
address 192.168.10.1, SMP 4/DP Gateway devices with IP address 
192.168.10.221 and 192.168.10.222, and a remote computer with IP address 
192.168.10.101.  
As per Section 4.7.1, our Java-based application is used to help conduct 
assessment process via remote computer in behalf of user interaction defined in 
Section 3.3.2, and reports produced by our tool are used for auditing. 
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Figure 6-11: Network topology of experimental setup 
Phase 2 includes six different steps to be followed, as described in Section 3.3.2. 
They are described as follows: 
Step 1: Ask the name of the gateway device. 
When connection is made between the SCADA device, remote computer, HMI 
and Hub, then the first step is to ask the device to give its name. The name of 
the SCADA device used further enables the user to explore more about that 
device. We asked the device to give its name, and it gave the following values, 
which are shown in Figure 6-12. 
 
Figure 6-12: Retrieving name of SCADA device 
Figure 6-12 shows the name is a manufacturer, i.e., the SCADA device is 
developed by Eaton.  
Step 2: Ask the configuration of SCADA device 
In order to retrieve the configuration of the SMP 4/DP Gateway we require a 
software SMP Manager [44] which helps to configure SMP 4/DP Gateway and 
assist to communicate to the DNP3 device using the DNP3 communication 
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protocol. The procedure to fetch the configurations of the SMP 4/DP Gateway 
is described as follows: 
i. Open SMP Manager Software, which lists the SCADA devices used in 
networks, and select SMP4-one, which is highlighted as shown in 
Figure 6-13. 
 
Figure 6-13: List of devices used (SMP4-two and SMP4-one) 
ii. Right click on SMP4-one, which shows the number of options to click; 
we selected SMP Stats, and click it as shown in Figure 6-14. 
 
Figure 6-14: Selecting device SMP4-one from the list 
iii. By clicking SMP Stats, we can see a window as shown in Figure 6-15. 
Then click on System. 
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Figure 6-15: Selecting and clicking on System Menu 
iv. Click on Internals, which shows sub menus like Clock, General 
Information, Performance and so on, under Internals menu. Select Vital 
System Information and click. We can see the following information, 
as shown in Figure 6-16.  
 
 
Figure 6-16: Selecting and clicking Vital System Information menu 
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Hence, we got the vital system information of the SMP 4/DP Gateway (Data 
Concentrator), which is summarised in Figure 6-17. 
 
Figure 6-17: Retrieving the configuration of the SMP 4/DP Gateway using the 
SMP Manager and Java 
Thus, the configuration of SMP 4/DP Gateway includes the part number, serial 
number, CPU module, and operating system version and networking settings as 
shown in the figure. 
Step 3: Retrieving operating system details of the SCADA Device 
If the operating system is compromised, the attacker can gain access to SCADA 
systems and can modify the configuration/settings. So it is essential to 
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investigate whether the operating system of a device is secure or not. The 
operating system details can be retrieved as shown in Figure 6-18.  
 
Figure 6-18: Retrieving the OS details of a SMP 4/DP Gateway 
Thus, Figure 6-18 shows: the name of the device is Eaton with a MAC address 
of 00:18:62:02:2F:A6; the device is a kind of media device; the running thread 
is Microsoft Windows PocketPC/CE; the name of the operating system is  
Microsoft Windows CE with version 5.0 – 6.1; and the firmware version is 2.2. 
Step 4: Reading dataset of SMP 4/DP Gateway (Data Concentrator). 
As explained in the previous section, Section 2.4, a register or index or dataset18 
or memory is a part of a computer processor that holds some set of data, and the 
data can be a computer instruction, storage address, bit sequence or individual 
character. The procedure to read the dataset of SMP 4/DP Gateway is that when 
connection is established between a remote computer and SMP 4/DP Gateway, 
the remote computer sends a request to SMP 4/DP Gateway device to perform 
a transaction by sending TCP/IP packets. At this stage, we can read the dataset. 
As DNP3 data objects are used to send to the slave device from the master and 
receive the request information from slave to master databases, it is possible to 
read the dataset of the SMP 4/DP gateway device; this has been done by 
Rodofile et al. [46].  
                                                 
18 SMP 4/DP Gateway (Data Concentrator) does not have registers. 
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Step 5: Creating TCP/UDP packets 
Our software created a HEX DUMP message and sent it to SMP 4/DP Gateway 
devices, similar to the previous case studies. We got the following returned 
results, as shown in Figure 6-19. 
 
Figure 6-19: Creating the TCP packet using jNetPcap library and Java 
The TCP packet, as shown in Figure 6-19, contains the source (the master 
device) port number 50129, destination (the slave device) port number 20000, 
the sequence number 0x2E8011F5, the acknowledgement number 
2x2EA84B57, a header length of eight words and the TCP flag value is 
24(0x18).  
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6.7.3 Phase 3: Look up the specifications and vulnerabilities of SMP 
4/DP Gateway 
Phase 3 uses the output (the name of the SCADA device and its serial number) 
of Phase 1 and Phase 2 as keywords to look up the specifications of the SCADA 
devices from their manufacturer’s website using online information. Our 
software again searches for vulnerabilities associated with the SMP 4/DP 
Gateway using the manufacturer’s website or the ICS-CERT or the AusCERT 
as an online database if it exists and returns it to the user. The flow diagram of 
Phase 3 is shown in Figure 6-20. 
 
Figure 6-20: The flow diagram of the Phase 3 
As depicted in Section 4.7.1, a Java-based tool is used to help conduct the 
assessment process via a remote computer to achieve the user interaction 
defined in Section 3.3.3, and results produced by our tool are used for auditing. 
Phase 3 primarily comprises four different steps to be followed, which are 
described in Section 3.3.3. They are as follows. 
Step 1: Look up the specifications of the SCADA device in the manufacturer’s 
website 
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Phase 2 provides the name of the SCADA device, the SMP 4/DP Gateway (Data 
Concentrator). These keywords were used to find the specifications of the 
SCADA device from the manufacturer’s website. The detailed specifications of 
the SMP 4/DP Gateway are shown in Figure 6-21. 
 
Figure 6-21: SMP 4/DP Gateway (Data Concentrator) device specifications 
(Source Eaton [47]) 
Eaton’s website provides the specification for the SMP 4/DP Gateway (Data 
Concentrator) device, which contains hardware information, software 
information and other details. This website also provides features and benefits 
of this device as shown in figure [47].  
Step 2: Looking up the vulnerabilities of the SMP 4/DP Gateway (Data 
Concentrator) 
Our software found that the SMP 4/DP Gateway that is specifically used for this 
case study is infected by input validation vulnerability, as shown in Figure 6-
22, which inaccurately validates input. Using this vulnerability, cyber-criminals 
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in an IP-based network can make the SMP Gateway DNP3 component reboot 
or make a failure to communication link by sending a crafted TCP packet. In 
serial communication, the same attack can be accomplished with physical 
access to the SMP 4/DP Gateway. Due to this vulnerability, the attacked 
communication links will become unresponsive as the attacked communication 
link fails. However, other SMP 4/DP transactions and connection remain fully 
functional [48].   
 
Figure 6-22: Input validation vulnerability (Source ICS-CERT) 
On the other hand, a SMP 4/DP Gateway uses Microsoft CE operating system. 
Our software found that Microsoft CE has IGMP denial of service vulnerability, 
shown in Figure 6-23, which is caused by crafted IGMP packet. This denial of 
service condition halts the Microsoft CE operating system [49].  
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Figure 6-23: Microsoft Windows CE IGMP Denial of Service (Source 
AusCERT) 
Step 3: Finding patches 
ICS-CERT recommends to use the latest version of firmware as the mitigation 
measure, shown in Figure 6-24, for improper input validation vulnerability [48]. 
 
Figure 6-24: Mitigation measures against improper input validation 
vulnerability (ICS-CERT) 
Similarly, Microsoft recommends applying KB930642 security patches, shown 
in Figure 6-25, to prevent the Microsoft CE operating system from IGMP DoS 
vulnerability [49]. 
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Figure 6-25: A patch to fix Windows CE denial of service vulnerability 
(Source AusCERT) 
Step 4: Applying security patches 
We need to apply patches or security measures to fix the vulnerability. The latest 
and most up-to-date version of Firmware for SMP 4/DP Gateway can be applied 
to the affected devices on site or remotely to fix improper input validation 
vulnerability, and we can apply KB930642 security patches to Microsoft CE 
operating system. However, as we mentioned earlier, addressing/fixing 
vulnerability is not within the range of this research project, but we have 
included this step here in Phase 3 to be clear once again that, after interrogating 
the SCADA device, if it has vulnerability, then the next step is to fix the 
vulnerability. Furthermore, how and when software or firmware updates are 
made to an operational system depends on the maintenance processes of the 
organisation conducting the security assessment. 
6.8 Discussion 
This case is different from that of first case study and second case study, as it 
communicates directly with the gateway devices that forward the data packets to other 
SCADA devices. This case study can be measured as an in-depth descriptive form of 
our process; this helps us to understand how it works, how we can implement our 
process to help conduct vulnerability assessments for different SCADA systems 
(different from that of the first and second case studies) and how we can confirm the 
practicality of our process. Apart from our process validation, we have learned the 
following key points from this case study: 
- 133 - 
 
• We understood the HMI and the Gateway device, and their features. 
• We learned the DNP3 communication protocol, its specifications, and its 
working mechanism. 
• We understood master-remote transactions of SCADA network using the 
PROFINET protocol, the Gateway device (the SMP 4/DP Gateway) and a 
custom-build DNP3 experimental setup. 
• We learned an input validation and DoS attack vulnerability, and their causes. 
To improve our Java-based tool we can follow similar suggestions to those that we 
described in Section 4.8. 
6.9 Conclusion 
Using the process defined in Section 3.3, we implemented a Java-based tool with which 
we retrieved the configuration of an HMI and a SMP 4/DP Gateway device. We were 
able to implement the process successfully, as described in Section 3.3. Our process 
helped us to accomplish the goals as per Section 1.3, which is explained as follows:  
• Automatable. Our process was implemented as a tool that interrogated SCADA 
devices (the SMP 4/DP Gateway) using the DNP3 communication protocol, 
found the configurations of the SMP 4/DP Gateway, and identified its 
vulnerabilities using online information. 
• Repeatable. The process was used for different SCADA devices and protocols. 
In this case study, the process worked for the SMP 4/DP Gateway device and 
the DNP3 protocol. Similarly, our process worked for other SCADA devices 
and protocols, which we have already explained in Chapter 4 and Chapter 5. 
• Capable. The process was capable of identifying component-level 
vulnerabilities in SCADA networks efficiently and effectively. In this case 
study, our process found an input validation and a DoS attack vulnerabilities of 
the SMP 4/DP Gateway device using online database.  
• Extendable. The process could be reused to analyse vulnerabilities of other 
SCADA devices. It is potentially flexible to other situations, for example, to 
help conduct network-level (router, firewall) and system-level vulnerabilities. 
Hence our process once again answered the research questions defined in Section 1.4. 
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The process worked repeatedly in order to fetch device information, configurations, 
read data sets and send TCP packets to the SMP 4/DP Gateway. The application 
retrieved the configurations of the SCADA device and found specifications and 
information about its vulnerabilities online. Using this tool, we found an improper input 
validation vulnerability related to the SMP 4/DP Gateway device and found a 
patch/solution to fix the vulnerability online. Hence, this case study once again 
validates our process that helps in conducting SCADA vulnerability assessments. Thus, 
the accomplishments of this case study can be outlined as follows: 
• It validates the practicality of the process defined in Chapter 3 and shows that it 
can help conduct vulnerability assessments and identify vulnerabilities. 
• It showed that we can talk to an HMI, the Dell desktop computer, which uses 
the TCP/IP and the DNP3 SCADA communication protocol to communicate 
with a remote computer and the SCADA devices respectively.  
• It also showed that we can talk to another industry-standard SCADA device, the 
SMP 4/DP Gateway (Data Concentrator), which uses the DNP3 SCADA 
communication protocol. 
• It demonstrated that we can find the specifications of the SMP 4/DP Gateway 
using online services. 
• It presented that we can find vulnerabilities associated with DNP3 devices using 
online information. In this case, it found an improper input validation 
vulnerability of SMP 4/DP Gateway and a patch/security measures to fix that 
vulnerability. Similarly, our Java-based tool found the IGMP denial of service 
vulnerability of Windows CE operating system of SMP 4/DP Gateway and 
found a KB930642 security patch to fix it. 
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7. Conclusion 
7.1 Results 
Critical infrastructures, like electricity transmission, water supply, sanitary systems, 
nuclear plants and chemical plants are commonly controlled by SCADA networks. 
SCADA vulnerability auditing is the mechanism used to conduct assessments, identify 
vulnerabilities and address/fix the vulnerabilities through the use of patches, the latest 
security updates and security measures. Vulnerabilities in SCADA networks are 
defined as their weaknesses, bugs and flaws. Using the weaknesses of SCADA 
networks, cyber-criminals can exploit the system for their benefit. Hence, vulnerability 
auditing in SCADA networks plays a very important role in applying security measures 
to SCADA networks; it helps to strengthen the security of critical infrastructures, and 
it helps to provide Quality of Service (QoS) to users as per Service Level Agreements 
(SLAs).  
Vulnerability assessment in SCADA networks is not easy as they are long-lived and 
geographically distributed. We agree with Ashford [1] that vulnerability assessments in 
SCADA networks are inevitable. However, there are some consequences to face while 
maintaining SCADA networks, for example, the system can be accidentally halted, or 
the system can go down [1]. In reality, there are many thousands of SCADA systems 
in operation that have not been recently updated due to fears about affecting the 
system’s operation.  
We have reviewed different existing vulnerability scanning methods and tools that have 
been used for SCADA network vulnerability assessments. However, they have limited 
scope for vulnerability assessments for SCADA networks and are not fully automated. 
Whereas tools like Nmap, Nessus, and STAT Scanner have been built to scan for 
vulnerabilities for generic computer networks (TCP/IP based networks), they have 
limited capabilities for SCADA networks, as identified in Sections 2.7 and 2.8. 
The requirements to protect SCADA networks are increasingly demanding due to 
recent security breaches and exploitations. Protection should work for existing SCADA 
networks, SCADA devices, protocols and applications. The requirement we faced was 
to make a standalone application that follows the novel process defined in Chapter 3 to 
- 136 - 
 
help in conducting device-level vulnerability assessments and identifying 
vulnerabilities in SCADA systems. 
Thus, the development of tool-supported vulnerability assessment for SCADA 
networks was the primary concern of this research. Additionally, we also aimed to make 
a demonstrable tool that is efficient and effective, interactive and user-friendly. 
To achieve this, we defined a new process to help conduct vulnerability assessments in 
SCADA networks by identifying component-specific vulnerabilities and potential 
mitigations. Our process helped us to design a software application to automate the 
idea. The process includes different phases based upon the device type and system 
configurations, and we defined the necessary automatable procedure. This process was 
used as a framework for building an application, defined in detail in Section 3.3. Our 
vulnerability assessment framework helps conduct component-level assessments of 
SCADA networks and consists of three different phases. Phase 1 investigates an HMI 
and retrieves its name, its configurations and its operating system details. Phase 2 
interrogates the SCADA device, retrieves its name and configuration, and sends the 
TCP packets to the SCADA devices, reads its registers and fetches its operating system 
details. Phase 3 looks up the specifications of the SCADA device using online services, 
searches for vulnerabilities of the SCADA device, if any, in online databases, and finds 
patches, if any, using online information.  
Our first case study provided a concept demonstration of our process using a National 
Instruments device, the MODBUS communication protocol, and a Process trainer as an 
experimental setup in order to validate the process we defined in Section 3.3. 
Additionally, the first case study describes the detailed process followed, the detailed 
implementation and operational process followed and the corresponding results of a 
vulnerability audit. Furthermore, it also depicts the implementation procedure used to 
develop our Java-based tool. Our software application communicated directly with the 
SCADA device in this case study. Thus, results of the first case study can be 
summarised as follows: 
• It demonstrated the practicality of the process defined in Chapter 3 and showed 
that it can help conduct vulnerability assessments and find vulnerabilities. 
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• It showed that we can talk to HMI, Dell computer, which uses the MODBUS 
SCADA communication protocol.  
• It also showed that we can talk to an industry-standard SCADA device, the NI 
cRIO-9074, which uses the MODBUS SCADA communication protocol. 
• It showed that we can find the specifications of the NI-cRIO 9074 using online 
services. 
• It showed that we can discover the vulnerabilities associated with the MODBUS 
devices using online information. In this case, it found a floating-point 
vulnerability and a patch to fix that vulnerability. 
Our second case study delivered a concept demonstration of our process using a 
Siemens device, the PROFINET communication protocol, and a custom-built 
PROFINET experimental setup in order to confirm the process defined in Section 3.3. 
Similar to the first case study, the second case study describes the detailed process 
followed, the detailed implementation and operational process followed, and the 
corresponding results of a vulnerability audit. Additionally, it also explains the 
implementation technique to build our Java-based tool. Our software application talked 
directly to the SCADA device. Thus, outcomes of the second case study can be 
summarised as follows: 
• It further demonstrated the practicality of the process defined in Chapter 3 and 
showed that it can help conduct vulnerability assessments and find 
vulnerabilities. 
• It showed that we can talk to HMI, Dell computer, which uses the PROFINET 
SCADA communication protocol.  
• It also showed that we can talk to industry-standard SCADA devices, the 
SIMATIC S7-300 and S7-1200, which use the PROFINET SCADA 
communication protocol. 
• It showed that we can find the specifications of the Siemens SIMATIC S7-300 
and S7-1200 using online databases. 
• It showed that we can find the vulnerabilities associated with Siemens devices 
using online information. In this case, it found a denial of service attack and a 
patch/solution to fix that vulnerability. 
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Our third case study once again provided a concept demonstration of our process using 
a SMP 4/DP Gateway (Data Concentrator) device, the DNP3 protocol, and a custom-
built DNP3 experimental setup in order to once again validate our process defined in 
Section 3.3. Similar to the first and second case studies, the third case study describes 
the detailed process followed, the detailed implementation and operational process 
followed, and the corresponding results to conduct a vulnerability audit. In addition to 
this, it also depicted the implementation procedure to develop our Java-based tool. Our 
software application investigated directly the SCADA device SMP 4/DP Gateway 
(Data Concentrator). Thus, the achievements of the third case study are as follows: 
• It once again demonstrated the practicality of the process defined in Chapter 3 
and showed that it can help conduct vulnerability assessments and find 
vulnerabilities. 
• It showed that we can talk to HMI, the Dell computer, which uses the TCP and 
DNP3 SCADA communication protocol to control the SMP 4/DP Gateway 
device.  
• It also showed that we can talk to an industry-standard SCADA device, the SMP 
4/DP Gateway, which uses the DNP3 SCADA communication protocol. 
• It showed that we can find the specifications of the SMP 4/DP Gateway using 
online services. 
• It showed that we can find the vulnerabilities associated with the DNP3 devices 
using online information. In this case, it found an input validation vulnerability 
and a patch/solution to fix that vulnerability. 
Therefore, we can say that using our novel solution framework, and an operational 
procedure that is efficient to implement and deploy, we can help in conducting 
vulnerability assessments to identify component-level vulnerabilities in SCADA 
networks. The process was validated through three case studies as explained above, and 
was able to conduct vulnerability assessments using different industry-standard 
SCADA devices, and different device-specific SCADA communication protocols. Our 
process is straightforward, standalone, easy to understand and implementable using 
existing technologies and online services. Our approach fulfills the milestones that we 
introduced in Section 1.3 that can be verified as follows:  
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• Automatable. Our process was implemented as a tool that interrogated different 
SCADA devices using different device-specific SCADA communication 
protocols, found their configurations, and identified their vulnerabilities using 
online information. 
• Repeatable. The process was used for different SCADA devices and protocols 
as explained in Chapters 4 to 6. 
• Capable. The process was capable of identifying component-level 
vulnerabilities in different SCADA networks efficiently and effectively. We 
have already explained that our process found different device-level 
vulnerabilities of different SCADA devices in Chapter 4 to 6 using online 
database.  
• Extendable. The process could be reused to analyse vulnerabilities of other 
SCADA devices. It is flexible to other situations, for example, to help conduct 
network-level (router, firewall), system-level and application-level 
vulnerabilities. 
Hence our process answered the research questions defined in Section 1.4. 
The solution framework works for different existing SCADA networks as shown by 
our proof of concept demonstrations in the case studies in Chapters 4 to 6. The process 
can be instantiated for various SCADA networks. The process is flexible enough to use 
alongside existing vulnerability assessment processes like STRIDE, attack trees or 
CVSS.Hence, using the results of our research, we can conduct vulnerability 
assessments remotely, we can identify the component-level vulnerabilities in SCADA 
networks, and we can find mitigating software, firmware and patches.  
Furthermore, existing tools such as Nmap, Nessus and STAT Scanner have limited 
capabilities to identify component-level vulnerabilities of different SCADA networks 
as identified in Sections 2.7 and 2.8. These capabilities of existing tools are not 
sufficient to assess vulnerabilities of different SCADA networks [50]. Therefore, a 
SCADA-specific vulnerability assessment process is vital to help identify 
vulnerabilities and to address/fix the vulnerabilities via a tool, to meet the requirements 
to protect SCADA networks, and to discourage the cyber criminals not to exploits the 
CIs. The framework to assess vulnerabilities of SCADA networks defined in Section 
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3.3 fills the gap between requirements to protect SCADA networks and weaknesses of 
existing tools and processes identified in Section 2.8, and it worked for different 
SCADA devices and SCADA protocols, which was verified in Chapters 4 to 6. Thus, 
our assessment process filled the gap identified in Section 2.8 and worked for different 
SCADA networks. 
7.2 Future work 
Our assessment process has three different phases and each phase contains several 
steps. These phases can be increased according to the complexity of SCADA networks 
and device’s configurations. Likewise, the corresponding steps of each phase can also 
be increased to retrieve as much as information as possible so that we can secure the 
control systems as per the requirement to protect SCADA networks as mentioned in 
Section 1.3. Future work might be applying patches remotely to the vulnerable device 
and fixing the problems automatically. In addition to applying patches online, we can 
extend our process to help conduct vulnerability assessments in SCADA networks by 
identifying software-level (buffer overflow), network-level (router, firewall, server, 
network configuration), security policy-specific (organisational policies, personal 
policies), hardware-level (MAC address, RTU, MTU), system-level (system settings 
and configurations) and packet-level (MODBUS packet, PROFINET packet, DNP3 
packet, TCP/UDP packet) vulnerabilities/threats, and fixing each level of vulnerability 
by applying patches or security measures. Moreover, the vulnerability assessment 
process might also be applied to TCP/IP network to access its vulnerabilities. The 
process can be made more automated so that the user needs to do less while assessing 
vulnerabilities. 
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