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Introduction
consider a J -stage serial base-stock system and study the problem of minimizing the expected inventory holding costs subject to fill-rate-type service constraints. They develop bounds on the total system-stock and on base-stock levels of each stage and incorporate these bounds into an algorithm to find an optimal inventory policy. They also present efficient heuristics for the problem. This note identifies and corrects an error in the upper bound on the optimal total system stock. Throughout the note we deal with nonnegative, integer, local (i.e., installation) base-stock policies.
In §2 we provide a brief description of the bound on the total system stock as presented and computed in Boyaci and Gallego. In §3 we provide a procedure to compute a correct upper bound on the optimal total system stock.
Upper Bound as Presented and
Computed in Boyaci and Gallego (2001) The upper bound on the total stock s T in Boyaci and Gallego is built on the fact that the last stage, stage J , will always hold inventory and that the most upstream stage, stage 1, provides the least fill-rate protection. To find the "upper bound" s T , the following recursion is presented on Page 46:
Note that there are misprints in the definitions of both s J and s 1 The intended definitions, which are also used in the computations in Boyaci and Gallego, read:
For any given base-stock policy s 1 s J let s 1 s J denote the fill-rate. Notice that s J = min s 0 0 s ≥ and s 1 = min s: s 0 0 s J ≥ The underlying logic of the upper bound on the total stock s T is to restrict only stages 1 and J to hold inventory. In line with this logic, the last stage's minimum base-stock level is computed taking into account the fact that all intermediate stages do not hold inventory. It can be easily seen that s J as given by (1) s J within their respective bounds and choosing the highest total system stock would then yield the upper bound s T The procedure Bound(k s) below presents a formal description of this process. After initializing s T = 0 a single call to Bound(J 0) yields the upper bound s T Notice that this is in essence a search algorithm that evaluates only the feasible policies, in the same spirit as the optimization algorithm in Boyaci and Gallego (only that this procedure is bottom-up as opposed to top-down).
Bound k s
(1) Calculate s k and s k based on partial vector
Computing the bound s T requires considerable computational effort. Given this bound, the algorithm in Boyaci and Gallego (2001) generates an optimal base-stock policy that guarantees the desired fillrate. Alternatively, the optimization step can be incorporated into the above upper-bound algorithm. For every policy s 1 s 2 s J s 2 s J considered in the algorithm, it is possible also to evaluate the inventory cost. The bottom-up performance evaluation procedure in Shang and Song (2001) can be used for this purpose, as well as for evaluating the fill-rate. Keeping track of the costs would then yield the optimal base-stock policy.
We end with a brief comment concerning feasible policies, which we defined as policies with fill-rates at least . Because of the discreteness of the policies, it may not be possible to exactly achieve the desired fill-rate. In this event, the inventory manager may try to lower the average holding cost by using a combination of base-stock policies that on average have the desired fill-rate. Despite the fact that such savings come at the expense of increased volatility in the fillrate, this "mixed" policy is indeed the optimal policy form for the studied problem (Axsäter 2003) .
