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Abstrakt
Tato pra´ce se zameˇrˇuje na prostrˇedı´ platformy .NET a zajisˇteˇnı´ bezpecˇnosti s ohledem
na spousˇteˇnı´ cizı´ho ko´du. Popisuje, jak je tato platforma zabezpecˇena a jak lze s tı´mto
zabezpecˇenı´m pracovat.
Da´le se zaby´va´ zpu˚soby testova´nı´ zdrojovy´ch ko´du˚ studentu˚ a na´stroji pouzˇitelny´mi
pro tento u´cˇel. Take´ navrhuje modul pouzˇitelny´ pro testova´nı´ takovy´chto zdrojovy´ch
ko´du˚. Soucˇa´stı´ je i zpu˚sob zabezpecˇenı´ tohoto modulu.
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Abstract
This master thesis is about security in .NET platform and explores how to execute third-
party code. It describe how is .NET secured and how to work with this security system.
Also this thesis describes possibilities for testing of student’s source code and tools
for this purpose. It designs module which will be used for testing these source codes. It
also includes method of security this module.
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Seznam pouzˇity´ch zkratek a symbolu˚
UML – Unified Modeling Language
SQL – Structured Query Language
CLR – Common Language Runtime
CAS – Code Access Security
URL – Uniform Resource Locator
JIT – Just-In-Time
MSIL – Microsoft Intermediate Language
CIL – Common Intermediate Language
GAC – Global Assembly Cache
ERD – Entity Relationship Diagram
XML – eXtensible Markup Language
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1 U´vod
S prˇiby´vajı´cı´m pocˇtem studentu˚ katedry informatiky na Vysoke´ sˇkole ba´nˇske´ - Technicke´
univerziteˇ v Ostraveˇ je sta´le teˇzˇsˇı´ a cˇasoveˇ na´rocˇneˇjsˇı´ opravovat projekty v jednotlivy´ch
prˇedmeˇtech, hlavneˇ pokud se jedna´ o projekty v programova´nı´, jelikozˇ jedno zada´nı´
mu˚zˇe mı´t spoustu spra´vny´ch rˇesˇenı´. Zjednodusˇenı´m a hlavneˇ urychlenı´m te´to pra´ce je
prˇevedenı´ tohoto u´kolu z vyucˇujı´cı´ho na pocˇı´tacˇ. Toto rˇesˇenı´ nabı´zı´ i spoustu dalsˇı´ch
pozitiv, ktery´mi se mu˚zˇe sta´t naprˇı´klad vı´ce mensˇı´ch u´kolu˚ pro studenty, ktere´ budou
opraveny te´meˇrˇ okamzˇiteˇ.
Na zacˇa´tku je strucˇneˇ popsa´na platforma .NET a da´le pak uzˇ obsa´hleji mozˇnosti
zabezpecˇenı´ te´toplatformy.Kapitola 3 se zameˇrˇuje hlavneˇ na zabezpecˇenı´ spousˇteˇnı´ cizı´ho
ko´du. Na´sledujı´cı´ dveˇ kapitoly da´vajı´ prˇehled, jaky´m zpu˚sobem lze testovat projekty
studentu˚ a ktere´ na´stroje lze pro tyto u´cˇely pouzˇı´t.
Kapitola 6 se zaby´va´ vy´vojem syste´mu pro testova´nı´ zdrojovy´ch ko´du˚ studentu˚ v pro-
strˇedı´ platformy .NET a jejı´ch programovacı´ch jazyku˚, specia´lneˇ se pak zameˇrˇuje na jazyk
C#. Vı´ce o vy´voji tohoto syste´mu popisujı´ podkapitoly 6.1, 6.2 a 6.3.
2 .NET
.NET je softwarova´ platforma, ktera´ ma´ vlastnı´ virtua´lnı´ stroj, a je tak neza´visla´ na ope-
racˇnı´m syste´mu nebo hardwaru pocˇı´tacˇe. Lze programovat v neˇkolika jazycı´ch jako jsou
Visual Basic, C++, J#, C# a dalsˇı´. Vsˇechny tyto jazyky jsou prˇi kompilaci prˇekla´da´ny do
Common Intermediate Language (CIL), ktery´ se pak da´le kompiluje prˇı´mo do strojove´ho
ko´du procesoru. Jazyk C# byl vytvorˇen specia´lneˇ pro tuto platformu. Je to objektoveˇ
orientovany´ jazyk, jehozˇ syntaxe vznikla na za´kladeˇ jazyku˚ C++, Java nebo Delphi. Vı´ce
informacı´ o tom jazyce lze nale´zt v [5].
Architektura .NET je zobrazena na obra´zku 1. Nad operacˇnı´m syste´mem stojı´ Com-
mon Language Runtime (CLR), ktery´ je virtua´lnı´m strojem pro tuto platformu. Obsa-
huje Just-In-Time Compiler, ktery´ prˇekla´da´ spousˇteˇny´ program z CIL do nativnı´ho ko´du
operacˇnı´ho syste´mu. Dalsˇı´ soucˇa´stı´ je Base Class Library, ktera´ obsahuje za´kladnı´ trˇı´dy
potrˇebne´ pro vy´voj aplikacı´. Soucˇa´stı´ jsou i trˇı´dy pro pra´ci s daty a XML cˇi vytva´rˇenı´
webovy´ch aWindows aplikacı´. Je dostupna´ pro vsˇechny jazyky platformy .NET. Projekty
v .NETmohou by´t ru˚zny´ch typu˚ naprˇ. knihovna trˇı´d, Windows aplikace, konzolova´ apli-
kace a jine´. Tyto projekty se pak kompilujı´ do tzv. assembly, ktery´mi mohou by´t soubory
s prˇı´ponou .exe nebo .dll, kde za´lezˇı´ zda jsou spustitelne´, nebo slouzˇı´ jako knihovna pro
jine´ assembly.
Obra´zek 1: Architektura .NET
Spolu s instalacı´ CLR na konkre´tnı´ pocˇı´tacˇ se instaluje take´ Global Assembly Cache
(GAC), ktera´ ma´ v sobeˇ ulozˇeny assembly, ktere´ jsou sdı´leny vı´ce aplikacemi tohoto po-
cˇı´tacˇe. Implicitneˇ jsou zde ulozˇeny assembly obsahujı´cı´ trˇı´dy Base Class Library. Do GAC
je mozˇne´ prˇida´vat i vlastnı´ trˇı´dy, ovsˇem je nutne´ mı´t pra´va administra´tora a assembly,
ktera´ ma´ by´t prˇida´na, musı´ obsahovat silny´ na´zev, ktery´ se skla´da´ z textove´ho na´zvu,
cˇı´sla verze, verˇejne´ho klı´cˇe a digita´lnı´ho podpisu. Assembly obsazˇena v GAC majı´ udeˇ-
leny plnou du˚veˇru a mohou prˇistupovat k jaky´mkoliv zdroju˚m. Jejich du˚veˇryhodnost je
oveˇrˇova´na pouze prˇi nahra´vanı´.
Soucˇasna´ verze te´to platformy je 3,5. Oproti prˇedchozı´m verzı´m byla prˇida´na naprˇ.
lepsˇı´ pra´ce s daty.
3 Bezpecˇnost v .NET
Bezpecˇnost je v dnesˇnı´ dobeˇ sta´le cˇasteˇji se opakujı´cı´ slovo, cozˇ je zpu˚sobeno potrˇebou
uchovat data ale take´ beˇh aplikace v neporusˇene´ formeˇ. Proto se i tato pra´ce ota´zkou
bezpecˇnosti bude zaby´vat. Jelikozˇ cı´lem pra´ce je vyvinout syste´m pro opravu projektu˚
a prˇi te´to opraveˇ bude nutne´ spousˇteˇt rˇesˇenı´ u´loh studenty, je nutne´ zabezpecˇit tento
syste´m tak, aby nedosˇlo ke zhroucenı´ syste´mu nebo dokonce serveru, na ktere´m tento
syste´m pobeˇzˇı´. Proto se pra´ce bude zaby´vat hlavneˇ bezpecˇnostı´ spousˇteˇnı´ cizı´ho ko´du,
u ktere´ho nelze prˇedvı´dat jeho chova´nı´.
Platforma .NET ma´ vytvorˇeny´ pomeˇrneˇ dobry´ zpu˚sob zabezpecˇenı´. Hlavnı´ klı´cˇove´
koncepty bezpecˇnosti .NET jsou tyto:
• Zabezpecˇenı´ prˇı´stupu ke ko´du (CAS) - zaby´va´ se zdrojovy´m ko´dem a opra´vneˇnı´mi,
ktere´ jsoumupovoleny poprˇ. zaka´za´ny. Toto zabezpecˇenı´ zahrnuje ko´dove´ skupiny,
u´rovneˇ zabezpecˇenı´ a sady opra´vneˇnı´, cˇı´mzˇ se budeme zaby´vat v na´sledujı´cı´ch
kapitola´ch.
• Zabezpecˇenı´ zalozˇene´ na evidenci - vyuzˇı´va´ se k zjisˇt’ova´nı´ informacı´ o ko´du ahostu-
jı´cı´ho prostrˇedı´ aplikacˇnı´ dome´ny a je nezbytne´ pro dalsˇı´ cˇa´sti syste´mu zabezpecˇenı´
jako je naprˇ. zabezpecˇenı´ prˇı´stupu ke ko´du.
• Zabezpecˇenı´ zalozˇene´ na rolı´ch - veˇnuje se uzˇivatelu˚m a jejich opra´vneˇnı´m.
• Deklarativnı´ a imperativnı´ zabezpecˇenı´ - dva zpu˚soby, jak ko´du nebo uzˇivatelu˚m
prˇideˇlit nebo odebrat neˇjake´ opra´vneˇnı´.
• Kryptografie - du˚lezˇity´ cˇla´nek zabezpecˇenı´, vyuzˇı´va´ se naprˇ. prˇi digita´lnı´m podpisu
assembly, ale take´ k dalsˇı´m u´konu˚m. Touto cˇa´stı´ zabezpecˇenı´ se tato pra´ce nebude
zaby´vat.
Vsˇechny tyto koncepty spolu spolupracujı´ a tvorˇı´ dohromady propracovany´ sys-
te´m zabezpecˇenı´. Tento bezpecˇnostnı´ syste´m je podrˇı´zen operacˇnı´mu syste´mu, kde jsou
opra´vneˇnı´ obvykle zalozˇena´ na uzˇivateli nebo roli. Takzˇe se mu˚zˇe sta´t, zˇe i prˇesto zˇe .NET
udeˇlil ko´du pozˇadovane´ opra´vneˇnı´, tak toto opra´vneˇnı´ mu˚zˇe by´t zamı´tnuto operacˇnı´m
syste´mem a nemusı´ tak tento program beˇzˇet bez chyby.
Jmenny´ prostor System.Securityposkytuje za´kladnı´ strukturu pro bezpecˇnostnı´ syste´m
.NET. Zahrnuje rozhranı´, atributy, vy´jimky a ba´zove´ trˇı´dy pro opra´vneˇnı´. Soucˇa´stı´ tohoto
jmenne´ho prostoru je take´ trˇı´da CodeAccessPermission, ktera´ definuje za´kladnı´ strukturu
vsˇech trˇı´d pro opra´vneˇnı´ prˇı´stupu ke ko´du. Du˚lezˇitou vy´jimkou v tomto jmenne´m pro-
storu je bezpecˇnostnı´ vy´jimka SecurityException, ktera´ je vyhozena pokazˇde´, kdyzˇ se ko´d
pokousˇı´ prove´st neˇjakou operaci nebo prˇistoupit ke zdroju˚m a nema´ na to potrˇebna´
opra´vneˇnı´.
Bezpecˇnostnı´ model se skla´da´ z neˇkolika cˇa´stı´, ktery´mi jsou u´rovneˇ zabezpecˇenı´, ko´-
dove´ skupiny, sady opra´vneˇnı´, evidence assembly a evidence hostujı´cı´ aplikacˇnı´ dome´ny,
ve ktere´ je ko´d spousˇteˇn.
3.1 Evidence
Evidence je soubor informacı´ o ko´du nebo assembly zjisˇteˇne´ bezpecˇnostnı´m syste´mem.
Tyto informace jsou poskytova´ny zavadeˇcˇem (Loader) nebo du˚veˇryhodny´m zdrojem,
ktery´m je CLR nebo hostujı´cı´ prostrˇedı´ aplikacˇnı´ dome´ny.
Aplikacˇnı´ dome´na prˇedstavuje oddeˇleny´ beˇh .NET aplikace uvnitrˇ CLR procesu. Izo-
lace dome´n je zalozˇena´ na vlastnosti bezpecˇne´ho oddeˇlenı´ pameˇti, protozˇe aplikace z jine´
dome´ny nemu˚zˇe prˇı´mo prˇistupovat k cizı´mu adresove´mu prostoru. Hostitelem aplikacˇnı´
dome´ny mohou by´t:
• Browser host (Internet Explorer) - spousˇtı´ cˇa´stecˇneˇ du˚veˇryhodny´ ko´d v kontextu
webove´ho prohlı´zˇecˇe.
• Server host (ASP.NET) - spousˇtı´ ko´d webove´ aplikace.
• Shell host - spousˇtı´ rˇı´zene´ aplikace (.exe soubory) z prˇı´kazove´ho rˇa´dku Windows.
• Custom hosts - Aplikace, ktera´ se spousˇtı´ v CLR.
Evidence se deˇlı´ na dva typy, ktery´mi jsou du˚veˇryhodna´ a nedu˚veˇryhodna´ evidence.
Du˚veˇryhodna´ evidence se skla´da´ z informacı´ zjisˇteˇny´ch spra´vcem za´sad zabezpecˇenı´
nebo du˚veˇryhodny´m hostitelem, ktery´ inicializoval beˇhove´ prostrˇedı´ („host-provided
evidence“), tı´mto typem evidence mu˚zˇe by´t naprˇ. digita´lnı´ podpis. Nedu˚veˇryhodna´ evi-
dence se skla´da´ z informacı´ ulozˇeny´ch prˇı´mo v assembly („assembly provided evidence“)
autorem ko´du. Informace ulozˇene´ v tomto typu evidence musı´ by´t nejdrˇı´ve oveˇrˇeny, nezˇ
budou pouzˇity, nebo jim bude du˚veˇrˇova´no.
Kdyzˇ CLR a hostitel zjistı´ vsˇechny informace o assembly, tak je zabalı´ do jedine´
kolekce typuEvidence. Evidenci pakCLRpouzˇı´va´ k rozhodnutı´ o zabezpecˇenı´ a udeˇlova´nı´
opra´vneˇnı´. Evidence mu˚zˇe obsahovat neˇkolik cˇa´stı´:
• Aplikacˇnı´ adresa´rˇ - adresa´rˇ, ve ktere´m je aplikace nainstalova´na
• Hash - kryptograficky´ hash, naprˇ. SHA1
• Vydavatel - digita´lnı´ podpis vydavatele ko´du
• Server - umı´steˇnı´ odkud assembly pocha´zı´, naprˇ. http://www.microsoft.com
• Silny´ na´zev - kryptograficky´ silny´ na´zev assembly
• URL - URL zdrojove´ho adresa´rˇe, odkud assembly pocha´zı´, pokud je stazˇena z in-
ternetu
• Zo´na - zo´na, odkud assembly pocha´zı´, naprˇ. internet
Evidence je soucˇa´stı´ kazˇde´ assembly, indikuje beˇhove´mu prostrˇedı´, zˇe ko´d ma´ jednotlive´
charakteristiky. O evidenci se mu˚zˇete docˇı´st take´ v [7], [6] a [15].
Na za´kladeˇ vlastnostı´ ulozˇeny´ch v evidenci se assembly zarˇazujı´ do ko´dovy´ch skupin,
ktere´ majı´ hierarchickou strukturu a jsou ulozˇeny na neˇkolika u´rovnı´ch.
3.2 U´rovneˇ zabezpecˇenı´
U´rovneˇ a jejich umı´steˇnı´ v pocˇı´tacˇi, jak je uva´dı´ [7] jsou:
• Enterprise - %Systemroot%\Microsoft.NET\Framework\version\Config\enterprise.config
• Machine - %Systemroot%\Microsoft.NET\Framework\version\Config\security.config
• User -%UserProfile%\ApplicationData\Microsoft\CLRSecurityConfig\version\security.config
• Domain - N/A
U´rovenˇ Enterprise odpovı´da´ podnikove´ nebo rozlehle´ sı´ti. U´rovenˇ Machine zahrnuje
pocˇı´tacˇ, ve ktere´m je ko´d spousˇteˇn. Nejcˇasteˇji se konfiguruje pra´veˇ tato u´rovenˇ spolu
sdalsˇı´ u´rovnı´User, ktera´ odpovı´da´ uzˇivatelske´muprofiluuzˇivatele, ktery´ aplikaci spousˇtı´.
U´rovenˇDomain odpovı´da´ aplikacˇnı´ dome´neˇ spousˇteˇne´ aplikace a existuje pouze za beˇhu
te´to aplikace, musı´ by´t specifikova´na programoveˇ a neexistuje pro ni zˇa´dny´ konfiguracˇnı´
soubor.
Pro kazˇdou z teˇchto u´rovnı´ jsou vytvorˇeny ko´dove´ skupiny a k nim prˇirˇazeny sady
opra´vneˇnı´. Vy´sledna´ opra´vneˇnı´ prˇirˇazena´ assembly jsou pak pru˚nikem opra´vneˇnı´ prˇirˇa-
zeny´ch na jednotlivy´ch u´rovnı´ch. Tento zpu˚sob nastavenı´ opra´vneˇnı´ je velmi vy´hodny´,
protozˇe je mozˇne´ naprˇ. odebrat pra´va neˇjake´mu uzˇivateli tak, zˇe zmeˇnı´me konfiguraci na
uzˇivatelske´ u´rovni, tzn. prˇekryjeme pu˚vodnı´ nastavenı´ z vysˇsˇı´ch u´rovnı´.
3.3 Sady opra´vneˇnı´
Sady opra´vneˇnı´ urcˇujı´, co bude moci ko´d dane´ assembly prova´deˇt. Na kazˇde´ u´rovni jsou
implicitneˇ vytvorˇeny tyto sady opra´vneˇnı´:
• FullTrust - sada opra´vneˇnı´, ktera´ udeˇluje ko´du neomezeny´ prˇı´stup ke vsˇem chra´neˇ-
ny´m prostrˇedku˚m. Tuto sadu by meˇly mı´t pouze plneˇ du˚veˇryhodne´ assembly.
• SkipVerification - zahrnuje jedine´ opra´vneˇnı´, ktere´ prˇideˇluje pra´vo na prˇeskocˇenı´
oveˇrˇova´nı´. Assembly s tı´mto opra´vneˇnı´m nenı´ proveˇrˇova´na bezpecˇnostnı´m syste´-
mem.
• Execution - zahrnuje jedine´ opra´vneˇnı´, ktere´ umozˇnˇuje prova´deˇnı´ aplikace.
• Nothing - odepı´ra´ vsˇechna opra´vneˇnı´ a to vcˇetneˇ opra´vneˇnı´Executionpro prova´deˇnı´
aplikace.
• LocalIntranet - obsahuje vy´chozı´ opra´vneˇnı´ prˇideˇlena vsˇem aplikacı´m mı´stnı´ho
intranetu.
• Internet - obsahuje vy´chozı´ opra´vneˇnı´ prˇideˇlena vsˇem internetovy´m aplikacı´m.
• Everything - obsahuje vsˇechna opra´vneˇnı´ s vy´jimkou opra´vneˇnı´ SkipVerification pro
prˇeskocˇenı´ oveˇrˇova´nı´.
Sady opra´vneˇnı´ je mozˇno zmeˇnit, smazat, nebo take´ vytvorˇit nove´.
3.4 Opra´vneˇnı´
Sady opra´vneˇnı´ se skla´dajı´ z jednotlivy´ch typu˚ opra´vneˇnı´, prˇi cˇemzˇ kazˇda´ sada opra´vneˇnı´
obsahuje alesponˇ jeden typ opra´vneˇnı´. Existujı´ trˇi druhy opra´vneˇnı´ a kazˇdy´ z nich ma´
specificky´ u´cˇel:
• Opra´vneˇnı´ prˇı´stupu ke ko´du - reprezentuje prˇı´stup k chra´neˇny´m prostrˇedku˚m nebo
schopnost prova´deˇt chra´neˇne´ operace. Da´le se jı´m budeme zaby´vat v 3.4.1.
• Opra´vneˇnı´ zalozˇene´ na identiteˇ - vyjadrˇuje, zˇe ko´d je poveˇrˇen podporovat neˇktere´
druhy identit. Vı´ce se dozvı´me v 3.4.2.
• Opra´vneˇnı´ zalozˇene´ na rolı´ch - poskytuje mechanismus autentizace, kdy chova´nı´
aplikace za´lezˇı´ na tom, v jake´ specificke´ roli se uzˇivatel nacha´zı´, poprˇ. jaka´ je jeho
identita. Dalsˇı´ informace naleznete v 3.4.3.
3.4.1 Opra´vneˇnı´ prˇı´stupu ke ko´du
Zajisˇt’uje rˇı´zenı´ prˇı´stupu k chra´neˇny´m prostrˇedku˚m, ktery´mi mu˚zˇe by´t sı´t’, mı´stnı´ disk,
promeˇnne´ prostrˇedı´ atd., nebo k prova´deˇnı´ chra´neˇny´ch operacı´, ktery´mi mu˚zˇe by´t naprˇ.
prˇı´stup k nerˇı´zene´mu ko´du. Cı´lem je, aby spusˇteˇny´ ko´d prˇistupoval pouze ke zdroju˚m,
ke ktery´m ma´ udeˇlena opra´vneˇnı´ prˇistoupit, a prova´deˇl pouze operace, ktere´ mu jsou
povoleny. Vsˇechna opra´vneˇnı´ pro prˇı´stup k chra´neˇny´m zdroju˚m jsou odvozena od trˇı´dy
CodeAccessPermission, ktera´ poskytuje metody pro vyzˇa´da´nı´, povolenı´ a zaka´za´nı´ opra´v-
neˇnı´, a da´le take´ pro sjednocenı´, rozdı´l a zjisˇteˇnı´, zda je opra´vneˇnı´ podmnozˇinou jine´ho.
Teˇmito metodami se budeme zaby´vat v kapitole 3.9.
.NET Framework poskytuje tyto opra´vneˇnı´ pro prˇı´stup k chra´neˇny´m zdroju˚m:
• AspNetHostingPermission - opra´vneˇnı´ prˇı´stupu ke zdroju˚m v prostrˇedı´ ASP.NET
• DirectoryServicesPermission - opra´vneˇnı´ pro prˇı´stup ke trˇı´da´m ve jmenne´m pro-
storu System.DirectoryServices, ktery´ obsahuje adresa´rˇove´ sluzˇby jako naprˇ. Active
Directory
• DnsPermission - opra´vneˇnı´ pro pra´ci se sluzˇbou DNS
• EnvironmentPermission - opra´vneˇnı´ pro pra´ci s promeˇnny´mi prostrˇedı´
• EventLogPermission - opra´vneˇnı´ pro pra´ci z protokolem uda´lostı´
• FileDialogPermission - opra´vneˇnı´ prˇı´stupu k souboru˚m, ktere´ byly uzˇivatelem vy-
bra´ny v dialogu pro otevrˇenı´ souboru˚
• FileIOPermission - opra´vneˇnı´ pro pra´ci se soubory a adresa´rˇi
• IsolatedStorageFilePermission - opra´vneˇnı´ pro prˇı´stup k izolovane´mu u´lozˇisˇti, ktere´
je asociovane´ se specificky´m uzˇivatelem a s neˇktery´m aspektem identity ko´du jako
je webova´ stra´nka, vydavatel nebo digita´lnı´ podpis
• MessageQueuePermission - opra´vneˇnı´ pro pra´ci s frontou zpra´v prˇes rozhranı´
Microsoft Message Queuing
• OdbcPermission - opra´vneˇnı´ pro prˇı´stup k datove´mu zdroji prˇes Open Database
Connectivity
• OleDbPermission - opra´vneˇnı´ prˇı´stupu k databa´zı´m pomocı´ rozhranı´ OLE DB (Ob-
ject Linking and Embedding Database)
• OraclePermission - opra´vneˇnı´ pro prˇı´stup k databa´zi Oracle
• PerformanceCounterPermission - opra´vneˇnı´ pro pra´ci s cˇı´tacˇem vy´konu
• PrintingPermission - opra´vneˇnı´ k tisku
• ReflectionPermission - opra´vneˇnı´ k pouzˇı´va´nı´ mechanismu reflexe, ktery´ poskytuje
informace o typech za beˇhu programu
• RegistryPermission - opra´vneˇnı´ prˇı´stupu k registru˚m syste´mu Windows
• SecurityPermission - opra´vneˇnı´ ke spousˇteˇnı´ ko´du, vyuzˇı´va´nı´ mechanismu zabez-
pecˇenı´, vola´nı´ nerˇı´zene´ho ko´du, prˇeskocˇenı´ oveˇrˇova´nı´ aj.
• ServiceControllerPermission - opra´vneˇnı´ pro spousˇteˇnı´ a zastavova´nı´ sluzˇeb
• SocketPermission - opra´vneˇnı´ k prˇijı´ma´nı´ cˇi vytva´rˇenı´ spojenı´ transportnı´ vrstvy
protokolu TCP/IP
• SqlClientPermission - opra´vneˇnı´ k prˇı´stupu k SQL databa´zı´m
• UIPermission - opra´vneˇnı´ k vyuzˇı´va´nı´ uzˇivatelske´ho rozhranı´
• WebPermission - opra´vneˇnı´ k prˇijı´ma´nı´ cˇi vytva´rˇenı´ spojenı´ vrstvy protokolu HTTP
Pokud by tato opra´vneˇnı´ nebyla dostacˇujı´cı´, nabı´zı´ .NET abstraktnı´ trˇı´dy, ze ktery´ch
je mozˇne´ vytvorˇit vlastnı´ opra´vneˇnı´. Teˇmito abstraktnı´mi trˇı´dami jsou DBDataPermission
pro prˇı´stup k databa´zı´m, IsolatedStoragePermission pro prˇı´stup k izolovany´m u´lozˇisˇtı´m a
ResourcePermissionBase pro prˇı´stup k syste´movy´m zdroju˚m.
Dalsˇı´ informace k jednotlivy´m opra´vneˇnı´m se lze dozveˇdeˇt v [6].
3.4.2 Opra´vneˇnı´ zalozˇene´ na identiteˇ
Opra´vneˇnı´ na za´kladeˇ identity poma´hajı´ chra´nit od neautorizovane´ho prˇı´stupu. CLRudeˇ-
luje opra´vneˇnı´ zalozˇene´ na identiteˇ na za´kladeˇ informacı´ zna´my´ch o assembly (evidenci
- viz 3.1). Kazˇde´ opra´vneˇnı´ na za´kladeˇ identity reprezentuje samostatny´ druh evidence,
ktery´ musı´ mı´t assembly, abymohla spra´vneˇ fungovat. Tyto opra´vneˇnı´ jsou pak prˇideˇlena
podle toho, zda ko´d obsahuje prˇı´slusˇnou evidenci.
Protozˇe opra´vneˇnı´ na za´kladeˇ identity majı´ cˇa´st funkcionality spolecˇnou s opra´v-
neˇnı´mi prˇı´stupu ke ko´du, jsou tyto opra´vneˇnı´ odvozeny od stejne´ ba´zove´ trˇı´dy jako
opra´vneˇnı´ prˇı´stupu ke ko´du a to CodeAccessPermission.
.NET Framework poskytuje tyto opra´vneˇnı´ na za´kladeˇ identity:
• PublisherIdentityPermission - digita´lnı´ podpis
• SiteIdentityPermission - internetove´ stra´nky, odkud assembly pocha´zı´
• StrongNameIdentityPermission - silny´ na´zev assembly
• URLIdentityPermission - URL odkud assembly pocha´zı´ (zahrnuje prefix protokolu
- http, https, ftp, atd.)
• ZoneIdentityPermission - zo´na, odkud assembly pocha´zı´
Podrobneˇjsˇı´ informace o teˇchto opra´vneˇnı´ch se nacha´zı´ v [6].
3.4.3 Opra´vneˇnı´ zalozˇene´ na rolı´ch
Opra´vneˇnı´ zalozˇene´ na rolı´ch zahrnuje pouze jedine´ opra´vneˇnı´, ktery´m je PrincipalPermis-
sion. Toto opra´vneˇnı´ se zaby´va´ oveˇrˇova´nı´m, zda aktivnı´ uzˇivatel je ve specificke´ roli nebo
ma´ specifickou identitu, ktera´ je prˇedstavova´na typem implementujı´cı´ rozhranı´ IPrinci-
pal. Na rozdı´l od prˇedchozı´ch druhu˚ opra´vneˇnı´ PrincipalPermission implementuje pouze
rozhranı´ IPermission, ktere´ poskytuje pouze metody pro vyzˇa´da´nı´, sjednocenı´, rozdı´l
opra´vneˇnı´ apod. Dalsˇı´ informace lze nale´zt v [6].
3.5 Ko´dove´ skupiny
Sady opra´vneˇnı´ jsou prˇirˇazeny ko´dovy´m skupina´m, prˇi cˇemzˇ jedna sada opra´vneˇnı´ mu˚zˇe
by´t prˇirˇazena vı´ce ko´dovy´m skupina´m. Do teˇchto ko´dovy´ch skupin pak jsou prˇirˇazova´ny
jednotlive´ assembly na za´kladeˇ podmı´nek cˇlenstvı´. Toto cˇlenstvı´ se urcˇuje s pomocı´ vlast-
nostı´ assembly, ktery´mi jsou jizˇ zmı´neˇne´ zo´na, silne´ jme´no assembly, vydavatel apod.,
ktere´ se nacha´zı´ v evidenci. Avsˇak mu˚zˇe by´t vytvorˇena i vlastnı´ podmı´nka cˇlenstvı´, ktera´
se definuje XML souborem. Assembly mu˚zˇe by´t zarˇazena i do vı´ce ko´dovy´ch skupin,
pokud splnˇuje jejich podmı´nky cˇlenstvı´.
Na u´rovni Machine je implicitneˇ vytvorˇeno neˇkolik ko´dovy´ch skupin. Tyto ko´dove´
skupiny jsou zalozˇeny na zo´na´ch internetu tak, jak je obsahuje Internet Explorer. Teˇmito
zo´nami jsou:
• My computer (Pocˇı´tacˇ) - tato zo´na obsahuje aplikace pocha´zejı´cı´ z pocˇı´tacˇe, ve
ktere´m jsou spousˇteˇny.
• Internet - obsahuje vsˇechny weby v internetu s vy´jimkou teˇch, ktere´ jsou uvedeny
jako du˚veˇryhodne´ servery nebo servery s omezeny´m prˇı´stupem.
• LocalIntranet (Mı´stnı´ sı´t’) - obsahuje weby, ktere´ se nacha´zejı´ v mı´stnı´ sı´ti.
• Trusted (Du˚veˇryhodne´ servery) - seznam webu˚, ktery´m byla udeˇlena du˚veˇra, zˇe
neposˇkodı´ pocˇı´tacˇ ani soubory.
• Untrusted (Servery s omezeny´m prˇı´stupem) - seznamwebu˚, ktere´ mohou posˇkodit
pocˇı´tacˇ.
Podmı´nkou cˇlenstvı´ ko´dovy´ch skupin na u´rovni Machine jsou tedy vy´sˇe uvedene´ zo´ny.
Hlavnı´ ko´dovou skupinou je All Code, do ktere´ je prˇirˇazen vesˇkery´ ko´d, tato skupina
tvorˇı´ korˇen stromove´ struktury ko´dovy´ch skupin a prˇirˇazuje sadu opra´vneˇnı´Nothing, cozˇ
znamena´, zˇe neprˇirˇazuje zˇa´dna´ pra´va. Skupina All Code obsahuje tyto podskupiny:
• My Computer Zone - podmı´nkou cˇlenstvı´ je zo´na My computer, jsou do nı´ prˇirˇa-
zeny vsˇechny aplikace umı´steˇne´ v pocˇı´tacˇi. Te´to ko´dove´ skupineˇ je prˇirˇazena sada
opra´vneˇnı´ FullTrust.
– Microsoft Strong Name - podmı´nka cˇlenstvı´ je objekt podepsany´ silny´m na´-
zvemfirmyMicrosoft (Microsoft StrongName). Prˇirˇazena´ sada opra´vneˇnı´ sku-
piny je rovneˇzˇ FullTrust.
– ECMA Strong Name - podmı´nka cˇlenstvı´ je objekt podepsany´ silny´m na´zvem
ECMA (ECMA Strong Name). Sada opra´vneˇnı´ prˇideˇlena´ te´to skupineˇ je takte´zˇ
FullTrust.
• LocalIntranet Zone - podmı´nkou cˇlenstvı´ je zo´na Intranet, tudı´zˇ jsou do nı´ prˇirˇazeny
aplikace mı´stnı´ho intranetu. Prˇideˇlenou sadou opra´vneˇnı´ je LocalIntranet.
– Intranet Same Site Access - obsahuje opra´vneˇnı´ pro prˇipojenı´ se zpeˇt na intra-
net, odkud dany´ ko´d pocha´zı´.
– Intranet Same Directory Access - obsahuje opra´vneˇnı´ pro cˇtenı´ z adresa´rˇe,
odkud ko´d pocha´zı´.
• Internet Zone - podmı´nkou cˇlenstvı´ je zo´na Internet, jsou do nı´ prˇirˇazeny aplikace
pocha´zejı´cı´ z internetu. Sada opra´vneˇnı´ pro tuto ko´dovou skupinu je Internet.
– Internet Same Site Access - obsahuje opra´vneˇnı´ pro prˇipojenı´ se zpeˇt na inter-
net, odkud dany´ ko´d pocha´zı´.
• Restricted Zone - podmı´nkou cˇlenstvı´ je zo´naUntrusted, jedna´ se o nedu˚veˇryhodny´
ko´d, ktere´mu je prˇideˇlena sada opra´vneˇnı´ Nothing.
• Trusted Zone - podmı´nkou cˇlenstvı´ je zo´na Trusted. Tato ko´dova´ skupina obsahuje
sadu opra´vneˇnı´ Internet.
– Trusted Same Site Access - obsahuje opra´vneˇnı´ pro prˇipojenı´ se zpeˇt na web,
odkud dany´ ko´d pocha´zı´.
Obra´zek 2: Struktura ko´dovy´ch skupin na u´rovniMachine
Jejich hierarchicka´ struktura pak lze videˇt na obra´zku 2.
Na u´rovnı´ch User a Enterprise je implicitneˇ vytvorˇena pouze skupina All Code, ktere´
je prˇirˇazena sada opra´vneˇnı´ FullTrust.
Ko´dove´ skupinymohou by´t oznacˇeny atributy Exclusive a LevelFinal. Atribut Exclusive
urcˇuje, zˇe assembly nedostane vı´ce opra´vneˇnı´ nezˇ je prˇirˇazeno ke ko´dove´ skupineˇ, ktera´
ma´ tento atribut. Assembly nemu˚zˇe by´t zarˇazena do vı´ce ko´dovy´ch skupin majı´cı´ch atri-
but Exclusive na stejne´ u´rovni. Atribut LevelFinal urcˇuje, zˇe zˇa´dna´ z nizˇsˇı´ch u´rovnı´ kromeˇ
Domain nebude bra´na v u´vahu prˇi zarˇazova´nı´ do ko´dovy´ch skupin a vyhodnocova´nı´
opra´vneˇnı´.
Vy´sledna´ opra´vneˇnı´ konkre´tnı´ u´rovneˇ jsou urcˇena sjednocenı´m opra´vneˇnı´ prˇirˇaze-
ny´ch ko´dovy´m skupina´m, jejichzˇ je assembly cˇlenem.
3.6 Spra´va ko´dovy´ch skupin a sad opra´vneˇnı´
Ko´dove´ skupiny a sady opra´vneˇnı´ se dajı´ spravovat neˇkolika zpu˚soby, a to pomocı´ mo-
dulu snap-in konzole MMC, pomocı´ utility pro prˇı´kazovy´ rˇa´dek caspol.exe, nebo prˇı´mo
v XML souborech, ve ktery´ch je toto nastavenı´ ulozˇeno. Oba na´stroje (caspol.exe a snap-
in konzole MMC) umozˇnˇujı´ nejen zobrazenı´, prˇida´nı´, zmeˇnu nebo smaza´nı´ za´sad zabez-
pecˇenı´, ko´dovy´ch skupin a sad opra´vneˇnı´, ale take´ analy´zu bezpecˇnostnı´ch nastavenı´
konkre´tnı´ assembly. Prˇi te´to analy´ze se lze dozveˇdeˇt, do ktery´ch ko´dovy´ch skupin je as-
sembly prˇirˇazena a jake´ ma´ tedy prˇideˇleny opra´vneˇnı´. Vı´ce k tomuto te´ma se lze dozveˇdeˇt
v [20].
Pouzˇitı´ modulu snap-in konzole MMC, kterou mu˚zˇete videˇt na obra´zku 3, ma´ ne-
spornou vy´hodou v graficke´m uzˇivatelske´m rozhranı´, ktere´ umozˇnˇuje lepsˇı´ prˇehled a
pohodlneˇjsˇı´ pra´ci. Na druhou stranu, pokud byste potrˇebovali prove´st stejne´ nastavenı´
na vı´ce pocˇı´tacˇı´ch je lepsˇı´ prove´st toto nastavenı´ pouzˇitı´m utility caspol.exe (Code Access
Security Policy), kde lze vyuzˇı´t vy´hody prˇı´kazove´ho rˇa´dku a naprˇ. vytvorˇit skript pro
tyto nastavenı´. Pouzˇitı´ utility caspol.exe lze videˇt na obra´zku 4.
Obra´zek 3: Modul snap-in konzole MMC
3.7 Princip nacˇı´ta´nı´ assembly
Prˇi spousˇteˇnı´ rˇı´zene´ho ko´du se deˇje spousta kroku˚, o ktery´ch uzˇivatel vu˚bec nevı´, pokud
nedojde k neˇjake´mu selha´nı´ a nenı´ mu vyhozena neˇjaka´ vy´jimka. Teˇmito kroky jsou
nahra´va´nı´ assembly, vyhodnocenı´ bezpecˇnostnı´ch za´sad bezpecˇnostnı´m syste´mem, Just-
in-time kompilace, oveˇrˇenı´ typove´ bezpecˇnosti a nakonec povolenı´ spusˇteˇnı´. Tento proces
je zna´zorneˇn na obra´zku 5, ktery´ byl prˇevzat z [13].
Kazˇda´ rˇı´zena´ aplikace beˇzˇı´ v beˇhove´m prostrˇedı´ s kontextem hostitele (aplikacˇnı´
dome´ny). Hostitel je du˚veˇryhodna´ cˇa´st ko´du, ktera´ je zodpoveˇdna´ za spusˇteˇnı´ beˇhove´ho
prostrˇedı´, specifikaci podmı´nek, za ktery´ch se beˇhove´ prostrˇedı´ spousˇtı´, a kontrolu vztahu˚
Obra´zek 4: Utilita caspol.exe
ve spousˇteˇne´m ko´du. Po spusˇteˇnı´ beˇhove´ho prostrˇedı´ je nacˇten vstupnı´ bod aplikace
(u desktopovy´ch aplikacı´ metoda Main) a prˇeda´va´ se kontrola tomuto vstupnı´mu bodu,
aby mohlo dojı´t ke spusˇteˇnı´ aplikace.
Prvnı´m krokemnacˇı´ta´nı´ assembly je jejı´ lokalizace. Obvykle by´vajı´ assembly umı´steˇne´
na disku, nebo stazˇene´ ze sı´teˇ, ale je take´ mozˇne´, zˇe jsou nacˇı´ta´ny dynamicky z pole bytu˚.
Po te´, co je assembly lokalizova´na, je prˇeda´na zavadeˇcˇi assembly (Runtime’s Assembly
Loader), ktery´ procha´zı´ jejı´ obsah a vytva´rˇı´ datove´ struktury, ktere´ reprezentujı´ obsah
assembly beˇhove´mu prostrˇedı´. Rˇı´zenı´ je po te´ prˇeda´no spra´vci za´sad bezpecˇnostnı´ho
syste´mu.
Zavadeˇcˇ assembly je take´ zodpoveˇdny´ za analy´zu referencı´ na soubory jednotlivy´ch
assembly. Assembly se vzˇdy skla´da´ alesponˇ z jednoho souboru, ale tento soubor mu˚zˇe
obsahovat reference na dalsˇı´ podrˇı´zene´ soubory, ktere´ dohromady tvorˇı´ assembly. Tyto
reference jsou obsazˇeny v tzv. manifestu assembly, ktery´ je ulozˇen v prvnı´m souboru
assembly. Manifest obsahuje pro kazˇdou referenci kryptograficky´ hash obsahu souboru,
na ktery´ odkazuje. Prˇi analy´ze reference je nalezen tento soubor, spocˇı´ta´n jeho hash
Obra´zek 5: Princip nacˇı´ta´nı´ assembly z [13]
a porovna´n s hodnotou ulozˇenou v manifestu. Pokud toto porovna´nı´ uspeˇje, je tento
soubor nacˇten, v opacˇne´m prˇı´padeˇ nacˇı´ta´nı´ selzˇe.
Spra´vce za´sad bezpecˇnostnı´ho syste´mu je ja´drem zabezpecˇenı´ beˇhove´ho prostrˇedı´.
Jeho pracı´ je rozhodnout, ktera´ opra´vneˇnı´ budou prˇideˇlena jednotlivy´m assembly prˇi
nacˇı´ta´nı´ beˇhovy´m prostrˇedı´m. Prˇed tı´m nezˇ je ko´d assembly spusˇteˇn, rozhodne spra´vce
za´sad zabezpecˇenı´, zda bude ko´d vu˚bec spusˇteˇn a pokud ano, tak jaka´ pra´va bude mı´t.
Vstupy pro spra´vce zabezpecˇenı´ jsou aktua´lnı´ za´sady zabezpecˇenı´ na jednotlivy´ch
u´rovnı´ch, evidence assembly a mnozˇina pozˇadovany´ch opra´vneˇnı´ na u´rovni assembly.
CLR udeˇluje opra´vneˇnı´ aplikacˇnı´ dome´neˇ a assembly. Proces prˇideˇlova´nı´ pra´v zahr-
nuje jeden nebo oba na´sledujı´cı´ kroky:
• Vy´pocˇet povoleny´ch sad opra´vneˇnı´ - prˇi nacˇı´ta´nı´ beˇhove´ prostrˇedı´ zjisˇt’uje sady
opra´vneˇnı´ prˇideˇleny´ch na vsˇech u´rovnı´ch. Beˇhove´ prostrˇedı´ udeˇla´ pru˚nik opatrˇenı´
prˇes vsˇechny u´rovneˇ, prˇicˇemzˇ vznikne jedna vy´sledna´ sada opra´vneˇnı´ assembly
nebo aplikacˇnı´ dome´ny.
• Vy´pocˇet udeˇleny´ch opra´vneˇnı´ - beˇhove´ prostrˇedı´ porovna´ konecˇnou sadu povole-
ny´ch opra´vneˇnı´ s opra´vneˇnı´mi, ktere´ assembly pozˇaduje, vy´sledkem jsou opra´vneˇnı´
udeˇlena´ assembly. Tento krok neplatı´ pro aplikacˇnı´ dome´ny.
Kdyzˇ jsou splneˇnyminima´lnı´ pozˇadavky assembly a assemblyma´ udeˇlena opra´vneˇnı´
pro spusˇteˇnı´ je rˇı´zenı´ prˇeda´no zavadeˇcˇi trˇı´d (Class Loader). Trˇı´dy assembly se nahra´vajı´
lı´neˇ, tzn. nahra´vajı´ se jen ty trˇı´dy, ktere´ jsou potrˇeba. Zavadeˇcˇ trˇı´d je zodpoveˇdny´ za
nacˇtenı´ tabulek metod a datovy´ch struktur asociovany´ch s trˇı´dou do pameˇti a oveˇrˇenı´
viditelnosti trˇı´d a rozhranı´. Po inicializaci datovy´ch struktur trˇı´d je prˇipraven prˇı´stup
k individua´lnı´m metoda´m trˇı´dy.
Po nacˇtenı´ trˇı´dy zavadeˇcˇem trˇı´d docha´zı´ k oveˇrˇenı´ typove´ bezpecˇnosti MSIL uvnitrˇ
assembly a generova´nı´ nativnı´ho ko´du. To je pra´ce pro Just-In-TimeCompiler.Metody trˇı´d
jsou take´ nacˇı´ta´ny, oveˇrˇova´ny a prˇekla´da´ny lı´ny´m zpu˚sobem. Kdyzˇ je metoda v procesu
poprve´ zavola´na, je zkontrolova´na typova´ bezpecˇnost metody a pak je prˇevedena do
nativnı´ho ko´du.
JIT Compiler take´ hraje roli v ohodnocenı´ deklarativnı´ bezpecˇnosti na u´rovni trˇı´d a
metod, ktery´mi mu˚zˇe by´t samotne´ vyzˇa´da´nı´ neˇjake´ho opra´vneˇnı´, nebo take´ vyzˇa´da´nı´
opra´vneˇnı´ pro deˇdice a volajı´cı´ ko´d (viz kapitola 3.9.12).
Po te´, co byl u´speˇsˇneˇ vygenerova´n nativnı´ ko´d, je prˇipraveno jeho spusˇteˇnı´. Prˇi spusˇ-
teˇnı´ se mohou objevit reference na nezpracovane´ trˇı´dy, metody a assembly. Tyto reference
zpu˚sobı´ opeˇtovne´ vola´nı´ JIT Compiler, zavadeˇcˇe trˇı´d a zavadeˇcˇe assembly, a pokud to
bude nutne´ tak i spra´vce za´sad zabezpecˇenı´.
Dalsˇı´ informace ohledneˇ nejennacˇı´ta´nı´ ale i cele´ho zˇivotnı´ho cyklu assembly semu˚zˇete
dozveˇdeˇt v [13].
3.8 Procha´zenı´ za´sobnı´ku (StackWalk)
Procha´zenı´ za´sobnı´ku je operace, kterou prova´dı´ spra´vce zabezpecˇenı´, kdyzˇ zjisˇt’uje, zda
ma´ ko´d potrˇebna´ opra´vneˇnı´. K te´to operaci docha´zı´ pokazˇde´, kdyzˇ se vyskytne neˇ-
jaky´ pozˇadavek na opra´vneˇnı´ imperativnı´m cˇi deklarativnı´m zpu˚sobem, nebo implicitneˇ
vola´nı´m neˇjake´ trˇı´dy .NET Framework, ktera´ je automaticky chra´neˇna bezpecˇnostnı´m
syste´mem. Beˇhove´ prostrˇedı´ oveˇrˇuje, zˇe kazˇdy´ v rˇeteˇzci vola´nı´ (kazˇda´ prˇedchozı´ metoda,
ktera´ volala danou metodu) ma´ potrˇebna´ opra´vneˇnı´ k provedenı´ pozˇadovane´ operace.
Toto chra´nı´ prˇed u´tokem, kdy privilegovana´ cˇa´st ko´du je zneuzˇita nebezpecˇny´m ko´dem,
ktery´ nema´ potrˇebna´ opra´vneˇnı´, protozˇe prˇed samotny´m spusˇteˇnı´m ko´du je oveˇrˇen rˇe-
teˇzec vola´nı´, kde se zjistı´, zˇe pu˚vodce vola´nı´, ktery´m je tento nebezpecˇny´ ko´d, nema´
prˇı´slusˇna´ opra´vneˇnı´ a je vyhozena bezpecˇnostnı´ vy´jimka.
Toto chova´nı´ se vsˇak da´ obejı´t programovy´m pouzˇitı´m CAS, ktery´m se bude zaby´vat
kapitola 3.9, kdy mu˚zˇeme ko´du neˇjaka´ opra´vneˇnı´ prˇideˇlit, nebo odebrat, a tudı´zˇ pak
nebude docha´zet k procha´zenı´ cele´ho rˇeteˇzce, ale procha´zenı´ se zastavı´ u tohoto prˇi-
da´nı´ nebo odebra´nı´, na jejichzˇ za´kladeˇ bude pozˇadovana´ operace provedena, nebo bude
vyhozena bezpecˇnostnı´ vy´jimka. Povolenı´ nebo odebra´nı´ neˇjake´ho opra´vneˇnı´ mu˚zˇe by´t
v ra´mci metody provedeno pouze jednou. Pokud chceme prove´st jine´ povolenı´ nebo ode-
bra´nı´ musı´me prˇedchozı´ nastavenı´ vra´tit, a pak je teprv mozˇne´ prove´st nove´ nastavenı´.
Na konci metody je doporucˇeno vsˇechny zmeˇny vra´tit. K tomuto te´matu se lze docˇı´st
take´ v [17] a [6].
3.9 Programove´ pouzˇitı´ CAS
Kromeˇ vy´sˇe uvedene´ho zpu˚sobu nastavenı´ bezpecˇnosti pomocı´ ko´dovy´ch skupin a sad
opra´vneˇnı´ je mozˇne´ nastavit opra´vneˇnı´ jesˇteˇ programoveˇ prˇı´mo v ko´du. Lze to udeˇlat
dveˇma zpu˚soby a to deklarativneˇ nebo imperativneˇ. Hodneˇ veˇcı´ lze nastavit obeˇma
zpu˚soby, ovsˇem kazˇdy´ z teˇchto zpu˚sobu˚ umozˇnˇuje i neˇktera´ nastavenı´, ktera´ nejsou tı´m
druhy´m zpu˚sobem uskutecˇnitelna´. Imperativnı´ zpu˚sob se prova´dı´ vyuzˇitı´m trˇı´d syste´mu
CAS prˇı´mo v ko´du a jeho vy´hodou je, zˇe umozˇnˇuje nastavenı´ pra´v za neˇjaky´ch podmı´nek,
ktere´ jsou zna´my azˇ za beˇhu aplikace, a za´rovenˇ umozˇnˇuje reagovat na situace, kdy
ko´d nema´ dostatecˇna´ opra´vneˇnı´. Naproti tomu deklarativnı´ zpu˚sob se prova´dı´ pomocı´
atributu˚, je tak o neˇco jednodusˇsˇı´, nastavuje opra´vneˇnı´ jizˇ v dobeˇ kompilace, ukla´da´
se v metadatech a je mozˇne´ je zı´skat pomocı´ mechanismu reflexe. Take´ je mozˇne´ tyto
opra´vneˇnı´ zjistit pomocı´ na´stroju˚ jako je permview.exe. Dalsˇı´ informace o programove´m
pouzˇitı´ CAS se lze docˇı´st take´ v [10], [11], [6], [14] a [16].
Trˇı´dy syste´muCAS senacha´zejı´ v jmenne´mprostoruSystem.Security, tyto trˇı´dy zpravi-
dla implementujı´ rozhranı´ IPermissionnebo IStackWalk.Obeˇ tyto rozhranı´ obsahujı´metody
pro vyzˇa´da´nı´, povolenı´ a zaka´za´nı´ opra´vneˇnı´.
3.9.1 Vyzˇa´da´nı´ opra´vneˇnı´ imperativnı´m zpu˚sobem
Vyzˇa´da´nı´ opra´vneˇnı´ imperativnı´mzpu˚sobemseprova´dı´ pomocı´metodyDemand, ktera´ se
vola´ na konkre´tnı´m objektu opra´vneˇnı´. Ma´-li ko´d dostatecˇne´ opra´vneˇnı´, probeˇhne vola´nı´
v porˇa´dku. Nema´-li toto opra´vneˇnı´, pak bude vyhozena vy´jimka typu SecurityException.
Uka´zka tohoto vyzˇa´danı´ opra´vneˇnı´ je ve vy´pisu ko´du 1.
public class DemandExample {
public static void FileIODemand() {
IPermission perm = new FileIOPermission(FileIOPermissionAccess.Read, ”C:\\”);
try {
// vyzadame opravneni − pokud kod opravneni nema
// je vyhozena vyjimka SecurityException
perm.Demand();
Console.WriteLine(”Kod ma opravneni pro cteni z C:\\”);
} catch (SecurityException) {
Console.WriteLine(”Kod nema opravneni pro cteni z C:\\”);
}
}
}
Vy´pis 1: Vyzˇa´da´nı´ opra´vneˇnı´ imperativnı´m zpu˚sobem
3.9.2 Vyzˇa´da´nı´ opra´vneˇnı´ deklarativnı´m zpu˚sobem
Vyzˇa´da´nı´ opra´vneˇnı´ deklarativnı´m zpu˚sobem se prova´dı´ pouzˇitı´m atributu konkre´tnı´ho
typu opra´vneˇnı´ a specifikacı´ akce, kterou chceme prove´st pomocı´ hodnotyDemand vy´cˇtu
SecurityAction a uvedenı´ dalsˇı´ch informacı´ pro vyzˇa´da´nı´ opra´vneˇnı´ pomocı´ pojmenova-
ny´ch parametru˚. Uka´zka takove´ho vyzˇa´da´nı´ opra´vneˇnı´ je ve vy´pisu ko´du 2.
[FileIOPermission(SecurityAction.Demand, PathDiscovery = ”C:\\”)]
public static void FileIODemand() {
Console.WriteLine(”Kod ma opravneni pro cteni z C:\\”);
// cteni z disku C:\
}
Vy´pis 2: Vyzˇa´da´nı´ opra´vneˇnı´ deklarativnı´m zpu˚sobem
3.9.3 Docˇasne´ povolenı´ opra´vneˇnı´ imperativnı´m zpu˚sobem
Docˇasne´ povolenı´ opra´vneˇnı´ imperativnı´m zpu˚sobem se prova´dı´ pouzˇitı´mmetodyAssert
na instanci konkre´tnı´ho opra´vneˇnı´, ktere´ implementuje rozhranı´ IStackWalk. Lze takto
nastavit opra´vneˇnı´, ktere´ ko´d pu˚vodneˇ nemeˇl. Po provedenı´ ko´du, kvu˚li ktere´ho bylo
opra´vneˇnı´ prˇideˇleno, je nutne´ opra´vneˇnı´ opeˇt odebrat, abynedosˇlo knarusˇenı´ bezpecˇnosti
ko´dem, ktery´ nema´ mı´t opra´vneˇnı´ prˇı´stupu k teˇmto prostrˇedku˚m. Opeˇtovne´ odebra´nı´
opra´vneˇnı´ se uskutecˇnˇuje statickoumetodou CodeAccessPermission.RevertAssert. V uka´zce
vy´pisu ko´du 3 se prˇedpokla´da´, zˇe ko´d pu˚vodneˇ opra´vneˇnı´ pro za´pis do souboru nemeˇl.
public class AssertExample {
public static void FileIOAssert() {
string name = @”C:\soubor.txt”;
FileIOPermission perm = new FileIOPermission(FileIOPermissionAccess.Write, name);
// docasne povolime zapis do souboru
perm.Assert();
StreamWriter sw = null;
try {
sw = new StreamWriter(name);
sw.WriteLine(”Text zapsany do souboru.”);
} finally {
if (sw != null) {
sw.Close();
}
}
// zrusime docasne povoleni pro pristup k souboru
CodeAccessPermission.RevertAssert();
}
}
Vy´pis 3: Docˇasne´ povolenı´ opra´vneˇnı´ imperativnı´m zpu˚sobem
3.9.4 Docˇasne´ povolenı´ opra´vneˇnı´ deklarativnı´m zpu˚sobem
Docˇasne´ povolenı´ opra´vneˇnı´ deklarativnı´m zpu˚sobem se prova´dı´ vyuzˇitı´m atributu
opra´vneˇnı´ SecurityAction.Assert a nastavenı´ podmı´nek pomocı´ pojmenovany´ch parame-
tru˚. Ve vy´pisu ko´du 4 take´ prˇedpokla´da´me, zˇe metoda, ktera´ bude tuto metodu volat,
nema´ opra´vneˇnı´ pro prˇı´stup k souboru.
[FileIOPermission(SecurityAction.Assert, Write = @”C:\soubor.txt”)]
public static void FileIOAssert() {
using (StreamWriter sw = new StreamWriter(@”C:\soubor.txt”)){
sw.WriteLine(”Text zapsany do souboru.”);
}
}
Vy´pis 4: Docˇasne´ povolenı´ opra´vneˇnı´ deklarativnı´m zpu˚sobem
3.9.5 Docˇasne´ odeprˇenı´ opra´vneˇnı´ imperativnı´m zpu˚sobem
Kromeˇdocˇasne´hopovolenı´ neˇjake´hoopra´vneˇnı´ lze take´ docˇasneˇ odeprˇı´t opra´vneˇnı´. Takzˇe
ko´d, ktery´ byl pu˚vodneˇ opra´vneˇn pro prˇı´stup k dane´mu zdroji, nynı´ toto opra´vneˇnı´
mı´t nebude a prˇi prˇı´stupu k dane´mu zdroji bude vyhozena vy´jimka SecurityException.
Toto odeprˇenı´ se prova´dı´ pomocı´ metody Deny konkre´tnı´ho opra´vneˇnı´, ktere´ ma´ by´t
odeprˇeno. Lze odeprˇı´t ktere´koliv opra´vneˇnı´, ktere´ implementuje rozhranı´ IStackWalk.
Docˇasne´ odeprˇenı´ je nutno po provedenı´ cˇa´sti ko´du, ktery´ ma´ mı´t odeprˇeno opra´vneˇnı´,
opeˇt zvra´tit pomocı´ staticke´ metody RevertDeny trˇı´dy CodeAccessPermission, ktera´ opeˇt
umozˇnı´ prˇı´stup k chra´neˇne´mu zdroji. Uka´zka docˇasne´ho odeprˇenı´ je ve vy´pisu ko´du 5,
kde je nejprve zaka´za´n prˇı´stup k souboru na disku a po neu´speˇsˇne´m pokusu o cˇtenı´ je
prˇı´stup k souboru opeˇt vra´cen a dalsˇı´ pokus o cˇtenı´ tak uzˇ bude u´speˇsˇny´.
public class DenyExample {
public static void FileIODeny() {
string name = @”C:\soubor.txt”;
// vytvoreni instance tridy zabezpeceni pristupu k souboru
FileIOPermission perm = new FileIOPermission(FileIOPermissionAccess.Read, name);
// docasne odepreni pristupu k souboru
perm.Deny();
FileStream fs = null ;
try {
// vyhodi vyjimku
fs = File .Open(name, FileMode.Open);
} catch (SecurityException se) {
Console.WriteLine(se);
} finally {
if ( fs != null) {
fs .Close();
}
}
// vraceni docasneho odepreni pristupu k souboru
CodeAccessPermission.RevertDeny();
try {
// nevyhodi vyjimku
fs = File .Open(name, FileMode.Open);
} catch (SecurityException se) {
Console.WriteLine(se);
} finally {
if ( fs != null) {
fs .Close();
}
}
}
}
Vy´pis 5: Docˇasne´ odeprˇenı´ opra´vneˇnı´ imperativnı´m zpu˚sobem
3.9.6 Docˇasne´ odeprˇenı´ opra´vneˇnı´ deklarativnı´m zpu˚sobem
Docˇasne´ odeprˇenı´ opra´vneˇnı´ deklarativnı´m zpu˚sobem se prova´dı´ vyuzˇitı´m atributu
opra´vneˇnı´ SecurityAction.Deny a nastavenı´ podmı´nek pomocı´ pojmenovany´ch parametru˚.
Ve vy´pisu ko´du 6 je uka´za´no, jak odeprˇı´t prˇı´stup k souboru deklarativnı´m zpu˚sobem.
[FileIOPermission(SecurityAction.Deny, Read = @”C:\soubor.txt”)]
public static void FileIODeny() {
string name = @”C:\soubor.txt”;
FileStream fs = null ;
try {
fs = File .Open(name, FileMode.Open);
} catch (SecurityException) {
Console.WriteLine(”Kod nema opravneni pro pristup k ” + name);
} finally {
if ( fs != null) {
fs .Close();
}
}
}
Vy´pis 6: Docˇasne´ odeprˇenı´ opra´vneˇnı´ deklarativnı´m zpu˚sobem
3.9.7 Vyuzˇitı´ metody PermitOnly imperativnı´m zpu˚sobem
Vyuzˇitı´ metodyPermitOnly imperativnı´m zpu˚sobem se prova´dı´ v prˇı´padeˇ, zˇe chceme ode-
prˇı´t vsˇechenprˇı´stup k chra´neˇny´mzdroju˚mazˇ na jeden konkre´tnı´, na ktere´m je tatometoda
zavola´na. Ve vy´pisu ko´du 7, ktery´ je prˇevzat z [11], je videˇt pouzˇitı´ te´to metody, kdy je
povolen pouze prˇı´stup k syste´move´ promeˇnne´ „OS“, prˇı´stup k ostatnı´m vyhodı´ vy´jimku
SecurityException, dokud nenı´ zavola´na metoda CodeAccessPermission.RevertPermitOnly,
ktera´ vra´tı´ pu˚vodnı´ nastavenı´ opra´vneˇnı´.
// / <summary>
// / Priklad na pouziti metody PermitOnly
// / </summary>
public static class PermitOnlyExample
{
public static void TestPermitOnly()
{
// vytvoreni objektu opravneni
EnvironmentPermission envPerm = new EnvironmentPermission(
EnvironmentPermissionAccess.AllAccess, ”OS”);
// zamezeni pristupu ke vsem ostatnim zdrojum
envPerm.PermitOnly();
// je povolen pristup pouze ke promenne OS − cteni bude uspesne
string os = Environment.GetEnvironmentVariable(”OS”);
Console.WriteLine(os);
try
{
// tento pokus o precteni skonci vyjimkou
string temp = Environment.GetEnvironmentVariable(”TEMP”);
Console.WriteLine(temp);
}
catch(SecurityException)
{
Console.WriteLine(”Pristup k promenne prostredi byl odepren”);
}
Stream stream = null;
try
{
// zkouska pro pristup k souboru taktez selze
stream = File.Open(”C:/file . txt ” , FileMode.Open);
}
catch(SecurityException)
{
Console.WriteLine(”Pristup k souboru byl odepren”);
}
finally
{
if (stream != null)
{
stream.Close();
}
}
// zruseni omezeni pristupu
CodeAccessPermission.RevertPermitOnly();
try
{
// tento pokus o precteni jiz bude uspesny
string temp = Environment.GetEnvironmentVariable(”TEMP”);
Console.WriteLine(temp);
}
catch (SecurityException)
{
Console.WriteLine(”Pristup byl odepren”);
}
}
}
Vy´pis 7: Vyuzˇitı´ metody PermitOnly imperativnı´m zpu˚sobem z [11]
3.9.8 Vyuzˇitı´ metody PermitOnly deklarativnı´m zpu˚sobem
Vyuzˇitı´ metody PermitOnly deklarativnı´m zpu˚sobem funguje u´plneˇ stejneˇ jako imperativ-
nı´m zpu˚sobem. Pouzˇı´va´ se atribut SecurityAction.PermitOnly a nastavenı´ pojmenovany´ch
parametru˚ konkre´tnı´ho opra´vneˇnı´. Prˇı´klad takove´ho pouzˇitı´ je uveden ve vy´pisu 8.
[EnvironmentPermission(SecurityAction.PermitOnly,All=”OS”)]
public static void TestPermitOnly() {
string os = Environment.GetEnvironmentVariable(”OS”);
Console.WriteLine(os);
}
Vy´pis 8: Vyuzˇitı´ metody PermitOnly deklarativnı´m zpu˚sobem
3.9.9 Metoda IsSubsetOf
Metoda IsSubsetOf se pouzˇı´va´, pokud potrˇebujeme zjistit, zda je neˇjake´ opra´vneˇnı´ pod-
mnozˇinou jine´ho.
public class IsSubsetOfExample {
public static void FileIOIsSubsetOf() {
// vytvoreni instance tridy zabezpeceni pristupu k souborum v adresari TEMP
FileIOPermission perm1 = new FileIOPermission(FileIOPermissionAccess.AllAccess,
Environment.GetEnvironmentVariable(”TEMP”));
// vytvoreni instance tridy zabezpeceni pristupu k souborum na disku C:\
FileIOPermission perm2 = new FileIOPermission(FileIOPermissionAccess.AllAccess, ”C:\\”
);
if (perm1.IsSubsetOf(perm2)) {
Console.WriteLine(”Opravneni perm1 je podmnozinou perm2, tudiz adresar TEMP
se nachazi na disku C:\\”);
} else {
Console.WriteLine(”Opravneni perm1 neni podmnozinou perm2, tudiz adresar TEMP
se nachazi na jinem disku”);
}
}
}
Vy´pis 9: Vyuzˇitı´ metody IsSubsetOf
3.9.10 Trˇı´da PermissionSet
Trˇı´da PermissionSet slouzˇı´ k vytvorˇenı´ sady opra´vneˇnı´ na u´rovni zdrojove´ho ko´du. Prˇed-
stavuje kolekci opra´vneˇnı´, ktera´ mu˚zˇe obsahovat ru˚zne´ druhy opra´vneˇnı´, se ktery´mi
pak lze pracovat stejneˇ, jakoby to bylo jedno opra´vneˇnı´, tzn. podporuje metody Demand,
Assert, Deny atd. viz vy´sˇe.
public class PermissionSetExample {
public static void Set() {
// vytvoreni sady opravneni
PermissionSet set = new PermissionSet(null);
// pridani jednotlivych opravneni do sady
set.AddPermission(new EnvironmentPermission(EnvironmentPermissionAccess.Read,”
TEMP”));
set.AddPermission(new FileIOPermission(FileIOPermissionAccess.AllAccess, ”C:\\soubor.
txt”));
try {
// vyzadani vsech opravneni v sade
set.Demand();
} catch (SecurityException) {
Console.WriteLine(”Nepodarilo se vyzadat nejakeho z opravneni v sade”);
}
}
}
Vy´pis 10: Vyuzˇitı´ trˇı´dy PermissionSet
3.9.11 Vyzˇadova´nı´ opra´vneˇnı´ na u´rovni assembly
Vyzˇadova´nı´ opra´vneˇnı´ na u´rovni assembly je dalsˇı´m zpu˚sobem jak urcˇit opra´vneˇnı´, ktere´
assembly potrˇebuje a ktere´ naopak potrˇebovat nebude uzˇ prˇi jejı´m nahra´va´nı´ beˇhovy´m
prostrˇedı´m. Toto vyzˇadova´nı´ se prova´dı´ deklarativnı´m zpu˚sobem na u´rovni assembly
a vyuzˇı´vajı´ se k tomu atributy RequestMinimum (minima´lnı´ opra´vneˇnı´), RequestOptional
(nepovinna´ opra´vneˇnı´) a RequestRefuse (odmı´tnuta´ opra´vneˇnı´) vy´cˇtu SecurityAction. Atri-
but RequestMinimum urcˇuje, ktere´ opra´vneˇnı´ jsou nezbytneˇ nutne´ pro spusˇteˇnı´ assembly
a bez nichzˇ nemu˚zˇe assembly korektneˇ beˇzˇet. Atribut RequestRefuse naopak urcˇuje, ktere´
atributy assembly nepotrˇebuje ke sve´mu beˇhu, umozˇnˇuje tak omezit sadu opra´vneˇnı´,
ktere´ budou assembly prˇideˇleny, cozˇ zabranˇuje zneuzˇitı´ assembly k u´cˇelu˚m, pro ktere´
nebyla pu˚vodneˇ urcˇena. Opra´vneˇnı´ uvedena v atributu RequestRefuse assembly prˇideˇlena
nebudou. Atribut RequestOptional urcˇuje opra´vneˇnı´, ktere´ assembly mu˚zˇe potrˇebovat, ale
je schopna beˇzˇet i bez nich. Pouzˇitı´ atributuRequestOptional take´ zpu˚sobuje, zˇe opra´vneˇnı´,
ktere´ nejsou jeho soucˇa´stı´, nebo nejsou explicitneˇ vyzˇa´da´na pomocı´ atributu RequestMini-
mum, budou odmı´tnuta stejneˇ jako kdyby na neˇ byl pouzˇit atribut RequestRefuse. Pouzˇitı´
teˇchto atributu˚ je zna´zorneˇno ve vy´pisu ko´du 11. Vyzˇadova´nı´ opra´vneˇnı´ na u´rovni assem-
bly se obvykle zapisuje do souboru AssemblyInfo.cs, ktery´ je vygenerova´n pro kazˇdou
assembly vy´vojovy´m prostrˇedı´m Visual Studio .NET.
// vyzaduje alespon umozneni cteni z adresare C:\Temp
[assembly:FileIOPermission(SecurityAction.RequestMinimum, Read = ”C:\\Temp”)]
// vyzaduje neomezeny pristup pro praci se soubory a adresari a odmita vsechna ostatni opravneni
[assembly:FileIOPermission(SecurityAction.RequestOptional, Unrestricted = true)]
// zamezi pristupu do adresare C:\Windows
[assembly:FileIOPermission(SecurityAction.Deny, Write = ”C:\\Windows”)]
Vy´pis 11: Pouzˇitı´ atributu˚ pro vyzˇa´da´nı´ opra´vneˇnı´ na u´rovni assembly
3.9.12 Vyzˇadova´nı´ opra´vneˇnı´ pro deˇdice (inheritors) a volajı´cı´ ko´d (linkers)
Vyzˇadova´nı´ opra´vneˇnı´ pro deˇdice a volajı´cı´ ko´d je prova´deˇno pomocı´ atributu˚ Inheri-
tanceDemand a LinkDemand vy´cˇtu SecurityAction. Atribut LinkDemand urcˇuje, zˇe prˇı´my´
prˇedchu˚dce, ktery´ vola´ tuto trˇı´du, musı´ mı´t udeˇleno specifikovane´ opra´vneˇnı´. Atribut
InheritanceDemand urcˇuje, zˇe trˇı´da, ktera´ bude deˇdit z te´to trˇı´dy, nebo metoda, ktera´ bude
prˇekry´vat tuto metodu, musı´ mı´t udeˇleno specifikovane´ opra´vneˇnı´. Pokud by takove´
opra´vneˇnı´ nemeˇly, tak by byla vyhozena bezpecˇnostnı´ vy´jimka. Kontrola teˇchto opra´v-
neˇnı´ se prova´dı´ uzˇ prˇi kompilaci. Uka´zka pouzˇitı´ teˇchto atributu˚ je ve vy´pisu 12.
// trida dedici z MyClass musi mit take neomezeny pristup k souborum a adresarum
[class:FileIOPermission( SecurityAction.InheritanceDemand, Unrestricted = true )]
class MyClass {...... }
// trida , ktera vola MyClass musi mit take neomezeny pristup k souborum a adresarum
[class:FileIOPermission( SecurityAction.LinkDemand, Unrestricted = true )]
class MyClass {........}
Vy´pis 12: Pouzˇitı´ atributu˚ pro vyzˇa´da´nı´ opra´vneˇnı´ pro deˇdice a volajı´cı´ ko´d
3.9.13 Security-Transparent Code
Atributem SecurityTransparent se oznacˇuje cela´ assembly. Takto oznacˇene´mu ko´du pak
nemu˚zˇou by´t udeˇleny dalsˇı´ privilegia. Ko´d oznacˇeny´ SecurityTransparent zpu˚sobı´, zˇe ja-
ke´koliv pozˇadavky na opra´vneˇnı´ prˇesmeˇruje na ko´d, ktery´m byl zavola´n. Pokud nedu˚veˇ-
ryhodny´ ko´d zavola´ metodu oznacˇenou tı´mto atributem a ta potrˇebuje vysˇsˇı´ opra´vneˇnı´,
pak vyzˇa´da´nı´ opra´vneˇnı´ prˇejde zpeˇt k nedu˚veˇryhodne´mu ko´du a toto vyzˇa´da´nı´ selzˇe.
Ko´d s tı´mto atributem rovneˇzˇ nemu˚zˇe modifikovat procha´zenı´ za´sobnı´ku, protozˇe ne-
mu˚zˇe vyuzˇı´t vola´nı´ metody Assert. Pokud stejny´ ko´d bude zavola´n z du˚veˇryhodne´ho
ko´du, vyzˇa´da´nı´ opra´vneˇnı´ uspeˇje. Uka´zka zpu˚sobu oznacˇenı´ ko´du jako transparentnı´ho
je ve vy´pisu ko´du 13.
// oznacuje assembly jako transparentni vuci bezpecnosti
[assembly: SecurityTransparent]
Vy´pis 13: Oznacˇenı´ ko´du jako transparentnı´
Prˇi pouzˇitı´ transparentnı´ bezpecˇnosti se ko´d deˇlı´ na dveˇ cˇa´sti, ktery´mi jsou security-
transparent a security-critical, kde security-critical se stara´ o vyhodnocova´nı´ privilegiı´ a
security-transparent zahrnuje manipulaci s daty a logiku aplikace. Implicitneˇ je vsˇechen
ko´d povazˇova´n za security-critical.
3.10 Zabezpecˇenı´ zalozˇene´ na rolı´ch
Zabezpecˇenı´ zalozˇene´ na rolı´ch umozˇnˇuje meˇnit chova´nı´ ko´du na za´kladeˇ role, ve ktere´
se uzˇivatel nacha´zı´, nebo prˇı´mo na identiteˇ uzˇivatele. Cˇasteˇji se vsˇak pouzˇı´va´ rolı´. Pro
reprezentaci rolı´ se pouzˇı´vajı´ objekty implementujı´cı´ rozhranı´ IPrincipal, ktere´ prˇedsta-
vujı´ kontext zabezpecˇenı´ uzˇivatele. CLR automaticky prˇipojuje tyto objekty k jednotlivy´m
vla´knu˚m aplikace, a proto kazˇde´ vla´kno beˇzˇı´ s bezpecˇnostnı´m kontextem urcˇite´ho uzˇi-
vatele. Existuje neˇkolik typu˚ teˇchto objektu˚ a jsou vyuzˇı´va´ny na za´kladeˇ toho, s ktery´m
zpu˚sobem oveˇrˇova´nı´ je asociova´na dana´ aplikacˇnı´ dome´na. Mezi zpu˚soby oveˇrˇova´nı´
patrˇı´ mechanismus syste´mu Windows, sluzˇba .NET passport a ASP.NET, ale lze vytvorˇit
i vlastnı´ zpu˚sob implementacı´ rozhranı´ IPrincipal. Rozhranı´ IPrincipal poskytuje metodu
IsInRole pomocı´ ktere´ lze oveˇrˇit, zda se uzˇivatel, jehozˇ kontext je reprezentova´n konkre´t-
nı´m objektem, nacha´zı´ v pozˇadovane´ roli. Pro reprezentaci identity se pouzˇı´vajı´ objekty
implementujı´cı´ rozhranı´ IIdentity. K zjisˇteˇnı´ identity se pouzˇı´va´ vlastnost Identity na ob-
jektu, ktery´ reprezentuje roli. Uka´zka pouzˇitı´ zabezpecˇenı´ zalozˇene´ho na rolı´ch se nacha´zı´
ve vy´pisu ko´du 14.
public class RoleExample {
public static void Main(string[] args) {
// nastaveni zpusobu autentikace, v tomto pripade se jedna o Windows
AppDomain.CurrentDomain.SetPrincipalPolicy(PrincipalPolicy.WindowsPrincipal);
// ziskani objektu principala
WindowsPrincipal principal = (Thread.CurrentPrincipal as WindowsPrincipal);
// ziska seznam roli zabudovanych ve windows
WindowsBuiltInRole[] wbir = (WindowsBuiltInRole[])Enum.GetValues(typeof(
WindowsBuiltInRole));
// projde role a zjisti , zda se uzivatel nachazi v dane roli
foreach (WindowsBuiltInRole roleName in wbir) {
if ( principal .IsInRole((WindowsBuiltInRole)roleName)) {
Console.WriteLine(”Uzivatel se nachazi v roli {0}.”, roleName);
}
}
// ziska identitu
WindowsIdentity identity = WindowsIdentity.GetCurrent();
// vytvori objekt principala
principal = new WindowsPrincipal(identity);
// zkontroluje roli pomoci vyctu
if ( principal .IsInRole(WindowsBuiltInRole.Administrator)) {
Console.WriteLine(”Uzivatel je administrator. ” ) ;
} else {
Console.WriteLine(”Uzivatel neni administrator.”) ;
}
if ( principal . Identity .Name == ”MILI\\pis103”) {
Console.WriteLine(”Ahoj Mili.” ) ;
}
Console.ReadLine();
}
}
Vy´pis 14: Pouzˇitı´ zabezpecˇenı´ zalozˇene´ho na rolı´ch
Stejneˇ jako u zabezpecˇenı´ prˇı´stupu ke ko´du lze pouzˇı´t i deklarativnı´ zpu˚sob, ktery´ lze
videˇt ve vy´pisu ko´du 15.
[PrincipalPermission(SecurityAction.Demand, Role = ”Administrator”)]
public static void AdministratorsOnly() {
// kod teto metody se provede pouze pokud je uzivatel v roli administratora
}
Vy´pis 15: Pouzˇitı´ zabezpecˇenı´ zalozˇene´ho na rolı´ch deklarativnı´m zpu˚sobem
4 Pouzˇite´ prvky bezpecˇnosti a jejich nastavenı´
Pro u´cˇel zabezpecˇenı´ syste´mu, ktery´ bude vytvorˇen, budou pouzˇity ko´dove´ skupiny a
sady opra´vneˇnı´. Bude vytvorˇena ko´dova´ skupina, do ktere´ bymeˇly by´t zarˇazeny vsˇechny
assembly prˇelozˇene´ a spusˇteˇne´ tı´mto syste´mem. Tato skupina bude mı´t prˇideˇlenou sadu
opra´vneˇnı´ vytvorˇenou pro tento u´cˇel. Tato sada opra´vneˇnı´ by meˇla obsahovat dostatecˇna´
opra´vneˇnı´, ktera´ povolujı´ studentu˚m prove´st vsˇe, co je po nich zˇa´da´no v ra´mci vy´uky, a
za´rovenˇ jim nedovolit nic jine´ho, co by mohlo ohrozit stabilitu syste´mu.
XML soubor obsahujı´cı´ sadu opra´vneˇnı´ vytvorˇenou pro tento syste´m je zna´zorneˇn ve
vy´pisu ko´du 16. Tato sada obsahuje opra´vneˇnı´ pro prˇı´stup k promeˇnne´ prostrˇedı´ TEMP,
za´pis do adresa´rˇe TEMP, reflexi, povolenı´ spusˇteˇnı´ assembly, prˇı´stup k DNS, soketu˚m,
webu a SQL klientu˚m. Naopak jim nebude povolen prˇı´stup do registru˚, manipulace se
za´sadami zabezpecˇenı´, prˇı´stup k protokolu uda´lostı´ a tiska´rna´m. Take´ na serveru nebude
mozˇne´ spousˇteˇt desktopove´ aplikace, jejichzˇ testova´nı´ pomocı´ spusˇteˇnı´ nenı´ mozˇne´.
<PermissionSet class=”NamedPermissionSet”
version=”1”
Name=”Maus”
Description=”Toto je sada opra´vneˇnı´ vytvorˇena´ pro syste´m MAUS, opra´vneˇnı´ jsou
prˇideˇlena vsˇem programu˚m spousˇteˇny´m tı´mto syste´mem.”>
<IPermission class=”EnvironmentPermission”
version=”1”
Read=”TEMP” />
<IPermission class=”FileDialogPermission”
version=”1” />
<IPermission class=”ReflectionPermission”
version=”1”
Unrestricted=”true” />
<IPermission class=”RegistryPermission”
version=”1” />
<IPermission class=”SecurityPermission”
version=”1”
Flags=”Execution” />
<IPermission class=”UIPermission”
version=”1”
Clipboard=”OwnClipboard” />
<IPermission class=”DnsPermission”
version=”1”
Unrestricted=”true” />
<IPermission class=”PrintingPermission”
version=”1”
Level=”NoPrinting” />
<IPermission class=”EventLogPermission”
version=”1” />
<IPermission class=”SocketPermission”
version=”1”
Unrestricted=”true” />
<IPermission class=”WebPermission”
version=”1”
Unrestricted=”true” />
<IPermission class=”DirectoryServicesPermission”
version=”1”>
<Path name=”%TEMP%”
access=”Write” />
</IPermission>
<IPermission class=”SqlClientPermission”
version=”1”
AllowBlankPassword=”False” />
</PermissionSet>
Vy´pis 16: Sada opra´vneˇnı´ pro MAUS
Ko´dova´ skupina obsahuje vy´sˇe uvedenou sadu opra´vneˇnı´. Tato skupina ma´ prˇideˇlen
atribut LevelFinal, aby nebylo mozˇne´ z te´to skupiny da´le deˇdit. Take´ ma´ prˇideˇlen atribut
Exclusive, cozˇ oznacˇuje, zˇe assembly, ktere´ budou zarˇazeny do te´to skupiny, budou mı´t
pouze opra´vneˇnı´ prˇideˇlena´ te´to skupineˇ. Zabranˇuje to prˇideˇlenı´ dalsˇı´ch opra´vneˇnı´, pokud
by assembly byla zarˇazena i do dalsˇı´ skupiny naprˇ. MyComputer, kdy by pak dostala
vsˇechna opra´vneˇnı´. Podmı´nkou cˇlenstvı´ pro tuto skupinu je urcˇenaURL, ze ktere´ pocha´zı´.
V tomto prˇı´padeˇ se jedna´ o umı´steˇnı´ v adresa´rˇi c:\temp\maus, odkud budou spousˇteˇny
programy studentu˚. XML soubor pro tuto ko´dovou skupinu je ve vy´pis ko´du 17.
<CodeGroup class=”UnionCodeGroup”
version=”1”
PermissionSetName=”Maus”
Attributes=”Exclusive, LevelFinal”
Name=”Maus Group”
Description=”Tato zo´na odpovı´da´ programu˚m spousˇteˇny´m v syste´mu MAUS, tyto
programy by meˇly mı´t omezeny´ prˇı´stup k syste´mu”>
<IMembershipCondition class=”UrlMembershipCondition”
version=”1”
Url=” file: // C:/temp/maus/∗” />
</CodeGroup>
Vy´pis 17: Ko´dova´ skupina pro MAUS
5 Mozˇnosti testova´nı´ studentsky´ch projektu˚ a na´stroje pro
testova´nı´
Tato kapitola se zaby´va´ mozˇnostmi automatizovane´ho testova´nı´ studentsky´ch projektu˚,
ktere´ pak budou vyuzˇity pro implementaci syste´mu. Da´le se pak zaby´va´ testovacı´mi
na´stroji pouzˇitelny´mi na platformeˇ .NET.
5.1 Automatizovane´ testova´nı´ studentsky´ch projektu˚
Zpu˚soby testova´nı´ studentsky´ch projektu˚:
1. Unit testy - lze prova´deˇt, pokud je zna´ma struktura aplikace. V tomto prˇı´padeˇ je
potrˇeba mı´t unit test a ten se pak spousˇtı´. Na za´kladeˇ pocˇtu testovacı´ch metod,
ktere´ projdou, se da´ vyhodnotit pocˇet bodu˚. Rovneˇzˇ je mozˇne´ ohodnotit jednotlive´
testovacı´ metody pocˇtem bodu˚, ktere´ pak budou prˇideˇleny, pokud tyto testovacı´
metody u´speˇsˇneˇ projdou. Zada´nı´m teˇchto u´kolu˚ pak bude, bud’ cˇa´stecˇneˇ hotovy´
ko´d, kde studentdoplnı´ teˇlametod, nebo specifikace strukturyko´du, ktera´ odpovı´da´
ocˇeka´vane´ strukturˇe pro testova´nı´.
2. Vstupy a vy´stupy - je mozˇne´ prova´deˇt pro konzolove´ aplikace, kde je nutne´ mı´t
soubor(y) se vstupnı´mi parametry a soubor(y) s ocˇeka´vany´m vy´stupem. Hodnotit
se pak dajı´ podle pocˇtu rˇa´dku˚, ktere´ se ve vy´stupnı´m souboru shodujı´, nebo podle
pocˇtu vy´stupu˚, ktere´ se shodujı´ v prˇı´padeˇ, zˇe by pro jeden u´kol byl vı´c nezˇ jeden
vstupnı´ a vy´stupnı´ soubor, a tyto ru˚zne´ soubory testovaly ru˚zne´ vlastnosti aplikace.
Vy´hodneˇjsˇı´ je ale vı´ce ru˚zny´ch souboru˚ s ru˚zny´mi vlastnostmi, poneˇvadzˇ je to
snadneˇjsˇı´ pro implementaci. Zada´nı´m teˇchto u´kolu˚ pak bude konzolova´ aplikace,
u ktere´ je jasne´, jake´ vy´stupy dostanu ke konkre´tnı´m vstupu˚m.
3. Prˇeklad - da´ se testovat u vsˇech aplikacı´. Pro prˇeklad je nutne´ mı´t k dispozici
vsˇechny zdrojove´ soubory a knihovny, ktere´ aplikace pouzˇı´va´ a nejsou soucˇa´stı´
platformy, na ktere´ se testuje (.NET, Java API). Jenom na tomto vy´sledku vsˇak
nemu˚zˇe by´t zalozˇeno hodnocenı´, jelikozˇ vy´stupem takove´ho testova´nı´ je pouze
u´speˇsˇneˇ, cˇi neu´speˇsˇneˇ prˇelozˇeno.
5.2 Na´stroje pro testova´nı´ v .NET
Mezi nejpouzˇı´vaneˇjsˇı´ na´stroje pro unit testova´nı´ patrˇı´ NUnit a Visual Studio Team Test,
ktery´mi se budou zaby´vat na´sledujı´cı´ kapitoly. O porovna´nı´ teˇchto na´stroju˚ se mu˚zˇete
docˇı´st v [19].
5.2.1 NUnit
NUnit je framework pro unit testova´nı´ na platformeˇ .NET. Umozˇnˇuje testova´nı´ pro
vsˇechny jazyky platformy .NET. NUnit byl pu˚vodneˇ vytvorˇen portacı´ z JUnit a pozdeˇji
prˇepracova´n a prˇizpu˚soben platformeˇ .NET. Aktua´lnı´ verze je 2,4 a je napsa´na v jazyce
C#. Pro testova´nı´ je mozˇne´ vyuzˇı´t samostatnou desktopovou aplikaci nebo prˇı´kazovy´
rˇa´dek.
Uka´zku testu napsane´ho v NUnit mu˚zˇete videˇt ve vy´pisu ko´du 18, ktery´ byl prˇevzat
z [19]. Pro vytvorˇenı´ testu se pouzˇı´vajı´ atributy, ktere´ se pı´sˇou na u´rovni trˇı´d ametod.Mezi
nejdu˚lezˇiteˇjsˇı´ atributy patrˇı´ [TestFixture], ktery´ oznacˇuje testovacı´ trˇı´du, a [Test] ktery´ ozna-
cˇuje testovacı´ metodu.Mezi dalsˇı´ atributy pak patrˇı´ [SetUp] a [TearDown], ktere´ prˇipravujı´
promeˇnne´ pro testova´nı´ a uklı´zejı´ po testu. Atribut [ExpectedException(„mojeVyjimka“)]
urcˇuje, zˇe ocˇeka´vany´m chova´nı´m testovacı´ metody bude vyhozenı´ vy´jimky. Atribut [Ig-
nore(„Duvod“)] rˇı´ka´, zˇe metoda bude prˇi spusˇteˇnı´ testu ignorova´na.
Pro vyhodnocenı´, zda testovacı´ metoda uspeˇla nebo ne, se pouzˇı´vajı´ naprˇ. metody
Assert.AreEqual(„ocˇeka´vana´ hodnota“, „aktua´lnı´ hodnota“) nebo Assert.IsTrue(„hodnota“) a
dalsˇı´.
using System;
using NUnit.Framework;
[TestFixture ]
public class AccountTest
{
Account source;
Account destination;
[SetUp]
public void Init ()
{
source = new Account();
source.Deposit(200f);
destination = new Account();
destination .Deposit(150f);
}
[Test]
public void TransferFunds()
{
source.TransferFunds(destination, 100f);
Assert.AreEqual(250, destination.Balance);
Assert.AreEqual(100, source.Balance);
}
[Test]
[ExpectedException(typeof(InsufficientFundsException))]
public void TransferWithInsufficientFunds()
{
source.TransferFunds(destination, 300f);
}
[Test]
[Ignore(”Decide how to implement transaction management”)]
public void TransferWithInsufficientFundsAtomicity()
{
try
{
source.TransferFunds(destination, 300f);
}
catch (InsufficientFundsException ex) {}
Assert.AreEqual(200f, source.Balance);
Assert.AreEqual(150f, destination.Balance);
}
}
Vy´pis 18: Test napsany´ v NUnit z [19]
5.2.2 Visual Studio Team Test
Team Test je framework pro unit testy integrovany´ do Visual Studia. Tyto testy se vytva´rˇı´
a spousˇtı´ prˇı´mo ve Visual Studiu. Team Test ovsˇem nenı´ dostupny´ ve vsˇem verzı´ch
Microsoft Visual Studia.
Uka´zku testu napsane´ho v Team Test mu˚zˇete videˇt ve vy´pisu ko´du 19, ktera´ byla
prˇevzata z [19]. Tato uka´zka odpovı´da´ stejne´mu testu jako pro NUnit. Pro definova´nı´
testovacı´ trˇı´dy se pouzˇı´va´ atribut [TestClass()]. Pro oznacˇenı´ testovacı´ metody je pouzˇit
atribut [TestMethod()]. Rovneˇzˇ se da´ prˇipravit promeˇnne´ pro testova´nı´ a uklidit po testu
s pomocı´ atributu˚ [ClassInicialize()] a [ClassCleanup()]. I tady existuje atribut, ktery´ urcˇuje,
zˇe ocˇeka´vany´m chova´nı´m testovacı´ metody bude vyhozenı´ vy´jimky, a to [ExpectedEx-
ception(„mojeVyjimka“)]. Stejneˇ tak atribut pro ignorova´nı´ metody prˇi spusˇteˇnı´ testu je
[Ignore]. Kromeˇ teˇchto nejcˇasteˇji pouzˇı´vany´ch atributu˚ existuje i neˇkolik dalsˇı´ch, jejich
seznam mu˚zˇete najı´t v [19].
Podobneˇ jako u NUnit testu˚ se pro vyhodnocenı´, zda testovacı´ metoda uspeˇla nebo
ne, pouzˇı´vajı´ naprˇ. metody Assert.AreEqual(„ocˇeka´vana´ hodnota“,„aktua´lnı´ hodnota“), As-
sert.IsTrue(„hodnota“), Assert.IsNotNull(„hodnota“) a dalsˇı´. Vy´cˇet teˇchto metod ovsˇem nenı´
u´plneˇ stejny´ s NUnit a nenı´ ani tak sˇiroky´.
using Microsoft.VisualStudio.TestTools.UnitTesting;
using System;
[TestClass()]
public class AccountTest
{
private TestContext testContextInstance;
private static Account source;
private static Account destination;
public TestContext TestContext
{
get { return testContextInstance; }
set { testContextInstance = value; }
}
[ ClassInitialize () ]
public static void Init (TestContext testContext)
{
source = new Account();
source.Deposit(200f);
destination = new Account();
destination .Deposit(150f);
}
[TestMethod()]
public void TransferFunds()
{
source.TransferFunds(destination, 100f);
Assert.AreEqual(250f, destination.Balance);
Assert.AreEqual(100f, source.Balance);
}
[TestMethod()]
[ExpectedException(typeof(InsufficientFundsException))]
public void TransferWithInsufficientFunds()
{
source.TransferFunds(destination, 300f);
}
[TestMethod()]
[Ignore]
public void TransferWithInsufficientFundsAtomicity()
{
try
{
source.TransferFunds(destination, 300f);
}
catch (InsufficientFundsException ex) { }
Assert.AreEqual(200f, source.Balance);
Assert.AreEqual(150f, destination.Balance);
}
}
Vy´pis 19: Test napsany´ ve Visual Studio Team Test z [19]
5.2.3 Porovna´nı´ na´stroju˚ pro testova´nı´
Jak se lze docˇı´st v prˇedchozı´ch kapitola´ch, vytva´rˇenı´ testu˚ v NUnit i Team Testu je velmi
podobne´. Vy´hodou NUnit je prˇedevsˇı´m to, zˇe tento na´stroj pro testova´nı´ je zdarma a je to
open source. NUnit je take´ povazˇova´n za standart v unit testova´nı´. Naproti tomu Team
Test poskytuje lepsˇı´ uzˇivatelske´ prostrˇedı´ pro testova´nı´, protozˇe spousˇteˇnı´ testu˚ je mozˇne´
prˇı´mo ve Visual Studiu.
Nevy´hodou Team Testu je ovsˇem to, zˇe nemu˚zˇe by´t spusˇteˇn bez Visual Studia, cozˇ je
pro pouzˇitı´ v te´to diplomove´ pra´ci zcela za´sadnı´ prˇeka´zˇka. Testy by se totizˇ meˇly spousˇteˇt
v ra´mci vytvorˇene´ho modulu, nikoliv z Visual Studia.
Vzhledem k tomu, zˇe NUnit je zcela neza´visly´ a patrˇı´ mezi nejcˇasteˇji pouzˇı´vane´
na´stroje pro unit testy, byl vybra´n pro pouzˇitı´ i v te´to pra´ci.
6 Syste´m pro automatizovane´ opravy projektu˚ MAUS
MAUS je syste´m, ktery´ se zaby´va´ opravou projektu˚ v prostrˇedı´ platforem .NET a Java a
kontrolou duplicity projektu˚. Skla´da´ se ze trˇı´ cˇa´stı´, ktere´ jsou vytvorˇeny v ra´mci trˇı´ diplo-
movy´ch pracı´. Jelikozˇ jsou tyto cˇa´sti vytvorˇeny ve dvou ru˚zny´ch platforma´ch, ktery´mi
jsou Java a .NET, byly pro komunikaci mezi nimi zvoleny webove´ sluzˇby. Tyto trˇi cˇa´sti
majı´ take´ spolecˇnou databa´zi, ve ktere´ jsou ulozˇeny data o vsˇech odevzdany´ch rˇesˇenı´ch
projektu˚ a dalsˇı´ potrˇebne´ informace. Strukturu teˇchto cˇa´stı´ si mu˚zˇete prohle´dnout na
obra´zku 6.
Obra´zek 6: Struktura syste´mu MAUS
Prvnı´ z teˇchto cˇa´stı´ se zaby´va´ opravou projektu˚ v jazyce Java s pomocı´ testu˚ vytvo-
rˇeny´ch v JUnit. Tato cˇa´st rovneˇzˇ obsahuje webove´ rozhranı´ pro komunikaci s uzˇivateli,
ktery´mi jsou vyucˇujı´cı´, kterˇı´ vkla´dajı´ testy a dosta´vajı´ vy´sledky testu˚, a studenti, kterˇı´
vkla´dajı´ sva´ rˇesˇenı´ projektu˚, ktera´ majı´ by´t opravena. Kromeˇ vkla´da´nı´ projektu˚ rovneˇzˇ
tato cˇa´st poskytuje mozˇnost klasicky´ch testu˚, kdy studenti pouze odpovı´dajı´ na ota´zky.
Cela´ tato cˇa´st je vytvorˇena v jazyce Java. Vı´ce o te´to cˇa´sti se mu˚zˇete dozveˇdeˇt z diplomove´
pra´ce Bc. Radima Velcˇovske´ho.
Druhou cˇa´stı´ je kontrola duplicity projektu˚, ktera´ zjisˇt’uje, zda vı´ce ru˚zny´ch studentu˚
neodevzdalo jako projekt tenty´zˇ ko´d. Tato cˇa´st je vytvorˇena na platformeˇ .NET v jazyce
C# a vı´ce o nı´ se mu˚zˇete dozveˇdeˇt z diplomove´ pra´ce Bc. Radka Stromske´ho.
Trˇetı´ cˇa´st se zaby´va´ opravou projektu˚ v jazyce C# na platformeˇ .NET. Tato cˇa´st je obsa-
hem te´to diplomove´ pra´ce, a proto se vı´ce o te´to cˇa´sti dozvı´te v na´sledujı´cı´ch kapitola´ch.
6.1 Specifikace pozˇadavku˚
Tato kapitola se zaby´va´ specifikacı´ pozˇadavku˚ kladeny´ch na vy´voj modulu pro opravu
projektu˚ v jazyce C# na platformeˇ .NET. A da´le pak funkcˇnı´mi a nefunkcˇnı´mi pozˇadavky,
ktere´ urcˇujı´ pozˇadovane´ funkce modulu.
6.1.1 Funkcˇnı´ pozˇadavky
Cı´lem je vytvorˇit subsyste´m, ktery´ se bude zaby´vat opravou projektu˚ na platformeˇ .NET.
Tento subsyste´m rozsˇirˇuje podobny´ syste´m, ktery´ je vytvorˇen v Javeˇ. Jelikozˇ je dnes
programovanı´ v jazyce C# pomeˇrneˇ rozsˇı´rˇene´ a vyucˇuje se jako prˇedmeˇt na sˇkole, je
potrˇeba vytvorˇit takovy´ syste´m i pro tento jazyk. Tento subsyste´m by meˇl usnadnit
pra´ci vyucˇujı´cı´ch v opraveˇ projektu˚, cozˇ museli azˇ do ted’ deˇlat rucˇneˇ. Tato pra´ce je
vsˇak zdlouhava´ a cˇasoveˇ na´rocˇna´, obzvla´sˇteˇ prˇi velke´m pocˇtu studentu˚. Vy´hodou tohoto
syste´mu je take´ to, zˇe student dostane sve´ vy´sledky te´meˇrˇ okamzˇiteˇ a bude mı´t cˇas na
opravu sve´ho rˇesˇenı´, pokud nebude zcela u´speˇsˇne´.
Oprava projektu˚ studentu˚ bymeˇla probı´hat jednı´m ze dvou zpu˚sobu˚. Prvnı´m z teˇchto
zpu˚sobu˚ je vytvorˇenı´ unit testu, ktery´ bude spusˇteˇn a na za´kladeˇ vy´sledku˚ dostane stu-
dent hodnocenı´. Druhy´m zpu˚sobem je vytvorˇenı´ souboru˚ obsahujı´cı´ch vstupy a k nim
odpovı´dajı´cı´ vy´stupy pro jednotliva´ rˇesˇenı´. Podle pocˇtu vy´stupu˚, ktere´ odpovı´dajı´ ocˇe-
ka´vany´m a tudı´zˇ spra´vny´m vy´stupu˚m, pak bude student ohodnocen.
Vstupem tohoto subsyste´mu jsou rˇesˇenı´ projektu˚ studenty, unit testy odpovı´dajı´cı´
jednotlivy´m zada´nı´m a vstupnı´ a vy´stupnı´ soubory pro jednotlive´ u´lohy.
Vy´stupem je pak ohodnocenı´ rˇesˇenı´ studenta, ktere´ se skla´da´ bud’z metod unit testu,
ktere´ probeˇhly u´speˇsˇneˇ a neu´speˇsˇneˇ, nebo ze seznamu vstupnı´ch souboru˚, se ktery´mi beˇh
studentova rˇesˇenı´ probeˇhl spra´vneˇ a nespra´vneˇ, tzn. jejich vy´stupnı´ soubor odpovı´dal
ocˇeka´va´nı´, nebo ne.
Funkcemi modulu jsou prˇeklad zdrojove´ho ko´du, jeho spusˇteˇnı´, spusˇteˇnı´ unit testu a
zı´ska´nı´ seznamu testovacı´ch metod unit testu, ktery´ je potrˇebny´ pro ohodnocenı´ teˇchto
metod vyucˇujı´cı´m.
6.1.2 Nefunkcˇnı´ pozˇadavky
Testovacı´ ja´dro syste´mupro .NETbude implementova´n v jazyceC#naplatformeˇ .NET3,5.
Jako databa´zovy´ server bude pouzˇit Microsoft SQL Server 2008. Komunikace s ostatnı´mi
cˇa´stmi syste´mu bude probı´hat pomocı´ webovy´ch sluzˇeb.
6.2 Analy´za subsyste´mu
Na´sledujı´cı´ kapitola se zaby´va´ analy´zou testovacı´ho ja´dra subsyste´mu pro .NET, datove´
i aplikacˇnı´ cˇa´sti. Nejprve bude popsa´na analy´za chova´nı´ syste´mu a po te´ take´ datova´
analy´za.
6.2.1 Analy´za aplikacˇnı´ cˇa´sti
Tato kapitola se zaby´va´ popisemchova´nı´ subsyste´mu.Vprvnı´ cˇa´sti jsou formoudiagramu
prˇı´padu˚ uzˇitı´ zna´zorneˇny vlastnosti subsyste´mu. V dalsˇı´ cˇa´sti bude popsa´no chova´nı´
pomocı´ sce´na´rˇu˚ prˇı´padu˚ uzˇitı´. V trˇetı´ cˇa´sti je analy´za chova´nı´ modulu zobrazena pomocı´
diagramu aktivit.
Obra´zek 7: Diagram prˇı´padu˚ uzˇitı´
6.2.1.1 Diagram prˇı´padu˚ uzˇitı´ Diagram prˇı´padu˚ uzˇitı´ zobrazeny´ na obra´zku 7 popi-
suje obecne´ vlastnosti testovacı´ho ja´dra syste´mu. Je to „Porovna´nı´ vstupu˚ a vy´stupu˚“,
„Vyhodnocenı´ testem“ a „Zı´ska´nı´ seznamu testovacı´ch metod“.
„Porovna´nı´ vstupu˚ a vy´stupu˚“ se skla´da´ ze „Spusˇteˇnı´ porovna´nı´ vstupu˚ a vy´stupu˚“,
ktere´ zahrnuje „Prˇelozˇenı´ zdrojove´ho ko´du“, „Spusˇteˇnı´ prˇelozˇene´ho zdrojove´ho ko´du“ a
„Porovna´nı´ vy´stupu s ocˇeka´vany´m“.
„Vyhodnocenı´ testem“ se skla´da´ ze „Spusˇteˇnı´ vyhodnocenı´ testu“, ktere´ se zahrnuje
„Prˇelozˇenı´ zdrojove´ho ko´du“ a „Prˇelozˇenı´ zdrojove´ho ko´du testu“.
„Zı´ska´nı´ seznamu testovacı´ch metod“ zahrnuje „Zjisˇteˇnı´ seznamu metod testu“.
6.2.1.2 Sce´na´rˇe prˇı´padu˚ uzˇitı´ V na´sledujı´cı´m textu je uvedeno neˇkolik nejdu˚lezˇiteˇj-
sˇı´ch sce´na´rˇu˚ prˇı´padu˚ uzˇitı´ pro tento subsyste´m syste´muMAUS.Zby´vajı´cı´ sce´na´rˇe prˇı´padu˚
uzˇitı´ pak lze najı´t v prˇı´loze C.
UC 4 - Spusˇteˇnı´ porovna´nı´ vstupu˚ a vy´stupu˚
Za´meˇr: Vyhodnocenı´ porovna´nı´ vy´stupu po beˇhu zdrojove´ho ko´du s ocˇeka´vany´m
vy´stupem.
Rozsah: Subsyste´m MAUS
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Syste´m
U´cˇastnı´ci a za´jmy: Syste´m pozˇaduje porovna´nı´ vy´stupu zı´skane´ho spusˇteˇnı´m zdrojo-
ve´ho ko´du a ocˇeka´vane´ho vy´stupu.
Vstupnı´ podmı´nka: Existujı´ vstupnı´ soubory, ocˇeka´vane´ vy´stupnı´ soubory a zdrojovy´
ko´d k vyhodnocenı´.
Minima´lnı´ za´ruky: Syste´m je informova´n o neu´speˇchu prˇekladu zdrojove´ho ko´du
nebo vy´sledcı´ch porovna´nı´.
Za´ruky u´speˇchu: Jsou prˇeda´ny vy´sledky porovna´nı´ vy´stupnı´ch souboru˚.
Spousˇteˇcˇ: Syste´mprˇedal pozˇadavek naprovedenı´ vyhodnocenı´ pomocı´ spusˇteˇnı´ zdro-
jove´ho ko´du.
Hlavnı´ sce´na´rˇ:
1. Syste´m nacˇte zabaleny´ zdrojovy´ ko´d z databa´ze podle Id.
2. Syste´m rozbalı´ zdrojovy´ ko´d do Adresa´rˇe.
3. Syste´m prˇelozˇı´ zdrojovy´ ko´d nacha´zejı´cı´ se v Adresa´rˇi.
4. Syste´m nacˇte z databa´ze seznam vstupnı´ch a vy´stupnı´ch souboru˚, ktere´ odpovı´dajı´
odpoveˇdi studenta.
Kroky 5.-6. se opakujı´ podle pocˇtu vstupnı´ch souboru˚.
5. Syste´m spustı´ prˇelozˇeny´ zdrojovy´ ko´d podle vstupnı´ho souboru.
6. Syste´m porovna´ vy´stupnı´ soubor s ocˇeka´vany´m.
7. Syste´m vra´tı´ vy´sledky vyhodnocenı´.
Rozsˇı´rˇenı´:
1,4a. Databa´ze nenı´ k dispozici.
1,4a1. Syste´m vyhodı´ vy´jimku.
1b. Zabaleny´ zdrojovy´ ko´d nebyl nalezen.
1b1. Syste´m vyhodı´ vy´jimku.
3a. Prˇi prˇekladu se objevily chyby
3a1. Syste´m vra´tı´ seznam chyb prˇi prˇekladu.
5a. Spusˇteˇnı´ prˇelozˇene´ho zdrojove´ho ko´du se nedarˇilo.
5a1. Syste´m vyhodı´ vy´jimku.
6a. Jeden ze souboru˚ nebyl nalezen.
6a1. Syste´m vyhodı´ vy´jimku.
UC 5 - Spusˇteˇnı´ vyhodnocenı´ testem
Za´meˇr: Vyhodnocenı´ zdrojove´ho ko´du za pomocı´ unit testu.
Rozsah: Subsyste´m MAUS
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Syste´m
U´cˇastnı´ci a za´jmy: Syste´m pozˇaduje spusˇteˇnı´ testu a jeho vyhodnocenı´.
Vstupnı´ podmı´nka: Existuje unit test a zdrojovy´ ko´d k vyhodnocenı´.
Minima´lnı´ za´ruky: Syste´m je informova´n o neu´speˇchu prˇekladu zdrojove´ho ko´du
nebo vy´sledcı´ch testu.
Za´ruky u´speˇchu: Jsou prˇeda´ny vy´sledky porovna´nı´ vy´stupnı´ch souboru˚.
Spousˇteˇcˇ: Syste´m prˇedal pozˇadavek na spusˇteˇnı´ testu.
Hlavnı´ sce´na´rˇ:
1. Syste´m nacˇte zabaleny´ zdrojovy´ ko´d z databa´ze podle Id.
2. Syste´m rozbalı´ zdrojovy´ ko´d do Adresa´rˇe.
3. Syste´m prˇelozˇı´ zdrojovy´ ko´d nacha´zejı´cı´ se v Adresa´rˇi.
4. Syste´m nacˇte z databa´ze zabaleny´ zdrojovy´ ko´d testu odpovı´dajı´cı´ odpoveˇdi stu-
denta.
5. Syste´m rozbalı´ zdrojovy´ ko´d testu do Adresa´rˇe2.
6. Syste´m prˇelozˇı´ zdrojovy´ ko´d testu s pomocı´ zdrojove´ho ko´du.
7. Syste´m spustı´ test.
8. Syste´m vyhodnotı´ vy´sledky testu.
9. Syste´m vra´tı´ vy´sledky vyhodnocenı´.
Rozsˇı´rˇenı´:
1,4a. Databa´ze nenı´ k dispozici.
1,4a1. Syste´m vyhodı´ vy´jimku.
1b. Zabaleny´ zdrojovy´ ko´d nebyl nalezen.
1b1. Syste´m vyhodı´ vy´jimku.
3a. Prˇi prˇekladu se objevily chyby.
3a1. Syste´m vra´tı´ seznam chyb prˇi prˇekladu.
4b. Zabaleny´ zdrojovy´ ko´d testu nebyl nalezen.
4b1. Syste´m vyhodı´ vy´jimku.
6a. Nepodarˇilo se prˇelozˇit zdrojovy´ ko´d testu.
6a1. Syste´m vyhodı´ vy´jimku.
UC 6 - Zjisˇteˇnı´ seznamu metod testu
Za´meˇr: Zı´ska´nı´ seznamu metod unit testu.
Rozsah: Subsyste´m MAUS
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Syste´m
U´cˇastnı´ci a za´jmy: Syste´m pozˇaduje zı´ska´nı´ seznamu metod testu pro pozdeˇjsˇı´ ohod-
nocenı´ testu.
Vstupnı´ podmı´nka: V databa´zi je ulozˇen novy´ test.
Minima´lnı´ za´ruky: Syste´m je informova´n o neu´speˇchu prˇekladu zdrojove´ho ko´du
testu nebo seznamu metod, ktere´ obsahuje.
Za´ruky u´speˇchu: Je prˇeda´n seznam metod unit testu.
Spousˇteˇcˇ: Syste´m prˇedal pozˇadavek zı´ska´nı´ metod testu.
Hlavnı´ sce´na´rˇ:
1. Syste´m nacˇte z databa´ze zabaleny´ zdrojovy´ ko´d testu s dany´m Id.
2. Syste´m rozbalı´ zdrojovy´ ko´d testu do Adresa´rˇe.
3. Syste´m prˇelozˇı´ zdrojovy´ ko´d testu.
4. Syste´m pomocı´ reflexe nacˇte seznam metod prˇelozˇene´ho zdrojove´ho ko´du.
5. Syste´m vra´tı´ nacˇteny´ seznam metod testu.
Rozsˇı´rˇenı´:
1a. Databa´ze nenı´ k dispozici.
1a1. Syste´m vyhodı´ vy´jimku.
1b. Zabaleny´ zdrojovy´ ko´d testu nebyl nalezen.
1b1. Syste´m vyhodı´ vy´jimku.
3a. Prˇi prˇekladu se objevily chyby.
3a1. Syste´m vra´tı´ seznam chyb prˇi prˇekladu.
6.2.1.3 Diagram aktivit Tato kapitola ukazuje neˇkolik za´kladnı´ch diagramu˚ aktivit.
Na obra´zku 8 je zna´zorneˇn pru˚beˇh automaticke´ho testu, kdy se porovna´vajı´ vstupy
a vy´stupy. Nejdrˇı´ve se nacˇte zabaleny´ zdrojovy´ ko´d, ktery´ ma´ by´t otestova´n, rozbalı´ se
a prˇelozˇı´. Pokud prˇeklad probeˇhl v porˇa´dku, je tento ko´d spusˇteˇn s pomocı´ vstupnı´ch
souboru˚, cˇı´mzˇ vzniknou vy´stupnı´ soubory, ktere´ jsou na´sledneˇ porovna´ny s ocˇeka´vany´mi
vy´stupy. Existuje-li dalsˇı´ vstupnı´ soubor, docha´zı´ k dalsˇı´mu spusˇteˇnı´, jinak dojde k vy-
hodnocenı´ vy´sledku na za´kladeˇ porovna´nı´ vy´stupnı´ch souboru˚ s ocˇeka´vany´mi. Pokud
prˇeklad neprobeˇhl u´speˇsˇneˇ, pak tato aktivita koncˇı´.
Spusˇteˇnı´ unit testu˚ je zobrazeno na obra´zku 9. Nejdrˇı´ve se nacˇte zabaleny´ zdrojovy´
ko´d, ktery´ ma´ by´t otestova´n. Po te´ se rozbalı´ a prˇelozˇı´. Pokud prˇeklad probeˇhl v porˇa´dku,
pak se nacˇtou a rozbalı´ zdrojove´ ko´dy testu. Do prˇekladu testu se zahrnou i prˇelozˇene´
zdrojove´ ko´dy k otestova´nı´. Po u´speˇsˇne´m prˇelozˇenı´ testu˚, dojde k jejich spusˇteˇnı´ a na´sled-
ne´mu vyhodnocenı´ vy´sledku. Pokud neˇktery´ z prˇekladu˚ nebyl u´speˇsˇny´, pak tato aktivita
koncˇı´.
Obra´zek 8: Diagram aktivit - Porovna´nı´ vstupu a vy´stupu
Obra´zek 9: Diagram aktivit - Spusˇteˇnı´ testu˚
6.2.2 Datova´ analy´za
Datova´ analy´za popisuje databa´zovou vrstvu syste´mu, ktera´ je spolecˇna´ pro vsˇechny cˇa´sti
syste´mu. ER diagram na obra´zku 10 zna´zornˇuje sche´ma cˇa´sti databa´ze, ktera´ je potrˇebna´
pro tentomodul. ERdiagramcele´ databa´ze se nacha´zı´ v prˇı´lozeB.Dalsˇı´ informace ohledneˇ
databa´ze se mu˚zˇete dozveˇdeˇt v diplomove´ pra´ci Bc. Radima Velcˇovske´ho.
Obra´zek 10: Sche´ma databa´ze
6.3 Na´vrh a implementace modulu
Kapitola na´vrh a implementace popisuje, jaky´m zpu˚sobem byl tento modul navrzˇen a
implementova´n a jake´ technologie k tomu byly vyuzˇity.
6.3.1 Pouzˇite´ technologie
V te´to kapitole se nacha´zı´ strucˇny´ popis jednotlivy´ch pouzˇity´ch technologiı´ pro imple-
mentaci modulu.
6.3.1.1 ADO.NET Entity Data Model ADO.NET Entity Data Model je komponenta
.NET Framework verze 3,5. Tato komponenta prˇedstavuje objektoveˇ-relacˇnı´ mapova´nı´,
kdy datovy´ model relacˇnı´ databa´ze je namapova´n na objekty modelu v programovacı´m
jazyce. Prˇi beˇhu aplikace jsou pak pozˇadavky napsane´ na objektech v programovacı´m
jazyce prˇekla´da´ny do SQL prˇı´kazu˚ a posı´la´ny k provedenı´ relacˇnı´ databa´zi. Vy´sledek
dotazu vra´ceny´ relacˇnı´ databa´zi je opeˇt prˇelozˇen do objektu˚, se ktery´mi lze pracovat
v programovacı´m jazyce.Microsoft Visual Studioma´ pro toto objektoveˇ-relacˇnı´mapova´nı´
plnou podporu a umozˇnˇuje tak zjednodusˇenı´ pra´ce programa´torovi, ktery´ mu˚zˇe vyuzˇı´t
graficke´ prostrˇedı´. Toto prostrˇedı´ umozˇnˇuje vytva´rˇet tabulky, atributy a vazby relacˇnı´ho
modelu, ze ktery´ch se pak vytvorˇı´ relacˇnı´ databa´ze, nebo naopak lze vygenerovat objekty
z jizˇ existujı´cı´ relacˇnı´ databa´ze.
6.3.1.2 NUnit NUnit je na´stroj pro testova´nı´ za pomocı´ unit testu, vı´ce informacı´ se
nacha´zı´ v kapitole 5.2.1.
6.3.2 Struktura aplikace
Aplikace je rozdeˇlena do dvou projektu˚, kde kazˇdy´ z nich se stara´ o jinou cˇa´st imple-
mentace. Teˇmito projekty jsou WebService a TestCore. Jejich vztah je videˇt na obra´zku 11.
Obra´zek 11: Sche´ma rozvrzˇenı´ implementace
ProjektWebService obsahuje webovou sluzˇbu, ktera´ komunikuje s jinou cˇa´stı´ syste´mu,
kterou je prezentacˇnı´ vrstva vytvorˇena´ v Javeˇ. Poskytujemetody pro vyhodnocenı´ testem,
porovna´nı´ vstupu˚ a vy´stupu˚ ametodu pro zı´ska´nı´ seznamu testovacı´chmetod, ke ktery´m
majı´ by´t prˇideˇleny body. Sche´ma projektu se nacha´zı´ na obra´zku 12. Trˇı´daMausService ob-
sahuje uvedene´ webove´ sluzˇby. Trˇı´daMausException reprezentuje vy´jimku, ktera´ nastala
v testovacı´m ja´dru.
Obra´zek 12: Sche´ma projektuWebService
Projekt TestCore je implementacı´ testovacı´ho ja´dra. Jeho sche´ma je na obra´zku 13.
Rozhranı´ ITestCore poskytuje metody pro zjisˇteˇnı´ seznamu metod testu, spusˇteˇnı´ vyhod-
nocenı´ testem a spusˇteˇnı´ porovna´nı´ vstupu˚ a vy´stupu˚. Trˇı´da Core implementuje rozhranı´
ITestCore. Trˇı´daMausCodeCompiler se stara´ o prˇeklad zdrojovy´ch ko´du˚. Trˇı´daMausCompi-
leException reprezentuje chyby, ktere´ nastaly prˇi kompilaci zdrojovy´ch ko´du˚. Trˇı´daMaus-
SecurityException reprezentuje porusˇenı´ za´sad zabezpecˇenı´. Trˇı´da ZipUtility se zaby´va´
komprimacı´ a dekomprimacı´ souboru˚. Trˇı´da FileUtility ukla´da´ a nacˇı´ta´ soubory z disku.
Trˇı´da MausResult nese vy´sledek testova´nı´ a obsahuje metodu pro generova´nı´ vy´sledku,
ktery´ je prˇeda´va´n webovou sluzˇbou prezentacˇnı´ vrstveˇ. Struktura TestMethod obsahuje
Obra´zek 13: Sche´ma projektu TestCore
informace o testovane´ metodeˇ. MausDatabaseModel je ADO.NET Entity Data Model, re-
prezentujemodel databa´ze. Trˇı´daMausDatabase slouzˇı´ pro nacˇı´ta´nı´ dat z databa´ze pomocı´
jejı´ho modelu (MausDatabaseModel).
6.3.3 Implementace
Tato kapitola se zaby´va´ implementacı´ neˇktery´ch klı´cˇovy´ch operacı´.
Pru˚beˇh vola´nı´ metody pro porovna´nı´ vstupu˚ a vy´stupu˚ lze videˇt na obra´zku 14.
Podobny´m zpu˚sobem probı´hajı´ i ostatnı´ metody.
Pro spousˇteˇnı´ zdrojove´ho ko´du prˇi porovna´nı´ vstupu˚ a vy´stupu˚ byl pouzˇit proces.
Vla´kna meˇla proble´m s pameˇtı´ a hu˚rˇ se jim nastavovalo prˇesmeˇrova´nı´ vstupu a vy´stupu
a take´ se hu˚rˇ rˇı´dily, byt’ byly rychlejsˇı´. Zpu˚sob spousˇteˇnı´ assembly lze videˇt ve vy´pisu
ko´du 20.
// / <summary>
// / Spusti aplikaci se vstupy a porovna s ocekavanym vystupem
// / </summary>
// / <param name=”assembly”>assembly, ktera ma byt spustena</param>
// / <param name=”input”>cesta k souboru, ktera obsahuje vstupy</param>
// / <param name=”output”>cesta k souboru s ocekavanymi vystupy</param>
// / <returns>true pokud vystup aplikace odpovida ocekavanemu vystupu</returns>
private bool IOTest(Assembly assembly, string input, string output) {
Obra´zek 14: Sekvecˇnı´ diagram pro porovna´nı´ vstupu˚ a vy´stupu˚
string outputfile = input .Substring(0, input .LastIndexOf(’ ’) ) + ” output. txt ” ;
StringWriter sw = new StringWriter();
FileStream fs = new FileStream(input, FileMode.Open);
StreamReader sr = new StreamReader(fs);
Process pr = new Process();
pr. StartInfo .FileName = assembly.Location;
pr. StartInfo .RedirectStandardInput = true;
pr. StartInfo .RedirectStandardOutput = true;
pr. StartInfo .RedirectStandardError = true;
pr. StartInfo .UseShellExecute = false;
pr. StartInfo .ErrorDialog = false;
pr. Start () ;
pr.StandardInput.Write(sr.ReadToEnd());
pr.WaitForExit(( int )TimeSpan.FromMinutes(limit).TotalMilliseconds);
if (! pr.HasExited) {
pr. Kill () ;
throw new MausSecurityException(”Beh procesu musel byt ukoncen. Bud doslo ke
smycce, nebo byly poruseny zasady bezpecnosti.”);
}
sw.Write(pr.StandardOutput.ReadToEnd());
using (FileStream f = new FileStream(outputfile, FileMode.Create, FileAccess.Write)) {
using (StreamWriter s˜= new StreamWriter(f)) {
s.Write(sw.GetStringBuilder().ToString() ) ;
}
}
return CompareFiles(outputfile, output) ;
}
Vy´pis 20: Spusˇteˇnı´ zdrojove´ho ko´du v procesu
V dalsˇı´m vy´pisu ko´du 21 je uka´za´n zpu˚sob porovna´nı´ vy´stupnı´ho souboru s ocˇe-
ka´vany´m vy´stupem. Porovna´va´nı´ se prova´dı´ tak, zˇe se kontroluje, zda vy´stupnı´ soubor
obsahuje vsˇe, co je v ocˇeka´vane´m souboru. Tento zpu˚sob byl zvolen z toho du˚vodu,
zˇe prˇi psanı´ ko´du studenti cˇasto zapisujı´ do vy´stupu instrukce k zada´va´nı´ u´daju˚ z kla´-
vesnice a takovy´ vy´stupnı´ soubor by pak neodpovı´dal ocˇeka´vane´mu vy´stupu, byt’ by
implementovane´ rˇesˇenı´ bylo spra´vne´.
// / <summary>
// / Porovna dva soubory a to tak, ze ve vytvoreny hleda to, co je ve spravnem.
// / </summary>
// / <param name=”vytvoreny”>cesta k vytvorenemu souboru</param>
// / <param name=”spravny”>cesta k spravnemu souboru</param>
// / <returns>true pokud ve vytvorenem nalezl vse, co je ve spravnem</returns>
private bool CompareFiles(string vytvoreny, string spravny) {
using (StreamReader srVytvoreny = new StreamReader(vytvoreny)) {
using (StreamReader srSpravny = new StreamReader(spravny)) {
string lineSpravny = ”” ;
while ((lineSpravny = srSpravny.ReadLine()) != null) {
string lineVytvoreny = ” ” ;
while ((lineVytvoreny = srVytvoreny.ReadLine()) != null) {
if (lineVytvoreny.Contains(lineSpravny)) {
break;
}
}
if (srVytvoreny.EndOfStream && !srSpravny.EndOfStream) {
return false;
}
}
if (srSpravny.EndOfStream) {
return true;
} else {
return false;
}
}
}
}
Vy´pis 21: Porovna´nı´ vy´stupnı´ho souboru s ocˇeka´vany´m vy´stupem
Du˚lezˇitou cˇa´stı´ tohoto modulu je i prˇeklad zdrojove´ho ko´du. Metoda, ktera´ ma´ tento
prˇeklad na starosti, se nacha´zı´ ve vy´pisu 22. Nejprve se nastavı´ parametry pro prˇeklad,
ktere´ byly zı´ska´ny jizˇ drˇı´ve, a pak se provede samotny´ prˇeklad. Nakonec se zkontroluje,
zda byl prˇeklad proveden bez chyb. Pokud se objevily chyby, tak je vygenerova´na vy´jimka
se seznamem chyb.
// / <summary>
// / Prelozi zdrojovy kod
// / </summary>
// / <param name=”name”>assembly name</param>
// / <param name=”reference”>cesty k souborum potrebnym k prekladu</param>
// / <param name=”output”>typ vystupu (spustitelny, knihovna,...)</param>
// / <param name=”sourceCode”>cesty k souborum, ktere se budou prekladat</param>
private void Compile(string name, List<string> reference, string output, List<string>
sourceCode) {
Dictionary<string, string> providerOptions = new Dictionary<string, string>();
providerOptions.Add(”CompilerVersion”, ”v3.5”);
CodeDomProvider com = new CSharpCodeProvider(providerOptions);
CompilerParameters par = new CompilerParameters(reference.ToArray<string>());
switch (output) {
case ”Exe”: {
par.CompilerOptions = ”/t:exe”;
par.GenerateExecutable = true;
par.OutputAssembly = temp + name + ”.exe”;
break;
}
case ”WinExe”: {
par.CompilerOptions = ”/t:winexe”;
par.GenerateExecutable = true;
par.OutputAssembly = temp + name + ”.exe”;
break;
}
case ”Library” : {
par.CompilerOptions = ”/t: library ” ;
par.OutputAssembly = temp + name + ”.dll”;
break;
}
case ”Module”: {
par.CompilerOptions = ”/t:module”;
par.OutputAssembly = temp + name + ”.netmodule”;
break;
}
}
par.TempFiles.KeepFiles = false;
par.GenerateInMemory = false;
par.IncludeDebugInformation=true;
CompilerResults res = null;
try {
res = com.CompileAssemblyFromFile(par, sourceCode.ToArray<string>());
} catch (FileNotFoundException fnfe) {
throw new MausCompileException(string.Format(”Soubor {0} nebyl nalezen!”,fnfe.
FileName),fnfe);
}
if (res.Errors.HasErrors) {
StringBuilder sb = new StringBuilder();
sb.AppendLine(”Chyby pri prekladu:”);
foreach (CompilerError er in res.Errors) {
int index = er.FileName.LastIndexOf(’\\’) + 1;
sb.AppendLine(string.Format(”{0}: {1} v souboru {2} na radku {3}”,
er.ErrorNumber, er.ErrorText,
er.FileName.Substring(index, er.FileName.Length − index),
er.Line)) ;
}
throw new MausCompileException(sb.ToString());
}
if (par.GenerateExecutable == true) executableAssembly= res.CompiledAssembly;
assemlies.Add(res.CompiledAssembly);
otherFiles .Add(res.PathToAssembly.Substring(0, res.PathToAssembly.Length − 3) + ”pdb”);
}
Vy´pis 22: Prˇeklad zdrojove´ho ko´du
Zpu˚sob nacˇı´ta´nı´ informacı´ o projektu lze videˇt ve vy´pisu ko´du 23. Toto nacˇı´ta´nı´
probı´ha´ ze souboru s prˇı´ponou .csproj, ve ktere´m jsou tyto informace ulozˇeny. K prˇekladu
je potrˇeba veˇdeˇt na´zev assembly, reference, na ktere´ se assembly odkazuje, vy´stupnı´ typ
assembly, seznam souboru˚, ktere´ se budou prˇekla´dat, ostatnı´ reference na projekty, ktere´
je trˇeba prˇelozˇit, a ostatnı´ obsah, ktery´ je potrˇeba pro spusˇteˇnı´ prˇelozˇene´ assembly.
// / <summary>
// / Precte soubor ∗.csproj a podle jeho obsahu prelozi projekt a jeho zavislosti .
// / </summary>
// / <param name=”fi”>soubor podle ktereho se ma prekladat</param>
// / <param name=”fis”>seznam ostatnich souboru ∗.csproj, ktere mohou slouzit po preklad
zavislosti</param>
private void ReadFile(FileInfo fi , List<FileInfo> fis , string filePath ) {
string name = ””;
List<string> reference = new List<string>();
string output = ” ” ;
List<string> code = new List<string>();
using (XmlTextReader reader = new XmlTextReader(fi.FullName)) {
int index = fi .FullName.LastIndexOf(’\\’);
string path = fi .FullName.Substring(0, index+1);
while (reader.Read()) {
if (reader.NodeType == XmlNodeType.Element) {
switch (reader.Name) {
case ”AssemblyName”: name = reader.ReadElementContentAsString(); break
;
case ”Reference”: {
// vlozi referenci do seznamu a zkopiruje potrebne soubory
ReadReference(filePath, reference, reader, path);
break;
}
case ”OutputType”: output = reader.ReadElementContentAsString(); break;
case ”Compile”: code.Add(path + reader.GetAttribute(”Include”)); break;
case ”ProjectReference”: {
while (reader.Name != ”Name”) {
reader.Read();
}
string project = reader.ReadElementContentAsString();
reference.Add(temp + project + ”. dll ” ) ;
if (! assemlies.Any(a=>a.Location==temp + project + ”.dll”)) {
FileInfo f = fis . First ( file => file .Name == project + ”.csproj”) ;
fis .Remove(f);
ReadFile(f, fis , ” ” ) ;
}
break;
}
case ”Content”: {
string s˜= reader.GetAttribute( ”Include”) ;
if (! File .Exists(s)) {
try {
File .Copy(path + s, ”.\\” + s) ;
otherFiles .Add(”.\\” + s) ;
} catch (DirectoryNotFoundException) {
Directory .CreateDirectory(s.Substring(0,s.LastIndexOf(’\\’) ) ) ;
File .Copy(path + s, ”.\\” + s) ;
otherFiles .Add(”.\\” + s) ;
}
}
break;
}
}
}
}
}
Compile(name, reference, output, code);
}
Vy´pis 23: Nacˇtenı´ informacı´ pro prˇeklad
Webova´ sluzˇba vracı´ pro metody vyhodnocenı´ testem a porovna´nı´ vstupu a vy´stupu
vy´sledek ve formeˇ string, ktery´ obsahuje za´pis XML souboru podobny´ jako ve vy´pisu
ko´du 24. Toto XML obsahuje informace o testu, ktery´mi jsou datum a cˇas provedenı´ testu,
na´zev projektu a testovane´ trˇı´dy, login studenta, ktere´mu patrˇı´ rˇesˇenı´, pocˇet testu˚ a doba,
po kterou testy beˇzˇely. Da´le pak obsahuje seznam metod a k nim prˇı´slusˇnou u´speˇsˇnost
provedenı´ testu. Strukturu tohoto XML navrhl Bc. Radim Velcˇovsky´.
<?xml version=”1.0” encoding=”UTF−8”?>
<testclasses date=”27.4.2009 22:31:47” login=”vym017” projectname=”Palindroms”>
<testclass name=”PalindromyTest” testcount=”3” runtime=”0.070”>
<testmethod name=”PalindromyTest.Program.GetPalindromTest” passed=”True” runtime=”
0.040” />
<testmethod name=”PalindromyTest.Program.IsPalindromTest” passed=”True” runtime=”0.000”
/>
<testmethod name=”PalindromyTest.Program.ReverseTest” passed=”True” runtime=”0.000” />
</testclass>
</testclasses>
Vy´pis 24: XML soubor obsahujı´cı´ vy´sledek testu
Prometodu zı´ska´nı´ testovacı´ch metod vracı´ webova´ sluzˇba pole string, ktere´ obsahuje
jednotlive´ na´zvy testovacı´ch metod.
6.4 Prakticke´ zkusˇenosti
Pro vyzkousˇenı´ tohoto modulu byly vyuzˇity starsˇı´ projekty studentu˚ z prˇedmeˇtu Progra-
mova´nı´ v C#, ktere´ poslouzˇily, jak pro otestova´nı´ prˇekladu, tak i pro otestova´nı´ funkcˇnosti
obou typu˚ testu˚.
Prˇi vkla´da´nı´ projektu˚ do databa´ze byl u´speˇsˇneˇ otestova´n prˇeklad ko´du. Kdy modul
je schopen prˇelozˇit jaky´koliv rˇı´zeny´ ko´d, ktery´ obsahuje vsˇechny potrˇebne´ knihovny.
Tyto knihovny by meˇly by´t soucˇa´stı´ projektu. Mezi vkla´dany´mi projekty bylo i neˇkolik
projektu˚ vytvorˇeny´ch v Mono, tyto projekty byly take´ u´speˇsˇneˇ prˇelozˇeny. Proble´m prˇi
prˇekladu mu˚zˇe nastat pouze tehdy, pokud projekt obsahuje neˇjakou chybu, chybı´ po-
trˇebna´ knihovna, nebo v prˇı´padeˇ, kdy projekt obsahuje nerˇı´zeny´ ko´d. Nerˇı´zeny´ ko´d je
vsˇeobecneˇ povazˇova´n za nebezpecˇny´ a tudı´zˇ nebude tı´mto modulem podporova´n.
Dalsˇı´ testovanou vlastnostı´ modulu bylo porovna´nı´ vstupu˚ a vy´stupu˚. Prˇi teˇchto
testech mu˚zˇe nastat proble´m, pokud se v ko´du vyskytne prˇı´kaz Console.ReadKey(), ktery´
ocˇeka´va´ nacˇtenı´ znaku z kla´vesnice, zatı´mco prˇi tomto testu se nacˇı´ta´ ze souboru. Tento
prˇı´pad tak koncˇı´ vy´jimkou. Ovsˇem to nenı´ azˇ zas tak velky´ proble´m, protozˇe mı´sto tohoto
prˇı´kazu lze vyuzˇı´t prˇı´kaz Console.ReadLine(), ktery´ ma´ podobny´ u´cˇinek a pro zdrzˇenı´
ukoncˇenı´ programu se pouzˇı´va´ cˇasteˇji. Je tedy nutne´ pouze upozornit studenty, aby
pouzˇı´vali vy´hradneˇ prˇı´kaz Console.ReadLine().
Prˇi vyhodnocenı´ unit testem je zapotrˇebı´, aby projekt meˇl pozˇadovanou strukturu,
jinak nastane proble´m jizˇ v dobeˇ prˇekladu testu, ktery´ s touto strukturou pocˇı´ta´. Sˇpatna´
struktura projektu tedy skoncˇı´ chybou prˇi prˇekladu.
Rovneˇzˇ bylo otestova´no navrzˇene´ zabezpecˇenı´. Toto zabezpecˇenı´ bylo testova´no prˇi
porovna´nı´ vstupu˚ a vy´stupu˚, ktere´ je nejkriticˇteˇjsˇı´ z hlediska zabezpecˇenı´, jelikozˇ se zde
spousˇtı´ naprosto nezna´my´ ko´d implementovany´ neˇjaky´m studentem. Pro tento test byl
vybra´n jeden z nejtypicˇteˇjsˇı´ch prˇı´padu˚, kdy docha´zı´ k porusˇenı´ za´sad zabezpecˇenı´. Tı´mto
prˇı´padem je, zˇe studenti uva´deˇjı´ pevnou cestu k souboru, a tak by se mohli pokousˇet
cˇı´st nebo zapisovat na disk do mı´st, kde k tomu nemajı´ prˇı´stup. Zdrojovy´ ko´d pouzˇity´
pro tento test lze videˇt ve vy´pisu ko´du 25. Tento ko´d se pokousˇı´ zapsat soubor prˇı´mo
na disk C:\, ale opra´vneˇnı´ pro za´pis je povoleno pouze do adresa´rˇe TEMP. Tento pokus,
stejneˇ jako jine´ pokusy o porusˇenı´ zabezpecˇenı´, skoncˇı´ tak, zˇe proces, ve ktere´m je tento
ko´d spusˇteˇn skoncˇı´ bezpecˇnostnı´ vy´jimkou. Tato bezpecˇnostnı´ vy´jimka je zapsa´na do
protokolu uda´lostı´ a proces je po cˇasove´m limitu ukoncˇen. V tomto prˇı´padeˇ je pak da´le
tato chyba delegova´na prˇes webovou sluzˇbu uzˇivatelske´mu rozhranı´.
public class Class1 {
public static void Main(string[] args){
using (FileStream fs = new FileStream(@”C:\soubor.txt”, FileMode.Create)) {
using (StreamWriter sw = new StreamWriter(fs)) {
sw.WriteLine(”Byl jsem tady. Fantomas”);
sw.Close();
}
fs .Close();
}
}
}
Vy´pis 25: Zdrojovy´ ko´d porusˇujı´cı´ za´sady zabezpecˇenı´ pro syste´m MAUS
7 Za´veˇr
V ra´mci te´to pra´ce byl shrnut zpu˚sob zabezpecˇenı´ platformy .NET a to hlavneˇ z hlediska
prˇı´stupu ke ko´du.
Za´rovenˇ byl navrzˇen a implementova´n modul pro spousˇteˇnı´ dvou typu˚ testu˚ v jazyce
C# a take´ zpu˚sob zabezpecˇenı´ tohoto modulu. Tento modul byl zahrnut do podobne´ho
syste´mu implementovane´ho v jazyce Java obsahujı´cı´ho uzˇivatelske´ rozhranı´. Tyto cˇa´sti
pak spolu komunikujı´ za pomoci webovy´ch sluzˇeb.
Pra´ce se da´le veˇnovala porovna´nı´ dvou hlavnı´ch na´stroju˚ pro unit testova´nı´, ktery´mi
jsou NUnit a Team Test. Pro u´cˇel te´to pra´ce byl vybra´n NUnit.
Tento modul byl prakticky otestova´n na starsˇı´ch projektech studentu˚ z prˇedmeˇtu
Programova´nı´ v C# a bylo prˇitom objeveno neˇkolik proble´mu˚. Tyto proble´my vsˇak nejsou
nikterak za´vazˇne´ a lze je rˇesˇit upozorneˇnı´m studentu˚. V budoucnu se da´ tento modul
rozsˇı´rˇit o testova´nı´ projektu˚ v dalsˇı´ch jazycı´ch na platformeˇ .NET.
Milada Pı´sˇova´
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A Obsah CD
Adresa´rˇ Popis
/src Zdrojove´ soubory modulu
/doc Text diplomove´ pra´ce
B Diagramy
Diagram uvedeny´ v te´to sekci je u´plny´m sche´matem databa´ze pro syste´m MAUS.
Obra´zek 15: Sche´ma databa´ze syste´mu MAUS
C Sce´na´rˇe prˇı´padu˚ uzˇitı´
UC 1 - Porovna´nı´ vstupu˚ a vy´stupu˚
Za´meˇr: Vyhodnocenı´ odpoveˇdi studenta za pomocı´ jeho spusˇteˇnı´ a porovna´nı´ vy´-
stupu˚ s ocˇeka´vany´mi.
Rozsah: Syste´m Maus
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Maus
U´cˇastnı´ci a za´jmy: Maus pozˇaduje vyhodnocenı´ odpoveˇdi studenta
Vstupnı´ podmı´nka: Existuje nevyhodnocena´ odpoveˇd’ studenta.
Minima´lnı´ za´ruky: Maus je vzˇdy informova´n o vyhodnocenı´ odpoveˇdi studenta nebo
chybeˇ.
Za´ruky u´speˇchu: Jsou prˇeda´ny vy´sledky vyhodnocenı´.
Spousˇteˇcˇ: Maus prˇedal pozˇadavek na vyhodnocenı´ odpoveˇdi studenta.
Hlavnı´ sce´na´rˇ:
1. Syste´m prˇijme Id odpoveˇdi studenta, ktera´ ma´ by´t vyhodnocena.
2. Syste´m spustı´ porovna´nı´ vstupu˚ a vy´stupu˚ a prˇeda´ Id syste´mu.
3. Syste´m prˇeda´ vy´sledky Maus.
Rozsˇı´rˇenı´:
2a. Spusˇteˇnı´ porovna´nı´ vstupu˚ a vy´stupu˚ selhalo.
2a1. Syste´m prˇeda´ zpra´vu o chybeˇ Maus
UC 2 - Vyhodnocenı´ testem
Za´meˇr: Vyhodnocenı´ odpoveˇdi studenta s pomocı´ unit testu.
Rozsah: Syste´m Maus
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Maus
U´cˇastnı´ci a za´jmy: Maus pozˇaduje vyhodnocenı´ odpoveˇdi studenta
Vstupnı´ podmı´nka: Existuje nevyhodnocena´ odpoveˇd’ studenta.
Minima´lnı´ za´ruky: Maus je vzˇdy informova´n o vyhodnocenı´ odpoveˇdi studenta nebo
chybeˇ.
Za´ruky u´speˇchu: Jsou prˇeda´ny vy´sledky vyhodnocenı´ testem.
Spousˇteˇcˇ: Maus prˇedal pozˇadavek na vyhodnocenı´ odpoveˇdi studenta testem.
Hlavnı´ sce´na´rˇ:
1. Syste´m prˇijme Id odpoveˇdi studenta, ktera´ ma´ by´t vyhodnocena testem.
2. Syste´m spustı´ vyhodnocenı´ testu a prˇeda´ Id syste´mu.
3. Syste´m prˇeda´ vy´sledky Maus.
Rozsˇı´rˇenı´:
2a. Spusˇteˇnı´ testu selhalo.
2a1. Syste´m prˇeda´ zpra´vu o chybeˇ Maus
UC 3 - Zı´ska´nı´ seznamu testovacı´ch metod
Za´meˇr: Zjisˇteˇnı´, ktere´ testovacı´ metody obsahuje unit test.
Rozsah: Syste´m Maus
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Maus
U´cˇastnı´ci a za´jmy:Mauspozˇaduje zjisˇteˇnı´, ktere´ testovacı´metody jsouobsazˇenyv testu
pro jejich ohodnocenı´ pro pozdeˇjsˇı´ hodnocenı´ vy´sledku˚ testu.
Vstupnı´ podmı´nka: Do databa´ze byl vlozˇen novy´ test.
Minima´lnı´ za´ruky: Maus je informova´n o chybeˇ, nebo dostane seznam metod.
Za´ruky u´speˇchu: Je prˇeda´n seznam testovacı´ch metod unit testu.
Spousˇteˇcˇ: Maus prˇedal pozˇadavek na zjisˇteˇnı´ metod nove´ho testu.
Hlavnı´ sce´na´rˇ:
1. Syste´m prˇijme Id testu, u ktere´ho je potrˇeba zjistit seznam metod.
2. Syste´m zı´ska´ seznam metod testu a prˇeda´ Id syste´mu.
3. Syste´m prˇeda´ seznam metod testu Maus.
Rozsˇı´rˇenı´:
2a. Zı´ska´nı´ seznamu metod selhalo.
2a1. Syste´m prˇeda´ zpra´vu o chybeˇ Maus.
UC 7 - Prˇelozˇenı´ zdrojove´ho ko´du
Za´meˇr: Prˇelozˇenı´ zdrojove´ho ko´du.
Rozsah: Subsyste´m Maus
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Syste´m
U´cˇastnı´ci a za´jmy: Syste´m pozˇaduje prˇelozˇenı´ zdrojove´ho ko´du.
Prˇi neu´speˇchu prˇekladu syste´m pozˇaduje seznam chyb.
Vstupnı´ podmı´nka: Zdrojovy´ ko´d, ktery´ ma´ by´t prˇelozˇen se nacha´zı´ v Adresa´rˇi
Minima´lnı´ za´ruky: Syste´m je vzˇdy informova´n o u´speˇchu cˇi neu´speˇchu prˇekladu.
Za´ruky u´speˇchu: Zdrojovy´ ko´d je prˇelozˇen.
Spousˇteˇcˇ: Syste´m pozˇadoval prˇeklad zdrojove´ho ko´du.
Hlavnı´ sce´na´rˇ:
1. Syste´m nacˇte z Adresa´rˇe soubory s informacemi o projektu.
Kroky 2.-4. se opakujı´ podle pocˇtu souboru˚ s informacemi o projektu.
2. Syste´m nacˇte ze souboru obsahujı´cı´ho informace o projektu seznam zdrojovy´ch
souboru˚, seznam referencı´ a na´zev assembly a typ assembly.
3. Syste´m nastavı´ parametry pro prˇeklad za pomocı´ seznamu zdrojovy´ch ko´du˚, se-
znamu referencı´ a na´zvu assembly a typ assembly.
4. Syste´m prˇelozˇı´ zdrojovy´ ko´d podle parametru˚ nastavenı´.
5. Syste´m vra´tı´ prˇelozˇeny´ zdrojovy´ ko´d.
Rozsˇı´rˇenı´:
2a. Reference je odkaz na neprˇelozˇeny´ ko´d.
2a1. Provede se prˇeklad neprˇelozˇene´ho ko´du.
2a2. Sce´na´rˇ pokracˇuje krokem 3.
4a. Prˇi prˇekladu se vyskytly chyby.
4a1. Syste´m vyhodı´ vy´jimku.
UC 8 - Spusˇteˇnı´ prˇelozˇene´ho zdrojove´ho ko´du
Za´meˇr: Spusˇteˇnı´ prˇelozˇene´ho zdrojove´ho ko´du.
Rozsah: Subsyste´m Maus
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Syste´m
U´cˇastnı´ci a za´jmy: Syste´m pozˇaduje spusˇteˇnı´ prˇelozˇene´ho zdrojove´ho ko´du.
Syste´m pozˇaduje, pokud spusˇteˇny´ zdrojovy´ ko´d beˇzˇı´ moc dlouho,
jeho ukoncˇenı´.
Syste´m pozˇaduje prˇesmeˇrova´nı´ vstupu˚ a vy´stupu˚ z/do souboru.
Vstupnı´ podmı´nka: Zdrojovy´ ko´d je prˇelozˇen.
Existuje vstupnı´ soubor.
Minima´lnı´ za´ruky: Zdrojovy´ ko´d je spusˇteˇn.
Za´ruky u´speˇchu: Existuje vy´stupnı´ soubor.
Spousˇteˇcˇ: Syste´m pozˇadoval spusˇteˇnı´ prˇelozˇene´ho zdrojove´ho ko´du.
Hlavnı´ sce´na´rˇ:
1. Syste´m vytvorˇı´ proces z prˇelozˇene´ho zdrojove´ho ko´du.
2. Syste´m nastavı´ procesu jako vstup vstupnı´ soubor.
3. Syste´m nastavı´ procesu vy´stup do pameˇti.
4. Syste´m spustı´ proces.
5. Syste´m pocˇka´ urcˇity´ cˇasovy´ limit, azˇ proces skoncˇı´.
6. Syste´m ulozˇı´ vy´stup do souboru.
Rozsˇı´rˇenı´:
5a. Proces nebyl ukoncˇen.
5a1. Syste´m ukoncˇı´ proces.
5a2. Sce´na´rˇ pokracˇuje bodem 6.
UC 9 - Porovna´nı´ vy´stupu s ocˇeka´vany´m
Za´meˇr: Porovna´nı´ vy´stupnı´ho souboru po spusˇteˇnı´ zdrojove´ho ko´du s ocˇeka´vany´m
vy´stupem.
Rozsah: Subsyste´m Maus
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Syste´m
U´cˇastnı´ci a za´jmy: Syste´m pozˇaduje porovna´nı´ dvou souboru˚.
Vstupnı´ podmı´nka: Existuje vy´stupnı´ soubor po spusˇteˇnı´ zdrojove´ho ko´du.
Existuje ocˇeka´vany´ vy´stup programu.
Minima´lnı´ za´ruky: Syste´m prˇecˇte ocˇeka´vany´ vy´stup.
Za´ruky u´speˇchu: Je prˇeda´n vy´sledek porovna´nı´.
Spousˇteˇcˇ: Syste´m pozˇadoval porovna´nı´ souboru˚.
Hlavnı´ sce´na´rˇ:
1. Syste´m otevrˇe oba soubory pro cˇtenı´.
Kroky 2.-4. se opakujı´ dokud se nedosa´hne konce souboru s ocˇeka´vany´m vy´stupem.
2. Syste´m prˇecˇte rˇa´dek ze souboru s ocˇeka´vany´m vy´stupem a ulozˇı´ ho jako Spravny
Kroky 3.-4. se opakujı´ dokud se Spravny a Vytvoreny nerovnajı´, nebo cˇtenı´ nedo-
sa´hne konce souboru.
3. Syste´m nacˇte rˇa´dek ze souboru s vy´stupem pro spusˇteˇnı´ zdrojove´ho ko´du a ulozˇı´
ho jako Vytvoreny
4. Syste´m porovna´ Spravny a Vytvoreny
5. Syste´m vra´tı´ vy´sledky porovna´nı´.
UC 10 - Prˇelozˇenı´ zdrojove´ho ko´du testu
Za´meˇr: Prˇelozˇenı´ zdrojove´ho ko´du.
Rozsah: Subsyste´m Maus
U´rovenˇ: podfunkce
Prima´rnı´ aktor: Syste´m
U´cˇastnı´ci a za´jmy: Syste´m pozˇaduje prˇelozˇenı´ zdrojove´ho ko´du testu.
Prˇi neu´speˇchu prˇekladu syste´m pozˇaduje seznam chyb.
Vstupnı´ podmı´nka: Zdrojovy´ ko´d testu, ktery´ ma´ by´t prˇelozˇen se nacha´zı´ v Adresa´rˇi2
Minima´lnı´ za´ruky: Syste´m je vzˇdy informova´n o u´speˇchu cˇi neu´speˇchu prˇekladu.
Za´ruky u´speˇchu: Zdrojovy´ ko´d testu je prˇelozˇen.
Spousˇteˇcˇ: Syste´m pozˇadoval prˇeklad zdrojove´ho ko´du testu.
Hlavnı´ sce´na´rˇ:
1. Syste´m nacˇte z Adresa´rˇe2 soubor s informacı´ o projektu testu.
2. Syste´mnacˇte ze souboruobsahujı´cı´ho informaceoprojektu testu seznamzdrojovy´ch
souboru˚, seznam referencı´ a na´zev assembly a typ assembly.
3. Syste´m upravı´ referenci na testovanou assembly na aktua´lnı´ zdrojovy´ ko´d.
4. Syste´m nastavı´ parametry pro prˇeklad za pomocı´ seznamu zdrojovy´ch ko´du˚, se-
znamu referencı´ a na´zvu assembly a typ assembly.
5. Syste´m prˇelozˇı´ zdrojovy´ ko´d testu podle parametru˚ nastavenı´.
6. Syste´m vra´tı´ prˇelozˇeny´ zdrojovy´ ko´d testu.
Rozsˇı´rˇenı´:
5a. Prˇi prˇekladu se vyskytly chyby.
5a1. Syste´m vyhodı´ vy´jimku.
