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Tato bakalářská práce analyzuje dosavadńı informačńı systém NLPIS a jeho součásti. Obsa-
huje návrh a implementaci, která rozšǐruje dosavadńı možnosti systému NLPIS a upravuje
jeho součásti. Zaměřuje se přitom na správu úkol̊u a na propojeńı systému NLPIS s Medi-
aWiki. Součást́ı řešeńı je i rozbor nově přidaných tř́ıd.
Abstract
This bachelor thesis analyzes the current information system NLPIS and its components. It
include design and implementation that extends the capabilities of existing system NLPIS
and adjusts its components. It aims to manage tasks and to link the system NLPIS with
MediaWiki. The solution includes an analysis of the newly added classes.
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5.1 Automatické generováńı wiki stránek z e-mail̊u a IS . . . . . . . . . . . . . 23
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Ćılem této práce bylo implementovat správu úkol̊u do informačńıho systému NLPIS a do pro-
jekt̊u k němu přidružených. Hlavńım přidruženým projektem je diplomová práce pána Ing.
Aleše Vavř́ınka s názvem Automatické generováńı wiki stránek z e-mail̊u a IS [22], kterou
bylo potřeba upravit a doplnit o novou implementaci úkol̊u. K úpravě správy úkol̊u patř́ı
také přidáńı automatické kontroly úkol̊u pro nové studenty, které se nacháźı na stránce
MediaWiki.
Požadavky kladené na implementaci jsou uvedeny v kapitole č. 2. Ta je rozdělena na pod-
kapitoly, které se podrobněji zabývaj́ı požadavky kladenými na bakalářskou práci.
Po provedeńı analýzy byly vybrány technologie, které budou použity pro implementaci.
Tyto technologie jsou popsány v kapitole č. 3.
Implementaci předcházel detailńı návrh řešeńı, který obsahuje přehled změn, které bylo
třeba provést, a návrh nových tř́ıd. Návrh řešeńı je popsán v kapitole č. 4.
Popis implementačńı části je uveden v kapitole č. 5. Ta je rozdělena na podkapitoly,
které jsou určeny jednotlivým částem bakalářské práce. V této kapitole jsou také uvedeny
problémy, které byly v pr̊uběhu implementace objeveny.
Po dokončeńı implementace došlo k testováńı, které je popsáno v kapitole č. 6.
Na závěr jsou v kapitole č. 7 shrnuty provedené změny v systému NLPIS a jeho součás-
tech. Dále je v této kapitole rozepsáno možné daľśı využit́ı tř́ıd pro správu úkol̊u.





Tuto bakalářskou práci je možné rozdělit na tři části, které jsou relativně málo provázané.
Po definici vhodných rozhrańı bude možné tyto části navrhnout a implementovat jednotlivě
a následně integrovat do existuj́ıćıho systému.
Prvńı část bakalářské práce bude úvodńı, na které si vyzkouš́ım práci se základy systému
MediaWiki a systému NLPIS. V této části se budu zabývat úpravou diplomové práce Ing.
Aleše Vavř́ınka, která nese název Automatické generováńı wiki stránek z e-mail̊u a IS.
Druhá část bakalářské práce je vytvořit správu úkol̊u v informačńım systému NLPIS,
která bude umožňovat zaznamenávat historii stav̊u úkol̊u a historii změn úkol̊u.
Závěrečnou část́ı bakalářské práce je vytvořit skript, který bude zpracovávat a kontro-
lovat stránku v MediaWiki, na které se přihlašuj́ı studenti k vypsaným úkol̊um.
2.1 Automatické generováńı wiki stránek z e-mail̊u a IS
Úkolem je změnit kód hotové diplomové práce Ing. Aleše Vavř́ınka. Nedostatkem této di-
plomové práce je, že se generuje hlavička vždy pro všechny projekty a všechny skupiny
v systému. Tedy uživatel si nemůže libovolně upravit vygenerovanou wiki stránku dle svého
uvážeńı, aniž by mu jeho část, kterou editoval, nebyla přemazána či přesunuta. V této gene-
rované hlavičce jsou vypsány základńı údaje o projektech a skupinách jako je název, vedoućı
apod.
Je kladen požadavek, aby bylo možné vyb́ırat projekty a skupiny, ke kterým se bude
automaticky generovat hlavička na stránkách MediaWiki. Jelikož se na stránce může vysky-
tovat v́ıce projekt̊u, tak pro snadněǰśı aplikaci pravidel, které z projekt̊u se nemaj́ı generovat
automaticky, existuj́ı dva zp̊usoby, jak zamezit, aby systém projektu automaticky generoval
svoji hlavičku do MediaWiki stránky.
Prvńım zp̊usobem je zabráněńı generováńı specifického projektu, ale tento zp̊usob je ne-
vyhovuj́ıćı, pokud se na jedné wiki stránce nacháźı v́ıce projekt̊u a chceme, aby stránka ne-
byla automaticky modifikována. Druhý zp̊usob je tedy zamezeńı automatického generováńı
wiki stránky pro zadanou stránku, která je definována pomoćı URL adresy. Pro zamezeńı
generováńı specifické skupiny lze použ́ıt obě metody, protože na jedné MediaWiki stránce
se smı́ vyskytovat pouze jedna skupina.
Výběr projekt̊u a skupin, které nemaj́ı být vygenerovány, se může provádět bud’ př́ımo
v systému MediaWiki, a nebo v informačńım systému NLPIS. Pro systém MediaWiki je tedy
nutné vytvořit označeńı, které se vlož́ı k projektu nebo skupině, a t́ımto bude projekt nebo
skupina označena, že se nemá generovat.
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2.2 Správa úkol̊u v systému NLPIS
Při zpracováńı této části bakalářské práce je zapotřeb́ı nastudovat informačńı systém NLPIS.
Jelikož v tomto informačńım systému jsou úkoly k projekt̊um zadány pouze pomoćı texto-
vého pole, neńı možné nijak kontrolovat termı́ny a mı́ru splněńı jednotlivých úkol̊u řešitel̊u.
Vedoućı projektu tedy nemá představu, na kolik procent jsou jednotlivé úkoly projektu
splněny a jestli řešitel daný úkol vlastně řeš́ı.
Ćılem je vytvořit správu úkol̊u, která bude shromažd’ovat historii jednotlivých úkol̊u
a zároveň jednotlivé úkoly budou procházet předdefinovanými stavy, které budou také
ukládány. Toto rozš́ı̌reńı s sebou přinese změny v r̊uzných částech systému NLPIS. Muśı
se změnit stránky, na kterých se tyto informace vypisuj́ı, bude potřeba pozměnit dotazy
na databázi a změny se budou týkat i diplomové práce pána Ing. Aleše Vavř́ınka, kde se také
vypisuj́ı úkoly zadané jednotlivým řešitel̊um.
Očekávaný výsledek této práce je výpis veškerých změn úkol̊u a ke každému úkolu budou
vypsány stavy, kterými daný úkol procházel. Důraz je kladen i na rychlost prováděných
operaćı, protože stránka s úkoly v informačńım systému NLPIS zobrazuje všechny úkoly,
které se v databázi nacházej́ı, a při špatném návrhu řešeńı by došlo k neúnosně dlouhé
nač́ıtaćı době stránky systému, což je nepřijatelné.
Obrázek 2.1: Struktura stránky MediaWiki pro přihlašováńı k úkol̊um pro nové studenty
2.3 Přihlašováńı k úkol̊um na stránce MediaWiki
Tato část bakalářské práce je zaměřena na práci se stránkou v systému MediaWiki, kde se při-
hlašuj́ı studenti na úkoly vypsané výzkumnou skupinou NLP. Stránka má být v určitých
časových intervalech kontrolována skriptem a změny se na této stránce muśı projevit v da-
tabázi informačńıho systému NLPIS.
Zároveň lze provádět změny v informačńım systému NLPIS a takto provedené změny
muśı být viditelné na stránce v systému MediaWiki. Proto se stránka v MediaWiki muśı
zároveň chovat nejen jako výstup dat z databáze, ale i jako vstupńı zdroj dat. Při neshodě
dat v databázi a na stránce MediaWiki bude potřeba určit, který ze zdroj̊u dat obsa-
huje platné informace a jaký zdroj informaćı má být aktualizován. Pokud dojde ke změně
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dat v databázi a na stránce MediaWiki, tak přednost dostane MediaWiki a data budou v da-
tabázi přepsána. V informačńım systému nemůžeme úkoly př́ımo smazat, protože stránka
se aktualizuje v určitých intervalech a mohlo by doj́ıt k situaci, kdy po smazáńı úkolu
v databázi se přihláśı na tento úkol řešitel. Taková situace muśı být patřičně ošetřena.
Jak je vidět na obrázku č. 2.1, tak stránka obsahuje jednu sekci, která se skládá z titulku
a textu, který danou sekci popisuje. Tato sekce neobsahuje úkoly, ke kterým by se studenti
mohli přihlásit. Dále tato sekce obsahuje skupiny, které maj́ı sv̊uj název a popis. Tyto
skupiny již v sobě mohou sdružovat úkoly, na které se studenti mohou přihlašovat. Nej-
komplikovaněǰśı část stránky jsou úkoly, protože obsahuj́ı nejv́ıce informaćı. Úkol se skládá
z nadpisu, za kterým se mohou vyskytovat v závorce vypsańı řešitelé přihlášeńı k tomuto
úkolu. Dále následuje text označuj́ıćı vedoućıho a za ńım jméno a e-mail vedoućıho úkolu.
Za t́ımto jménem může být uvedeno ještě jedno jméno a e-mail, které udává př́ıjemce
zpráv pro tento wiki úkol. Po vedoućım může úkol obsahovat nepovinnou položku projekt,
kde je uveden název skupiny projekt̊u, pod kterou wiki úkol spadá. Poté následuje textový





Informačńı systém NLPIS pracuje s technologíı PHP a využ́ıvá MySQL databázi. Využit́ı
těchto technologíı je potřeba pro změnu aktuálńıho řešeńı a pro přidáńı požadovaných změn.
Pro dynamický formulář budu volit skriptovaćı jazyk JavaScript, protože je již zaveden
na některých stránkách systému NLPIS. Jazyky HTML a CSS budou využity při formáto-
váńı kódu, který se bude vkládat do systému NLPIS.
3.1 PHP
Zkratka PHP znamená ”PHP: Hypertext Preprocessor”(jedná se o rekurzivńı zkratku1) [16].
Autorem jazyka PHP je Rasmus Lerdorf, který tento jazyk, spolu s ostatńımi spolupracov-
ńıky, dále rozšǐruje [15]. PHP je skriptovaćı jazyk běž́ıćı na straně serveru, d́ıky kterému
mohou být webové stránky opravdu dynamické [4]. Najde uplatněńı také při generováńı
obsahu XML dokument̊u.
Aktuálńı verze PHP je 5.4.1, ale jelikož na serveru, kam bude tato bakalářská práce
nasazena, je nainstalována verze PHP 5.2.6, tak z d̊uvodu lepš́ı kompatibility byla zvolena
tato verze.
3.2 MySQL
Význam názvu MySQL je My Structured Query Language, kde My je jméno dcery hlav-
ńıho autora MySQL a spoluzakladatele MySQL AB, kterým je Ulf Michael Widenius [13].
SQL je dotazovaćı jazyk, který slouž́ı pro komunikaci s databáźı. Architektura MySQL
je velmi odlǐsná od ostatńıch databázových server̊u a d́ıky tomu je užitečná pro široké spek-
trum použit́ı. MySQL neńı dokonalá, ale je dostatečně flexibilńı, aby pracovala v náročných
prostřed́ıch, jako jsou webové aplikace [26]. Pomoćı tohoto jazyka vytvář́ıme a měńıme
strukturu databáze, vkládáme, editujeme a čteme požadovaná data.
Aktuálńı verze MySQL je 5.5.23, kterou dále vyv́ıj́ı firma MySQL AB. Kv̊uli imple-
mentaci na server, kde bude tato bakalářská práce fungovat, jsem pracoval s verźı MySQL
5.0.51a.
Daľśı očekávaná verze MySQL je 5.6.5, která má přinést řadu vylepšeńı výkonu a spo-
lehlivosti databáze [14].
1Rekurzivńı zkratka, obsahuje ve svém názvu vlastńı zkratku [1].
7
3.3 HTML
Celý název HTML zńı HyperText Markup Language [18]. HTML je značkovaćı jazyk defi-
nuj́ıćı syntaxi a umı́stěńı speciálńıch vložených pokyn̊u, které nejsou zobrazeny v prohĺıžeči,
ale doporuč́ı mu, jak zobrazit obsah dokumentu, včetně textu, obrázk̊u a daľśıch pomocných
médíı [9]. Tv̊urce tohoto značkovaćıho jazyka je Tim Berners-Lee [19]. Nyńı je jazyk HTML
vyv́ıjen a rozšǐrován mezinárodńım konsorciem W3C.
Aktuálńı verze HTML je 4.01. Při tvořeńı HTML kódu je dodržena tato specifikace,
protože je použita i v celém systému NLPIS.
Momentálně se pracuje na verzi HTML 5, která je již na webových stránkách použ́ıvána,
ale oficiálńı status HTML5 ke dni 22.4.2012 stále zńı pracovńı návrh [5].
3.4 CSS
CSS celým názvem Cascading Style Sheet, se použ́ıvá k stylováńı vzhledu HTML zna-
ček v dokumentu. S CSS, je možné zcela změnit zp̊usob, jakým jsou prvky prezento-
vány pomoćı uživatelského agenta (webového prohĺıžeče) [11]. Tv̊urcem kaskádových styl̊u
je H̊akon Wium Lie, který spolupracoval s daľśımi vývojáři, mezi které patř́ı Tim Berners-
Lee a Robert Cailliau [24].
Aktuálńı vývoj opět spadá pod konsorcium W3C, kde pracuj́ı na CSS verze 3., které
je již na webových stránkách použ́ıváno, ale některé jeho součásti se ke dni 22.4.2012 stále
nacházej́ı ve stavu pracovńıho návrh. Tedy oficiálně vydaná aktuálńı verze kaskádových
styl̊u je verze CSS 2.1. Tato verze je také využita na stránkách informačńıho systému
NLPIS.
3.5 JavaScript
Autorem JavaScriptu je jmenuje Brendan Eich. JavaScript je skriptovaćı jazyk, který umož-
ňuje vylepšit statickou webovou aplikaci t́ım, že poskytne dynamický, individualizovaný
a interaktivńı obsah [25]. JavaScript je standardizován ECMAscriptem, jehož aktuálńı edice
nese označeńı 5.1. Aktuálně je vyv́ıjen pod záštitou Mozilly, kde momentálně Brendan Eich
p̊usob́ı [12].
3.6 jQuery
JQuery je relativně nová technologie, kterou vyvinul John Resig [8]. Jedná se o JavaScrip-
tový framework. Ten umožňuje měnit obsah HTML dokument̊u pomoćı manipulace s mo-
delem (DOM), který prohĺıžeč vytvář́ı při zpracováńı HTML stránky [2].
Nejnověǰśı verze jQuery je 1.7.2. V této bakalářské práci je využito jQuery knihovny,
která se již nacházela v informačńım systému NLPIS, a to verzi 1.7.1. Aktuálńı vývoj
frameworku stále pokračuje pod vedeńım jeho autora.
3.7 DOM
Zkratka DOM znamená Document Object Model. Jedná se o API, které se využ́ıvá pro dy-
namický př́ıstup k obsahu HTML a XML dokument̊u, d́ıky kterému lze upravovat strukturu
a obsah HTML a XML dokumentu. DOM je často nesprávně označován za nějaký druh
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skriptováńı pro webové stránky, ale čisté DOM skriptováńı zahrnuje pouze ty funkce a me-
tody začleněné do W3C DOM specifikace, to znamená, žádné proprietárńı funkce prohĺıžeče
[21]. DOM byl vyvinut v rámci konsorcia W3C, aby bylo doćıleno sjednoceńı př́ıstupu k prv-
k̊um HTML a XML dokument̊u [7].
Aktuálńı verze je DOM Level 3. Vývojová skupina, která měla na starosti DOM, již ukon-
čila svou činnost [6].
3.8 XML
XML neboli eXtensible Markup Language byl vytvořen skupinou XML Working Group
v rámci konsorcia W3C. XML je nástroj pro ukládáńı dat, konfigurovatelný pro jakýkoliv
druh informaćı, vyv́ıjený a otevřený standard přijatý každým, od bankéř̊u až po webmastery
[20]. Jedná se o aktuálńı verzi 1.1 a vývoj dále pokračuje. Aktuálně na XML pracuje několik
týmů z konsorcia W3C [23]. V rámci této bakalářské práce je využit jazyk XML verze 1.0,
pomoćı kterého systém MediaWiki odpov́ıdá na zaslané požadavky.
3.9 MediaWiki
Autor MediaWiki se jmenuje Lee Daniel Crocker [10]. MediaWiki slouž́ı k hromadné správě
článk̊u, které mohou uživatelé upravovat a rozšǐrovat.
Aktuálńı verze MediaWiki je 1.19.0, ale na serveru Merlin, na kterém je stránka, se kte-




4.1 Automatické generováńı wiki stránek z e-mail̊u a IS
V diplomové práci pána Ing. Aleše Vavř́ınka je zapotřeb́ı provést změnu, která nebyla p̊u-
vodně v plánu zmı́něné diplomové práce. Touto změnou je zamezeńı automatického gene-
rováńı obsahu wiki stránky v systému MediaWiki pro vybrané projekty a skupiny. Jelikož
pán Ing. Aleš Vavř́ınek takovou úpravu nepředpokládal, bude zapotřeb́ı změnit kód této
práce na v́ıce mı́stech, protože v diplomové práci se částečně spoléhá na to, že budou vždy
vygenerovány všechny projekty a skupiny. Největš́ı problém se vyskytuje na stránce pro-
jekt̊u, protože na jedné stránce se může vyskytovat v́ıce projekt̊u, u kterých je potřeba
zjistit, zda se maj́ı zkontrolovat a vygenerovat.
Původně bylo ćılem změnit SQL dotazy v souboru, který zajǐst’uje automatické gene-
rováńı wiki stránek z e-mail̊u a informačńıho systému, aby pracovaly pouze se skupinami
a projekty, které se maj́ı generovat. Toto řešeńı se zdálo být jako správné, ale bohužel
se ukázalo jako nefunkčńı na stránkách, kde se vyskytovalo v́ıce projekt̊u. Pokud na stránce
existoval projekt, u kterého se měla generovat hlavička, tak byla poté přegenerována celá
wiki stránka včetně všech projekt̊u, které se na stránce vyskytovaly. Proto bylo potřeba za-
č́ıt analyzovat jednotlivé funkce pána Ing. Aleše Vavř́ınka a zajistit negenerováńı hlaviček
projekt̊u a skupin na nižš́ı úrovni.
Nakonec byla zvolena možnost, kdy jsem si vytvořil vlastńı SQL dotaz, který zjist́ı, jestli
se maj́ı na stránce generovat hlavičky projekt̊u a skupin. Pokud se stránka nemá generovat
v̊ubec, tak bude funkce ukončena a následně bude načtena daľśı stránka ke zpracováńı.
Když neexistuje zákaz generováńı hlavičky pro celou stránku, tak se dále u každého pro-
jektu nebo skupiny (skupina může být pouze jedna), které se vyskytuj́ı na stránce, zjist́ı,
jestli se má generovat hlavička a pokud nemá, tak se daný projekt nebo skupina přeskoč́ı.
U projekt̊u to znamená, že se bud’ bude kontrolovat daľśı projekt, nebo se ukonč́ı generováńı
aktuálńı stránky, zat́ımco u skupiny může doj́ıt pouze k ukončeńı generováńı stránky.
V diplomové práci pána Ing. Aleše Vavř́ınka bylo na stránkách s v́ıce projekty zjǐstěno
zjednodušeńı, které vycházelo z toho, že projekty, které maj́ı být na stejné stránce, bu-
dou vždy generovány všechny a nav́ıc, že vždy muśı z databáze přij́ıt ve stejném pořad́ı.
Budu muset tedy upravit logiku kontroly a generováńı obsahu stránky. Provede se vkládáńı
identifikátor̊u v rámci HTML komentáře. Dı́ky těmto identifikátor̊u v́ıme, které projekty
jsou na stránce a v jakém pořad́ı se nacházej́ı. Zásluhou této informace můžeme předat
v upravovaném kódu správný text projektu, který se má zkontrolovat a př́ıpadně znovu
vygenerovat.
Aby bylo možné mimo informačńı systém měnit zákaz generováńı hlavičky, muśı existo-
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vat určité řetězce, které když budou při pr̊uchodu stránky nalezeny, tak zakážou generováńı
hlavičky. Zároveň pokud má stránka zákaz generováńı a tento speciálńı řetězec bude odstra-
něn, tak se má v databázi uložit hodnota, aby bylo možné znova generovat hlavičku projektu
nebo skupiny. Z tohoto d̊uvodu nemůže být zavedena ani kontrola zákazu generováńı hla-
viček pro celou stránku dř́ıve, protože by se neodhalilo odstraněńı této značky ze stránky.
Proto bude nutné postupně procházet všechny jednotlivé stránky a hledat na nich, jestli
nedošlo k odstraněńı onoho speciálńıho řetězce. Jelikož nechceme, aby byl tento speciálńı
řetězec vidět na MediaWiki stránce, tak jedinou možnost́ı je obalit jej do HTML komentáře.
Dı́ky tomu z̊ustává tento řetězec skrytý před návštěvńıky a zobrazen bude pouze při editaci.
Tyto zmiňované speciálńı řetězce jsou celkem tři.
Řetězce pro zakázáńı generováńı hlavičky:
• <!- NEGENEROVAT -> - zákaz generováńı hlaviček pro celou stránku
• <!- NEGENEROVAT PROJEKT -> - zákaz generováńı hlavičky pro projekt
• <!- NEGENEROVAT SKUPINU -> - zákaz generováńı hlavičky pro skupinu
Řetězce označuj́ıćı zákaz generováńı hlaviček pro projekt a skupinu mohou být zastou-
peny stejným řetězcem, protože skupina a projekt nemohou být na stejné stránce.
Aby bylo možné v informačńım systému NLPIS zakázat generováńı hlavičky projektu
nebo skupiny, je třeba přidat tabulkám projekt a skupina_proj atribut
generovani_hlavicky, který urč́ı, zdali se má hlavička projektu, respektive hlavička stránky,
kontrolovat a generovat. Tato úprava je viditelná na obrázku č. 4.1. Pro zakázańı generováńı
stránek bude přidána tabulka wiki_vyjimky, která bude obsahovat URL adresy zakázaných
stránek.
Protože bude možno zakázat generováńı hlavičky projektu nebo skupiny jak v systému
MediaWiki, tak i v informačńım systému NLPIS, tak bude zapotřeb́ı určit správný zdroj
dat, aby nedošlo k možné ztrátě této informace. Z tohoto d̊uvodu bude v databázi potřeba
rozlǐsit několik stav̊u výše zmı́něného atributu generováńı hlavičky, které budou informovat
o tom, v jakém stavu se generováńı hlavičky projektu nebo skupiny nacháźı. Dle tohoto
stavu bude určeno, který ze zdroj̊u dat bude mı́t při zpracováńı dat přednost. Ale i přesto
může nastat situace, kdy nebude jasné, který ze zdroj̊u dat je aktuálńı. Tato situace může
nastat, když jsou zároveň změněna data jak v databázi, tak na stránce MediaWiki. Pokud
toto nastane, tak je určeno, že přednost bude mı́t vždy stránka MediaWiki. V tomto př́ıpadě
tedy bude databáze přepsána daty, které se nacháźı na MediaWiki stránce.
4.2 Správa úkol̊u v systému NLPIS
Tato část bakalářské práce zahrnuje rozš́ı̌reńı informačńıho systému NLPIS. Pro tento
účel je potřeba změnit, respektive rozš́ı̌rit, stávaj́ıćı databázi informačńıho systému NL-
PIS. Na obrázku č. 4.2 jsou vidět databázové tabulky, které jsem přidal v rámci této části
bakalářské práce.
Zadáńı úkol̊u pro řešitele se může skládat z 1-N úkol̊u, takže bude potřeba přidat ta-
bulku, která bude shromažd’ovat data o jednotlivých úkolech. V této tabulce budou uložena
data, která jsou pevně spjata s úkolem. Jedná se o atributy zadani, poradi a termin. Tyto
atributy bude uživatel měnit ve formuláři na stránce a při změně některého z těchto atribut̊u
bude vygenerován nový úkol. Kv̊uli požadavku udržovat historii úkol̊u nemůžeme starý úkol
smazat, ale zároveň potřebujeme rozlǐsit, zda-li je úkol v databázi aktuálńı a k jakému úkolu
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Obrázek 4.1: Databázové tabulky ve kterých se nastavuje zamezeńı generováńı hlaviček
se vztahuje. K tomuto účelu bude v databázi atribut aktualni_verze. Pokud se úkol změńı
a bude vytvořen úkol nový, tak zde bude uložen identifikátor nově vytvořeného úkolu. Takto
by se doćılilo provázáńı mezi úkoly, kdy bychom se při každém SQL dotazu dostali k stále
nověǰśı verzi úkolu, ale toto řešeńı by bylo komplikované jak na zpracováńı, tak na databázi,
na kterou bychom se neustále dotazovali. Proto bude můj návrh pracovat tak, že všechny
starš́ı verze úkolu budou mı́t v atributu aktualni_verze uložen pouze identifikátor nej-
nověǰśıho úkolu (při přidáńı nověǰśıho úkolu se atribut aktualni_verze pozměńı ve všech
předešlých verźıch úkolu). Po této úpravě lze źıskat pomoćı jednoho SQL dotazu všechny
požadované úkoly a pro správné seřazeńı úkolu dle jejich historie postač́ı seřadit úkoly
dle atributu vlozeno, který bude obsahovat datum a čas vložeńı úkolu. V tabulce projekt
budou samozřejmě i daľśı atributy, které slouž́ı pro práci s daným úkolem a umožńı napojeńı
na daľśı tabulky v databázi.
Každý z úkol̊u projektu procháźı určitými stavy, jenž je potřeba uchovávat z d̊uvodu his-
torie. Proto bude existovat tabulka stavy_ukolu, která bude uchovávat data, která lze změ-
nit, aniž by došlo ke změně úkolu. Těmito daty budou atributy stav, procenta a komentar.
Atribut procenta bude označovat procentuálńı splněńı úkolu a atribut komentar bude slou-
žit k přidáńı komentáře k novému stavu úkolu. Pokud dojde ke změně libovolného atributu,
tak bude vytvořen nový stav úkolu. Obdobně jako u úkol̊u bude potřeba uchovávat historii,
takže starý stav nebudeme moci smazat, ale jeho atribut aktualni mu bude změněn tak,
aby bylo možné poznat, že se již nejedná o aktuálńı stav úkolu. Řazeńı stav̊u úkolu se provád́ı
stejně jako u řazeńı úkol̊u. Pro źıskáńı seřazených stav̊u úkol̊u se stavy seřad́ı podle atri-
butu odeslano. Protože stavy úkol̊u může měnit vedoućı i řešitel, bude potřeba v tabulce
uchovávat i identifikátor osoby, která změnu stavu provedla. Tabulka stavy_ukolu bude
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Obrázek 4.2: Databázové tabulky vytvořené pro správu úkol̊u
obsahovat daľśı atributy, které budou potřebné pro napojeńı na daľśı tabulky v databázi.
4.2.1 Tř́ıdy pro správu úkol̊u
Nově vytvořený kód pro správu úkol̊u v systému NLPIS bude objektově orientovaný, tedy
bude se skládat ze tř́ıd - konkrétně dvou. Tyto tř́ıdy jsou zobrazeny na obrázćıch v př́ıloze B.
Tř́ıda task bude sloužit pouze pro načteńı dat z databáze a následné setř́ıděńı dat a jejich
procházeńı. Druhá tř́ıda (taskForm) bude pracovat se zadanými daty, která ji budou pře-
dána pomoćı formuláře z HTML stránky, a takto načtená data zpracuje a ulož́ı do databáze.
Obecně by se dalo ř́ıci, že tř́ıda task bude sloužit pro čteńı z databáze a tř́ıda taskForm
bude sloužit pro zápis dat do ńı. Po deľśı úvaze nebyla nakonec na těchto tř́ıdách aplikována
dědičnost, protože tyto tř́ıdy jsou natolik rozd́ılné, že by dědičnost nebylo vhodné použ́ıt.
Ale jelikož tř́ıda taskForm bude obsluhovat formulář, tak bude potřebovat znát data z da-
tabáze, aby bylo možné určit, jestli se formulář změnil, zdali je správně vyplněn a jestli
zadaný uživatel změnil jen položky, na které má právo. Proto pro správnou funkčnost tř́ıdy
taskForm muśıme předat ukazatel na vytvořený objekt z tř́ıdy task, aby mohla být čtena
data z databáze a mohla být provedena kontrola formuláře.
4.2.2 Tř́ıda task
Tato tř́ıda bude určena pouze pro čteńı dat o úkolech a stavech úkol̊u z databáze a nijak ne-
bude měnit data, která se v databázi nacházej́ı. Protože je informačńı systém NLPIS velmi
náročný co se počtu dotaz̊u na databázi týče, tak se v této práci přiklońıme k možnosti
navrhnout tuto tř́ıdu tak, aby dokázala vybrat všechna potřebná data nejmenš́ım mož-
ným počtem SQL dotaz̊u, ideálně pouze jedńım složitěǰśım SQL dotazem. Takovýto dotaz
na databázi sice zabere v́ıce času na zpracováńı, ale ve výsledku bude rychleǰśı než stovky
menš́ıch dotaz̊u, protože každý dotaz na databázi má ještě svoji režii, než se v̊ubec vykoná.
Pokud se změńı jeden z úkol̊u v projektu, tak maj́ı být vypsány vždy všechny úkoly,
které jsou platné k aktuálńı změně úkolu. Tedy pokud projekt bude mı́t pět úkol̊u a jeden
bude změněn, tak se má vypsat dvakrát pět úkol̊u, kde v jednom výpisu bude úkol před
změnou a v druhém výpisu bude úkol po změně. Toto lze řešit bud’ v rámci tř́ıdy, nebo
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později programově. Byla zvolena možnost, že toto bude řešit tř́ıda samotná a následně
se to již nebude muset řešit programově při výpisu úkol̊u. Z tohoto d̊uvodu bude potřeba
nač́ıst data z databáze do vnitřńı proměnné a poté je vhodně seřadit, aby se dala jednoduše
procházet dle potřeby. Návrh vnitřńı datové struktury je vidět na obrázku č. 4.3.
Obrázek 4.3: Vnitřńı datová struktura tř́ıdy task
Skupinou je myšlen hlavńı celek, podle kterého se data budou vyb́ırat. Bude se jednat
o projekty a nebo o uživatele. Jednotlivé skupiny budou obsahovat 1-N změn. Počet těchto
změn záviśı na počtu rozd́ılných čas̊u vložeńı úkol̊u pro danou skupinu. Kdykoliv se tedy
vlož́ı nový úkol s jiným časem než ostatńı, tak bude vytvořena nová změna, ve které budou
úkoly s platnými daty v době změny. Když budeme pokračovat dále v datové struktuře,
tak dojdeme k jednotlivým úkol̊um, které budou platné v této změně. Každý z těchto úkol̊u
bude mı́t stavy, které plat́ı pro něj a platily i pro předchoźı verze úkol̊u. Pokud tedy nějaký
úkol má již několik stav̊u a my vytvoř́ıme novou verzi tohoto úkolu, tak i nový úkol bude
mı́t vypsané stavy z předešlé verze úkolu. Takto uložené stavy jsou nutné, protože někdy
je potřeba vypsat pouze aktuálńı verzi úkol̊u a v tomto výpisu muśı být uvedeny všechny
stavy, kterými úkol i jeho předch̊udci prošli.
Tř́ıda task bude obsahovat několik index̊u, pomoćı kterých se bude posouvat ve své
vnitřńı datové struktuře. Konkrétně každé zanořeńı bude mı́t sv̊uj index, aby bylo možné
se přehledně posouvat mezi daty. Po posunut́ı index̊u na požadovaná data budou volány
metody objektu, které budou vracet datové položky. Tř́ıda nebude vracet žádná HTML
data, pouze hodnoty. Proto bude potřeba vytvořit funkce, které budou pracovat s tř́ıdou
task a budou vkládat data do požadovaného HTML kódu. Dı́ky tomuto bude možné oddělit
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datovou část od vizuálńı části. Pro změnu vzhledu výpisu dat nebude potřeba měnit tř́ıdu
samotnou, ale pouze funkci, která zajǐst’uje vypisováńı dat.
Informačńı systém NLPIS umožňuje uživateli filtrovat data a umožňuje jejich rozděleńı
na několik stran, dle pevného počtu zobrazených dat na stránce. Nab́ızej́ı se dvě možná
řešeńı, jak tyto filtrace a řazeńı aplikovat na tř́ıdu task. Problém se bude řešit programově
tak, že se přeskoč́ı požadovaný počet řádk̊u dat, která nás nezaj́ımaj́ı, a poté se vyṕı̌sou
pouze požadovaná data na stránku, nebo že tř́ıda task bude zohledňovat zadané filtrováńı
a nastavené stránkováńı př́ımo v SQL dotazu, tedy vybere přesně požadovaná data. Jelikož
se jedná o velké množstv́ı dat, která by SQL dotaz musel vracet, tak byla zvolena druhá
možnost, d́ıky které bude vykonaný dotaz rychleǰśı a efektivněǰśı.
4.2.3 Tř́ıda taskForm
Hlavńım úkolem tř́ıdy taskForm bude zpracováńı formuláře a aktualizace dat v databázi.
Jak bylo zmı́něno výše, pro správnou funkčnost kontroly formuláře bude potřeba předat
při inicializaci objektu taskForm ukazatel na tř́ıdu task, aby mohla být čtena data z DB.
Formulář bude nutno před odesláńım zkontrolovat, jestli jsou zadané údaje správně vypl-
něny. Pokud údaje nebudou vyplněny správně, tak se tato skutečnost muśı uživateli zobrazit
ve formě výpisu chyb. Pro tento výpis bude potřeba udělat pole, ve kterém se budou ucho-
vávat řetězce o nalezených chybách. Jelikož formulář muśı podporovat přidáváńı a odeb́ıráńı
úkol̊u, bude potřeba využ́ıt JavaScript, aby uživatel kv̊uli přidáńı nebo odebráńı úkolu ne-
musel obnovovat stránku.
4.2.4 Formulář pro správu úkol̊u
Návrh formuláře je možné si prohlédnout na obrázku č. 4.4. Formulář se skládá ze dvou
část́ı: jednu část může editovat pouze osoba s právy vedoućıho a druhou část může editovat






• Procentuálńı splněńı úkolu
• Komentář ke stavu úkolu
• Identifikátor úkolu v databázi
Identifikátor úkolu bude skrytý a bude obsahovat č́ıselný identifikátor úkolu, který da-
tabáze přǐradila úkolu při jeho vytvořeńı. Tento identifikátor bude d̊uležitý pro zpracováńı
úkolu ve formuláři, protože všechny jeho hodnoty mohou být pozměněny a nemuseli bychom
v databázi naj́ıt předchoźı verzi úkolu. Při vložeńı nového úkolu, který se v databázi nena-
cháźı, bude hodnota tohoto identifikátoru nastavena tak, aby bylo tř́ıdě taskForm řečeno,
že se jedná o nový úkol a má ho vložit a ne upravit.
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Obrázek 4.4: Návrh formuláře
4.3 Přihlašováńı k úkol̊um na stránce MediaWiki
Na MediaWiki stránce jsou vypsány úkoly pro nové studenty a k těmto úkol̊um se studenti
přihlašuj́ı tak, že za název úkolu vlož́ı sv̊uj login. Poté je úkolem vedoućıho, který úkol zadal,
aby si hĺıdal, jestli se mu na některý z úkol̊u nepřihlásil nějaký student. Tento proces je velmi
zdlouhavý a jedńım z naš́ıch úkol̊u zautomatizovat, aby po přihlášeńı řešitele byl vedoućı
zadaného úkolu upozorněn, že u jeho úkolu existuje nový řešitel.
Jelikož lze měnit data wiki úkol̊u jak v systému MediaWiki, tak v informačńım systému
NLPIS, tak bude zapotřeb́ı určit správný zdroj dat, aby nedošlo k možné ztrátě infor-
maćı, pokud se budou lǐsit data v databázi a na MediaWiki stránce. K tomuto účelu bude
v databázi uložen atribut, který bude informovat o tom, v jakém stavu se wiki úkol na-
cháźı. Dle tohoto stavu bude určeno, který ze zdroj̊u bude mı́t při zpracováńı dat přednost.
Ale i přes toto řešeńı může doj́ıt k situaci, kdy nebude jasné, který ze zdroj̊u dat je aktu-
álńı. Touto situaćı je stav, kdy jsou zároveň změněna data jak v databázi, tak na stránce
MediaWiki. V tomto př́ıpadě je určeno, že přednost má vždy stránka MediaWiki. V takové
situaci tedy bude databáze přepsána daty, která se nacháźı na MediaWiki stránce.
4.3.1 Stránka pro přihlašováńı k úkol̊um
Pro uchováńı informaćı o přihlášených řešiteĺıch a obsahu MediaWiki stránky pro přihla-
šováńı k úkol̊um bude zapotřeb́ı vytvořit databázové tabulky. Dı́ky těmto tabulkám bude
možné upravovat wiki úkoly a jejich řešitele př́ımo v informačńım systému NLPIS. Tyto
tabulky jsou zobrazeny na obrázku č. 4.5. Tabulka wiki_ukoly_sekce uchovává struk-
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turu MediaWiki stránky. Jsou v ńı uloženy sekce a skupiny na které je MediaWiki stránka
rozdělena. Tabulka wiki_ukoly bude uchovávat údaje o jednotlivých úkolech, které jsou
na stránce vloženy. V tabulce wiki_registrace pak budou uloženi registrovańı řešitelé
k jednotlivým úkol̊um.
Obrázek 4.5: Databázové tabulky vytvořené pro přihlašováńı k wiki úkol̊um
4.3.2 Tř́ıdy pro přihlašováńı k úkol̊um na stránce MediaWiki
Kód, který bude obsluhovat úkoly pro nové studenty, bude objektově orientovaný a obdobně
jako u správy úkol̊u v systému NLPIS budou dvě tř́ıdy, kdy opět jedna z tř́ıd bude sloužit
pouze ke čteńı dat z databáze a jejich následnému setř́ıděńı dle potřeby (tř́ıda taskWiki)
a druhá tř́ıda bude sloužit pro kontrolu a zpracováńı obsahu stránky MediaWiki (tř́ıda
taskNLP). Tyto tř́ıdy jsou zobrazeny na obrázćıch v př́ıloze B. Z pohledu databáze by se dalo
ř́ıct, že tř́ıda taskWiki slouž́ı pouze pro čteńı dat z databáze a tř́ıda taskNLP slouž́ı k zápisu
dat do databáze. Tyto tř́ıdy jsou na sobě navzájem nezávislé a mohou fungovat samostatně,
tedy neńı potřeba předávat žádné ukazatele na vytvořené objekty.
4.3.3 Tř́ıda taskWiki
Hlavńım účelem tř́ıdy taskWiki bude čteńı dat o úkolech pro nové studenty a jej́ıch ře-
šiteĺıch z databáze. Tř́ıda nijak nemodifikuje data, která se v databázi nacházej́ı. Jelikož
informačńı systém NLPIS obsahuje velký počet dotaz̊u na databázi, tak v této tř́ıdě bude
výběr dat pouze pomoćı jednoto SQL dotazu. Tento dotaz sice může vybrat redundantńı
data, ale ve výsledku bude tento SQL dotaz proveden rychleji než větš́ı počet menš́ıch
dotaz̊u na databázi.
Provedený SQL dotaz bude vyb́ırat data, která se muśı nejprve proj́ıt a roztř́ıdit dle
jednotlivých úkol̊u. Toto roztř́ıděńı se muśı provádět, protože výsledný SQL dotaz bude
vracet redundantńı data, která vznikla z d̊uvodu, že jeden wiki úkol může obsahovat v́ıce
řešitel̊u a zároveň z jednoho wiki úkolu mohlo vzniknout několik projekt̊u. Tedy každý wiki
úkol se bude ve výsledku dotazu vyskytovat dle součinu (M · N), kde M je počet řešitel̊u
wiki úkolu a N je počet projekt̊u, které z wiki úkolu vznikly, a kde M > 0 a N > 0.
Pokud jedna z položek je nulová, tak se wiki úkol vyskytne ve výsledku M -krát, respektive
N -krát. Pokud jsou nulové obě položky, tak se ve výsledku dotazu zobraźı wiki úkol pouze
jednou.
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Takto roztř́ıděná data budou uložena do vnitřńı struktury tř́ıdy taskWiki, která je zob-
razena na obrázku č. 4.6. Zde lze vidět, že každý wiki úkol bude mı́t dvě pole, ve kterých
jsou uloženy informace o jednotlivých přihlášených řešiteĺıch a informace o projektech, které
vznikly z tohoto wiki úkolu. Pro pohodlněǰśı práci s načtenými daty se bude uživatel posou-
vat pomoćı index̊u, které budou ukazovat na požadovaná data. Indexy budou konkrétně tři,
z toho index pro řešitele a index pro vzniklé projekty budou na sobě nezávislé (protože ne-
muśı být nastaven jeden index pro čteńı dat z druhého indexu). Obdobně jako u tř́ıdy task
i tato tř́ıda nebude vracet žádná HTML data, pouze hodnoty načtené z databáze. Aby mohla
být v informačńım systému NLPIS využita tato tř́ıda, je potřeba vytvořit funkce, které bu-
dou s touto tř́ıdou pracovat a budou vracet požadovaný HTML kód. Dı́ky této koncepci
bude oddělená datová část od vizuálńı části a pro změnu HTML kódu a pro výpis dat
nebude třeba měnit kód tř́ıdy, ale pouze kód dané funkce, která obsluhuje vypsáńı dat.
Obrázek 4.6: Vnitřńı datová struktura tř́ıdy taskWiki
Obdobně jako u tř́ıdy task i tato tř́ıda muśı umožňovat př́ıjem nastavených filtr̊u a strán-
kováńı, které si uživatel může nastavit v informačńım systému NLPIS. Tř́ıda taskWiki tyto
nastavené filtry zakomponuje do svého SQL dotazu tak, aby databáze vracela opravdu pouze
data, která jsou potřeba, a byla tak maximalizována rychlost a efektivnost SQL dotazu.
4.3.4 Tř́ıda taskNLP
Tato tř́ıda bude určena pro zpracováńı MediaWiki stránky, kde se přihlašuj́ı studenti na vy-
psané úkoly pracovńı skupiny NLP a na aktualizaci dat v databázi. Konkrétńı MediaWiki
stránka, která se bude zpracovávat, má pevně danou strukturu, která je zobrazena na ob-
rázku č́ıslo 2.1.
Pro procházeńı MediaWiki stránky bude zapotřeb́ı využ́ıt konečného automatu, d́ıky
kterému budeme moci zároveň kontrolovat strukturu stránky a provádět operace nad data-
báźı. Návrh konečného automatu je zobrazen na obrázku č. 4.7. Pro snadněǰśı čteńı obsahu
stránky MediaWiki bude načtený řetězec rozdělen dle znaku konce řádku na jednotlivé
řádky. Dı́ky tomu bude konečný automat snadněji procházet načtený text, protože bude
pro určeńı stavu stačit nač́ıtat začátek řetězce na řádku a dle toho se urč́ı, do jakého stavu
se má přej́ıt.
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4.3.5 Konečný automat tř́ıdy taskNLP
Výchoźım stavem konečného automatu (dále jen KA) je stav unknown. V tomto stavu
se KA rozhoduje, ke kterému stavu nálež́ı řetězec, který se nacháźı na začátku aktuálně
zpracovávaného řádku. Ze stavu unknown může konečný automat přej́ıt do dev́ıti daľśıch
očekávaných stav̊u. Pokud se neobjev́ı žádný z těchto stav̊u, tak KA přejde do chybového
stavu nazvaného error. V tomto chybovém stavu se načtou daľśı řádky souboru, dokud
se nenaraźı na daľśı celek, který se nacháźı na úrovni chybně načteného celku. Tedy pokud
vznikne chyba při čteńı skupiny, tak se bude č́ıst tak dlouho, dokud se nenaraźı na daľśı
skupinu nebo na konec souboru. Řetězec, jehož zpracováńı se takto přeskoč́ı, bude přesunut
do chybné sekce, která je umı́stěna na konci každé skupiny nebo sekce.
Sekce může na stránce zač́ınat bud’ specifickým nadpisem pro sekci, nebo HTML ko-
mentářem, který v sobě obsahuje ID sekce. Tento komentář bude vložen při generováńı
stránky a d́ıky tomuto komentáři se pozná, jestli se jedná o novou sekci, nebo o sekci, která
již v databázi existuje, a dle toho se také bude k dané sekci chovat (bude vkládat nebo
editovat). Aktuálně se na stránce pro nové úkoly nacháźı pouze jedna sekce, ale je bráno
v úvahu možné budoućı rozš́ı̌reńı a proto bude tř́ıda taskNLP připravena, aby byla schopna
obsluhovat v́ıce sekćı na stránce. Pokud sekce bude obsahovat identifikátor, tak také bude
obsahovat MD5 hash, který byl vygenerován při generováńı stránky. Když budeme znát
ID sekce a budeme mı́t hash z textu, který byl uložen při generováńı, tak se z databáze
načtou údaje o této sekci, vygeneruje se text z aktuálńıch dat v databázi, který odpov́ıdá
textu vkládanému do této MediaWiki stránky, a následně se z tohoto vygenerovaného textu
spoč́ıtá MD5 hash. MD5 hash se zároveň vypoč́ıtá z aktuálńıho obsahu MediaWiki stránky,
který se vztahuje k této sekci. Celkově tedy budou tři MD5 hashe. Prvńı hash je pro aktu-
álńı verzi textu na MediaWiki stránce, druhý hash je z textu, který vznikl z aktuálńıch dat
z databáze, a třet́ı hash je uložen na MediaWiki stránce a představuje hash, který odpov́ı-
dal (a stále může odpov́ıdat) textu, který byl v MediaWiki uložen při generováńı stránky.
Porovnáńım těchto hash̊u zjist́ıme, jestli došlo k nějaké změně dat na stránce MediaWiki
nebo ke změně dat v databázi. Dı́ky tomuto v́ıme, který ze zdroj̊u dat obsahuje aktuálněǰśı
verzi a jestli se má př́ıpadně přepsat obsah databáze nebo obsah stránky v MediaWiki.
Když sekce identifikátor neobsahuje, tak neobsahuje ani vložený MD5 hash a z toho tedy
vyplývá, že se jedná o nově vloženou sekci, která má být následně vložena do databáze
a jej́ı přǐrazený identifikátor v databázi a vypočtený MD5 hash maj́ı být vloženy do Me-
diaWiki stránky. Pokud je identifikátor, hash nebo nadpis sekce špatně vyplněn, tak dojde
k přechodu do chybné sekce a celá sekce bude označena za chybnou.
Obdobná situace nastává u skupiny. Skupina také zač́ıná nadpisem, nebo identifiká-
torem, který je následován MD5 hashem. Po nadpisu skupiny následuje volitelný popis
skupiny. Pro zjǐstěńı, zda nastala změna dat v databázi nebo na MediaWiki stránce, bude
sloužiz stejný postup jako u sekce, tedy porovnáńım tř́ı MD5 hash̊u. Pokud bude identifi-
kátor, hash nebo nadpis ve špatném formátu, tak se stav KA změńı na chybový stav a opět
bude celá skupina přesunuta do chybové sekce, která je umı́stěna na konci sekce.
Zpracováńı projektu na MediaWiki stránce bude komplikovaněǰśı, protože projekt ob-
sahuje nejv́ıce informaćı a z toho některé nemuśı být vyplněny. Počátek celku označuj́ıćı
projekt zač́ıná bud’ speciálńım HTML komentářem, který obsahuje identifikátor projektu,
nebo nadpisem projektu v př́ıpadě, když je na MediaWiki stránku vložený nový projekt.
Detailněǰśı informace o struktuře projektu na stránce MediaWiki jsou vypsány v kapitole
4.3.1.
Daľśımi stavy, které bude KA obsahovat, jsou stavy NOTOC, čteńı prázdného řádku a čteńı
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chybné sekce. Ve stavu NOTOC se čte speciálńı řetězec MediaWiki, který odstraňuje na za-
čátku stránky tabulku obsahu. Stav čteńı prázdného řádku je potřebný, aby nedocházelo
k falešnému vyhodnoceńı chybného stavu. Jelikož chybná sekce obsahuje části stránky, které
se nepodařilo přeč́ıst, tak tuto sekci při čteńı stránky vynecháme a pokračujeme v daľśım
čteńı stránky až po ukončeńı této sekce. Vynecháńı chybné sekce je nutné, protože by při kaž-
dém čteńı stránky byly znovu nalezeny chyby přesunuté do této sekce.
Obrázek 4.7: Konečný automat pro zpracováńı MediaWiki stránky s úkoly pro nové řešitele
4.3.6 Popis konečného automatu
SIDPRE – řetězec na začátku řádku označuje identifikátor sekce
STITLEPRE – řetězec na začátku řádku označuje nadpis sekce
GIDPRE – řetězec na začátku řádku označuje identifikátor skupiny
GTITLEPRE – řetězec na začátku řádku označuje nadpis skupiny
PIDPRE – řetězec na začátku řádku označuje identifikátor projektu
PTITLEPRE – řetězec na začátku řádku označuje nadpis projektu
NOTOCPRE – řetězec na začátku řádku označuje řetězec NOTOC
NLPRE – je načten prázdný řádek
EOF – je načten konec souboru
EIS – nastala chyba v sekci
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EIG – nastala chyba ve skupině
EIP – nastala chyba v projektu
EBS – řetězec na začátku řádku označuje začátek bloku s chybami
SIDRE – řetězec vyhovuje identifikátoru sekce
SMD5RE – řetězec vyhovuje MD5 hashi sekce
STITLERE – řetězec vyhovuje nadpisu sekce
STEXTRE – řetězec vyhovuje textovému popisu sekce
GIDRE – řetězec vyhovuje identifikátoru skupiny
GMD5RE – řetězec vyhovuje MD5 hashi skupiny
GTITLERE – řetězec vyhovuje nadpisu skupiny
GTEXTRE – řetězec vyhovuje textovému popisu skupiny
PIDRE – řetězec vyhovuje identifikátoru projektu
PMD5RE – řetězec vyhovuje MD5 hashi projektu
PTITLERE – řetězec vyhovuje nadpisu projektu
PSOLVERRE – řetězec vyhovuje řešiteli projektu
PLPRE – řetězec na začátku řádku označuje vedoućıho projektu
PLRE – řetězec vyhovuje vedoućımu projektu
PPRPRE – řetězec na začátku řádku označuje skupinu projektu
PPRRE – řetězec vyhovuje skupině projektu
PTASKPRE – řetězec na začátku řádku označuje zadáńı úkolu projektu
PTASKRE – řetězec vyhovuje zadáńı úkolu projektu
NSS – nalezen začátek nové sekce nebo EOF
NGS – nalezen začátek nové skupiny, sekce nebo EOF
NPS – nalezen začátek nového projektu, skupiny, sekce nebo EOF
EBE – řetězec na začátku řádku označuje konec bloku s chybami
OST – řetězec nevyhovuje ostatńım přechod̊um v aktuálńım stavu
4.3.7 Gramatika stránky pro přihlašováńı k úkol̊um
<stranka> → <sekce>
<sekce> → <sekce nadpis><sekce popis><skupina><sekce>
<sekce> → <sekce nadpis><sekce popis><skupina>
<sekce> → <sekce nadpis><sekce popis>
<skupina> → <skupina nadpis><skupina popis><projekt><skupina>
<skupina> → <skupina nadpis><skupina popis><projekt>
<skupina> → <skupina nadpis><skupina popis>
<projekt> → <projekt nadpis><projekt resitele><projekt vedouci>
<projekt projekt><projekt ukol><projekt>
<projekt> → <projekt nadpis><projekt resitele><projekt vedouci>
<projekt projekt><projekt ukol>
<sekce nadpis> → ==<text>==
<sekce popis> → <text>
<skupina nadpis> → ===<text>===
<skupina popis> → <text>
<projekt nadpis> → ”’<text>”’




<login2> → , <text>
<projekt vedouci> → vedoućı: <vedouci>
<projekt vedouci> → vedoućı: <vedouci>, <vedouci>
<vedouci> → <text> (<email>)
<projekt projekt> → projekt: <text>




Implementace v této bakalářské práci znamenala vytvořit vlastńı tř́ıdy, které jsou schopny
spravovat úkoly v systému NLPIS, dále upravit funkcionalitu diplomové práce pána Ing.
Aleše Vavř́ınka a následně tuto práci ještě rozš́ı̌rit o nově vytvořené tř́ıdy. V neposledńı
řadě bylo nutné upravit stávaj́ıćı zdrojové soubory systému NLPIS, do kterých jsem přidal
již zmı́něné tř́ıdy pro správu úkol̊u, a následně rozš́ı̌rit informačńı systém NLPIS o nové
stránky, kde jsou informace z tabulek, které byly přidány v rámci bakalářské práce. Pro snad-
něǰśı a přehledněǰśı integraci do stránek systému NLPIS, byl vytvořen soubor funkćı, které
vraćı HTML kód, který se vlož́ı do požadovaného mı́sta na stránce. Dı́ky tomu neńı potřeba
rozsáhlých změn v kódu informačńıho systému a nav́ıc jsou všechny funkce, které obsluhuj́ı
mé tř́ıdy, v rámci jednoho souboru, což přináš́ı značené usnadněńı práce při editaci vzhledu
systému NLPIS.
5.1 Automatické generováńı wiki stránek z e-mail̊u a IS
Implementace změn týkaj́ıćıch se této části byla velmi zdlouhavá a zabrala v́ıce času,
než bylo předpokládáno. Funkce, které obsluhovaly kontrolu a generováńı projekt̊u a skupin
se jmenuj́ı kontrola_stranky_projektu, vytvoreni_stranky_projektu
a kontrola_stranky_skupiny. Funkce pro vytvořeńı stránky skupiny a projektu byly po-
nechány beze změn, protože tyto funkce jsou volány pouze pokud stránka s projektem nebo
se skupinou neexistuje.
5.2 Správa úkol̊u v systému NLPIS
Pro správu úkol̊u v systému NLPIS byly vytvořeny dvě tř́ıdy. Prvńı tř́ıda dostala název
task, protože čte úkoly z databáze. Druhá tř́ıda dostala název taskForm, jelikož zpracovává
formulář s úkoly a dle potřeby aktualizuje databázi.
5.2.1 Tř́ıda task
Tř́ıda task implementuje čteńı dat z databáze. Neńı tedy nutné pro čteńı dat o úkolech vy-
tvářet SQL dotazy na databázi. Tato tř́ıda je zkonstruována tak, aby poskytla veškerá data,
která jsou potřebná pro výpis informaćı o úkolech, jejich řešiteĺıch a ostatńıch informaćıch,
které jsou podstatné. Jelikož metoda getTasks je stavěna jako v́ıceúčelová, aby ji bylo
možné využ́ıt pro všechny potřebné pohledy na data, byla vytvořena sadu metod, které
obsahuj́ı jen potřebné parametry k danému pohledu na data.
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Tyto metody jsou:
• getAllTasks - Z databáze jsou vybrány všechny úkoly a k ńım př́ıslušej́ıćı projekty
a řešitelé. Tato metoda je využita na stránce s úkoly, kde jsou vypsány všechny úkoly,
které mohou být dále omezeny zadaným uživatelským filtrem.
• getTasksByID - Vybere konkrétńı úkol dle jeho identifikátoru, který se předá jako
parametr. V informačńım systému NLPIS tato metoda neńı využita. Byla přidána
z d̊uvodu možného budoućıho využit́ı. Metoda by se měla volat co nejméně, pokud
chceme nač́ıst data úkol̊u celého projektu, tak využijeme jinou metodu a nebudeme
několikrát volat tuto, protože jej́ı SQL dotaz na databázi je přibližně stejně kompli-
kovaný jako dotaz pro zjǐstěńı úkol̊u celého projektu.
• getTasksByUser - Parametrem této metody je identifikátor uživatele, pro kterého
chceme nalézt všechny jeho řešené projekty. Tato metoda se hod́ı, pokud uživatel
chce vidět všechny své řešené projekty.
• getTasksByProject - Tato metoda vybere všechny řešitele pro projekt, který je speci-
fikovaný parametrem. Samozřejmě jsou zároveň vybrány informace o projektu a o úko-
lech jednotlivých řešitel̊u.
• getTasksByUserProject - Spojeńım dvou předchoźıch metod vznikne uvedená me-
toda, která vybere data pro konkrétńı úkol a konkrétńıho řešitele. Tato metoda je nej-
v́ıce využ́ıvána pro práci s formulářem, který obsluhuje úkoly.
Každá z těchto metod pak dále může obsahovat nepovinné parametry, které jsou vyu-
žity pro filtrováńı a řazeńı nalezených dat. Tyto výše zmı́něné metody pouze volaj́ı hlavńı
metodu getTasks, které předaj́ı potřebné parametry a tato metoda se již postará o napl-
něńı vnitřńı datové struktury daty z SQL dotazu. Metody pro výběr dat vraćı pravdivostńı
hodnotu, kterou ř́ıkaj́ı, jestli se data podařilo vybrat.
5.2.2 Čteńı dat z databáze
Ze začátku se inicializuj́ı vnitřńı proměnné objektu task a vyprázdńı se vnitřńı datová
struktura. Poté se dle předaných parametr̊u vyhodnot́ı, o jaký pohled na data se jedná, a ná-
sledně se uprav́ı SQL dotaz, aby odpov́ıdal zvolenému náhledu. Následuje voláńı SQL dotazu
pro výběr potřebných dat. Tento SQL dotaz je velmi rozsáhlý a obsahuje několik poddotaz̊u.
Tyto poddotazy musely být přidány z d̊uvodu stránkováńı. Stránkováńı se vždy dělá na ur-
čitý počet prvk̊u na stránce, ale nově udělaný SQL dotaz nevyb́ırá pouze jednotlivé prvky
(projekty, řešitele), ale i jejich úkoly. Tedy nelze jednoduše omezit SQL dotaz na 50 zá-
znamů, protože 50 záznamů odpov́ıdá 50ti úkol̊um a to může být např́ıklad 7,5 projektu.
Tedy by na stránce bylo vypsáno 8 projekt̊u (nebo řešitel̊u) a u posledńıho by se vypsaly
jen některé úkoly. Nav́ıc by takovéto stránkováńı fungovalo špatně. Proto se poddotazem
muśı vyfiltrovat požadovaný počet řešených projekt̊u a k ńım přǐrazených řešitel̊u (tabulka
resi). Ale protože se řazeńı provede až po provedeńı klauzule Group By, tak je potřeba vy-
brat všechny identifikátory projekt̊u a identifikátory řešitel̊u a v daľśım poddotazu je pomoćı
klauzule Limit omezit na požadovaný počet prvk̊u. Při implementaci byl nalezen problém
s MySQL databáźı, kdy se zadaný SQL dotaz nemohl provést, protože MySQL nepodpo-
ruje klauzuli Limit v poddotazu. Řešeńım tohoto problému bylo zakomponovat ještě jeden
poddotaz, který bude zastřešovat poddotaz s klauzuĺı Limit a pouze předá identifikátory
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projektu a identifikátory řešitel̊u hlavńı části SQL dotazu, která již vybere všechny potřebné
atributy. Celkem tento SQL dotaz obsahuje tři vnořené poddotazy.
Po vykonáńı SQL dotazu je potřeba proj́ıt všechna načtená data. Proto v cyklu prochá-
źıme načtené záznamy z databáze a rozdělujeme je do skupin dle identifikátoru projektu
a identifikátoru řešitele, č́ımž je doćıĺıme toho, že dostaneme úkoly, které patř́ı k jednomu
projektu a řešiteli, do jednoho pole. Zároveň se ukládaj́ı všechny rozd́ılné časové údaje
pro jednotlivé skupiny. Tyto časové údaje budou poté využity pro tvorbu pole jednotli-
vých změn. Když již máme rozdělena data dle skupin a známe všechny časové změny, které
nastaly v jednotlivých skupinách, tak můžeme zač́ıt plnit vnitřńı datovou strukturu. Na-
plňováńı této datové struktury má formu několika vnořených cykl̊u. Prvńı cyklus procháźı
jednotlivé skupiny. Druhý cyklus procháźı časové změny, které nastaly ve skupině. Jeli-
kož by se mohlo stát, že úkoly nejsou z databáze vráceny přesně v požadovaném pořad́ı,
tak je zde vložen daľśı cyklus, který procházej́ı cyklicky pole a hledá postupně (dle atributu
poradi) úkoly, které nálež́ı dané skupině (projektu a řešiteli). Pokud by nastala nekonzis-
tence databáze, která by se projevila špatně uloženým pořad́ım úkol̊u, tak se vyṕı̌sou pouze
úkoly, které maj́ı správně definované pořad́ı. Pro lepš́ı vysvětleńı si uvedeme př́ıklad. Pokud
budou v databázi existovat úkoly s pořad́ım 1, 2, 3 a 5, tak budou vypsány pouze úkoly s po-
řad́ım 1, 2 a 3. V tomto cyklu se taky pro každou změnu nač́ıtaj́ı stavy jednotlivých úkol̊u.
Toto je ale náročněǰśı, co se počtu dotaz̊u na databázi týče, a proto se provád́ı pouze pokud
si uživatel přeje zobrazovat historii stav̊u. Pokud si uživatel přeje zobrazit pouze posledńı
(aktuálńı) stav úkolu, tak ten se nač́ıtá z databáze již v dř́ıve zmiňovaném SQL dotazu. Dı́ky
možnosti zákazu výběru historie stav̊u lze částečně zkrátit dobu vykonáváńı SQL dotazu.
Dı́ky těmto vnořeným cykl̊um vznikne datová struktura, která je zobrazena na obrázku
č. 4.3.
5.2.3 Počet prvk̊u v databázi
Pro správnou funkci stránkovače na stránkách informačńıho systému NLPIS je potřeba znát
celkový počet záznamů. Kv̊uli tomuto obsahuje tř́ıda task podobné metody jako pro vý-
běr dat z databáze. Tyto metody maj́ı názvy countAllTasks, countTasksByUserProject,
countTasksByUser, countTasksByProject a countTasksByID a odpov́ıdaj́ı výše uvede-
ným metodám, které vyb́ıraj́ı data. Jejich parametry jsou také shodné. Jediným rozd́ılem
je, že tyto metody nevraćı pravdivostńı hodnotu, jestli se podařilo data vybrat, ale počet na-
lezených záznamů. Podobně jako u metod pro výběr dat, i tyto metody volaj́ı pouze metodu
countTasks, které předaj́ı potřebné parametry, včetně pohledu na data, který se má použ́ıt.
Metoda countTasks má vrátit počet nalezených záznamů v databázi. Postup, aby toho
doćılila, je následuj́ıćı: Nejprve se zpracuj́ı předané parametry, dle kterých se uprav́ı ná-
sledný SQL dotaz, aby odpov́ıdal danému pohledu na data a bylo aplikováno př́ıpadné
filtrováńı dat. Řazeńı dat se v tomto dotazu neřeš́ı, protože nás zaj́ımá počet, který neńı
ovlivněn směrem řazeńı dat. Je ale možné využ́ıt stránkováńı, přičemž v takovém př́ıpadě
se metoda nedá použ́ıt pro zjǐstěńı celkového počtu prvk̊u v databázi, ale k celkovému po-
čtu prvk̊u, který se bude nacházet na stránce. Mohlo by to sloužit k určeńı počtu prvk̊u
na posledńı stránce ještě před samotným výběrem dat. Takto upravený SQL dotaz bude
zpracován a bude zjǐstěn počet záznamů, které byly v databázi nalezeny. Popis SQL dotazu
je shodný s popisem SQL dotazu v kapitole 5.2.2. Jedinou odlǐsnost́ı mezi těmito SQL do-
tazy je výběr dat. Pro efektivněǰśı a rychleǰśı zpracováńı tento SQL dotaz nevyb́ırá data
(je vybrána konstanta o hodnotě 1).
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5.2.4 Metody tř́ıdy task
Tř́ıda task obsahuje r̊uznorodý výčet metod pro posun index̊u v poĺıch a tedy r̊uzné mož-
nosti, jak procházet načtenými daty. Tyto metody jsou potřebné z d̊uvodu uspořádáńı
vnitřńı datové struktury, která je složena z několika zanořených poĺı. Indexy existuj́ı v ob-
jektu task čtyři a maj́ı názvy groupIndex, changeIndex, taskIndex a stateIndex.
Každý z těchto index̊u má tyto typy metod pro změnu jeho hodnoty:
• nastav́ı index na hodnotu -1 (resetGroup, resetChange, resetTask, resetState)
• inkrementuje index (nextGroup, nextChange, nextTask, nextState)
• dekrementuje index (prevGroup, prevChange, prevTask, prevState)
• nastav́ı index na hodnotu 0 (firstGroup, firstChange, firstTask, firstState)
• nastav́ı index na posledńı prvek (lastGroup, lastChange, lastTask, lastState)
• nastav́ı index na zvolený prvek (setGroup, setChange, setTask, setState)
Tyto metody vraćı pravdivostńı hodnotu, která označuje, jestli se povedlo změnit index
(jestli požadovaný index existuje). Výchoźı hodnota indexu je -1, aby tyto metody mohly
být využity v programové konstrukci while mı́sto konstrukce do-while. V bakalářské práci
jsou využity pouze metody typu next, first a reset, ostatńı metody jsou dodány pro př́ıpadné
budoućı rozš́ı̌reńı.
Tř́ıda task také umožňuje vyhledáváńı v datech načtených z databáze. Je d̊uležité
mı́t na paměti, že použit́ı vyhledávaćı metody funguje tak, že po zavoláńı nastav́ı index
skupiny nebo úkolu na hledaný prvek. Tedy dojde k přepsáńı aktuálńıch index̊u v objektu.
K hledáńı existuj́ı 3 metody:
• findProject - Parametrem je identifikátor projektu, který se má nalézt. Pokud me-
toda nalezne hledaný projekt, tak vrát́ı pravdivostńı hodnotu true a nastav́ı pouze
groupIndex na nalezenou pozici. Pro správné čteńı dat je třeba nastavit changeIndex,
taskIndex a př́ıpadně stateIndex.
• findSolver - Metoda jako parametr očekává identifikátor řešitele, který se má naj́ıt.
Pokud bude hledaný řešitel nalezen, tak bude navrácena pravdivostńı hodnota true
a index groupIndex bude nastaven na pozici nalezeného řešitele. Pro čteńı dat je třeba
nastavit changeIndex, taskIndex a př́ıpadně stateIndex.
• findTask - Parametrem je identifikátor úkolu, který chceme naj́ıt v aktuálńı skupině
a v aktuálńı změně. Tato metoda pouze pohybuje indexem taskIndex. Pro př́ıpadné
čteńı stav̊u úkol̊u je potřeba nejprve nastavit stateIndex.
Všechny tyto metody maj́ı jako nepovinný parametr start, který označuje počátečńı
index, od kterého se má zač́ıt hledáńı. Toto lze využit pro postupné hledáńı, kdy chceme
nalézt jiný než prvńı prvek (když se vyberou všechny úkoly, tak jeden projekt má v́ıce
řešitel̊u a jeden řešitel má v́ıce projekt̊u). Tento počátečńı index může být zadán jako
kladné č́ıslo, kdy tento index bude znamenat počátečńı pozici od začátku pole, nebo jako
záporné č́ıslo, kdy tento index bude znamenat počátečńı pozici od konce pole (hodnota -2
znamená, že se zač́ıná hledat od předposledńıho prvku).
Výběr dat se provád́ı pomoćı get metod, kdy každá proměnná má svoj́ı vlastńı me-
todu. Pokud nejsou řádně nastavené potřebné indexy pro čteńı dat, tak bude vytvořena
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výjimka, konkrétně OutOfRangeException. Kdyby z nějakého d̊uvodu tento zp̊usob źıská-
váńı dat nevyhovoval, tak je možné využ́ıt metodu getTaskData, která vrát́ı pole, které
obsahuje data k aktuálně zvolenému úkolu, nebo metodu getStateData, která vraćı pole
se stavy aktuálně zvoleného úkolu. Těmto metodám taky lze dle potřeby nastavit indexy,
ze kterých se má č́ıst požadovaný úkol nebo stav. Pokud kombinace zadaných index̊u neexis-
tuje, tak bude vytvořena výjimka, konkrétně výjimka OutOfRangeException. Index může
být zadán kladnou hodnotou, takže bude reprezentovat č́ıslo indexu, které se má zvolit.
Dále může být index reprezentován i záporným č́ıslem, kdy udává index poč́ıtaný od konce
(hodnota -2 představuje předposledńı prvek).
Daľśı metody, které stoj́ı za zmı́nku, jsou metody pro překlad a výpis celého jména.
Metody pro překlad jsou využ́ıvány pro překlad č́ıselné hodnoty na př́ıslušný textový ře-
tězec. Jména těchto metod jsou translateTaskState a translateProjectState. Tyto
metody vraćı přeložený č́ıselný stav aktuálńıho úkolu, respektive projektu. Dı́ky volitel-
nému parametru lze přeložit zadané č́ıslo na př́ıslušný textový stav. Pokud nebude možné
provést překlad na textový řetězec, tak bude vytvořena výjimka. Metody pro výpis celého
jména jsou užitečné hlavně proto, že mı́sto voláńı čtyř metod, stač́ı volat pouze jednu.
Tyto metody jsou tři a maj́ı názvy getProjectWholeUserName, getTaskWholeSolverName
a getStateWholeAuthName. Všechny tyto tři metody maj́ı volitelný textový parametr, který
je využit jako oddělovač mezi jednotlivými částmi jména. Pokud neńı oddělovač nastaven,
tak se použije znak mezery.
5.2.5 Tř́ıda taskForm
Tř́ıda taskForm implementuje zpracováńı formuláře pro správu úkol̊u a zápis dat do data-
báze. Pro správnou funkci této tř́ıdy je zapotřeb́ı mı́t vytvořený objekt tř́ıdy task, který
se předává do konstruktoru. Daľśım povinným parametrem konstruktoru je č́ıselný identifi-
kátor osoby, která vyžaduje vykresleńı formuláře (návštěvńık stránky). Tento identifikátor
je později použit při vyhodnoceńı, jestli daný uživatel má právo měnit úkoly a stavy úkol̊u.
Daľśı parametry jsou nepovinné a lze s nimi měnit názvy položek, se kterými má objekt
task pracovat. Prvńı volitelný parametr udává název tlač́ıtka (název indexu v globálńı pro-
měnné $_POST), které udává, jestli byl formulář odeslán. Hodnota může být zadána jako
řetězec, který označuje jeden konkrétńı input, nebo jako pole řetězc̊u, které označuje v́ıce
input̊u a pokud bude jeden z těchto input̊u naplněn daty, tak se formulář vyhodnot́ı jako
odeslán. Pokud bylo potřeba zkontrolovat, jestli určitý input ze zadaného pole byl odeslán
(naplněn), tak lze využ́ıt metodu isSend, které se předá č́ıselný parametr, který určuje
index v poli a definuje, který input se má zkontrolovat.
5.2.6 Kontrola a zpracováńı formuláře
Před zpracováńım formuláře je potřeba formulář zkontrolovat, jestli byly provedeny pouze
změny, na které má uživatel právo, a jestli je odeslaný formulář nepoškozený. Poškoze-
ným formulářem rozumı́me formulář, jehož položky byly pozměněny pomoćı upraveného
HTML kódu, jako to umı́ např́ıklad doplněk do prohĺıžeče FireFox zvaný FireBug. Metoda
checkForm kontroluje, jestli prohĺıžej́ıćı uživatel mohl provádět změny ve formuláři a jestli
to, co neměl právo změnit, z̊ustalo stejné jako před odesláńım. Dále se kontroluje správnost
zadaných dat jako např́ıklad rozsahy č́ısel, jestli text neobsahuje nedovolené znaky apod.
Kontrola na podvržeńı formuláře se provád́ı při ukládáńı úkol̊u v metodě saveTasks.
Kontrolovány jsou identifikátory úkol̊u a pokud se zjist́ı, že uživatel se pokouš́ı ve formuláři
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upravit úkol, který nepatř́ı k danému projektu, tak formulář nebude uložen a bude na-
hlášena chyba o integritě formuláře. Tento problém může nastat ve dvou př́ıpadech. Prvńı
možnost je, že uživatel záměrně pozměnil formulář a druhá možnost je, že někdo v databázi
přepsal identifikátor úkolu nebo úkol z databáze smazal mezit́ım, co uživatel měnil formu-
lář. Protože se může vyskytnout problém během zpracováváńı formuláře, tak jsou všechny
SQL dotazy ukládány do pole a pokud nebude nalezena žádná chyba, tak budou postupně
tyto SQL dotazy provedeny.
5.2.7 Chybová hlášeńı
Uživatel ne vždy vyplńı data správně a d̊usledkem toho je, že formulář nelze odeslat. Pro tyto
př́ıpady má tř́ıda taskForm pole, které obsahuje př́ıpadné chybové řetězce. Pro zjǐstěńı, jestli
nějaké chyby existuj́ı, slouž́ı metoda hasError a pro přečteńı chybové zprávy se využ́ıvá
metoda readError. Jelikož jsou chybové řetězce uloženy v poli, tak je potřeba v tomto poli
posunovat index. K tomuto účelu jsou využity obdobné metody jako u tř́ıdy task.
Jedná se o metody:
• nextError - Posune index na daľśı chybu a vrát́ı pravdivostńı hodnotu, jestli se index
podařilo posunout. Pokud tedy již žádná daľśı chyba neexistuje, bude vrácena hodnota
false.
• prevError - Přesune aktuálńı index na předchoźı chybu a vrát́ı hodnotu true. Pokud
nelze index posunout, bude navrácena hodnota false.
• firstError - Pokud existuje chyba, tak bude index posunut na prvńı chybu v poli
a bude navrácena hodnota true, jinak bude pouze navrácena hodnota false.
• lastError - Index bude nastaven na posledńı chybu v poli. Když je pole prázdné,
tak bude navrácena hodnota false.
• resetError - Nastav́ı index na hodnotu -1, aby při daľśım voláńı metody nextError
mohla být přečtena prvńı chyba.
Za všechny nastalé chyby nemuśı být odpovědný uživatel. Mohou také nastat chyby
při prováděńı SQL dotaz̊u. Pro tento př́ıpad má tř́ıda taskForm daľśı pole, které obsahuje
provedené SQL dotazy a posledńım vloženým SQL dotazem je právě onen SQL dotaz, který
vyvolal MySQL chybu. Jelikož MySQL na ćılovém serveru nepodporuje transakce, tak po-
moćı těchto dotaz̊u může administrátor vrátit provedené změny (pokud jsou známy před-
choźı hodnoty). V poli chybných SQL dotaz̊u se posouváme pomoćı metod nextSQLError,
prevSQLError, firstSQLError, lastSQLError a resetSQLError. Funkce těchto metod
jsou obdobné jako metody pro chybová hlášeńı.
Tř́ıda taskForm obsahuje také pole provedených SQL dotaz̊u, tedy dotaz̊u, které úspěšně
provedly a pozměnily databázi. Tyto SQL dotazy se mohou ukládat např́ıklad do souboru
a v př́ıpadě poruchy databáze se obnov́ı data ze zálohy a dodatečně se spust́ı uložené
SQL dotazy ze souboru, které doplńı a uprav́ı data, aby došlo k co nejmenš́ı ztrátě dat.
Pro přesuny index̊u opět existuj́ı obdobné metody jako u pr̊uchodu chybových hlášeńı.
Názvy těchto metod jsou: nextSQL, prevSQL, firstSQL, lastSQL a resetSQL. Funkce těchto
metod odpov́ıdá metodám pro chybová hlášeńı.
28
5.3 Přihlašováńı k úkol̊um na stránce MediaWiki
Úkoly, ke kterým se studenti přihlašuj́ı, jsou uloženy na MediaWiki stránce. Pro źıskáváńı
dat z MediaWiki stránky a následné ukládáńı dat je potřeba komunikovat se systémem
MediaWiki. Jelikož Ing. Aleš Vavř́ınek ve své diplomové práci řešil i spojeńı s MediaWiki,
tak byly v této bakalářské práci k tomuto účelu využity jeho funkce. Názvy funkćı jsou
get_content_page a update_stranky_projektu. Vı́ce informaćı o těchto funkćıch nalez-
nete v dokumentaci [22]. Dı́ky tomu, že byly využity již hotové funkce, nebyl zanášen do sys-
tému NLPIS duplicitńı kód. Do této implementačńı části spadaj́ı dvě tř́ıdy. Tř́ıda taskWiki,
která je určena pouze pro čteńı dat o úkolech pro nové studenty, a tř́ıda taskNLP, která
zpracovává stránku v MediaWiki a aktualizuje data v databázi.
5.3.1 Tř́ıda taskWiki
Tř́ıda taskWiki slouž́ı pouze ke čteńı dat z databáze. Smyslem této tř́ıdy je vytvořit objekt,
který komunikuje s databáźı, a pro źıskáńı požadovaných dat již stač́ı komunikovat s touto
tř́ıdou. Odpadá tedy postupné dotazováńı na databázi a d́ıky tomu se sńıž́ı zátěž na ni kla-
dená. Data z databáze jsou načtena do vnitřńı pamět’ové struktury tř́ıdy taskWiki, která
je zobrazena na obrázku č. 4.6.
Tato datová struktura se skládá z pole, které obsahuje data pro jednotlivé wiki úkoly.
Každý z těchto wiki úkol̊u obsahuje ještě dvě nezávislá pole, ve kterých jsou uložeńı řešitelé
přihlášeńı k projektu a projekty, které z tohoto wiki úkolu vznikly. Každé z těchto poĺı
vyžaduje určitý index, který bude posouván a d́ıky němuž budou čtena požadovaná data.
Indexy maj́ı názvy taskIndex, solverIndex, projectIndex a každý může být posouván
těmito metodami:
• Index bude resetován, tedy bude nastaven na hodnotu -1 (resetTask, resetSolver,
resetTaskProject).
• Inkrementuje index v daném poli a vrát́ı pravdivostńı hodnotu true, pokud se posun
podařil. Pokud se nacháźıme na konci pole, tak bude navrácena pravdivostńı hodnota
false (nextTask, nextSolver, nextTaskProject).
• Dekrementuje index v daném poli. Pokud se nenacháźıme na prvńım prvku, tak bude
navrácena pravdivostńı hodnota false. Při úspěšném posunut́ı indexu bude navrácena
pravdivostńı hodnota true (prevTask, prevSolver, prevTaskProject).
• Nastav́ı index v poli na prvńı prvek a vrát́ı pravdivostńı hodnotu true. Pokud je pole
prázdné, tak bude vrácena pravdivostńı hodnota false (firstTask, firstSolver,
firstTaskProject).
• Když neńı pole prázdné, tak bude index nastaven na posledńı prvek v poli a bude na-
vrácena pravdivostńı hodnota true. Pokud je pole prázdné, tak bude vrácena hodnota
false (lastTask, lastSolver, lastTaskProject).
• Nastav́ı index na zvolený prvek (setTask, setSolver, setTaskProject)
5.3.2 Čteńı dat z databáze
Čteńı dat o wiki úkolech se provád́ı metodou getTasks. Ale jelikož je tato metoda v́ıce-
účelová, tak pro snadněǰśı použit́ı obsahuje tř́ıda taskWiki metody getAllTasks a get-
TaskByID. Metoda getAllTasks má pouze volitelné parametry, které jsou využity pro úpravu
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SQL dotazu a slouž́ı k filtraci dat. Metoda getTasksByID má pouze jeden povinný parametr
a to je č́ıselný identifikátor úkolu, který má být načten z databáze.
V metodě getTasks se ze začátku inicializuje objekt na výchoźı hodnoty a následně
se sestroj́ı SQL dotaz, který vybere všechna potřebná data pro výpis wiki úkol̊u. Tento
SQL dotaz je podobný dotazu v tř́ıdě task. Nastávaj́ı zde obdobné problémy se strán-
kováńım, protože jeden wiki úkol může být uveden jako v́ıce záznamů, a to z d̊uvodu,
že v dotazu jsou zároveň vybrány všichni řešitelé k wiki úkolu a všechny projekty, které
vznikly z wiki úkolu. Dı́ky tomu jsou vybrána všechna potřebná data jedńım SQL dota-
zem. Kv̊uli správnému stránkováńı je v SQL vložen poddotaz, který dle nastaveného filtru
a řazeńı vybere jen zadaný počet identifikátor̊u wiki úkol̊u a na na tyto identifikátory jsou
poté nabaleny potřebné informace o wiki úkolech. Stejně jako u tř́ıdy task i zde se vy-
skytl problém s SQL dotazem, protože MySQL nepodporuje klauzuli Limit v poddotazu.
Problém byl tedy vyřešen přidáńım daľśıho poddotazu, který zastřeš́ı stávaj́ıćı poddotaz,
ale nebude již obsahovat klauzuli LIMIT a dotaz je tedy plně funkčńı. Po provedeńı SQL do-
tazu jsou data tř́ıděna dle identifikátor̊u jednotlivých úkol̊u a uložena do pole. Zároveň jsou
ke každému wiki úkolu v poli naplněna př́ıpadná data o řešiteĺıch a projektech vytvořených
z wiki úkolu. Takto uspořádané pole se poté projde a do vnitřńı datové struktury data
se ulož́ı všechny informace. Tento pr̊uchod je d̊uležitý z d̊uvodu, aby nově vytvořené pole
mělo správné indexy (0, 1, 2, ...) pro pohodlněǰśı hĺıdańı index̊u v poli.
5.3.3 Počet prvk̊u v databázi
Stránkováńı vyžaduje znát celkový počet prvk̊u, které odpov́ıdaj́ı zadaným filtr̊um. Z tohoto
počtu je pak vypočten počet př́ıpadných stránek, na které se data maj́ı rozdělit. Metody
pro zjǐstěńı počtu prvk̊u existuj́ı v tř́ıdě taskWiki dvě. Prvńı je countAllTasks, která
vrát́ı počet všech nalezených wiki úkol̊u, jenž vyhovuj́ı zadaným filtr̊um, a druhá metoda
je countTaskByID, pomoćı které lze zjistit, jestli zadaný wiki úkol v databázi existuje.
SQL dotaz metody countTask je odvozen od SQL dotazu metody getTask. Jediný
rozd́ıl je, že tento SQL dotaz nevyb́ırá z databáze data, ale pouze konstantńı hodnotu 1.
T́ım je doćıleno vyšš́ı rychlosti při zpracováńı dotazu.
5.3.4 Metody tř́ıdy taskWiki
Při rozšǐrováńı informačńıho systému NLPIS a práci s tř́ıdou taskWiki nemuśı každému vy-
hovovat postupné posouváńı index̊u, aby se dostal k požadovaným dat̊um. Z tohoto d̊uvodu
poskytuje tř́ıda taskWiki metodu getTaskData, která vrát́ı pole obsahuj́ıćı data k právě
vybranému wiki úkolu. Metodě getTaskData lze pomoćı parametru předat č́ıslo indexu,
ze kterého se maj́ı data přeč́ıst. Tento parametr může být zadán jako kladné č́ıslo, které
udává č́ıselný index v poli, nebo jako záporné č́ıslo, které udává index v poli poč́ıtaný
od konce (hodnota -2 znamená předposledńı prvek). V tomto poli jsou zároveň uložena
data o řešiteĺıch wiki úkolu a o projektech, které vznikly z wiki úkolu.
Zaj́ımavými metodami, které usnadňuj́ı práci s výpisem dat, jsou getWholeLeaderName
a getWholeReceiverName, které vypisuj́ı všechny části jména pro vedoućıho a pro př́ıjemce
zpráv. Volitelným parametrem těchto metod je řetězec, který je použit jako oddělovač mezi
jednotlivými částmi jména. Výchoźım oddělovačem je znak mezera.
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5.3.5 Tř́ıda taskNLP
Tato tř́ıda je využita pro obsluhu MediaWiki stránky, která obsahuje úkoly pro nové stu-
denty. Tato stránka má určitou gramatiku, která je uvedena v kapitole 4.3.7. Dle této
kapitoly je sestrojen konečný automat, jenž je popsán v kapitole 4.3.5. Před samotným
zpracováńım stránky je nejprve třeba stránku z MediaWiki nač́ıst. K tomuto účelu je vy-
užita funkce z diplomové práce pána Ing. Aleše Vavř́ınka. Jeho funkce get_content_page
požaduje parametr, který obsahuje název stránky, jenž se má č́ıst, a navraćı řetězec źıskaný
ze stránky MediaWiki. Jelikož funkce get_content_page neumožňuje nastavit uživatel-
ské jméno a heslo pro přihlášeńı k MediaWiki a MediaWiki, na které jsou uloženy wiki
úkoly, je na jiném serveru než systém MediaWiki, pro který je diplomová práce pána Ing.
Aleše Vavř́ınka zkonstruována, tak je potřeba před zavoláńım této funkce přepsat globálńı
proměnné ze souboru nastaveni.php, které obsahuj́ı uložené uživatelské jméno a heslo.
Jedná se o proměnné $settings[’user’] a $settings[’pass’]. Tento načtený řetězec
se zpracuje a vygeneruje se řetězec nový, který se poté vlož́ı do stránky MediaWiki. Ulo-
žeńı do MediaWiki stránky se také dělá pomoćı funkce pána Ing. Aleše Vavř́ınka zvané
update_stranky_projektu, které se jako parametr předá název upravované stránky a ob-
sah, který se má na danou stránku nahrát. Pro úspěšné uložeńı dat na MediaWiki stránku





Jednotlivé části bakalářské práce byly testovány r̊uzně, protože se týkaly r̊uzných systémů
a kladly r̊uzné požadavky na testováńı. Test prob́ıhal na nainstalovaných kopíıch použ́ıva-
ných systémů, tedy systému MediaWiki a informačńıho systému NLPIS.
6.1 Automatické generováńı wiki stránek z e-mail̊u a IS
Testováńı této části prob́ıhalo zaváděńım chyb do stránky MediaWiki a následným gene-
rováńım stránky pomoćı skriptu pána Ing. Aleše Vavř́ınka. Stránka před zavedeńım chyby
a po zavedeńı chyby byla následně porovnána a bylo zjǐstěno, jestli si skript poradil se změ-
nou stránky či nikoliv. Testováńı prob́ıhalo v kombinaci s generováńım hlavičky pro projekty
a skupiny a se zákazem generováńı hlaviček. Testy se skládaly z jednoduchých změn, které
se postupně proĺınaly a tvořily komplikovaněǰśı chyby.
6.2 Správa úkol̊u v systému NLPIS
Tato část bakalářské práce byla nejv́ıce náchylná na možné chyby a proto bylo nutné provést
d̊ukladné testy. Protože když dojde k nekonzistenci databáze, tak se data velmi špatně opra-
vuj́ı a nejjednodušš́ı je provést obnovu dat ze zálohy. Testováńı bylo rozvrženo na dvě fáze.
Prvńı fázi testováńı byla prováděna na mém poč́ıtači, kde byla kopie informačńıho systému
NLPIS, do které byly implementovány nově vytvořené tř́ıdy. Po úspěšném dokončeńı test̊u
nastala druhá fáze a to bylo testováńı př́ımo v informačńım systému NLPIS. Implementace
byla nasazena na server, aby byla otestována uživateli. Jelikož uživatelé si nemuśı všimnout
chybně interpretovaných dat, tak byly vytvořena speciálńı funkce checkTasks, která pro-
hledávala databázi a kontrolovala, jestli jsou data v databázi konzistentńı. Kontrola byla
zaměřena na kritické části algoritmu pro vypisováńı úkol̊u. Jednou z těchto kritických část́ı
je, že pořad́ı úkol̊u muśı zač́ınat č́ıslem 1 a muśı být navyšována bez vynecháńı č́ısla. Tedy
pořad́ı 1, 2, 3, 5 je chybné. Daľśı kontrolovanou věćı bylo, jestli úkol obsahuje právě jeden
aktuálńı stav. Tato kontrola databáze byla prováděna jedenkrát denně a spolu s touto kont-
rolou byla vytvořena záloha databáze, aby při př́ıpadném obnoveńı dat došlo k co nejmenš́ı
ztrátě dat.
6.2.1 Efektivita
Jelikož byla předělána správa úkol̊u, tak úkolem bylo také zároveň pozměnit dosavadńı
stránku pro vypisováńı úkol̊u. Tato stránka vykazovala vysokou neefektivnost, co se SQL do-
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taz̊u týče, a to mělo za následek neúnosně dlouhou dobu nač́ıtáńı stránky. V tabulce 6.1
je zobrazena doba před a po použit́ı nové implementace. Jak je vidět, d́ıky přechodu z vel-
kého počtu malých SQL dotaz̊u na jeden velký SQL dotaz došlo k výraznému urychleńı
nač́ıtáńı stránky, i když došlo ke zvýšeńı složitosti nač́ıtané stránky (z databáze se již kv̊uli
úkol̊um nenač́ıtá jeden atribut, ale několik atribut̊u). Tyto časové údaje byly naměřeny
v prohĺıžeči FireFox d́ıky doplňku FireBug, který obsahuje panel śıt’, ve kterém jsou uve-




Tabulka 6.1: Porovnáńı čas̊u pro generováńı stránky úkoly
6.2.2 Zabezpečeńı formuláře
Tř́ıda taskForm obsluhuje formulář úkol̊u v systému NLPIS. Jelikož formulář je vykreslen
na straně klienta a ze strany klienta také odeśılán, tak existuje možnost, že klient si mohl
formulář upravit a zaśılá jiný formulář, než mu byl p̊uvodně vygenerován. V rámci testováńı
byl tento formulář upraven a odzkoušen, zdali si tř́ıda taskForm s t́ımto problémem porad́ı.
Úprava formuláře byla provedena v prohĺıžeči FireFox s doplňkem FireBug, který umožňuje
měnit načtená HTML a CSS data.
Testované změny formuláře:
• Změna identifikátoru úkol̊u na úkol, který nepatř́ı upravovanému projektu.
Kdyby nebyla tato možnost ošetřena, tak by uživatel mohl měnit úkoly, které nesou-
visej́ı s jeho projektem a nemá ani právo je měnit. Tento stav byl testován př́ımou
editaćı formuláře, kde se testovalo, jestli tř́ıda taskForm odhaĺı takto provedenou
změnu a vyhodnot́ı tento formulář jako chybný.
• Přidáńı značek input do formuláře, které maj́ı stejný název jako input pro zadáńı
úkolu a termı́n úkolu pouze s právy řešitele.
Vygenerovaný formulář se lǐśı dle práv, které uživatel má. Pokud má uživatel pouze
práva řešitele, tak je mu zamezeno editovat zadáńı úkolu a termı́n úkolu, ale kdyby
se uživateli podařilo editovat obsah HTML stránky, tak by mohl provést i ode-
sláńı těchto dat. Tř́ıda taskForm obsahuje při ukládáńı kontrolu, jestli daný uživatel
má práva uložit požadovaná data. Jelikož se ale jedná o možnou bezpečnostńı chybu,
tak bylo třeba tuto možnost řádně otestovat.
• Přidáńı formuláře, který obsahuje všechny náležité prvky pro změnu úkol̊u bez práv
vedoućıho a bez práv řešitele.
Uživatel, který nemá práva vedoućıho ani práva řešitele, nemá zobrazený formu-
lář, ale při odesláńı stránky by mohl naplnit odeslaná data pomoćı formuláře, který
si na stránce vytvořil. Proto bylo potřeba ošetřit i tuto možnost a následně otestovat,
jestli to skutečně funguje.
• Vložeńı hodnot do formuláře, které by mohly provést takzvaný SQL Injection1.
SQL Injection se využ́ıvá k źıskáváńı dat, ke kterým by se uživatel neměl dostat,
1Vı́ce o SQL injection [17] [3]
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nebo k prováděńı SQL dotaz̊u, které mohou přivést nekonzistenci do databáze nebo
databázi poškodit. V tř́ıdě taskForm je provedena ochrana proti SQL Injection, kte-
rou bylo třeba otestovat. Do formuláře byly zadávány ony řetězce, které by mohly
vést k pozměněńı SQL dotazu (výhodou je, že známe formát SQL dotazu, tak v́ıme,
kde zadat ony řetězce, aby byl SQL dotaz platný a zároveň mohl napáchat škodu).
6.2.3 Přihlašováńı k úkol̊um na stránce MediaWiki
Narozd́ıl od části Automatické generováńı wiki stránek z e-mail̊u a IS, zde se jedná pouze
o jednu konkrétńı stránku. Proto se naskýtalo méně možnost́ı, kde se mohla vyskytnout
chyba. Testováńı prob́ıhalo postupným přidáváńım elementárńıch chyb, které měly za ná-
sledek porušeńı gramatiky stránky s wiki úkoly. Po úspěšném otestováńı elementárńıch chyb
u každého z rozd́ılných celk̊u (sekce, skupina, projekt) se přešlo ke složitěǰśımu testováńı,




V rámci semestrálńıho projektu jsem analyzoval zadáńı a jeho součásti. Analýza obsahovala
nastudováńı diplomové práce pána Ing. Aleše Vavř́ınka, zpracováńı požadavk̊u pro správu
úkol̊u v systému NLPIS, prostudováńı syntaxe systému MediaWiki a rozboru MediaWiki
stránky pro přihlášováńı k vypsaným wiki úkol̊um.
Navrhl jsem řešeńı tak, aby byly splněny zadané požadavky. Hlavńı část́ı návrhu byly
vytvořené tř́ıdy, které pracuj́ı s daty pro správu úkol̊u a pro přihlašováńı řešitel̊u k wiki
úkol̊um. K těmto tř́ıdám byly navrženy databázové tabulky, které tyto tř́ıdy obsluhuj́ı.
Dále byl navržen konečný automat, který čte data na MediaWiki stránce, kde se přihlašuj́ı
řešitelé k zadaným úkol̊um.
V letńım semestru jsem již implementoval navržené řešeńı. Diplomová práce pána Ing.
Aleše Vavř́ınka byla upravena, aby splňovala požadavek na zamezeńı generováńı hlaviček
pro vybrané projekty a skupiny. Dále byly v této diplomové práci nahrazeny vypisované
úkoly, protože došlo ke změně databázové struktury, ve které byly tyto úkoly uloženy. Im-
plementace správy úkol̊u byla rozdělena do dvou tř́ıd, kdy jedna z tř́ıd slouž́ı pro čteńı
dat z databáze a druhá slouž́ı pro zápis dat do databáze. Implementace přihlašováńı k wiki
úkol̊um byla také rozdělena na dvě tř́ıdy, kde jedna z tř́ıd slouž́ı pro čteńı a druhá pro zápis
dat. Pomoćı těchto tř́ıd jsou do systému NLPIS přidána upozorněńı na přihlášeńı nového
řešitele k úkolu a bylo usnadněno přidáváńı nového řešitele a nového projektu z wiki úkolu.
Testováńı provedených změn a nových tř́ıd prob́ıhalo formou uživatelského testováńı,
při kterém byly odstraněny drobné chyby. Uživatelské testováńı tř́ıd prob́ıhalo nejprve na lo-
kálńı kopii systému NLPIS a poté byly tř́ıdy nasazeny do provozu, kde byly otestovány
větš́ım počtem uživatel̊u. Efektivita tř́ıdy task byla otestována na stránce, kde se vypisuj́ı
všechny úkoly v systému NLPIS. Byl porovnán čas s p̊uvodńı implementaćı a s implementaćı
pomoćı mé tř́ıdy. Čas potřebný k načteńı stránky byl sńıžen o 90 %.
Všechny tř́ıdy jsou tvořeny tak, aby mohly být využity k v́ıce účel̊um. Obsahuj́ı řadu
metod, které nejsou pro aktuálńı implementaci potřebné. Dı́ky těmto metodám lze libo-
volně procházet načtenými daty a využ́ıt tato data pro budoućı rozš́ı̌reńı. Tř́ıda task může
být využita pro tvorbu Ganttova diagramu, kdy lze využ́ıt informace o změnách úkol̊u a za-
kreslit je do grafu. Daľśım možným rozš́ı̌reńım je přidáńı diskuźı k jednotlivým úkol̊um,
kde by mohli řešitelé se svým vedoućım konzultovat nalezené problémy nebo neshody.
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[15] PHP: PHP: Credits. PHP, Květen 2012, [Online; cit. 2012-05-06].
URL http://php.net/credits.php
[16] PHP: PHP: General Information. PHP, Květen 2012, [Online; cit. 2012-05-06].
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• documentation - dokumentace ve fotmátu LATEX
• doxygen - vygenerovaná doxygen dokumentace
• images - obrázky použité v dokumentaci
• other - ostatńı věci k dokumentaci





Obrázek B.1: Tř́ıda task
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Obrázek B.2: Tř́ıda taskForm
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Obrázek B.3: Tř́ıda taskWiki
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Obrázek B.4: Tř́ıda taskNLP
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