Abstract. This work presents a conservative extension of OhCircus, a concurrent specification language, which integrates CSP, Z, objectorientation and embeds a refinement calculus. This extension supports the definition of process inheritance, where control flow, operations and state components are eligible for reuse. We present the extended OhCircus grammar and, based on Hoare and He's Unifying Theories of Programming, we give the formal semantics of process inheritance and its supporting constructs. The main contribution of this work is a set of sound algebraic laws for process inheritance. The proposed laws are exercised in the development of a case study.
Introduction
Several formalisms offer support for modelling behavioural and data aspects of a system. For instance, CSP-OZ [9] , CSP-B [19] , Mosca (VDM+CCS) [21] and Circus [15] are some contributions in this direction. Particularly, Circus is a combination of Z [20] and CSP [10] , which includes constructions in the style of Morgan's refinement calculus [13] . With the intention to also handle object orientation, the OhCircus [6] language has been proposed as a conservative extension of Circus.
Circus has a refinement calculus that embodies a comprehensive set of laws [5, 15, 18] . These laws are also valid for OhCircus. Nevertheless, although there is a notion of process inheritance in OhCircus, the current calculus does not include any laws for dealing with process inheritance. The laws developed in Section 4 aim to contribute to a more comprehensive set of algebraic laws for OhCircus, taking into account this relevant language feature.
Class inheritance, in the object-orientated paradigm, is a well-established concept [12] ; several works, based on the substitutability principle, have developed theories that recognize suitable inheritance notions between classes [1, 12] . On the other hand, the semantics of process inheritance is not consolidated. Some of the most well known works [9, 14, 22] have used the failures behavioural model of CSP to define a process inheritance relation.
Process inheritance, as originally defined for OhCircus, has a practical disadvantage: there is no way of explicitly referencing the inherited elements in the subprocesses; as a consequence, there is no support for taking advantage of redefinitions, which are strongly connected with the concept of inheritance. As our first contribution, we develop an extended syntax for OhCircus, which allows reuse of all the process elements, but still keeping processes as encapsulated units concerning their use in process compositions. Typing rules are developed to validate programs considering the new syntax, and a formal semantics is given in the Unifying Theories of Programming (UTP) [11] . The second major contribution of this work is the proposal of sound laws to support the stepwise introduction or elimination of process inheritance and process elements in the presence of this feature. We have also mechanised these rules based on the Eclipse Modelling Framework and on the Xtext and the ATL integrated tools. The overall approach is illustrated through the development of a case study.
In the next section we briefly introduce OhCircus through an example, already considering the extended grammar we propose. The semantics for process inheritance is presented in Section 3. A selection of the proposed laws is given in Section 4; the laws are exercised in a case study in Section 5. Finally, in Section 6, we present our conclusions and future work.
Process Inheritance with Code Reuse
We have extended the syntax of OhCircus in two central ways: the creation of a new access level to allow visibility of process elements (state and schema operation) by subprocesses (like the protected mechanism in Java) and the addition of a new clause to define Z schemas [20] , very similar to the Z schema inclusion feature, with the aim of allowing schema redefinitions.
As originally designed, a process, both in Circus and OhCircus, is a black box with interaction points through channels that exhibit a behaviour defined by its main action. Actually, in a subprocess specification, all the definitions of the superprocess (state components, actions, and auxiliary definitions) are in scope; this has been motivated by the fact that the main action of the subprocess is implicitly composed in parallel with the main action of the superprocess. On the other hand, there is no notation for explicitly referencing the inherited elements for supporting code reuse, for instance, in operation redefinitions. The effort of introducing inheritance with this process structure is prohibitive because the benefits of code reuse cannot be reached and the introduction of a type hierarchy, by itself, is not enough to justify inheritance, from a practical perspective.
The syntax for the proposed extensions is presented in Figure 1 , where the three central elements of our strategy are underlined. A process is a sequence of paragraphs, possibly including a state defined in the form of a Z schema (formed of variable declarations and a predicate), followed by a main action that captures the active behaviour of the process. A process paragraph (PParagraph) includes Z schemas (typically defining operations) and auxiliary actions used by the main action; a paragraph is allowed to refer to one or more Z schemas defined in the process itself or inherited from its superprocesses, in any level of inheritance.
