We consider the problem of the shortest common superstring. We describe an approach to solve the problem. This approach is based on an explicit reduction from the problem to the satisfiability problem.
Investigation of different regularities can be used to retrieve various important knowledge (see e.g. [1] - [6] ). In particular, different variants of the shortest common superstring problem play important roles in data compression and DNA sequencing. There are a number of variants of the shortest common superstring problem which are also of considerable interest for investigations.
Let U, V , X, and Y be some strings such that U = XV Y . Then U is a superstring of V . The length of a string S is the number of letters in it and is denoted as |S|. Let Σ = {a 1 , . . . , a m } be a finite alphabet. Let S = {S 1 , . . . , S n } be a collection of strings over Σ. A string S is a superstring of S if S is a superstring of S i , for any 1 ≤ i ≤ n. The decision version of the shortest common superstring problem can be formulated as following.
The Shortest Common Superstring Problem (SCS): Instance: A collection S of strings over Σ and a positive integer k. Question: Is there S such that |S| ≤ k and S is a superstring of S?
The problem SCS is NP-complete [7] . Encoding different hard problems as instances of different variants of the satisfiability problem and solving them with very efficient satisfiability algorithms has caused considerable interest (see e.g. [8] - [12] ). We consider an explicit reduction from SCS to the satisfiability problem. Let
It is easy to check that there is a string S such that |S| ≤ k and S is a superstring of S if and only if ξ is satisfiable. It is clear that ξ is a CNF. So, ξ gives us an explicit reduction from SCS to SAT. Now, using standard transformations (see e.g. [13] ) we can obtain an explicit transformation ξ into ζ such that ξ ⇔ ζ and ζ is a 3-CNF. Clearly, ζ gives us an explicit reduction from SCS to 3SAT. We have designed generators of natural instances for SCS. We consider our genetic algorithms OA [1] (see [14] ), OA [2] (see [15] ), OA [3] (see [16] ), and OA [4] (see [17] ) for SAT. We used heterogeneous cluster. Each test was runned on a cluster of at least 100 nodes. Note that due to restrictions on computation time (20 hours) we used savepoints. Selected experimental results are given in Table 1 . 
