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RESUMEN 
 
Este artículo trata sobre una invención la cual fue producto de una investigación sobre el tema de 
reportes de contabilidad. La invención es un lenguaje de programación de cuarta generación (4GL) 
simple, especial para contadores, con el propósito de que estos profesionales puedan crear, 
literalmente, cualquier reporte basado en los saldos de las cuentas de contabilidad. Aparte de las 
cuentas,  el  lenguaje  permite  la  utilización  de  literales  numéricos  y  expresiones,  además  de 
soportar invocaciones a funciones y la inclusión de otros reportes escritos con el mismo lenguaje. 
Debido a que un programa en Overlapping es una expresión por lo que siempre tiene un valor 
final, la especificación de la inclusión de un programa en este lenguaje es una expresión que 
puede usarse como operando de otras expresiones. El nombre de Overlapping surgió debido a que 
un  programa  escrito  en  éste  lenguaje  parece  que  se  hubiese  escrito  sobre  una  lámina 
transparente, la cual se superpone sobre el reporte que se requiere. Aparte de su uso en 
contabilidad, el lenguaje Overlapping puede servir para cualquier otro tema en donde se utilicen 
datos similares. 
 
PALABRAS CLAVE 
 
Lenguaje de programación, código fuente, compilación, interpretación, interfaz gráfica de usuario 
(IGU). (Ver el glosario.) 
 
ABSTRACT 
 
This article is about an invention, which was the product of an investigation on the subject of 
accounting reports. The invention is a programming language of the fourth generation (4GL) 
simple, special for accountants, with the purpose that these professionals can create, literally, any 
report based on the balances of accounting accounts. Apart from the accounts, the language 
allows the use of numeric literals and expressions, besides supporting invocations to functions and 
the inclusion of other reports written with the same language. Because a program in Overlapping 
is an expression that always has a final value, the specification of the inclusion of a program in this 
language is an expression that can be used as an operand for other expressions. The name of 
Overlapping arose because a program written in this language seems to have been written on a 
transparent sheet, which is superimposed on the report that is required. Apart from its use in 
accounting, the Overlapping language can be used for any other topic where similar data is used. 
 
KEY WORDS 
 
Programming language, source code, compilation, interpretation, graphic user interface (GUI). 
(See the glossary.) 
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INTRODUCCIÓN 
 
Hubo una vez que un empleado del área de contabilidad de una empresa comercial, me pidió que 
el sistema que se pretendía construir le permita generar cualquier reporte que le pida algún 
gerente. Era obvio que se refería estrictamente a cualquier reporte de contabilidad, no solamente 
a los estados financieros. En aquella vez era desconocido para mí toda la tecnología que estaba a 
disposición de todos, con lo cual se podía obtener programas con características muy pegadas a 
los requerimientos de los clientes. Lamentablemente, o quizá por fortuna, no me dedicaba a hacer 
sistemas; en ese entonces era casi totalmente académico. 
 
Al mencionado requerimiento de este empleado pensé: “una ventana de SQL: imposible”, “un 
módulo el cual permita que el vendedor inserte sentencias en la base de datos, las cuales estén a 
disposición del usuario final: nada práctico”, “una gran cantidad de reportes determinados con 
toda la gente de contabilidad y los gerentes: peor aún”. Estuvo muy claro que los que tenían que 
generar los reportes tenían que actuar solos, por siempre, sin requerir de los desarrolladores de 
software para generar todos los reportes que quisieran de los infinitos que podrían generarse. 
Además, como sabemos los de informática, ningún usuario final, como los contadores, deben 
tener acceso al bajo nivel del sistema o conocimiento del mismo, tal como la estructura lógica de 
la base de datos o de simplemente las tablas o las vistas de éstas. 
 
Para mí no hubo otra solución más que la creación de un lenguaje de programación especial para 
usuarios finales no necesariamente informáticos o programadores, tales como los contadores. 
“Overlapping”, lo que en castellano significa “superponiendo”, fue el nombre ad-hoc para este 
lenguaje por lo que casi se trata de solamente añadir elementos. Es como si el reporte estuviese 
escrito en un papel y por encima le pusiéramos una transparencia con todos los elementos 
adicionales y en lugares exactos; el texto combinado del papel y el de la transparencia sería el 
código fuente del reporte; al compilarse quedaría listo para generar todas sus instancias que se 
requieran, cada vez que el usuario lo desee. 
 
El  lenguaje  Overlapping  fue  ideado  únicamente  para  realizar  reportes,  ya  sean  estos  de 
contabilidad o de cualquier otro tema en donde se maneje datos similares. La salida de cualquier 
programa escrito en este lenguaje siempre deberá tener formato de reporte, incluso cuando 
incluimos solamente literales numéricos, dejando por un lado momentáneamente a los saldos de 
las cuentas. Por ejemplo, si un programa en Overlapping consiste de sólo la evaluación de la 
expresión “2 + 3*4”, como reporte no nos diría nada una salida con únicamente el valor “14” - 
aunque de alguna manera el lenguaje lo permite-. En cambio, si en la salida se muestra la forma de 
cómo se ha evaluado la expresión, entonces obtenemos algo más interesante. Vea el siguiente 
programa y a continuación su salida: 
 
( {"Prueba de evaluación"} 
( '2 + 
{"más el producto de:"} 
[('3 * '4) "resultado parcial:"] 
) 
{.Resultado:.} 
) 
 
Salida: 
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Prueba de evaluación 
 2.00 
 más el producto de: 
  3.00 
  4.00 
 resultado parcial: 
12.00 
Resultado: 14.00 
 
Tratemos de  imaginar  por  ahora  si  en  vez  de  usar  solamente  literales  numéricos,  usáramos 
también números de cuentas cuyos saldos serían sus valores. Qué útil sería para el contador. 
 
La intención es programar en un lenguaje sumamente sencillo. Veamos cómo fue con el programa 
anterior: 
 
1)  Nuestra intención es evaluar la expresión “2 + 3*4”, considerando que debe evaluarse 
primero el producto. 
 
2)  Mejor pongamos la expresión como se ve a continuación. Fíjese que la expresión completa 
debe estar entre paréntesis: 
 
( 
2 + 
( 3 * 4) 
) 
 
3) Como, en este caso, cada uno de los operandos no es un número de cuenta sino 
simplemente un literal numérico, pongámosle un apóstrofe simple justo antes de cada 
uno: 
 
( 
'2 + 
('3 * '4) 
) 
 
4)  Pero queremos que en la salida salga cada operando con un sangrado específico. Aparte de 
los más exteriores, cada paréntesis que abre provoca un sangrado adicional: 
 
( 
( '2 + 
('3 * '4) 
) 
) 
 
5)  Queremos poner la frase “Prueba de evaluación” como título inicial. Además, también 
queremos insertar la frase “más el producto de:” para indicar que al valor acumulado se le 
sumará el resultado de un producto: 
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( {"Prueba de evaluación"} 
( '2 + 
{"más el producto de:"} 
('3 * '4) 
) 
) 
 
6)  Ahora queremos que después de los operandos del producto se vea el valor de este 
resultado parcial y una etiqueta que lo indique, “resultado parcial:”: 
 
( {"Prueba de evaluación"} 
( '2 + 
{"más el producto de:"} 
[('3 * '4) "resultado parcial:"] 
) 
) 
 
7)  Como último elemento del reporte, al mismo margen del título inicial queremos ver el 
resultado final con su respectiva etiqueta, “Resultado:”: 
 
( {"Prueba de evaluación"} 
( '2 + 
{"más el producto de:"} 
[('3 * '4) "resultado parcial:"] 
) 
{.Resultado:.} 
) 
 
. . . y ya está. 
 
Como sucede con cualquier tema nuevo, para una utilización experta de este lenguaje se requiere 
que nos acostumbremos. En buena hora Overlapping es muy fácil, lo cual nos permite que muy 
rápidamente cojamos destreza para hacer, incluso, hasta esos reportes sofisticados que podrían 
ayudarnos para la toma de decisiones. 
 
OBJETIVOS 
 
1.   Obtener un lenguaje de programación declarativo, especial para la creación de reportes 
ordenados de contabilidad, basado en expresiones cuyos operandos pueden ser literales 
numéricos, números de cuenta, invocaciones a funciones, otros reportes y otras 
expresiones. 
 
2.  Permitir que en el código fuente de los programas escritos en este lenguaje, se pueda 
especificar etiquetas las cuales opcionalmente puedan mostrar resultados parciales o 
finales. 
 
3.   Hacer que el lenguaje sea independiente de las interfaces de salida. 
 
DESARROLLO 
Definición 
Lenguaje de programación declarativo, especial para la creación de reportes ordenados de 
contabilidad, basado en expresiones cuyos operandos pueden ser literales numéricos, números de 
cuenta, invocaciones a funciones, otros reportes y otras expresiones. Permite la especificación de 
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etiquetas las  cuales  opcionalmente pueden mostrar  resultados parciales  o  finales.  Es 
independiente de las interfaces de salida, las cuales distribuyen y presentan los elementos de la 
forma más conveniente de acuerdo al resultado de la ejecución del programa. 
 
Arquitectura de aplicación 
 
La figura 1 muestra una arquitectura básica en donde se emplea el lenguaje Overlapping. La 
explicación está a continuación de la figura. 
 
 
 
Figura 1: Arquitectura básica en donde se emplea el lenguaje Overlapping. 
 
1)  El núcleo del controlador del módulo de reportes de contabilidad es el centro de todo. 
Llamémosle simplemente núcleo. 
 
2)   Cuando se requiera implantar un reporte, el  núcleo invoca al  editor de código fuente para 
obtener el código del reporte escrito en el lenguaje de programación Overlapping. Este 
editor puede ser completo: puede permitir la escritura del código, así como salvar y 
recuperar los mismos. 
 
3)  Los nombres de los archivos que contienen código fuente de programas escritos en el 
lenguaje de programación Overlapping, deben tener extensión “overlapping” o 
abreviadamente “over”. 
 
4)  Una vez que en el editor se tenga el programa del reporte, el código fuente es enviado al 
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Overlapping para que compile y le informe de las novedades. Si todo estuvo bien, entonces 
el generador de reportes guarda el código fuente en la memoria persistente. El núcleo 
puede recuperar el código fuente cuando el usuario lo requiera. En este punto, el reporte 
está ya creado y listo para que se generen sus instancias cada vez que se necesite. 
 
5)   Cuando  se  requiera  una  instancia  de  un  reporte,  el  núcleo  invoca  al  generador  de 
instancias de reporte. Éste recupera el código compilado del reporte y se lo envía de nuevo 
al compilador de Overlapping para que le entregue el código compilado, el cual es 
simplemente una estructura de datos. El generador de instancias del reporte le entrega 
entonces la estructura de datos al intérprete de Overlapping para que la rellene con datos 
actuales y los resultados de los cálculos. Luego el generador de instancias del reporte 
almacena la estructura de datos, o mejor dicho, la instancia, en la memoria persistente. 
Luego esta instancia es retornada al núcleo el cual la envía a la interfaz de salida de 
Overlapping.  En este punto una instancia ha sido generada y se encuentra lista para ser 
mostrada al usuario cada vez que lo requiera. 
 
6) El compilador de Overlapping puede detectar errores de sintaxis; el intérprete de 
Overlapping puede detectar errores de  corrida.  En  ambos  casos,  el  núcleo recibe los 
errores para que las envíe a las interfaces de salida adecuadas. 
 
El lenguaje de programación Overlapping fue creado con la intensión de que pueda ser usado, 
principalmente, por el módulo de contabilidad de un sistema informático. Para tal efecto, el 
código del compilador y el del intérprete de Overlapping pueden estar conformados como librería, 
la misma que puede ser ubicada como para que funcione estáticamente como parte del sistema. 
 
En algunos casos se puede usar un código intermedio que sirva como un nexo entre el sistema y la 
librería, tal como cuando el sistema ha sido escrito en un lenguaje de programación y la librería en 
otro.   A códigos intermedios como el mencionado se les llama “manejadores” o, en inglés, 
“drivers”. Su función es simple: pasar datos desde un lado hacia el otro; en este caso, desde el 
sistema hacia la librería y viceversa. El fabricante de la librería especifica qué exactamente debe 
hacer el driver; el fabricante del sistema construye el driver en base a lo que dice el fabricante de 
la librería. El fabricante del sistema es quien construye el driver porque generalmente sólo él 
conoce internamente su sistema. 
 
En el caso particular de Overlapping, dado el código de una cuenta, el compilador necesita saber si 
existe; dado el nombre de un reporte incluido, el compilador requiere de su código fuente; dado el 
código de una cuenta, el compilador necesita saber el nombre; dado el código de una cuenta, el 
intérprete necesita saber el saldo; y así otros requerimientos más. El compilador y el intérprete le 
piden al driver que les alcancen esos datos; el driver se lo pide al sistema. Como parte de la 
iniciación  del  sistema, debe correr un  código que se encargue de  conectar la  librería con el 
sistema, dejando al driver como intermediario. 
 
Una característica muy importante de esta librería, es que puede contener tantas vistas como 
gustos tengan todas las personas del mundo. En una forma similar al compilador y al intérprete, 
dejemos que el driver se los entregue al sistema, pero como una cadena de caracteres bien 
elaborada. Para que la librería generadora de vistas pueda realizar su trabajo tendrá que recibir, 
pues, el código ya interpretado o, lo que es lo mismo, un TOT-I del reporte -como más adelante se 
verá-. 
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al intérprete de Overlapping como códigos de librería, los cuales interactúan con el sistema a 
través de un driver. 
 
 
Figura 2: Arquitectura extendida y modificada en donde se emplea el lenguaje Overlapping. 
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“'” Número   | (*literal  numérico*) 
'[' [CA [CA]] Expresión ']' | (*etiqueta   con   expresión*) 
'[' Expresión [CA [CA]] ']' | (*expresión   con   etiqueta*) 
 
 
 
 
Sintaxis del lenguaje de programación Overlapping (en EBNF) 
 
Expresión 
 
Operando 
::= 
 
::= 
'(' ['@'] Operando {OB 
EC Operando2 EC ; 
Operando} ')' ; 
 
 
 
 
 
(*etiqueta*) EC ::= { '{.' [E [E]] '.}' |    
  '{' [ES [ES]] '}' |    (*etiqueta simple*) 
  '!' } ;    (*operador corte*) 
 
Operando2 
 
::= 
 
{'+'|'-'} 
( Expresión 
   
 
| 
 
['#'] CA | (*reporte o cuenta*) 
 
 
 
 
 
 
E 
ES 
CA 
Cadena 
SDC 
Alfa 
 
 
 
::= 
 
::= 
 
::= 
 
::= 
 
::= 
 
::= 
(NF , '|') Operando2 {Operando2} '|' 
 
CA ; 
 
CA ; 
 
Cadena | Alfa ; 
 
'”' , [SDC - '”'] , '”' ; 
 
?Secuencia de caracteres cualquiera? ; 
 
?Los siguientes caracteres: ':' y '_', 
) ; 
 
 
 
 
 
 
 
 
 
 
 
 
más los caracteres del 
  abecedario usado por el sistema, como por ejemplo los 
UNICODE en los siguientes rangos: 
[48,57], [65,90], [97,122], [128+32,255]? ; 
de la tabla 
 
Número 
 
::= 
 
['-'] , CN , {CN} , [ '.' , CN , {CN} ] ;  
 
CN 
 
::= 
 
?Caracteres numéricos usados por el sistema, como por 
 
ejemplo 
  los de la tabla UNICODE en el siguiente rango: [0,9]. 
No se incluye el punto (.)? ; 
 
OB ::= '+' | '-' | '*' | '/' ; (*operador binario*) 
NF ::= 'ABS' | 'POW' | 'MOD' | 'DIV' | 'TRUNK' ; (*nombre de función*) 
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Semántica del lenguaje de programación Overlapping 
(mediante ejemplos) 
 
Un programa escrito en el lenguaje de programación Overlapping es una expresión, la cual 
comienza con un paréntesis que abre: '(', y culmina con uno que cierra: ')'. Dentro de los 
paréntesis  debe  haber  al  menos  un  operando  y  opcionalmente,  entre   otros  elementos, 
operadores binarios y otros operandos. Los operandos son literales de números reales, números 
de cuenta, invocaciones a funciones, nombres de otros reportes y otras expresiones. Los 
operadores binarios son +, -, * y /. La evaluación de una expresión culmina con la obtención de 
una estructura de datos que aparte de contener los resultados parciales y el final, debe estar 
plasmada como para que una interfaz de salida ad-hoc pueda extraer los datos y colocarlos 
convenientemente en la vista, de tal manera que el reporte sea perfectamente entendible y no 
presente ambigüedades para el usuario final. 
 
De acuerdo a la sintaxis, entre operandos y operadores binarios se pueden colocar etiquetas y 
“cortes” (más adelante se verá), todos los que se requieran. Las etiquetas no influyen en los 
resultados; los cortes sí. 
 
A continuación, entendamos el lenguaje a través de ejemplos: 
 
1) Un programa en Overlapping es una expresión, la cual comienza con un paréntesis que 
abre  y  termina  con  uno  que  cierra.  Como  cualquier  expresión,  un  programa en  este 
lenguaje tiene un valor. Para que haya valor, dentro de los paréntesis debe haber al menos 
un operando, de lo contrario se genera un error en tiempo de compilación. 
 
() 
 
Salida: 
 
línea 1: ERROR: una expresión no puede estar vacía; se encontró: ) 
 
2) Como operandos de expresiones se pueden incluir literales numéricos. Para ello se usa el 
apóstrofe simple. 
 
('10.25) 
 
Salida: 
 
 
10.25 
 
3) Debido a que son muy importantes los comentarios incluidos en el código fuente, en el 
lenguaje de programación Overlapping se pueden especificar de dos (2) formas: (1) desde 
donde se encuentre un punto y coma (;) hasta el final de la línea que lo contiene y (2) con 
la posibilidad de ubicarse en varias líneas, desde la cadena de inicio: /comment, hasta la 
de terminación: comment/. Tenga en cuenta que de este segundo tipo de comentarios no 
se puede tener anidamientos. 
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;comentario desde el punto y coma hasta el final de la línea 
 
/comment comentario desde una cadena de inicio hasta una final comment/ 
 
/comment 
comentario desde una cadena de inicio 
hasta una final 
comment/ 
 
/comment--------------------------------\ 
| comentario desde una cadena de inicio | 
| hasta una final | 
\--------------------------------comment/ 
 
( ;comentario desde el punto y coma hasta el final de la línea 
10.25 
/comment comentario desde una cadena de inicio hasta una final 
comment/ 
 
/comment 
comentario desde una cadena de inicio 
hasta una final 
comment/ 
 
/comment--------------------------------\ 
| comentario desde una cadena de inicio | 
| hasta una final | 
\--------------------------------comment/ 
) 
 
;comentario desde el punto y coma hasta el final de la línea 
 
/comment comentario desde una cadena de inicio hasta una final comment/ 
 
/comment 
comentario desde una cadena de inicio 
hasta una final 
comment/ 
 
/comment--------------------------------\ 
| comentario desde una cadena de inicio | 
| hasta una final | 
\--------------------------------comment/ 
 
Salida: 
 
 
10.25 
 
4) Las expresiones se pueden anidar; es decir, una expresión puede contener a otras; a su vez, 
las incluidas pueden contener a otras más y así sucesivamente. Para la interfaz de salida, 
los paréntesis son muy importantes dado que indican elementos incluidos dentro de otros, 
lo cual puede reflejarse como sangrías en la salida. 
 
El lenguaje es de formato libre. Por ejemplo, las dos expresiones siguientes son 
equivalentes: 
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((('10.25))) 
 
( 
( 
('10.25) 
) 
) 
 
;Expresiones anidadas. 
( 
( 
('10.25) 
) 
) 
 
Salida: 
 
10.25 
 
5) El lenguaje nos permite insertar etiquetas que especifican el resultado de  expresiones 
internas. Para ello colocamos una etiqueta antes o después de la expresión, según 
queramos la posición de la etiqueta: antes o después. Encerramos entre corchetes a la 
expresión  con  la  etiqueta.  Si  la  etiqueta  está  después  de  la  expresión,  a  toda  la 
construcción se le llama “expresión con etiqueta”; en caso contrario se le llama “etiqueta 
con expresión”: [(. . .) e] o [e  (. . .)], respectivamente. Observe que toda la 
construcción es un operando cuyo valor es el resultado de la evaluación de la expresión 
que contiene. 
 
;Etiqueta que muestra el resultado al final. 
( 
[('10.25) RESULTADO:] ;expresión con etiqueta 
) 
 
Salida: 
 
 
10.25 
 
Resultado: 10.25 
 
Otro ejemplo: 
 
;Etiqueta que muestra el resultado al inicio. 
( 
[RESULTADO: ('10.25)] ;etiqueta con expresión 
) 
 
Salida: 
 
Resultado:  10.25 
 
10.25 
 
Observe que, si no se especifica la etiqueta, es como si no existieran los corchetes. A una 
construcción así se le llama “expresión sin etiqueta”. 
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;Expresión sin etiqueta. 
( 
[('10.25)] ;expresión sin etiqueta 
) 
 
Salida: 
 
10.25 
 
 
6) Los operadores binarios de este lenguaje son los aritméticos: +, -, * y /. Para que sea 
posible y fácil la escritura de los reportes, Overlapping no especifica orden de precedencia 
de estos operadores; es decir, las operaciones se van efectuando a como se encuentren en 
el código fuente: de arriba hacia abajo y de izquierda a derecha. Simplemente cuando el 
intérprete encuentra un operador, lo ejecuta; como primer operando toma el valor 
acumulado  por la  ejecución de las operaciones precedentes; como segundo operando 
toma el valor de lo que se encuentra a continuación del operador. 
 
;Muestra que no hay orden de precedencia de operadores: evalúa de 
;arriba hacia abajo y de izquierda a derecha, obteniendo el resultado 
;en base al resultado acumulado y ejecutando el operador que encuentre. 
( 
[ ('10.25 + '48.59 / '251.37 * '23) RESULTADO: ] 
) 
 
Salida: 
 
 10.25 
 48.59 
 251.37 
 23.00 
Resultado:  5.38 
 
7) Para imponer un orden de ejecución se hace uso extensivo de los paréntesis. 
 
;Expresión más elaborada la cual usa subexpresiones encerradas entre 
;paréntesis para imponer un orden de ejecución. 
( 
[ (('10.25 + '48.59) / ('251.37 * '23)) RESULTADO: ] 
) 
 
Salida: 
 
  10.25 
  48.59 
  251.37 
  23.00 
Resultado:  0.01 
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8) Frecuentemente  es  necesario  insertar  etiquetas  las  cuales  no  estén  relacionadas  con 
ningún valor: las llamamos “etiquetas simples”. Van encerradas entre llaves: {e}. 
 
;Etiqueta simple. 
( 
[ ( {Entrada} ;etiqueta simple 
('10.25 + '48.59 +'251.37 + '23) - 
{Salida} ;etiqueta simple 
('20 + '30 + '40 + '50) 
) 
Resultado: 
] 
) 
 
Salida: 
 
 Entrada: 
  10.25 
  48.59 
  251.37 
  23.00 
 Salida: 
  20.00 
  30.00 
  40.00 
  50.00 
Resultado: 193.21 
 
Observaciones: (1) Entre operandos debe haber un operador. (2) Las etiquetas simples no 
intervienen en los cálculos: no son operandos. (3) Las expresiones internas tienen 
exactamente la misma sintaxis que la expresión más externa que las contiene. 
 
9) Las etiquetas simples se pueden colocar antes o después de cualquier operando; todas las 
que sean necesarias. Las etiquetas con expresiones, como operandos que son, deben 
colocarse únicamente en donde se pueda poner un operando. 
 
;Etiquetas anidadas. 
( 
[ ( {Entrada} ;etiqueta simple 
('10.25 + '48.59 +'251.37 + {más_un_entero} '23) - 
{Salida} ;etiqueta simple 
;-----expresión con etiqueta-----; 
('20 + '30 + [('40 + '50) un_resultado_parcial]) 
) 
Resultado: 
] 
) 
 
Salida: 
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 Entrada: 
  10.25 
  48.59 
  251.37 
  más_un_entero 
  23.00 
 Salida: 
  20.00 
  30.00 
   40.00 
   50.00 
  un_resultado_parcial 90.00 
Resultado: 193.21 
 
10) Las etiquetas simples pueden especificarse de a uno o de a dos: {e} o {e1 e2}. Cuando es 
de  a  dos  se  le  llama  “etiqueta  simple  con  alternativa”:  si  hasta  ese  punto  el  valor 
acumulado NO es negativo, se muestra la primera etiqueta; en caso contrario, la segunda. 
Cuando las llaves se encuentran vacías: {}, es como si se hubiera especificado una cadena 
vacía: {“”}; a esta construcción se le llama “etiqueta simple vacía”. 
 
;Etiqueta simple vacía y etiqueta simple con alternativa. 
( 
{} ;etiqueta simple vacía 
{Entrada} ;etiqueta simple 
('10.25 + '48.59 + '251.37 + '23) - 
{Salida} ;etiqueta simple 
('20 + '30 + '40 + '50) 
{Ganancia Pérdida} ;etiqueta simple con alternativa 
) 
 
Salida: 
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Entrada 
 10.25 
 48.59 
 251.37 
 23.00 
Salida 
 20.00 
 30.00 
 40.00 
 50.00 
Ganancia 
 
La salida del siguiente programa indica una pérdida: 
 
;Etiqueta simple con alternativa - 2. 
( 
{Entrada} ;etiqueta simple 
('20 + '30 + '40 + '50) - 
{Salida} ;etiqueta simple 
('10.25 + '48.59 +'251.37 + '23) 
{Ganancia Pérdida} ;etiqueta simple con alternativa 
) 
 
Salida: 
 
Entrada 
 20.00 
 30.00 
 40.00 
 50.00 
Salida 
 10.25 
 48.59 
 251.37 
 23.00 
Pérdida 
 
11) Podemos usar etiquetas las cuales muestren el valor acumulado hasta el punto en donde 
se encuentran. Se encierran entre el par llave-punto y el par punto-llave: {..}. Como en 
el caso de las etiquetas simples, no son operadores, y por lo tanto se pueden colocar en 
donde se pueda ubicar a una etiqueta simple. Se pueden especificar de a uno, de a dos o 
como la etiqueta vacía: {.e} o {.e1 e2.} o {..}; se les llama “etiqueta”, “etiqueta con 
alternativa” y “etiqueta vacía”, respectivamente. 
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;Etiquetas. 
( 
{..} ;etiqueta vacía 
{.Entrada.} ;etiqueta 
('20 + '30 + '40 + '50) - 
{.Salida.} ;etiqueta 
('10.25 + '48.59 +'251.37 + '23) 
{.Ganancia Pérdida.} ;etiqueta con alternativa 
) 
 
Salida: 
 
0.00 
Entrada  0.00 
 20.00 
 30.00 
 40.00 
 50.00 
Salida  140.00 
 10.25 
 48.59 
 251.37 
 23.00 
Pérdida -193.21 
 
12) Los estados financieros y los demás reportes de contabilidad se basan principalmente en 
los saldos de las cuentas del catálogo de cuentas. Como operando podemos especificar 
cuentas a través de su número, sin apóstrofe simple como en el caso de los literales 
numéricos. Para el compilador de Overlapping, estos números son simplemente símbolos, 
por lo tanto, por ejemplo, la cuenta “01” es distinta a la cuenta “1”. 
 
Muchas veces tendremos que especificar etiquetas usando frases en vez de palabras o 
frases que  no  tienen  espacios  en  blanco.  En  tales  casos  a  cada  etiqueta  la  podemos 
encerrar entre comillas dobles (“). La siguiente es la regla que obliga a encerrar entre 
comillas a una etiqueta: 
 
 
Si una palabra o frase contiene algún carácter no considerado como 'ALPHA', debe 
encerrarse entre comillas. Lo mismo debe ocurrir si una palabra o frase contiene algún 
símbolo reservado por el lenguaje. 
 
Caracteres ALPHA: dígitos numéricos, caracteres del abecedario considerado por el 
sistema, el carácter de subrayado (_) y los dos puntos (:). 
 
Símbolos reservados por el lenguaje: ", ', (, ), @, [, ], {, }, ., +, -, *, /, !, #, ;, |. 
 
En el lenguaje Overlapping, una cadena de caracteres puede especificarse en varias líneas. 
Por ejemplo, las dos cadenas siguientes son equivalentes: 
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"uno dos 
tres 
cuatro cinco"  
 
"uno dos 
 
tres cuatro 
 
cinco" 
 
Si  se  quiere  especificar  comillas  dentro  de  comillas,  las  internas  deben  aparecer  en 
duplicado: 
 
". . . "" . . ." 
 
El siguiente programa es un pequeño ejemplo del estado financiero llamado “Estado de 
Resultados”: 
 
( {"ESTADO DE RESULTADOS"} 
{Ingresos} 
[(70 + 72 + 74) "Total de ""ingresos"""] - 
{Gastos} 
[(60 + 62 + 64) 
"Total de 
""gastos"""] 
{."Utilidad Neta" "Pérdida Neta".} 
) 
 
Salida: 
 
ESTADO DE RESULTADOS 
Ingresos 
 (70) VENTAS 87551.47 
 (72) PRODUCCIÓN INMOVILIZADA 8489.58 
 (74) DESCUENTOS, REBAJAS Y BONIFICACIONES CONCEDIDOS 14285.97 
Total de “ingresos”  110327.02 
Gastos 
 (60) COMPRAS 942.13 
 (62) CARGAS DE PERSONAL 6521.97 
 (64) TRIBUTOS 6531.05 
Total de “gastos”  13995.15 
Utilidad Neta 96331.87 
 
13) Una de las imposiciones de la buena programación es que si en alguna parte del programa 
se ha hecho algo, ese algo no debe repetirse en otras. Este caso se da al programar el 
reporte del estado financiero llamado “Estado de Variaciones del Capital Contable”. Este 
estado usa el anterior: el estado de resultados; pero de éste puede sólo interesarle su valor 
final. 
 
En estos casos se pueden usar los siguientes símbolos reservados del lenguaje Overlapping: 
@ y #. El @ justo después de un paréntesis que abre indica que en la salida se debe incluir 
sólo el resultado final de la expresión. El # antes de un nombre de reporte ya cargado en el 
sistema, indica que en tal punto se debe incluir el reporte especificado. Observe que una 
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construcción #nombre-de-reporte es una expresión cuyo valor es el valor final del reporte 
especificado. Entonces, una construcción como la siguiente: 
 
[(@ #"ESTADO DE RESULTADOS.") "Utilidad neta" "Pérdida neta"] 
 
sólo muestra el valor final del estado de resultados seguido de la cadena “Pérdida neta” o 
“Utilidad neta”, dependiendo de que el valor sea negativo o no, respectivamente. De no 
haber el @, el reporte también incluiría todo el contenido del estado de resultados. 
 
A una construcción como “( . . . )” se llama simplemente “expresión”. Una construcción 
como “(@ . . .)” se llama “expresión arroba” o “expresión-@”. 
 
Entonces tenemos las siguientes construcciones nuevas: 
 
a)   [(. . .) e1     e2], tal como la del ejemplo anterior, “expresión con etiqueta con 
alternativa”. 
 
b)  [(@ . . .) e1   e2], “expresión-@ con etiqueta con alternativa”. 
 
c)   [e1   e2   (. . .)], “etiqueta con alternativa con expresión”. 
 
d)  [e1   e2   (@ . . .)], “etiqueta con alternativa con expresión-@”. 
 
e)   [(@ . . .) e], “expresión-@ con etiqueta”. 
 
f) [e  (@ . . .)], “etiqueta con expresión-@”. 
 
( {"ESTADO DE VARIACIONES DEL CAPITAL CONTABLE"} 
(50 + 53 + 55) + 
;-------- expresión-@ con etiqueta con alternativa --------; 
[(@ #"ESTADO DE RESULTADOS") "Utilidad neta" "Pérdida neta"] 
{Menos:} - 
;-------------- expresión con etiqueta ---------------; 
[(80 + 82 + 84) "Total de retiros de los propietarios"] 
{."Capital".} 
) 
 
Salida: 
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ESTADO DE VARIACIONES DEL CAPITAL CONTABLE 
 (50) CAPITAL 942.13 
 (53) INCREMENTO PATRIMONIAL POR VALORIZACIÓN ADICIONAL 6521.97 
 (55) ACCIONARIADO LABORAL 6531.05 
Utilidad neta 96331.87 
Menos: 
 (80) RETIROS DE ALVP 5565.54 
 (82) RETIROS DE VEBL 8489.58 
 (84) RETIROS DE ASVB 3723.75 
Total de retiros de los propietarios 17778.87 
Capital  92548.15 
 
De no haberse usado el @, el resultado hubiese sido el siguiente: 
 
ESTADO DE VARIACIONES DEL CAPITAL CONTABLE 
 (50) CAPITAL 942.13   
 
 
 
(53) 
INCREMENTO PATRIMONIAL 
POR VALORIZACIÓN 
ADICIONAL 
 
 
6521.97 
  
 (55) ACCIONARIADO LABORAL 6531.05   
  ESTADO DE RESULTADOS 
  Ingresos 
   (70) VENTAS 87551.47 
   (72) PRODUCCIÓN INMOVILIZADA 8489.58 
    
(74) 
DESCUENTOS, REBAJAS Y 
BONIFICACIONES CONCEDIDOS 
 
14285.97 
  Total de “ingresos”  110327.02 
  Gastos 
   (60) COMPRAS 942.13 
   (62) CARGAS DE PERSONAL 6521.97 
   (64) TRIBUTOS 6531.05 
  Total de “gastos”  13995.15 
  Utilidad Neta 96331.87 
Utilidad neta 96331.87 
Menos: 
 (80) RETIROS DE ALVP 5565.54   
 (82) RETIROS DE VEBL 8489.58   
 (84) RETIROS DE ASVB 3723.75   
Total de retiros de los propietarios 17778.87 
Capital  92548.15 
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Observaciones: (1) Tenga cuidado con los bucles. Por ejemplo, si desde el reporte R1 se 
invoca al R2, y desde éste último al R3, el mismo que invoca a R1, entonces se ha formado 
el bucle R1-R2-R3, por lo cual el compilador generaría un error. Usted debe cuidar que su 
código fuente no genere bucles de invocaciones. 
 
14) Algunos  reportes  de  contabilidad  contienen  partes  independientes  las  cuales  tienen 
resultados particulares. Este es el caso del estado financiero “Balance”. En éste debe 
reflejarse la exactitud de la ecuación contable: 
 
activo = pasivo + capital + ingresos – (retiros + gastos) 
 
o en forma resumida: 
 
activo = pasivo + capital contable 
 
Es decir, el resultado del activo debe ser igual al pasivo más el patrimonio. Por ello, el 
reporte debe permitir hacer “borrón y cuenta nueva” justo después de haberse hallado el 
valor final del activo. En el lenguaje de programación Overlapping, este “borrón y cuenta 
nueva” se logra mediante el “operador corte”, el cual es un signo de admiración final: !. El 
corte deja en cero (0) el valor acumulado de todo lo calculado hasta donde éste se 
encuentra. Puede ubicarse en cualquier sitio en donde se pueda colocar una etiqueta 
simple. Como se trata de “borrón y cuenta nueva”, no es necesario que haya un operador 
binario entre algún operando que pueda preceder al corte y el corte mismo; tampoco es 
error que sí haya: este operador sería inocuo: 
 
;el valor acumulado resultante sería el de operando_2 
operando_1   operador-binario   ! operando_2 
 
En  el balance siguiente se aprecia que, en un solo reporte, gracias al corte se puede 
calcular “pasivo + capital contable” independientemente del activo. 
 
( {BALANCE} 
{ACTIVO} 
(10 + 12 + 14 + 20 + 22 + 24 + 31 + 32 + 34) 
{."Total del activo".} 
! ;corte 
{PASIVO} 
[(40 + 42 + 44) "Total del pasivo"] + 
{"CAPITAL CONTABLE"} 
[(@ # "Estado de Variaciones del Capital Contable") CAPITAL] 
{."Total del pasivo y capital contable".} 
) 
 
Salida: 
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BALANCE 
ACTIVO 
 (10) CAJA Y BANCOS 48.54 
 (12) CLIENTES 2976.25 
  
(14) 
CUENTAS POR COBRAR A ACCIONISTAS (O SOCIOS) Y 
PERSONAL 
 
8475.76 
 (20) MERCADERÍAS 2013.23 
 (22) SUBPRODUCTOS, DESECHOS Y DESPERDICIOS 4857.21 
 (24) MATERIAS PRIMAS Y AUXILIARES 2344.89 
 (31) VALORES 85489.70 
  
(32) 
PROVISIONES PARA DESVALORIZACIÓN DE LOS BIENES DEL 
ACTIVO FIJO 
 
2121.56 
 (34) INTANGIBLES 3465.32 
Total del activo  111792.46 
PASIVO 
 (40) TRIBUTOS POR PAGAR 5565.54 
 (42) PROVEEDORES 9955.02 
  
(44) 
SUBSIDIOS RECIBIDOS POR APLICAR- 
FONDO DE DONACIONES POR APLICAR 
 
3723.75 
Total del pasivo  19244.31 
CAPITAL CONTABLE 
CAPITAL  92548.15 
Total del pasivo y capital contable 111792.46 
 
Observaciones: (1) El lenguaje no distingue entre mayúsculas y minúsculas cuando se trata 
de nombres de reportes. 
 
15) Esperando que usted ya esté familiarizado con el lenguaje, tengamos ahora una segunda 
oleada de información. 
 
16) Además de poder ser negativos los literales numéricos, también los operadores unario de 
negación (-) y unario de suma (+) son soportados por Overlapping. Observe que para 
Overlapping, una cosa es el signo menos, como en “'-10.25”, lo cual denota un literal 
numérico negativo, y otra cosa es el operador unario de negación, “-'-10.25”, lo cual 
provoca que el operando que le sigue -cualquiera que sea- cambie de signo, como en este 
caso en donde el valor cambia al número positivo “'10.25”. Y otra cosa también es el 
signo menos de resta, como en: “'1 - -'-10.25”, cuyo resultado es “-9.25”. Antes 
de un operando puede haber cero (0) o más de estos operadores unarios: el valor de “+- 
+----+'1” es “'-1”. 
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;Muestra núms. literales negativos y los operadores unarios '+' y '-'. 
( 
[(-'1.1 - -'-2.2) "1er. resultado parcial:"] - ; -3.30 
-[(-'3.3 + -'-4.4) "2do. resultado parcial:"] - ; -1.10 
-[(@ # "Estado de resultados.") "Estado de resultados:"] -;-96331.87 
-[(+-+----+ '1) "3er. resultado parcial:"] - ; 1.00 
-[(10) "valor de la cuenta ""caja y bancos"":"] ; -48.54 
{.RESULTADO:.} ; 96377.21 
) 
 
Salida: 
 
 -1.10 
 2.20 
1er. resultado parcial:  -3.30 
 -3.30 
 4.40 
2do. resultado parcial:  -1.10 
Estado de resultados:  -96331.87 
 -1.00 
3er. resultado parcial:  1.00 
 (10) CAJA Y BANCOS 48.54 
Valor de la cuenta “caja y bancos”:  -48.54 
RESULTADO:  96377.21 
 
Overlapping también nos brinda funciones las cuales podemos usar como operando. Lo 
único que hay que hacer es escribir el nombre de la función y luego, según sea el caso, 
encerrar uno o más operandos -de cualquier tipo- entre un par de caracteres de barra 
vertical (|): nombre-de-función|uno-o-más-operandos|. Y así tenemos: 
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Función 
 
Valor 
Ejemplos 
Invocación Valor 
 
ABS|o| 
 
El valor absoluto de  o 
ABS| '10.25| 
ABS|'-10.25| 
10.25 
10.25 
 
 
CEIL|o| 
 
 
El entero mayor más cercano a  o 
CEIL| '10.25| 
CEIL|'-10.25| 
CEIL| '10.55| 
CEIL|'-10.55| 
11.00 
-10.00 
11.00 
-10.00 
 
DIV|o1 o2| 
El cociente de la división entera de o1 entre 
o2 
 
DIV|('5/'2)| 
 
2.00 
 
 
FLOOR|o| 
 
 
El entero menor más cercano a  o 
FLOOR| '10.25| 
FLOOR|'-10.25| 
FLOOR| '10.55| 
FLOOR|'-10.55| 
'10.00 
'-11.00 
'10.00 
'-11.00 
 
MOD|o1 o2| 
El residuo de la división entera de o1 entre 
o2 
 
MOD|'5 '2| 
 
1.00 
 
POW|o1 o2| 
 
El valor de o1 elevado al valor de  o2 
POW|-'-2.5 -('5/'2)| 
POW| '49 ('1/'2) | 
0.10 
7.00 
 
 
ROUND|o| 
 
 
El entero más cercano a o 
ROUND|'-10.25| 
ROUND| '10.25| 
ROUND|'-10.55| 
ROUND| '10.55| 
-10.00 
10.00 
-11.00 
11.00 
 
TRUNC|o| 
El valor de o, pero con la parte decimal en 
cero (0) 
TRUNC| '-10.25 | 
TRUNC|('1 + '1.5)| 
-10.00 
2.00 
 
Observaciones: (1) Al igual que con los nombres de reporte, el lenguaje no distingue entre 
mayúsculas y minúsculas cuando se trata de nombres de funciones. (2) En versiones 
posteriores de Overlapping se podrán incorporar otras funciones útiles. (3) Como las 
invocaciones a funciones también son operandos, se puede hacer composición de 
funciones. 
 
;Muestra composición de funciones. 
;Una invocación a función es sólo un tipo de operando. 
( 
{"Composición de funciones."} 
ABS| -MOD|'5 '2| | ;composición de funciones 
{."RESULTADO:".} 
) 
 
Salida: 
 
Composición de funciones. 
ABS 
 MOD 
  5.00 
  2.00 
RESULTADO:  1.00 
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El árbol Overlapping TOT-C: el resultado de la compilación 
 
Como un programa en Overlapping es una expresión, el resultado de la compilación es un árbol al 
cual llamaremos “El Árbol Overlapping Compilado”, o simplemente “TOT-C”, del inglés “The 
Overlapping Tree - Compiled”. 
 
TOT-C se arma con los siguientes nodos, los cuales pueden ser del mismo tipo, diferenciándose 
uno del otro a través de sus atributos: 
25  
 
 
 
 
l mll 
 
 
 
1 
,, iilOTrlr.l 
 
 
 
EXPRESSION-S 
  1   r.r.r.1 l l•- • • 
 
 
( -   -   .) 
 
 
 
 
HOW 
 
 
 
 
 
 
ler.operando 
 
 
 
2 
 
 
 
EXPRESSION-NOT-
SHOW 
 
 
 
 
 
ler. operando 
 
 
(@  . .) 
 
3 
 
ACCOUNT 1  1-1•1  ... operador o fin de expresión 
 
cuenta 
 
4 
 
LABEL-
EXPRESSION 
1 1•1•1  ...  expresión 
 
(e ( . • ) 1 
 
5 
 
LABEL-SHOW 
 
1 1    1    1 operando o fin de expresión 
 
{.e.} 
{.e,e2 .} 
 
6 
 
LABEL-NOT-
SHOW 
 
1  1•1•1 operando o fin de expresión 
 
{e} 
{e1   e,} 
 
7 
 
LITERAL-DECIMAL 1  1•1•1  ... operador o fin de expresión 
 
' número 
 
8 
 
PLUS 
 
1  1    1     1 operando 
 
+ 
 
9 
 
MINUS 1 1   1-1   ...  operando 
 
- 
 
10 
 
PRODUCT 
 
1  1     1     1 operando 
 
* 
 
11 
 
DIVIDE 1 1•1•1  ... operando 
 
1 
 
 
 
12 
 
 
 
FUNCTION 
 
operador o fin de expresión 
 
 
 
hacia elprimer parámetro 
 
 
nombre de 
función 
 
 
 
13 
 
 
 
PARAMETER 
 
 
siguiente parámetro o nada 
 
 
 
operando cuyo valor es elargumento 
 
 
nodo padre de 
un parámetro 
de función 
 
14 
 
CUT 
1 1    1     1       .... operando o fin de expresión 
 
! 
 
15 
 
UNARY-NEGATION 1 1•1•1  ... operando o '+' o·-· 
 
-operando 
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Observaciones:  (1)  Recuerde que  {} y  {..} son  como  especificar  {""} y  {."".}, 
respectivamente; por lo tanto son {e} y {.e.}. 
 
Los siguientes atributos pueden convivir con los de la tabla anterior y hacen más exacta la 
identificación de un nodo, según sea el caso: 
 
 
 
Entonces, por ejemplo, con el TOT-C (Figura 3) del siguiente código se puede entender la relación 
que hay entre el código fuente y los nodos de las dos tablas anteriores. En la figura 3 podemos 
observar, además de lo obvio, que de los pares de etiquetas que se encuentran encerradas por un 
círculo,  sólo  quedará  una  como  resultado  de  la  ejecución  del  intérprete,  como  se  ve  a 
continuación. 
 
;Muestra todas las características de Overlapping para entender el TOT. 
( {"Árbol Nutrido"} ;etiqueta simple 
'1 + ;literal numérico 
10 + ;número de cuenta 
- - - ;operadores unarios 
[ ;expresión con etiqueta 
(@ #"Estado de resultados.") ; y expresión que no muestra 
"estado de resultados, negado:"] + ; y expresión con etiqueta 
{"resultado parcial ""POSITIVO""" ;etiqueta simple con alternativa 
"resultado parcial ""NEGATIVO"""} 
! ;corte 
{} ;etiqueta simple vacía 
[('2 + '3) DOS TRES] + ;expresión con etiqueta con alternativa 
[(('4))] + ;expresión sin etiqueta, anidada 
[CINCO ('5)] + ;etiqueta con expresión 
[SEIS SIETE ('6 + '7)] + ;etiqueta con alternativa con expresión 
ABS|-MOD|'5 '2|| ;invocación a función anidada 
{."RESULTADO FINAL:".} ;etiqueta 
{.POSITIVO NEGATIVO.} ;etiqueta con alternativa 
) 
 
Salida: 
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Árbol Nutrido 
1.00 
(10) CAJA Y BANCOS 48.54   
estado de resultados, negado:  -96331.87 
resultado parcial “NEGATIVO” 
 
 2.00 
 3.00 
DOS 5.00 
  4.00 
CINCO  5.00 
 5.00 
SEIS  13.00 
 6.00 
 7.00 
ABS 
 MOD 
  5.00 
  2.00 
RESULTADO FINAL: 28.00 
POSITIVO 28.00 
POSITIVO 28.00 
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Figura 3: TOT -e correspondiente al programa "Árbol Nutrido". 
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El árbol Overlapping TOT-I: el resultado de la interpretación 
 
Se  puede  decir  que  el  resultado  de  la  interpretación  de  un  TOT-C  es  un  TOT-I:  “El  Árbol 
Overlapping   Interpretado”,   o   simplemente   “TOT-I”,   del   inglés   “The   Overlapping   Tree   – 
Interpreted”. Realmente los TOT-I son las instancias de los reportes. 
 
La figura 4 contiene el TOT-I respectivo al TOT-C de la figura 3. 
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Figura 4:TOT -1 correspondiente al programa "ÁrbolNutrido", 
correspondiente alTOT-C del mismo programa. 
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Conclusiones 
 
1.   El lenguaje de programación obtenido es declarativo y de cuarta generación (4GL), de fácil 
aprendizaje y manejo por personas que no son programadoras de computadoras, tales 
como los profesionales de la contabilidad. Permite la creación de cualquier reporte de 
contabilidad, con la posibilidad de especificar el orden y el sangrado que los contadores 
emplean y están acostumbrados. El lenguaje en sí es una expresión por tener un valor final; 
el código fuente puede contener expresiones que incluyen como operando a literales 
numéricos, números de cuenta, invocaciones a funciones, otros reportes y otras 
expresiones. 
 
2.  Como parte del orden que los contadores construyen sus reportes, este lenguaje de 
programación permite la especificación de etiquetas en donde crea conveniente el mismo 
contador o programador. Cuando se requiera, el lenguaje permite que mediante las 
etiquetas se muestre resultados parciales o finales. 
 
3.   Este lenguaje de programación permite que la salida sea mostrada según convenga. Por 
ejemplo, si el lenguaje estuviera implementado en un sistema computarizado ERP (ver 
glosario), el contador podría programar en este lenguaje generando automáticamente el 
árbol TOT-C; cada vez que se ejecute el TOT-C mencionado se generaría una instancia del 
programa plasmada en un árbol TOT-I, del cual el ERP obtiene los datos para realizar la 
salida mostrando los datos con un estilo preestablecido. 
 
Glosario 
 
 Lenguaje de programación: Sintaxis y semántica para la especificación de los pasos que ha 
de seguir el computador para resolver problemas. 
 
 Código fuente: Texto escrito por el programador en un cierto lenguaje de programación. 
 
 Compilación: Determinación de una secuencia de pasos que el computador debe seguir de 
acuerdo a un código fuente. 
 
 Interpretación: La  ejecución  de  los  pasos  generados  por  la  compilación  de  un  código 
fuente. 
 
 Interfaz gráfica de usuario (GUI): Muestra de los resultados de la ejecución de un programa 
a través de componentes gráficos, generalmente ubicados sobre otros componentes 
llamados "contenedores". 
 
 Forma Backus-Naur extendida (EBNF): Es un metalenguaje usado para expresar gramáticas 
libres de contexto. Ésta es una extensión de la notación de Backus-Naur. 
 
 Árbol: Estructura de datos cuyos componentes se relacionan entre sí unidireccionalmente y 
de la siguiente forma: (1) No existen componentes que se relacionan con uno y sólo uno 
entre todos los componentes del árbol, a éste componente se le llama raíz. (2) La raíz 
puede relacionarse con cero o más componentes. (3) Cada uno de estos componentes 
relacionados, a su vez, pueden relacionarse con otros, y así sucesivamente. (4) En todo el 
árbol no existen ciclos. 
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