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Tato práce se zabývá přidáním podpory pro architekturu PowerPC do přední části zpětného
překladače. Nacházejí se v ní základní informace o reverzním inženýrství, jeho využití a
významu v informačních technologiích. Práce také obsahuje souhrn znalostí o architektuře
PowerPC a informace o zpětném překladači projektu Lissom, hlavně jeho přední části.
Cílem práce bylo implementovat podporu dekompilace binárnich souborů pro architekuru
PowerPC v přední části zpětného překladače. Výsledkem práce je implementace řady analýz
ve formě tříd jazyka C++ a úprava existujících části kódu tak, aby byla podporována
požadovaná funkčnost.
Abstract
This bachelor thesis deals with the implementing of decompilation of PowerPC applications
feature into a decompiler´s front-end. It also contains basic information about PowerPC
architecture and information about the Lissom decompiler, especially its front-end. The
goal of this work is to implement a feature into the front-end of the decompiler, which
provides decompilation of PowerPC binaries. As a result of this bachelor thesis I have
created and implemented a couple of analyses as a C++ classes and I have also fixed some
earlier implemented code to achieve the required functionality.
Klíčová slova
Reverzní inženýrství, PowerPC, zpětný překlad, dekompilátor, frontend, Lissom
Keywords
Reverse engineering, PowerPC, decompilation, decompiler, frontend, Lissom
Citce
Ján Mišák: Zpětný překlad aplikací pro architektúru PowerPC, bakalářská práce, Brno,
FIT VUT v Brně, 2014
Zpětný překlad aplikací pro architektúru PowerPC
Prohlášení
Prehlasujem, že som túto bakalársku prácu vypracoval samostatne pod vedením pána
Ing. Lukáša Ďurfinu




Chcel by som sa poďakovať svojmu vedúcemu Ing. Lukášovi Ďurfinovi za množstvo odbor-
ných rád, podnetov, nápadov a za pomoc, ktorú mi pri tvorbe bakalárskej práce poskytol.
Taktiež mu chcem poďakovať za poskytnutie študijných materiálov k tvorbe práce.
c© Ján Mišák, 2014.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů..
Obsah
1 Úvod 3
2 Reverzné inžinierstvo 4
2.1 Spätný prekladač . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2 Využitie spätného prekladača a reverzného inžinierstva . . . . . . . . . . . . 5
3 Projekt Lissom 7
3.1 Lissom dekompilátor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.1.1 Pre-processing . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.1.2 Front-end . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.1.3 Middle-end . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.1.4 Back-end . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.1.5 Testovanie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.2 Jazyk LLVM IR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.3 Front-End . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
4 PowerPC architektúra 12
4.1 Registre PowerPC . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
4.1.1 General purpose registers . . . . . . . . . . . . . . . . . . . . . . . . 12
4.1.2 Exception register . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
4.1.3 Floating point registers . . . . . . . . . . . . . . . . . . . . . . . . . 13
4.1.4 Floating-Point Status and Control Register . . . . . . . . . . . . . . 13
4.1.5 Condition register . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
4.1.6 Link register . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
4.1.7 Count Register . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
4.1.8 Ostatné SPR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
4.2 Inštrukčná súprava PowerPC . . . . . . . . . . . . . . . . . . . . . . . . . . 14
4.2.1 Typy inštrukcií . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
4.3 Adresovanie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
4.3.1 Módy prekladania adries . . . . . . . . . . . . . . . . . . . . . . . . . 15
4.3.2 Adresovanie dát . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
4.3.3 Adresovanie skokov . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16




B Zdrojové kódy príkladu bitcnt 1.c 23
B.1 Pôvodný kód . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
B.2 Po úprave ABI a sémantiky . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
B.3 Po doimplementovaní jump table analýzy . . . . . . . . . . . . . . . . . . . 28
B.4 Po implementácii XER analýzy . . . . . . . . . . . . . . . . . . . . . . . . . 31
B.5 Po implementácii CR analýzy . . . . . . . . . . . . . . . . . . . . . . . . . . 35
B.6 Pred úpravou entry point analýzy . . . . . . . . . . . . . . . . . . . . . . . . 37
B.7 Po úprave entry point analýzy . . . . . . . . . . . . . . . . . . . . . . . . . . 41
C Zdrojové kódy príkladu variadic.c 45
C.1 Pôvodný kód . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
C.2 Kód po úprave ABI . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
C.3 Kód po implementácii stub funkcií . . . . . . . . . . . . . . . . . . . . . . . 47




V posledných rokoch sa čoraz viac dostáva do popredia reverzné inžinierstvo. S týmto
pojmom sú späté pojmy spätný preklad alebo dekompilácia a spätný prekladač, inak de-
kompilátor.
Motivácia pre vytvorenie spätného prekladača je napríklad obnova stratených zdrojo-
vých kódov alebo podpora analýzy kódu potenciálne škodlivých aplikácií. Rovnako môžu
prispieť k prenositeľnosti aplikácií z jednej platformy na inú.
Táto práca sa zaoberá práve spätným prekladom binárnych súborov pre architektúru
PowerPC do ich zdrojovej formy, a to hlavne do jazyka C, ale aj do jazyka Python.
Architektúra PowerPC bola dlhé roky využívaná firmou Apple v ich počítačoch Ma-
cintosh. V roku 2006 boli tieto procesory nahradené procesormi Intel. Rodina procesorov
PowerPC sa však naďalej využíva v mnohých zariadeniach. Napríklad vnorené systémy,
servery alebo výkonné sálové počítače.
Práca je súčasťou projektu Lissom na Fakulte informačných technológií v Brne.
V prvej kapitole oboznámi práca čitateľa s pojmom reverzné inžinierstvo. V podkapito-
lách je vysvetlený pojem spätného prekladača a jeho význam v oblasti informatiky.
Druhá kapitola sa zaoberá projektom Lissom. Podkapitoly obsahujú podrobnejší popis
dekompilátora Lissom a jeho častí.
Tretia kapitola popisuje podrobne programátorský model PowerPC architektúry so všet-
kými detailami, potrebnými pre porozumenie jej integrovania do dekompilátora.
V ďalších kapitolách sa práca venuje problémom pri integrácií tejto architektúry do
spätného prekladača a ich riešeniam. Podkapitoly popisujú myšlienky a algoritmy použité
v týchto riešeniach a výsledky, ktoré tieto riešenia priniesli pri testoch.
V piatej kapitole je hodnotenie zmien uvedené na príkladoch a testovacích súboroch,
ktoré táto bakalárska práca priniesla v dekompilovanom kóde pre PowerPC architektúru




Táto kapitola čerpá zo zdrojov [5], [6], [7] a [10]
Reverzné inžinierstvo je proces, kde inžinierske dielo (ako auto, lietadlo alebo softvérový
program) je rozobraté za účelom odhalenia jeho vnútornej architektúry a funkčnosti. Je
to podobné vedeckému bádaniu, kde sa študujú prírodné javy za účelom ich vnútorného
pochopenia.
V softvérovom svete je reverzné inžinierstvo množinou techník a nástrojov pomáha-
júcich chápať to, ako daný softvér presne pracuje. Formálne je to „proces analýzy subjektu
(systému) za účelom identifikovania komponentov systému, ich vzájomných vzťahov a za
účelom vytvorenia reprezentácie systému inou formou s vyššou mierou abstrakcie”(IEEE
1990). Dovoľuje nám to vizualizovať štruktúru softvéru, ako softwér pracuje a vlastnosti,
ktoré vplývajú na jeho správanie. Techniky analýzy a aplikovanie automatizovaných ná-
strojov na skúmanie softvéru nám dávajú spôsob, ako porozumieť komplexnosti softvéru,
ako objaviť jeho vnútornú logiku.
Reverzné inžinierstvo existuje už pomerne dlhú dobu. Zo začiatku bolo témou niekoľ-
kých konferencií a zaoberali sa ním aj niektoré skupiny užívateľov počítačov. Pojem samot-
ného reverzného inžinierstva sa objavuje od roku 1990. Vyčlenenie reverzného inžinierstva,
ako inžinierskej disciplíny, začalo po publikovaní taxonómie reverzného inžinierstva a kon-
ceptov opätovného získavania návrhových vzorov z aplikácií v IEEE Software magazíne.
Odvtedy zažíva reverzné inžinierstvo rozsiahly rast v oblastiach ako sú vývoj reverzných
techník, softvérová vizualizácia, podpora pochopenia vnútornej funkčnosti programu, dá-
tové reverzné inžinierstvo, softvérová analýza a vývoj s tým spojených nástrojov.
Procesy reverzného inžinierstva využívame vždy, keď sa pozrieme do kódu niekoho iného.
Niekedy sa dokonca musíme čiastočne stať reverznými inžiniermi, aj keď sa s odstupom
niekoľkých dní pozrieme do nášho vlastného kódu. V každom prípade reverzné inžinierstvo
je proces objavovania a snaha o pochopenie. Vždy, keď sa pozrieme na kód, či už náš alebo
niekoho iného, objavujeme a učíme sa logiku tohto programu.
2.1 Spätný prekladač
Prekladač, inak kompilátor, môžeme špecifikovať ako program, ktorý prekladá jednotlivé
konštrukcie programu vo vstupnom zdrojovom jazyku do funkčne ekvivalentných konštruk-
cií v cieľovom jazyku na výstupe programu. Bežne sa pod pojmom prekladač rozumie pro-
gram, ktorý prekladá zdrojové súbory vo vyššom jazyku do binárnej podoby v asembleri.
Rovnako tomu budeme rozumieť aj v tejto práci.
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Obr. 2.1: Schéma popisujúca metódy a programy využité pri kompilácii a dekompilácii
(prevzaté z [7])
Dnes je možné automatizovane vyprodukovať prekladač priamo zo špecifikácie jazykov.
Takto sa aj mnohé prekladače produkujú. Najprv sa vytvorí špecifikácia jazykov. Potom
program, ako je napr. UNIXový nástroj Yacc, prečíta špecifikáciu a na jej základe vygeneruje
kód prekladača.
Spätný prekladač, inak dekompilátor, je program, ktorý prekladá výstupné súbory pre-
kladača do ich zdrojovej formy. Vyprodukovaný kód by mal byť v prvom rade čitateľný
a modifikovateľný pre človeka. Tento zdrojový kód po opätovnom preklade musí vygenero-
vať funkčne ekvivalentný program k referenčnému programu. Pod pojmom spätný preklad
budeme v tejto práci rozumieť hlavne preklad z asemblera do vyššie-úrovňového jazyka,
a to hlavne jazyka C a jazyka Python.
Vytvorenie dekompilátora nie je tak jednoduché ako vytvorenie kompilátora. Pri pre-
klade z vyššie-úrovňového jazyka do nižšie-úrovňového sa mnohé informácie strácajú, ako
napríklad názvy premenných a podobne. Pri optimalizácií sa tiež mnohé inštrukcie presku-
pujú a mažú. Z toho vyplýva, že pri samotnej dekompilácií nie je možné postupovať opačným
postupom ako pri kompilácií. Hľadajú sa teda iné postupy, ktorých výsledkom nemá byť
vytvorenie presnej kópie zdrojového súboru dekompilovaného programu, ale majú vytvo-
riť funkčne ekvivalentný kód vo vyššie-úrovňovom jazyku. Ten má byť dobre čitateľný pre
človeka.
Úplne prvý dekompilátor bol napísaný Joelom Donnellym v 1960 v Naval Electronic
Labs na dekompilovanie strojového kódu do jazyka Neliac pre zariadenie Remington Rand
Univac M-460 Countess computer. Dnes sa pracuje na vývoji viacerých dekompilátorov.
Najznámejšie projekty sú DCC decompiler, Boomerang, REC Studio, Hex-Rays Decompi-
ler, SmartDec, decompile-it.com, LissomDec. Táto práca je súčasťou práve projektu Lis-
somDec.
2.2 Využitie spätného prekladača a reverzného inžinierstva
Reverzné inžinierstvo má pri tvorbe softvéru obrovské využitie. Uvediem najdôležitejšie
oblasti a spôsoby využitia reverzného inžinierstva a spätného prekladača.
Jednou z najpodstatnejších oblastí využitia je analýza potencionálne nebezpečných apli-
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kácií. Keďže analýza strojového kódu alebo kódu v asembleri je aj pre človeka nesmierne
náročna a častokrát v požadovanom čase nemožná, vznikla potreba automatizovane previesť
daný kód do vyššej miery abstrakcie. To isté platí aj pre analýzu potencionálne škodlivého
softvéru. Čím je spätný preklad kvalitnejší, tým presnejšie a rýchlejšie sa dá posúdiť vnú-
torná funkčnosť programu. To slúži k zisteniu škodlivých vnútorných procesov, ktoré daný
softvér môže obsahovať.
Keďže dnes je snaha o automatizovaný vývoj softvéru, reverzné inžinierstvo v tejto snahe
našlo tiež značné uplatnenie. Pri použití Computer-aided software engineering-u (CASE)
sa dosahuje automatického generovania zdrojových kódov pri vývoji a údržbe systémov.
Nástroje reverzného inžinierstva tak môžu značne dopomôcť k verifikovaniu takto generova-
ných kódov a rovnako pomáhajú aj pri testovaní aplikácií, ktoré zdrojové kódy automaticky
generujú.
Ďalšie využitie našiel spätný prekladač pri obnove stratených zdrojových kódov z binár-
nych súborov. Týka sa to hlavne starších aplikácií, pri ktorých sú zdrojové súbory stratené,
no ich funkčnosť by sa dala využiť, prípadne zakomponovať do novších programov. Opäť
platí to, že čím kvalitnejší kód generuje dekompilátor, tým je takáto obnova rýchlejšia
a jednoduchšia. Reverzné inžinierstvo je využiteľné aj v iných odboroch. Napríklad v kryp-
tografii.
Samozrejme existujú aj možnosti, kde sa môže reverzné inžinierstvo a dekompilátory
zneužiť. Prevod binárneho do vyššie-úrovňového jazyka môže pomôcť útočníkovi pochopiť
vnútornú logiku softvéru, a teda aj ľahšie nájsť slabé miesta. Takisto hrozí ľahšie ”crac-
kovanie”aplikácie v podobe odstránenia častí programu slúžiacich na ochranu autorských
práv a opätovný preklad aplikácie bez týchto funkcií. A v neposlednom rade je to krá-
dež duševného vlastníctva. Spätným prekladom softvéru, na ktorý vývojár nemá autorské





Táto kapitola čerpá zo zdrojov [1], [8] a [11]
Lissom projekt sa uskutočňuje na brnenskej Fakulte informačných technológií. Projekt
sa zameriava na dve základné oblasti.
Prvá oblasť je vývoj jazyka popisujúceho architektúry MPSoC (Multiprocessor System
on the Chip).
Druhá oblasť je transformácia popisu MPSoC na pokročilejšie softvérové nástroje alebo
na samotnú hardvérovú realizáciu popisovaného zariadenia. Tu patrí vývoj nástrojov ako
sú:
• multiplatformový kompilátor,
• multiplatformový dekompilátor (týmto sa budem v tejto práci zaoberať),
• univerzálny asembler a disasembler,
• linker,
• univerzálny simulátor založený na inštrukciách a na cykloch,
• vývojové prostredie pre návrh mikroprocesorov a aplikácií s podporou MPSoC simu-
lácie,
• hardvérový generátor syntetizovateľnej reprezentácie mikroprocesoru.
Ciele projektu sú nasledovné:
• fundamentálna modifikácia existujúcich jazykov na popis architektúr za účelom zvýše-
nia ich modelovacích schopností,
• používanie nových praktík formálnych jazykov a modelov za účelom zjednodušenia
daných modelov,
• zameranie sa na popis prevodu jednotlivých modelov medzi rôznymi modelovacími
jazykmi (UML, VHDL),
• vytvorenie syntetizovateľného hardvérového modelu mikroprocesoru, ktorý je použí-
vaný pri priemyselnom vytváraní mikroprocesorov.
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3.1 Lissom dekompilátor
Jednou z výhod tohto dekompilátora je jeho platformná nezávislosť. Stačí, aby užívateľ po-
písal architektúru v jazyku ISAC ADL (jazyk vyvinutý ako súčasť projektu Lissom pre popis
architektúr) a dekompilátor je schopný prekladať binárne súbory pre danú architektúru.
Dekompilátor je rozdelený na viacere časti, ktoré sú zobrazené na obrázku 3.1
Obr. 3.1: Schéma dekompilátora Lissom. PE a ELF označujú typy binárnych súborov. HLL
je z angl. High-level language a označuje výstupný jazyk dekompilátora. ISAC označuje
vstupný popis architektúry a CCOFF je jednotný jazyk pre vnútornú reprezentáciu vstup-
ného kódu v dekompilátore (prevzaté z [11])
3.1.1 Pre-processing
Pre-processing je zodpovedný za preprocesing vstupného, platformne závislého, súboru.
Obsahuje niekoľko aplikácií a knižníc:
• aplikáciu Fileinfo, slúžiacu na získanie informácií o spustiteľnom súbore,
• Getsig, nástroj na generovanie novej signatúry prekladača,
• cpdetectl, knižnica na detekciu prekladača a packeru,
• všeobecný unpacker, plugin na rozbalenie spustiteľného súboru,
• xmlconftool, nástroj na spracovanie XML konfiguračných súborov, používaných pri
preprocesingu a vo front-ende,
• xmlwrapper, wrapper nad knižnicou TinyXML2,
• xmlconf, hlavičkový súbor obsahujúci reťazcové konštanty reprezentujúce XML tagy,
• elfio, knižnica tretej strany na parsovanie ELF súborov,
• pelib, knižnica tretej strany na parsovanie WinPE súborov,
• tinyxml2, knižnica tretej strany na prácu s XML súbormi.
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3.1.2 Front-end
Front-end je predná časť prekladača. Ňou sa budem v tejto práci zaoberať najviac. Úlohou
front-endu je transformovať vstupný binárny kód do LLVM IR reprezentácie. Front-end
v prvom rade transformuje vstupný platformovo závislý binárny kód do jednotnej vnútornej
CCOFF reprezentácie. Následne sa pomocou sémantiky namapuje CCOFF do LLVM kódu.
Bližší popis front-endu bude uvedený nižšie.
Hlavná aplikácia je decfront. Tá transformuje CCOFF súbor do LLVM IR jazyka. Ob-
sahuje podporné aplikácie ako:
• ccoff2pat, vytvára vzorkový súbor z CCOFF súboru,
• start2pat, vytvára vzorkový súbor zo startup kódu na základe špeciálneho popisu,
• pat2sig, vytvára popisový súbor z jedného alebo viacerých vzorkových súborov,
• stactofinl, knižnica slúžiaca na rozpoznanie staticky linkovaného kódu (používaná
aplikáciou decfront).
3.1.3 Middle-end
Middle-end, stredná časť prekladača, je zodpovedná za optimalizáciu a prepis LLVM kódu
vyprodukovaného front-endom do lepšie čitateľných konštrukcií. Ide tu hlavne o vyhľadanie
a rozpoznanie konštánt, výrazov a iných štruktúr ako sú napríklad rôzne druhy cyklov
a sprehľadnenie zložitejších podmienok. Výstupom je optimalizovaný LLVM kód, pripravený
pre Back-end.
Middle-end je tvorený následujúcimi tromi časťami. Prvou sú optimalizácie v LLVM.
Systém LLVM obsahuje celý rad optimalizácií, ktoré používa middle-end. Ich zdrojové kódy
sa typicky nemodifikujú. Len v prípadoch, keď sa zistí, že niektorá z optimalizácií v LLVM
spôsobuje problémy. Druhou časťou sú optimalizácie vytvorené vývojovým tímom dekompi-
látora. Ich zdrojové kódy sú uložené v $ROOT/decompiler/decdev/middleend/optimizations.
Poslednou časťou je použitý zoznam optimalizácií. Optimalizácie, ktoré sú použité pri de-
kompilácii, sa nastavujú v súbore
$ROOT/decompiler/scripts/config.template na riadku, kde sa vytvára premenná
OPT PARAMS.
3.1.4 Back-end
Back-end, zadná časť, je zodpovedná za prepis optimalizovaného LLVM IR do cieľového
jazyka vyššej úrovne (C, Python). Ešte pred vlastným prepisom do cieľového jazyka tu
prebieha prepis do tzv. IR back-endu, čo je kód vnútornej reprezentácie jazyka v back-
ende. Táto reprezentácia poskytuje dobré možnosti optimalizácie a jednoduchý prepis do
cieľového jazyka. Medzi optimalizácie, ktoré tu prebiehajú, patria odstránenia priradenia
výrazu samého sebe, konverzia prázdnych polí na prázdne reťazce, odstránenie mŕtveho
kódu, konverzie globálnych premenných na lokálne, odstránenie zbytočných postupností
priradení, konverzia cyklov a podmienok na výhodnejšie formy, odstránenie prebytočných
zátvoriek a iných.
Z LLVM IR do IR back-endu sa konvertujú hlavne hodnoty, konštanty, ukazovatele, load
inštrukcie, unárne operátory, binárne operátory a tak ďalej. Inštrukcia store sa konvertuje




Súčasťou dekompilátora je aj časť určená na testovanie. Je to zbierka nástrojov na overe-
nie kvality dekompilovaného kódu a funkčnosti jednotlivých častí dekompilátora. Testuje sa
štýlom kompilácia, dekompilácia binárneho kódu a opätovná kompilácia kódu generovaného
dekompilátorom. Následne sa porovná výstup programu preloženého z kódu, ktorý bol gene-
rovaný dekompilátorom s referenčnými výsledkami generovanými programom z pôvodného
zdrojového kódu.
Využívajú sa hlavne dva typy testov, a to integračné a nočné testy. Nočné testy sú
súpravou 376 testov. Je to súprava testov zvolená na komplexné testovanie dekompilova-
nia pre zadanú architektúru. Testujú podrobne volania funkcií, skoky, cykly, podmienky,
FPU, predávanie parametrov a ostatné časti jazykových konštrukcií. Integračné testy sú
súpravou 19 testov. Tieto testy slúžia na zistenie základnej funkčnosti jednotlivých častí
dekompilátora pre zadanú architektúru.
3.2 Jazyk LLVM IR
Keďže cieľom tejto práce je podpora dekompilácie pre architektúru PowerPC, čo znamená
hlavne prevod binárneho kódu do korektnej LLVM reprezentácie, je potrebné sa o tejto
reprezentácii zmieniť.
LLVM - Low-Level Virtual Machine je kompilačný zdrojovo a cieľovo nezávislý systém.
Cieľom LLVM je byť pre programátora dobre čitateľný, no zároveň dostatočne nízkoúro-
vňový. Súčasne musí mať dostatočné výrazové prostriedky a byť ľahko rozšíriteľný. Musí
ďalej podporovať typovanie, poskytovať informácie o toku dát a nízkoúrovňových operáci-
ách. Myšlienkou LLVM je poskytnúť univerzálnu inštrukčnú súpravu, do ktorej môžu byť
ľahko a zrozumiteľne namapované konštrukcie z vyššie-úrovňového jazyka. Keďže podporuje
typovosť, môže byť veľmi ľahko použiteľný ako cieľový jazyk pre optimalizácie. Tento jazyk
nie je závislý na zdrojovom kóde a ani na cieľovej architektúre. Detailná syntax a sémantika
jazyka LLVM IR sú definované v referenčnom manuáli.
3.3 Front-End
Front-end, teda predná časť prekladača, prebieha hneď po preprocesingu. Ako jediná fáza
prichádza do styku s platformovou závislosťou. Ostatné časti prekladača pracujú už s jednot-
nou reprezentáciou kódu. Čiže úlohou front-endu je previesť platformovo závislý binárny
kód do jednotnej formy inštrukcií LLVM IR. Podobne ako činnosť celého prekladača, aj
činnosť front-endu, by sme mohli rozdeliť do viacerých krokov. Je dobré si uvedomiť, že
unpacking prebehol vo fáze preprocesingu.
Prvým krokom je prevod binárneho súboru pomocou aplikácie bintran do CCOFF repre-
zentácie. Podporujú sa dva typy binárnych súborov. PE (využívaný systémami Windows)
a ELF (využívaný UNIXovými systémami). Bintran je súčasťou CodasipSDK. CCOFF
je jednotný vnútorný formát, ktorý sa následne spracúva v druhom kroku. Tu sa spúšťa
vlastná aplikácia decfront. Aplikácia má za úlohu previesť CCOFF reprezentáciu do LLVM
IR. Okrem iného v nej prebiehajú všetky analýzy a diferencuje sa kód, ktorý je potrebný pre
zachovanie logiky programu od kódu, ktorý vykonáva obslužné rutiny stroja, ktoré nemajú
priamy vplyv na logiku programu. Takýto kód sa zahadzuje.
Aplikáciu decfront tiež môžme rozdeliť do jednotlivých krokov - fáz. Prvá fáza je inicia-
lizácia konverznej knižnice z CodasipSDK a inicializácia knižnice disasemblera. Ďalej nasle-
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duje fáza analýzy dátovej sekcie. Tu sa vyberú rôzne netextové data, informácie z CCOFF
súboru, ktoré je dobre mať spolu. Následne prebieha v ďalších fázach načítanie a parsovanie
debugovacích informácií a symbolov z PDB súborov, dwarf súborov, spracovanie ostatných
verejných symbolov a načítanie informácií z LTI súborov. Potom prebehnú fázy, kde sa
vytvorí dekodér inštrukcií a inicializuje ABI Manager, držiaci informácie o konvenciách
volania procedúr. V ďalších fázach sa identifikuje staticky linkovaný kód a zistia sa im-
porty a exporty. Tak sa analyzujú zozbierané debugovacie informácie a vzhľadom na ne sa
následne upravujú a doplňujú mená symbolov, ktoré sa zachovali. Následne sa odstránia
preddefinované funkcie ako main, atexit, do global dtors, do global ctors a podobne.
Potom sa robí preklad sémantiky. To znamená dekódovanie jednotlivých inštrukcií s kon-
trolou typov a za tým dynamická analýza. Tá ma za úlohu sledovať a spätne zistiť hodnoty
jednotlivých registrov. Ďalšou fázou je jump table analýza. Jej úlohou je zistiť volania dy-
namicky linkovaných knižníc. Inštrukcie späté s týmto volaním vyfiltrovať a nahradiť ich
správnou importovanou funkciou. Po odstránení volania dynamicky linkovaných knižníc sa
zisťujú adresy vstupných bodov ako napr. adresa funkcie libc start main a analyzujú sa bá-
zové typy. V tomto kroku máme kód očistený od nepotrebných inštrukcií z hľadiska logiky
programu. Máme aj všetky potrebné informácie na to, aby mohli prebehnúť analýzy pod-
mienok, skokov, čiže zisťovania adries skokových inštrukcií, typov skokov ako podmienené
nepodmienené a podobne. Analýza zásobníka, ktorá sa deje ďalej, označí inštrukcie návratu,
prípadne doplní ďalšie funkcie, ktoré doteraz neboli detekované inak. Taktiež pomáha pri
dodatočnej analýze skokových inštrukcií, ktoré využívajú zásobník. Aby sa mohol vygenero-
vať LLVM IR, je potrebná už len posledná vec - globálne premenné. Deje sa to v posledných
fázach analýzy kódu vo front-ende. Zistia sa definície, dátové typy, prípadne názvy týchto
premenných. Vo finále sa vygeneruje LLVM IR reprezentácia kódu, event. ostatné poža-
dované výstupné súbory obsahujúce napr. zoznamy importovaných/exportovaných funkcií,




Táto kapitola čerpá zo zdrojov [2], [3], [4], a [9]
PowerPC (akronym Performance Optimization With Enhanced RISC Performance Com-
puting) je mikroprocesor založený na architektúre RISC. Bol vytvorený v roku 1991 spoloč-
nosťami Apple, IBM a Motorola. Pôvodným zámerom konzorcia bolo využitie procesorov
PowerPC v osobných počítačoch. Využité však boli i v tzv. vnorených systémoch a vy-
soko výkonných superpočítačoch. Najvýznamnejším a najznámejším je však ich využitie
v počítačoch Apple v rokoch 1994 až 2006 (známe pod označením PowerPC G3, G4 a G5).
V súčasnosti sa procesory založené na PowerPC využívajú aj v hracích konzolách, napr.
v Sony Playstation 3 alebo v XBOX 360 spoločnosti Microsoft. V ďalších kapitolách po-
píšem programový model PowerPC architektúry, v ktorom sa budem zaoberať registrami,
adresovaním a inštrukčnou súpravou tejto architektúry
4.1 Registre PowerPC
Programové rozhranie PowerPC architektúry obsahuje tieto registre:
• 32 GPR - general purpose registers,
• XER - exception registers,
• 32 FPR - floating point registers,
• FPSCR - Floating-Point Status and Control Register,
• CR - Condition register,
• LR - Link register,
• CTR - Count Register,
• Ostatné SPR - Special purpose registers.
4.1.1 General purpose registers
Registre pre všeobecné použitie slúžia k uchovaniu hodnôt premenných, ukazovateľov, pa-
rametrov, návratových hodnôt a iných celých čísel. Sú to 32 bitové registre. Sú súčasťou
Integer unit, čo je jednotka spracujúca všetky aritmetické a logické operácie, posuvy, po-
rovnania, čítanie a zápis do pamäte. Špeciálne správanie má GPR0, ktorý ako operand
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v niektorých inštrukciách namiesto svojho obsahu zastupuje hodnotu 0. Okrem všeobec-
ného použitia sú tieto registre využívané nasledovne:
• GPR0 - ukládá sa doň LR počas budovania rámca zásobníka,
• GPR1 - ukazovateľ na zásobník,
• GPR2 - ukazovateľ na Table Of Contents (globálne premenné, ukazovatele na funkcie),
• GPR3 - návratová hodnota, prvý argument funkcie,
• GPR4-10 - druhý až ôsmy argument funkcie,
• GPR11-31 - bez zvláštneho významu.
4.1.2 Exception register
Indikuje pretečenie a nesie informáciu o prenose pri operáciách v ALU. Taktiež nesie in-
formáciu o počte prenesených bajtov pri presune reťazcov pomocou inštrukcií Load String
Word Indexed (lswx) a Store String Word Indexed (stswx).
4.1.3 Floating point registers
súprava 64 bitových registrov s podporou čísel s jednoduchou a dvojitou presnosťou. Všetky
floating point aritmetické inštrukcie operujú s dátami uloženými v týchto registroch a s výnim-
kou porovnávacej inštrukcie do nich ukladajú výsledky týchto operácií. Okrem použitia pri
FPU operáciách sa do týchto registrov ukladá aj:
• FPR0 - bez zvláštneho významu,
• FPR1 - návratová hodnota, prvný argument funkcie,
• FPR2-13 - druhý až trinásty argument funkcie,
• FPR14-31 - bez zvláštneho významu.
4.1.4 Floating-Point Status and Control Register
Ukladajú sa doň informácie o výsledku floating point operácií, prípadne informácie o vznik-
nutých výnimkách podľa štandardu IEEE.
4.1.5 Condition register
Condition register je 32 bitový register, ktorý reflektuje výsledok niektorých inštrukcií a je
využívaný pri testovaní podmienenými skokmi. Bity CR sú združené do ôsmich štvorbito-
vých polí CR0 až CR7. Hodnota v tomto registri sa aktualizuje, ak prevádzaná inštrukcia
podporuje record bit a zároveň ho má nastavený. V asembleri sa tento bit nastavuje prida-
ním bodky za inštrukciou.
Výsledok celočíselnej algebraickej inštrukcie je reprezentovaný ako znamienkový integer
a je algebraicky porovnaný s číslom 0. Prvé tri bity poľa sú nastavené podľa tohto porov-
nania. Štvrtý je skopírovaný z XER registra a reflektuje pretečenie. V prípade PowerPC
implementácie, ktorá podporuje operácie floating point, je dané pole nastavované proceso-
rom, pretože PPC405 nepodporuje floating point operácie hardvérom. Čiže floating point
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operácie nenastavujú tento register priamo. Význam jednotlivých bitov je podobný ako pri
celočíselných inštrukciách.
Implicitne je CR0 priradený celočíselným operáciám a CR1 floating point operáciám.
Toto priradenie sa dá programovo meniť na ľubovoľné z daných ôsmich polí. Schéma CR
registra je zobrazená na obrázku 4.1.
Obr. 4.1: Schéma condition registra (CR) (prevzaté z [3])
4.1.6 Link register
Zaujímavosťou PowerPC architektúry je, že návratové adresy neukladá na zásobník. Má na
to samostatný register. Všetky skokové inštrukcie majú možnosť mať nastavený link bit,
ktorý sa v asemblerovskom kóde zadá pridaním písmena ’l’. Ak je tento bit nastavený, LR
obdrží adresu inštrukcie nasledujúcej po skoku.
4.1.7 Count Register
32 bitový register, ktorý môže byť použitý na počítanie prechodov slučkou (napríklad v cyk-
loch for) alebo pre uchovanie adresy pre následný skok (v inštrukcii bctr).
4.1.8 Ostatné SPR
Tieto registre nie sú z pohľadu programátorského modelu podstatné. Spomínam ich len
pre úplnosť. Nie sú dostupné cez programové inštrukcie, iba cez vnútorné rutiny procesoru.
Pokus o prístup k ich obsahu užívateľom vedie k vyvolaniu suprevisor-level výnimky. Sú vy-
užívané procesorom pre uchovávanie jeho vnútorných stavov a líšia sa na rôznych PowerPC
čipoch.
4.2 Inštrukčná súprava PowerPC
PowerPC patrí medzi RISC procesory. Inštrukčná súprava bola teda navrhnutá tak, aby
jednotlivé inštrukcie boli čo najjednoduchšie a mali veľkosť slova. Keďže majú uschované
potrebné informácie k vykonaniu inštrukcie na jednom mieste, prebieha dekódovanie veľmi
rýchlo. Jednou z nevýhod však je, že uloženie všetkých operandov do binárnej podoby
inštrukcie limituje výsledný počet registrov, ktoré môže inštrukcia používať (hlavne GPR,
prípadne FPR).
PowerPC architektúra definuje register-register operácie pre všetky inštrukcie slúžiace
na výpočet. Zdrojové dáta týchto inštrukcií sú dostupné z registrov alebo sú priamo v kóde
inštrukcie ako priama hodnota. Trojregistrový formát inštrukcie dovoľuje zachovať obidva
operandy a uložiť výsledok do tretieho registra, čo častokrát redukuje potrebu kopírovať
jednu z hodnôt operandov.
PowerPC patrí do skupiny LOAD/STORE architektúr. Inštrukčná súprava teda po-
voľuje prácu s pamäťou len pomocou inštrukcií load a store.
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4.2.1 Typy inštrukcií
Architektura PowerPC obsahuje tri kategórie uživateľských inštrukcií, ktoré sú spracová-
vané príslušnou funkčnou jednotkou.
Integer Unit:
• aritmetika - sčítanie, odčítanie, násobenie, delenie,
• logika - AND, OR, XOR, NAND, NOR, NOT, EQV, rozšírenie znamienka, počet
vedúcich núl,
• posuvy/rotácie - vybratie, vloženie, zmazanie, posuvy, rotácie,
• čítanie/zápis - z/do LR, CR, CTR, GPR či FPR.
Floating-Point Unit:
• aritmetika - sčítanie, odčítanie, násobenie, delenie, násobenie-sčítanie, násobenie-
odčítanie, negácia, absolútna hodnota,
• konverzie - zaokrúhlenie, prevod na celé čísla,
• porovnávanie,
• čítanie/zápis - z/do FPSCR či FPR.
Branch Unit:
• skoky - podmienené a nepodmienené,
• systémové volania,
• manipulácia s CR.
4.3 Adresovanie
U architektúry PowerPC sa požaduje, aby inštrukcie v pamäti boli zarovnané podľa slov.
Za tohto predpokladu je možné dva najmenej významné bity adresy skoku považovať za
nulové a adresovať po inštrukciách (štvoriciach bajtov). Adresovanie pamäte využívajú dva
typy operácií. Sú to load a store inštrukcie a skokové inštrukcie. Adresy sú interpretované
podľa zvoleného módu prekladania adries a podľa zvoleného typu adresy v inštrukcii.
4.3.1 Módy prekladania adries
PowerPC architektúra podporuje dva módy prekladania adries. Prvým je tzv. reálny mód,
v ktorom programy adresujú miesta v pamäti priamo ich fyzickou adresou. V druhom, virtu-
álnom móde, je programom pridelený virtuálny pamäťový priestor. Pri prístupe programu
do tohto priestoru sú virtuálne adresy prekladané procesorom na fyzické adresy. Tento
mód umožňuje programom pristupovať k väčšiemu rozsahu adries a k väčšiemu množstvu
pamäte, ako sa v systéme reálne nachádza.
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4.3.2 Adresovanie dát
Procesory PowerPC pracujú s adresovaním pamäte relatívne k programovému čítaču a ob-
medzene podporujú absolútne adresovanie. Adresa je považovaná za absolútnu, ak má
inštrukcia nastavený príznak AA (absolute adress). Následne je možné adresovať horných
a dolných 32KB pamäte v prípade podmieneného aj nepodmieneného skoku. Napriek tomu
sa tento typ adresovania veľmi nevyužíva. Využíva sa mechanizmus dovoľujúci adresovať
akékoľvek miesto v pamäti pomocou ukazovateľa. Ten je prenesený do LR alebo CR a špe-
ciálnou inštrukciou je vykonaný skok na danú adresu.




stw r2, 16(r0) // Uloží obsah registra r2 na adresu 16
stw r2, 16(r1) // Uloží obsah registra r2 na adresu 1016
D-Form (displacement-based adressing) počíta adresu pamäte zo súčtu obsahu GPR a šest-
násťbitovej znamienkovej bezprostrednej hodnoty. Na rozdiel od adries inštrukcií nie sú na
adresy dát kladené nároky na zarovnávanie, preto výsledná adresa udáva pozíciu v bajtoch.
Špeciálne postavenie má GPR0, ktorého obsah je vždy nulový.
X-Form adresovanie (index-based adressing) využíva jeden GPR ako bázu a druhý ako
index. Ich obsahy tvoria výslednú adresu, ktorá dovoľuje adresovanie väčšieho rozsahu pa-
mäte než D-Form. Rovnako ako u D-Form sa obsah GPR0 nahrádza nulou, za predpokladu,
že nie je použitý ako indexový register.
r0 = 500
r1 = 1000
stwx r2, r1, r0 // Uloží obsah registra r2 na adresu r1+r0
stwx r2, r0, r1 // Uloží obsah registra r2 na adresu 0+r1
4.3.3 Adresovanie skokov
Skokové inštrukcie počítajú efektívnu adresu (EA) nasledujúcej inštrukcie jedným z nasle-
dujúcich spôsobov:
• skok na absolútnu adresu - inštrukcie pre podmienený aj nepodmienený skok,
• skok na relatívnu adresu - inštrukcie pre podmienený aj nepodmienený skok,
• skok na adresu v link registri (LR) - inštrukcia iba pre pre podmienený skok,
• skok na adresu v count registri (CTR) - inštrukcia iba pre pre podmienený skok.
Inštrukcie využívajúce skok na absolútnu adresu generujú adresu nasledujúcej inštruk-
cie pridaním sprava hodnoty 0b00 k priamemu displejsmentu (LI) získanému ako operand
z kódu inštrukcie a následným znamienkovým rozšírením výsledku. Skokové inštrukcie vy-
užívajúce tento spôsob výpočtu EA musia mať nastavený bit AA indukujúci absolútnu
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Obr. 4.2: Schéma počítania efektívnej adresy pri skoku na absolútnu adresu (prevzaté z [3])
adresáciu. Zápis vypočítanej EA do link registra (LR) sa povolí nastavením LK bitu v kóde
inštrukcie. Výpočet EA je znázornený na obrázku 4.2.
Inštrukcie využívajúce skok na relatívnu adresu pracujú podobne ako predošlé s ab-
solútnou adresou. Adresu nasledujúcej inštrukcie generujú pridaním sprava hodnoty 0b00
k priamemu displejsmentu (LI) získanému ako operand z kódu inštrukcie a následným zna-
mienkovým rozšírením výsledku. Tento výsledok sa však pričíta k aktuálnej adrese inštruk-
cie a takto sa vytvorí adresa následnej inštrukcie. Skokové inštrukcie využívajúce tento
spôsob výpočtu EA musia mať vynulovaný bit AA indikujúci absolútnu adresáciu. Zápis
vypočítanej EA do link registra (LR) sa povolí nastavením LK bitu v kóde inštrukcie.
Výpočet EA je znázornený na obrázku 4.3.
Obr. 4.3: Schéma počítania efektívnej adresy pri skoku na relatívnu adresu (prevzaté z [3])
Ak je splnená podmienka v podmienenom skoku, tak skok na adresu v LR a skok
na adresu v CTR generujú EA nasledujúcej inštrukcie načítaním obsahu LR alebo CTR
a vynulovaním dvoch najmenej významných bitov. Zápis vypočítanej EA do link registra
(LR) sa povolí nastavením LK bitu v kóde inštrukcie. Výpočet EA cez LR je znázornený
na obrázku 4.4 a cez CTR na obrázku 4.5.
17
Obr. 4.4: Schéma počítania efektívnej adresy pri skoku na adresu v link registri (prevzaté
z [3])




Podpora PowerPC v spätnom
prekladači




Cieľom tejto bakalárskej práce bolo navrhnutie a implementácia podpory dekompilácie
PowerPC binárnych súborov do dekompilátora. V práci bola popísaná architektúra PowerPC
so všetkými jej špecifikami ovplyvňujúcimi dekompiláciu. Následne boli popísané problémy
a ich riešenia pri integrácii tejto architektúry do dekompilátora.
Pre vypracovanie práce bolo potrebné oboznámiť sa a preštudovať zdrojové kódy de-
kompilátora, hlavne jeho prednej časti, naučiť sa vytvárať ABI súbory a pochopiť LLVM IR
kód. Ďalej oboznámiť sa s inštrukčnou súpravou a programátorským modelom architektúry
PowerPC a s gcc toolchainom pre túto architektúru.
V rámci práce bola plne implementovaná podpora pre dekompiláciu binárnych súborov
pre PowerPC architektúru s výnimkou súborov využívajúcich FPU. Pri súboroch využíva-
júcich FPU boli implementované techniky zabezpečujúce zbehnutie prekladu bez chyby pri
preklade, no tieto techniky negenerujú plne validný kód. Výsledné testovanie preukázalo
nielen funkčnosť implementácie, ale aj generovanie kódu, ktorý je čitateľný približne ako
kód generovaný pre ostatné architektúry.
V budúcnosti bude potrebné zohľadniť špecifiká tejto architektúry aj v ostatných čas-
tiach dekompilátora. Medzi tieto špecifiká patrí aj operácia modulo. Generovanie tejto
operácie sa v rámci tejto práce neriešilo, keďže implementácia podpory pre tento problém
sa vymyká prednej časti dekompilátora, na ktorú je táto práca zameraná.
Vzhľadom k tomu, že PowerPC architektúra je stále využívaná aj v superpočítačoch
a serveroch, implementácia podpory pre túto architektúru v Lissom dekompilátore umožňuje
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Příloha B
Zdrojové kódy príkladu bitcnt 1.c
B.1 Pôvodný kód
#include <stdio.h>
int bit count(long x)
{
int n = 0;
/*
** The loop will execute once for each bit of x set, this is in average










int bit count2(long x)
{
int n = 0;
/*
** The loop will execute once for each bit of x set, this is in average














int i = bit count(n);




B.2 Po úprave ABI a sémantiky
//
// This file was generated by the Retargetable Decompiler
// Website: http://decompiler.fit.vutbr.cz




/* ------ Integer Types Definitions ----- */
typedef int32 t int28 t;
/* -------- Function Prototypes --------- */
void function 100007c0(void);
void function 100007d0(void);
int32 t bit count(int32 t x);
int32 t bit count2(int32 t x);
/* ---------- Global Variables ---------- */
int28 t apple = 0;
int32 t banana = 0;
int32 t lemon = 0;
/* ------------- Functions -------------- */








// From module: bitcnt 1.c
// Address range: 0x100004bc - 0x10000556
// Line range: 6 - 19
int32 t bit count(int32 t x) {
int32 t plum = lemon; // 0x100004e0
int32 t orange = x > 0 ? 4 : 0; // 0x100004e0
int32 t melon = x == 0 ? 2 : 0; // 0x100004e0
int32 t pear = x / -0x80000000 & 8 | orange | melon | (int32 t)(plum <
0) | (int32 t)apple & 0xffffff0; // 0x100004e0
int32 t tea = 0; // 0x100005302
if (x != 0) {
int32 t cherry = 1; // 0x100004ec
int32 t grape = (x != 0 ? 0x20000000 : 0) | plum & -0x20000001; //
0x100004f8
int32 t apricot = x - 1 & x; // 0x10000500
int32 t tomato = apricot > 0 ? 4 : 0; // 0x1000050c
int32 t abaca = apricot == 0 ? 2 : 0; // 0x1000050c
int32 t peach = (int32 t)(plum < 0) | pear & 0xffffff0 | tomato |
apricot / -0x80000000 & 8 | abaca; // 0x1000050c





grape = (x != 0 ? 0x20000000 : 0) | plum & -0x20000001;
apricot = x - 1 & x;
tomato = apricot > 0 ? 4 : 0;
abaca = apricot == 0 ? 2 : 0;
peach = (int32 t)(plum < 0) | peach & 0xffffff0 | tomato |
apricot / -0x80000000 & 8 | abaca;







// branch -> 0x10000514
}
int32 t papaya = tea > 0 ? 4 : 0; // 0x10000518
int32 t grape2 = tea == 0 ? 2 : 0; // 0x10000518
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apple = (int32 t)(plum < 0) | pear & 0xffffff0 | papaya | tea /
-0x80000000 & 8 | grape2;
int32 t result;
if (tea == 0) {
// 0x10000530
result = bit count(0);
// branch -> 0x1000053c
} else {
// 0x10000520
result = bit count2(tea);






// From module: bitcnt 1.c
// Address range: 0x10000558 - 0x100005d6
// Line range: 22 - 32
int32 t bit count2(int32 t x) {
int32 t tampoi = lemon; // 0x1000057c
int32 t lime = x > 0 ? 4 : 0; // 0x1000057c
int32 t nut = x == 0 ? 2 : 0; // 0x1000057c
int32 t mango = x / -0x80000000 & 8 | lime | nut | (int32 t)(tampoi <
0) | (int32 t)apple & 0xffffff0; // 0x1000057c
apple = mango;
int32 t result; // 0x100005b4
if (x == 0) {
// 0x100005b0




int32 t avocado = 1; // 0x10000588
int32 t raspberry = (x > 4 ? 0x20000000 : 0) | tampoi & -0x20000001; //
0x10000594
int32 t tangerine = x - 5 & x; // 0x1000059c
int32 t lulita = tangerine > 0 ? 4 : 0; // 0x100005a8
int32 t raisin = tangerine == 0 ? 2 : 0; // 0x100005a8
int32 t nectarine = (int32 t)(tampoi < 0) | mango & 0xffffff0 | lulita
| tangerine / -0x80000000 & 8 | raisin; // 0x100005a8





raspberry = (x > 4 ? 0x20000000 : 0) | tampoi & -0x20000001;
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tangerine = x - 5 & x;
lulita = tangerine > 0 ? 4 : 0;
raisin = tangerine == 0 ? 2 : 0;
nectarine = (int32 t)(tampoi < 0) | nectarine & 0xffffff0 | lulita
| tangerine / -0x80000000 & 8 | raisin;





// branch -> 0x100005b0
// 0x100005b0




// From module: bitcnt 1.c
// Address range: 0x100005d8 - 0x1000066e
// Line range: 39 - 48
int main(int arg1, char **arg2) {
int32 t n = 0; // bp-36





apple = (int32 t)apple & 0xdffffff;
function 100007d0();
int32 t legume = banana; // 0x10000644
int32 t jambul = legume < 1 ? 8 : 0; // 0x10000648
int32 t durian = legume > 1 ? 4 : 0; // 0x10000648
int32 t lychee = legume == 1 ? 2 : 0; // 0x10000648
apple = jambul | durian | lychee | (int32 t)(lemon < 0) |
(int32 t)apple & 0xffffff0;





int32 t i = bit count(n); // 0x10000600
lemon &= -0x20000001;
apple = (int32 t)apple & 0xdffffff;
function 100007c0();




/* --------- Meta-Information ----------- */
// Detected compiler: gcc (gcc-powerpc-elf) 4.5.1
// Detected functions: 5 (5 in front-end)
// Front-end release: dev (Apr 15 2014)
// Back-end release: dev (Apr 4 2014)
// Decompilation date: Apr 15 2014 13:18:31
B.3 Po doimplementovaní jump table analýzy
//
// This file was generated by the Retargetable Decompiler
// Website: http://decompiler.fit.vutbr.cz




/* ------ Integer Types Definitions ----- */
typedef int32 t int28 t;
/* -------- Function Prototypes --------- */
int32 t bit count(int32 t x);
int32 t bit count2(int32 t x);
/* ---------- Global Variables ---------- */
int28 t apple = 0;
int32 t banana = 0;
/* ------------- Functions -------------- */
// From module: bitcnt 1.c
// Address range: 0x100004bc - 0x10000556
// Line range: 6 - 19
int32 t bit count(int32 t x) {
int32 t lemon = banana; // 0x100004e0
int32 t plum = x > 0 ? 4 : 0; // 0x100004e0
int32 t orange = x == 0 ? 2 : 0; // 0x100004e0
int32 t melon = x / -0x80000000 & 8 | plum | orange | (int32 t)(lemon <
0) | (int32 t)apple & 0xffffff0; // 0x100004e0
int32 t pear = 0; // 0x100005302
if (x != 0) {
28
int32 t tea = 1; // 0x100004ec
int32 t cherry = (x != 0 ? 0x20000000 : 0) | lemon & -0x20000001;
// 0x100004f8
int32 t grape = x - 1 & x; // 0x10000500
int32 t apricot = grape > 0 ? 4 : 0; // 0x1000050c
int32 t tomato = grape == 0 ? 2 : 0; // 0x1000050c
int32 t abaca = (int32 t)(lemon < 0) | melon & 0xffffff0 | apricot
| grape / -0x80000000 & 8 | tomato; // 0x1000050c





cherry = (x != 0 ? 0x20000000 : 0) | lemon & -0x20000001;
grape = x - 1 & x;
apricot = grape > 0 ? 4 : 0;
tomato = grape == 0 ? 2 : 0;
abaca = (int32 t)(lemon < 0) | abaca & 0xffffff0 | apricot |
grape / -0x80000000 & 8 | tomato;







// branch -> 0x10000514
}
int32 t peach = pear > 0 ? 4 : 0; // 0x10000518
int32 t papaya = pear == 0 ? 2 : 0; // 0x10000518
apple = (int32 t)(lemon < 0) | melon & 0xffffff0 | peach | pear /
-0x80000000 & 8 | papaya;
int32 t result;
if (pear == 0) {
// 0x10000530
result = bit count(0);
// branch -> 0x1000053c
} else {
// 0x10000520
result = bit count2(pear);





// From module: bitcnt 1.c
// Address range: 0x10000558 - 0x100005d6
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// Line range: 22 - 32
int32 t bit count2(int32 t x) {
int32 t grape = banana; // 0x1000057c
int32 t tampoi = x > 0 ? 4 : 0; // 0x1000057c
int32 t lime = x == 0 ? 2 : 0; // 0x1000057c
int32 t nut = x / -0x80000000 & 8 | tampoi | lime | (int32 t)(grape <
0) | (int32 t)apple & 0xffffff0; // 0x1000057c
apple = nut;




int32 t mango = 1; // 0x10000588
int32 t avocado = (x > 4 ? 0x20000000 : 0) | grape & -0x20000001; //
0x10000594
int32 t raspberry = x - 5 & x; // 0x1000059c
int32 t tangerine = raspberry > 0 ? 4 : 0; // 0x100005a8
int32 t lulita = raspberry == 0 ? 2 : 0; // 0x100005a8
int32 t raisin = (int32 t)(grape < 0) | nut & 0xffffff0 | tangerine |
raspberry / -0x80000000 & 8 | lulita; // 0x100005a8





avocado = (x > 4 ? 0x20000000 : 0) | grape & -0x20000001;
raspberry = x - 5 & x;
tangerine = raspberry > 0 ? 4 : 0;
lulita = raspberry == 0 ? 2 : 0;
raisin = (int32 t)(grape < 0) | raisin & 0xffffff0 | tangerine |
raspberry / -0x80000000 & 8 | lulita;









// From module: bitcnt 1.c
// Address range: 0x100005d8 - 0x1000066e
// Line range: 39 - 48
int main(int arg1, char **arg2) {
int32 t n = 0; // bp-36
banana &= -0x20000001;
apple = (int32 t)apple & 0xdffffff;
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int32 t items assigned = scanf("%d", &n); // 0x10000640
int32 t nectarine = items assigned < 1 ? 8 : 0; // 0x10000648
int32 t legume = items assigned > 1 ? 4 : 0; // 0x10000648
int32 t jambul = items assigned == 1 ? 2 : 0; // 0x10000648
apple = nectarine | legume | jambul | (int32 t)(banana < 0) |
(int32 t)apple & 0xffffff0;
// branch -> 0x10000628
while (items assigned == 1) {
// 0x10000628
int32 t i = bit count(n); // 0x10000600
banana &= -0x20000001;
apple = (int32 t)apple & 0xdffffff;
printf("%ld contains %d bit set\n", n, i);
banana &= -0x20000001;
apple = (int32 t)apple & 0xdffffff;
items assigned = scanf("%d", &n);
nectarine = items assigned < 1 ? 8 : 0;
legume = items assigned > 1 ? 4 : 0;
jambul = items assigned == 1 ? 2 : 0;
apple = nectarine | legume | jambul | (int32 t)(banana < 0) |
(int32 t)apple & 0xffffff0;





/* --------- External Functions --------- */
// int printf (const char *restrict, ...)
// int scanf (const char *restrict, ...)
/* --------- Meta-Information ----------- */
// Detected compiler: gcc (gcc-powerpc-elf) 4.5.1
// Detected functions: 3 (3 in front-end)
// Front-end release: dev (Apr 15 2014)
// Back-end release: dev (Apr 4 2014)
// Decompilation date: Apr 15 2014 13:20:19
B.4 Po implementácii XER analýzy
//
// This file was generated by the Retargetable Decompiler
// Website: http://decompiler.fit.vutbr.cz





/* ------ Integer Types Definitions ----- */
typedef int32 t int28 t;
/* -------- Function Prototypes --------- */
int32 t bit count(int32 t x);
int32 t bit count2(int32 t x);
/* ---------- Global Variables ---------- */
int28 t apple = 0;
/* ------------- Functions -------------- */
// From module: bitcnt 1.c
// Address range: 0x100004bc - 0x10000556
// Line range: 6 - 19
int32 t bit count(int32 t x) {
int32 t banana = x > 0 ? 4 : 0; // 0x100004e0
int32 t lemon = x == 0 ? 2 : 0; // 0x100004e0
int32 t plum = banana | x / -0x80000000 & 8 | lemon | (int32 t)apple &
0xffffff0; // 0x100004e0
int32 t orange = 0; // 0x100005302
if (x != 0) {
int32 t melon = 1; // 0x100004ec
int32 t pear = x - 1 & x; // 0x10000500
int32 t tea = pear > 0 ? 4 : 0; // 0x1000050c
int32 t cherry = pear == 0 ? 2 : 0; // 0x1000050c
int32 t grape = pear / -0x80000000 & 8 | plum & 0xffffff0 | tea |
cherry; // 0x1000050c




pear = x - 1 & x;
tea = pear > 0 ? 4 : 0;
cherry = pear == 0 ? 2 : 0;
grape = pear / -0x80000000 & 8 | grape & 0xffffff0 | tea |
cherry;






// branch -> 0x10000514
}
int32 t apricot = orange > 0 ? 4 : 0; // 0x10000518
int32 t tomato = orange == 0 ? 2 : 0; // 0x10000518
apple = orange / -0x80000000 & 8 | plum & 0xffffff0 | apricot | tomato;
int32 t result;
if (orange == 0) {
// 0x10000530
result = bit count(0);
// branch -> 0x1000053c
} else {
// 0x10000520
result = bit count2(orange);





// From module: bitcnt 1.c
// Address range: 0x10000558 - 0x100005d6
// Line range: 22 - 32
int32 t bit count2(int32 t x) {
int32 t abaca = x > 0 ? 4 : 0; // 0x1000057c
int32 t peach = x == 0 ? 2 : 0; // 0x1000057c
int32 t papaya = abaca | x / -0x80000000 & 8 | peach | (int32 t)apple &
0xffffff0; // 0x1000057c
apple = papaya;




int32 t grape = 1; // 0x10000588
int32 t tampoi = x - 5 & x; // 0x1000059c
int32 t lime = tampoi > 0 ? 4 : 0; // 0x100005a8
int32 t nut = tampoi == 0 ? 2 : 0; // 0x100005a8
int32 t mango = tampoi / -0x80000000 & 8 | papaya & 0xffffff0 | lime |
nut; // 0x100005a8




tampoi = x - 5 & x;
lime = tampoi > 0 ? 4 : 0;
nut = tampoi == 0 ? 2 : 0;
mango = tampoi / -0x80000000 & 8 | mango & 0xffffff0 | lime | nut;
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// From module: bitcnt 1.c
// Address range: 0x100005d8 - 0x1000066e
// Line range: 39 - 48
int main(int arg1, char **arg2) {
int32 t n = 0; // bp-36
apple = (int32 t)apple & 0xdffffff;
int32 t items assigned = scanf(" int32 t avocado = items assigned < 1
? 8 : 0; // 0x10000648
int32 t raspberry = items assigned > 1 ? 4 : 0; // 0x10000648
int32 t tangerine = items assigned == 1 ? 2 : 0; // 0x10000648
apple = raspberry | avocado | tangerine | (int32 t)apple & 0xffffff0;
// branch -> 0x10000628
while (items assigned == 1) {
// 0x10000628
int32 t i = bit count(n); // 0x10000600
apple = (int32 t)apple & 0xdffffff;
printf(" apple = (int32 t)apple & 0xdffffff;
items assigned = scanf(" avocado = items assigned < 1 ? 8 :
0;
raspberry = items assigned > 1 ? 4 : 0;
tangerine = items assigned == 1 ? 2 : 0;
apple = raspberry | avocado | tangerine | (int32 t)apple &
0xffffff0;





/* --------- External Functions --------- */
// int printf (const char *restrict, ...)
// int scanf (const char *restrict, ...)
/* --------- Meta-Information ----------- */
// Detected compiler: gcc (gcc-powerpc-elf) 4.5.1
// Detected functions: 3 (3 in front-end)
// Front-end release: dev (Apr 15 2014)
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// Back-end release: dev (Apr 4 2014)
// Decompilation date: Apr 15 2014 13:53:59
B.5 Po implementácii CR analýzy
//
// This file was generated by the Retargetable Decompiler
// Website: http://decompiler.fit.vutbr.cz




/* -------- Function Prototypes --------- */
int32 t bit count(int32 t x);
int32 t bit count2(int32 t x);
/* ------------- Functions -------------- */
// From module: bitcnt 1.c
// Address range: 0x100004bc - 0x10000556
// Line range: 6 - 19
int32 t bit count(int32 t x)
// 0x100004bc
int32 t result;
if (x == 0)
// 0x10000530
result = bit count(0);
// branch -> 0x1000053c
// 0x1000053c
return result;
int32 t apple = 1; // 0x100004ec
while ((x - 1 & x) != 0)
// 0x100004e8
x &= x - 1;
apple += 1;
// continue -> 0x100004e8
// 0x10000514
if (apple != 0)
// 0x10000520
result = bit count2(apple);





result = bit count(0);
// branch -> 0x1000053c
// 0x1000053c
return result;
// From module: bitcnt 1.c
// Address range: 0x10000558 - 0x100005d6
// Line range: 22 - 32
int32 t bit count2(int32 t x)
// 0x10000558
if (x == 0)
// 0x100005b0
return bit count(0);
int32 t banana = 1; // 0x10000588
while ((x - 5 & x) != 0)
// 0x10000584
x &= x - 5;
banana += 1;
// continue -> 0x10000584
// 0x100005b0
return bit count(banana);
// From module: bitcnt 1.c
// Address range: 0x100005d8 - 0x1000066e
// Line range: 39 - 48
int main(int arg1, char **arg2)
int32 t n = 0; // bp-36
if (scanf("%d", &n) != 1)
// 0x10000650
return 0;
int32 t i = bit count(n); // 0x10000600
printf("%ld contains %d bit set\n", n, i);
while (scanf("%d", &n) == 1)
// 0x100005f8
i = bit count(n);
printf("%ld contains %d bit set\n", n, i);




/* --------- External Functions --------- */
// int printf (const char *restrict, ...)
// int scanf (const char *restrict, ...)
/* --------- Meta-Information ----------- */
// Detected compiler: gcc (gcc-powerpc-elf) 4.5.1
// Detected functions: 3 (3 in front-end)
// Front-end release: dev (Apr 15 2014)
// Back-end release: dev (Apr 4 2014)
// Decompilation date: Apr 15 2014 16:18:06
B.6 Pred úpravou entry point analýzy
//
// This file was generated by the Retargetable Decompiler
// Website: http://decompiler.fit.vutbr.cz




/* -------- Function Prototypes --------- */
void function 1000031c(int32 t a, int32 t b);
void function 10000330(int32 t melon, int32 t pear);
void entry point(void);
void function 10000394(int32 t a);
void function 10000458(int32 t a);
int32 t function 100004bc(int32 t grape, int32 t * apricot);
int32 t function 10000558(int32 t abaca, int32 t * peach);
void function 1000067c(int32 t grape, int32 t tampoi, int32 t lime, int32 t
nut, int32 t mango, int32 t avocado, int32 t raspberry, int32 t tangerine);
void function 10000728(int32 t a, int32 t b);
void function 10000844(int32 t a, int32 t b);
/* ---------- Global Variables ---------- */
bool apple = false;
int32 t banana = 0;
int32 t lemon = 0;
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int32 t orange = 0;
int32 t plum = 0;
/* ------------- Functions -------------- */









int32 t tea; // 0x1000034c















void function 10000394(int32 t a)
// 0x10000394
banana = a;
if (apple == false)
// 0x100003c0
apple = true;
// branch -> 0x1000041c




int32 t function 100004bc(int32 t grape, int32 t * apricot)
// 0x100004bc
plum = (int32 t)apricot;
int32 t result;
if (grape == 0)
// 0x10000514
// branch -> 0x10000530
// 0x10000530
result = function 100004bc(0, apricot);




int32 t tomato = 1; // 0x100004ec
while ((grape - 1 & grape) != 0)
// 0x100004e8
grape &= grape - 1;
tomato += 1;
// continue -> 0x100004e8
// 0x10000514
if (tomato != 0)
// 0x10000520
result = function 10000558(tomato, apricot);





result = function 100004bc(0, apricot);




int32 t function 10000558(int32 t abaca, int32 t * peach)
// 0x10000558
plum = (int32 t)peach;
int32 t result; // 0x100005b4
if (abaca == 0)
// 0x100005b0
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result = function 100004bc(0, peach);
banana = result;
return result;
int32 t papaya = 1; // 0x10000588
while ((abaca - 5 & abaca) != 0)
// 0x10000584
abaca &= abaca - 5;
papaya += 1;
// continue -> 0x10000584
// 0x100005b0
// branch -> 0x100005b0
// 0x100005b0
result = function 100004bc(papaya, peach);
banana = result;
return result;
void function 1000067c(int32 t grape, int32 t tampoi, int32 t lime, int32 t
nut, int32 t mango, int32 t avocado, int32 t raspberry, int32 t tangerine)
int32 t lulita = lemon; // 0x1000067c
lemon = orange + 0x18274;
function 1000031c(grape, tampoi);
int32 t raisin = *(int32 t *)(lemon - 0x8000) - *(int32 t *)(lemon -
0x7ffc); // 0x100006c0









// branch -> 0xc












/* --------- External Functions --------- */
// void gmon start (void);
// void libc start main(void);
/* --------- Meta-Information ----------- */
// Detected compiler: gcc (gcc-powerpc-elf) 4.5.1
// Detected functions: 10 (10 in front-end)
// Front-end release: dev (Apr 15 2014)
// Back-end release: dev (Apr 4 2014)
// Decompilation date: Apr 15 2014 23:21:28
B.7 Po úprave entry point analýzy
//
// This file was generated by the Retargetable Decompiler
// Website: http://decompiler.fit.vutbr.cz





/* -------- Function Prototypes --------- */
void function 1000031c(int32 t a, int32 t b);
void function 10000394(int32 t a);
void function 10000458(int32 t a);
int32 t function 100004bc(int32 t lemon, int32 t * plum);
int32 t function 10000558(int32 t pear, int32 t tea);
void function 10000728(int32 t a, int32 t b);
/* ---------- Global Variables ---------- */
bool apple = false;
int32 t banana = 0;
/* ------------- Functions -------------- */
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void function 1000031c(int32 t a, int32 t b)
// 0x1000031c
banana = b;
void function 10000394(int32 t a)
// 0x10000394
if (apple == false)
// 0x100003c0
apple = true;
// branch -> 0x1000041c
void function 10000458(int32 t a)
// 0x10000458
return;
int32 t function 100004bc(int32 t lemon, int32 t * plum)
int32 t orange = (int32 t)plum;
banana = orange;
int32 t result;
if (lemon == 0)
// 0x10000514
// branch -> 0x10000530
// 0x10000530
result = function 100004bc(0, plum);
// branch -> 0x1000053c
// 0x1000053c
return result;
int32 t melon = 1; // 0x100004ec
while ((lemon - 1 & lemon) != 0)
// 0x100004e8
lemon &= lemon - 1;
melon += 1;
// continue -> 0x100004e8
// 0x10000514
if (melon != 0)
// 0x10000520
result = function 10000558(melon, orange);





result = function 100004bc(0, plum);
// branch -> 0x1000053c
// 0x1000053c
return result;
int32 t function 10000558(int32 t pear, int32 t tea)
// 0x10000558
banana = tea;
if (pear == 0)
// 0x100005b0
return function 100004bc(0, (int32 t *)tea);
int32 t cherry = 1; // 0x10000588
while ((pear - 5 & pear) != 0)
// 0x10000584
pear &= pear - 5;
cherry += 1;
// continue -> 0x10000584
// 0x100005b0
// branch -> 0x100005b0
// 0x100005b0
return function 100004bc(cherry, (int32 t *)tea);
int main(int argc, char **argv)
int32 t grape;
if (scanf("%d", &grape) != 1)
// 0x10000650
return 0;
banana = (int32 t)argv;
int32 t apricot = function 100004bc(grape, (int32 t *)banana); //
0x10000600
int32 t tomato = grape; // 0x10000610
banana = tomato;
printf("%ld contains %d bit set\n", tomato, apricot);
while (scanf("%d", &grape) == 1)
// 0x100005f8
apricot = function 100004bc(grape, (int32 t *)banana);
tomato = grape;
banana = tomato;
printf("%ld contains %d bit set\n", tomato, apricot);




void function 10000728(int32 t a, int32 t b)
// 0x10000728
banana = b;
/* --------- External Functions --------- */
// void gmon start (void);
// int printf (const char *restrict, ...)
// int scanf (const char *restrict, ...)
/* --------- Meta-Information ----------- */
// Detected compiler: gcc (gcc-powerpc-elf) 4.5.1
// Detected functions: 7 (10 in front-end)
// Front-end release: dev (Apr 15 2014)
// Back-end release: dev (Apr 4 2014)
// Decompilation date: Apr 15 2014 23:23:51
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Příloha C
Zdrojové kódy príkladu variadic.c
C.1 Pôvodný kód
#include <stdio.h>
float pokus(int a, int b, int c, int d, float e, int f, int g, int h, int
i, float j, char k)
{
printf("DIV: %d, MOD: %d, MUL: %d, ADD: %d, SUB: %lf, other: %d, %d,
%d, %d, %f. Char: %c\n", a, b, c, d, e, f, g, h, i, j, k);
return a * 3.789;
}
int main(int argc, char *arg[])
{
int a = 1, b = 1;
int count = scanf("%d %d", &a, &b);
if (count != 2)
{
printf("Chyba vstupu, nacitanych %d\n", count);
return 1;
}
printf("Mam %d a %d\n", a, b);
float f = pokus(a / b, a % b, a * b, a + b, a - b,(float) a * (b-2), a
* (b-3), a * (b-4), a * (b-5), a * (b-6), ’X’);
printf("Special number: %f\n", f);
printf("%d / 2.33 = %f\n", a, a / 2.33);
return 0;
}
C.2 Kód po úprave ABI
//
// This file was generated by the Retargetable Decompiler
// Website: http://decompiler.fit.vutbr.cz
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/* ------- Float Types Definitions ------ */
typedef float float32 t;
typedef double float64 t;
/* -------- Function Prototypes --------- */
int32 t pokus(int32 t a, int32 t b, int32 t c, int32 t d, float32 t e,
int32 t f, int32 t g, int32 t h, int32 t i, float32 t j, int8 t k);
/* ---------- Global Variables ---------- */
int32 t apple = 0;
int32 t banana = 0;
/* ------------- Functions -------------- */
// From module: variadic.c
// Address range: 0x100004bc - 0x1000059e
// Line range: 6 - 10
int32 t pokus(int32 t a, int32 t b, int32 t c, int32 t d, float32 t e,
int32 t f, int32 t g, int32 t h, int32 t i, float32 t j, int8 t k) {





return printf("DIV: %d, MOD: %d, MUL: %d, ADD: %d, SUB: %lf, other: %d,
%d, %d, %d, %f. Char: %c\n", a, b, c, d, (float64 t)f, orange, 0, lemon,
(int32 t)plum, (float64 t)a, (int8 t)c);
}
// From module: variadic.c
// Address range: 0x100005a0 - 0x1000083a
// Line range: 14 - 28
int main(int arg1, char **arg2) {
int32 t a = 0; // bp-72
int32 t b = 0; // bp-68
a = 1;
b = 1;
int32 t count = scanf("%d %d", &a, &b); // 0x100005f0
int32 t result;
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if (count == 2) {
// 0x10000624
printf("Mam %d a %d\n", a, b);
int32 t melon = a / b; // 0x10000650
int32 t pear = a - melon * b; // 0x10000664
apple = (b - 5) * a;
int32 t tea;
int32 t cherry;
pokus(melon, pear, b * a, b + a, (float32 t)cherry, tea, (b - 3) *
a, (b - 4) * a, 0, 1.2331426e-43, 0);
printf("Special number: %f\n", (float64 t)banana);
apple = -a;
banana = a;
printf("%d / 2.33 = %f\n", a, 4.940656458412465e-324);
result = 0;




printf("Chyba vstupu, nacitanych %d\n", count);
result = 1;





/* --------- External Functions --------- */
// int printf (const char *restrict, ...)
// int scanf (const char *restrict, ...)
/* --------- Meta-Information ----------- */
// Detected compiler: gcc (gcc-powerpc-elf) 4.5.1
// Detected functions: 2 (2 in front-end)
// Front-end release: dev (Apr 8 2014)
// Back-end release: dev (Apr 4 2014)
// Decompilation date: Apr 08 2014 19:06:58
C.3 Kód po implementácii stub funkcií
//
// This file was generated by the Retargetable Decompiler
// Website: http://decompiler.fit.vutbr.cz





/* ------- Float Types Definitions ------ */
typedef float float32 t;
typedef double float64 t;
/* -------- Function Prototypes --------- */
void pokus(int32 t a, int32 t b, int32 t c, int32 t d, float32 t e, int32 t
f, int32 t g, int32 t h, int32 t i, float32 t j, int8 t k);
/* ---------- Global Variables ---------- */
int32 t apple = 0;
int32 t banana = 0;
/* ------------- Functions -------------- */
// From module: variadic.c
// Address range: 0x100004bc - 0x1000059e
// Line range: 6 - 10
void pokus(int32 t a, int32 t b, int32 t c, int32 t d, float32 t e, int32 t
f, int32 t g, int32 t h, int32 t i, float32 t j, int8 t k) {





printf("DIV: %d, MOD: %d, MUL: %d, ADD: %d, SUB: %lf, other: %d,
%d, %d, %d, %f. Char: %c\n", a, b, c, d, (float64 t)f, orange, 0, lemon,
(int32 t)plum, (float64 t)a, (int8 t)c);
}
// From module: variadic.c
// Address range: 0x100005a0 - 0x1000083a
// Line range: 14 - 28
int main(int arg1, char **arg2) {
int32 t a = 0; // bp-72
int32 t b = 0; // bp-68
a = 1;
b = 1;
int32 t count = scanf("%d %d", &a, &b); // 0x100005f0
int32 t result;
if (count == 2) {
// 0x10000624
48
printf("Mam %d a %d\n", a, b);
int32 t melon = a / b; // 0x10000650
int32 t pear = a - melon * b; // 0x10000664
apple = (b - 5) * a;
int32 t tea;
int32 t cherry;
pokus(melon, pear, b * a, b + a, 0.0, tea, (b - 3) * a, (b - 4) *
a, cherry, 0.0, 0);
printf("Special number: %f\n", (float64 t)banana);
apple = -a;
banana = a;
printf("%d / 2.33 = %f\n", a, 4.940656458412465e-324);
result = 0;




printf("Chyba vstupu, nacitanych %d\n", count);
result = 1;





/* --------- External Functions --------- */
// int printf (const char *restrict, ...)
// int scanf (const char *restrict, ...)
/* --------- Meta-Information ----------- */
// Detected compiler: gcc (gcc-powerpc-elf) 4.5.1
// Detected functions: 2 (2 in front-end)
// Front-end release: dev (Apr 8 2014)
// Back-end release: dev (Apr 4 2014)
// Decompilation date: Apr 08 2014 19:28:35
C.4 Kód po implementácii stub funkcií
//
// This file was generated by the Retargetable Decompiler
// Website: http://decompiler.fit.vutbr.cz





/* ------- Float Types Definitions ------ */
typedef double float64 t;
/* -------- Function Prototypes --------- */
void pokus(int32 t a, int32 t b, int32 t c, int32 t d, int32 t f, int32 t
g, int32 t h, int32 t i, int8 t k);
/* ---------- Global Variables ---------- */
int32 t apple = 0;
int32 t banana = 0;
/* ------------- Functions -------------- */
// From module: variadic.c
// Address range: 0x100004bc - 0x1000059e
// Line range: 6 - 10
void pokus(int32 t a, int32 t b, int32 t c, int32 t d, int32 t f, int32 t g,
int32 t h, int32 t i, int8 t k) {





printf("DIV: %d, MOD: %d, MUL: %d, ADD: %d, SUB: %lf, other: %d,
%d, %d, %d, %f. Char: %c\n", a, b, c, d, (float64 t)f, orange, 0, lemon,
(int32 t)plum, (float64 t)a, (int8 t)c);
}
// From module: variadic.c
// Address range: 0x100005a0 - 0x1000083a
// Line range: 14 - 28
int main(int arg1, char **arg2) {
int32 t a = 0; // bp-72
int32 t b = 0; // bp-68
a = 1;
b = 1;
int32 t count = scanf("%d %d", &a, &b); // 0x100005f0
int32 t result;
if (count == 2) {
// 0x10000624
printf("Mam %d a %d\n", a, b);
int32 t melon = a / b; // 0x10000650
int32 t pear = a - melon * b; // 0x10000664
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apple = (b - 5) * a;
int32 t tea;
int32 t cherry;
pokus(melon, pear, b * a, b + a, tea, (b - 3) * a, (b - 4) * a,
cherry, 0);
printf("Special number: %f\n", (float64 t)banana);
apple = -a;
banana = a;
printf("%d / 2.33 = %f\n", a, 4.940656458412465e-324);
result = 0;




printf("Chyba vstupu, nacitanych %d\n", count);
result = 1;





/* --------- External Functions --------- */
// int printf (const char *restrict, ...)
// int scanf (const char *restrict, ...)
/* --------- Meta-Information ----------- */
// Detected compiler: gcc (gcc-powerpc-elf) 4.5.1
// Detected functions: 2 (2 in front-end)
// Front-end release: dev (Apr 8 2014)
// Back-end release: dev (Apr 4 2014)
// Decompilation date: Apr 08 2014 19:35:38
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