in the database. In the case suffers-from has been activated a particular tree suffers from the damage. In this case a certain treatment must be applied and suffers-from is in the state activated. This situation ends when a damage can no longer be noticed or when the tree must be felled. In the object life cycle diagram the change in the state is caused by a method passivate which transfers object suffers-from into state passive.
The integrated object model
During this phase of design the final static model is reconsulted and object types are extended by methods. Methods are either determined by the processes analyzed in the DFDs or come from the dynamic model. The situation of the design after applying step 4 is shown in Fig. 5 . For simplicity we do only show object classes damage, suffersfrom, and tree and have only extended class suffers-from by methods.
The final step consists of consulting each model again and performing consistency checks to ensure mutual completeness (i.e. each concept in one model has a corresponding equivalent in the other models). The object model is an integrated view of each object class, the static model is a conceptualization of the structural part of the application, the functional model is a specification for the application programmer in order of being able to implement the system functionality while the dynamic part determines all valid states of objects during their existence in the database.
Conclusion
Enhancing a medium-sized or large legacy database application is a complex task. To guide a designer and simplify the design activities several guidelines and a powerful modelling technique are necessary. In this paper we have introduced a methodology serving this purpose. The methodology combines two different paradigms to software engineering: reverse engineering with classical forward engineering. It includes three different views on the application and a supporting method for developing a conceptualization of the legacy system. The structural view describing the structure of the data, the functional view representing the functionality of the system, and the behavioral or dynamic view for describing the valid states of each object class. All three different views are represented in an integrated object model. So far, our study did not include any computerized tools. While we believe the reverse engineering as well as the object modelling will probably never be completely automated, some useful automation is possible. For example, for the reverse engineering of the structural parts of the legacy application tools may be developed. Tools support may also provided for the joint data-function driven design as well as for checking mutual completeness of the models. Our future work will be devoted to those aspects. From the viewpoint of the case study the proposed methodology has been proven to work efficiently. The major advantages of the static view are the improved information structure of the forest inventory and a better handling of the existing information also from the suspicion log, the relationship is assigned or not, and the system must inform us about the level of the damage and could already suggest possible protection and treatment requirements. The introduction of the further processes causes additional corrections in the static model. Fig. 3 (f) contains the final conceptual representation of the example application. The most important advantage of such a joint data-and function driven design is that the operational and structural design are thoroughly integrated and cross referenced. By performing alternating refinements on functional and static models mutual completeness can be checked and inconsistencies and missing information in the first static model as a result of the reverse engineering can be detected efficiently.
In the example Fig. 3 (f) represents the final static model which is passed to the following design phases.
Development of dynamic model
The intention of the dynamic model within the proposed approach is to show the life cycle of an object, which means that the update-and state-change behavior of the object is described. The dynamic model is in close relationship with the object model and allows to determine events (i.e., method invocations). For modelling the dynamic part of an application we adopt life cycle diagrams of OBD [21] . Life cycle diagrams depict the sequence of methods which can be performed on objects of the same object class, and the state changes caused by invoking methods on objects. A life cycle diagram is developed for each object class of the object model and shows which methods can be performed on objects on the appropriate class depending on the actual state of the object, and which state changes this method execution causes. For every object class an implicit attribute "inStates" is defined. This attribute records the actual states of an object.
In the graphical notion used in OBD life cycle diagrams a certain state is described as a rectangle with a trapezoid on its top containing the name of the object class and a trapezoid on its bottom containing the name of the modeled state (i.e. a value for the implicit attribute "inStates"). Methods defined on an object class are shown as rectangles connected to prestates and poststates by arcs. As an example the life cycle of objects of class suffers-from is depicted in Fig. 4 .
In the example an instance of class suffers-from may be in one of five different states. First, an instance is in state suspicion and after a request, the evaluation is started. The next state in the life cycle of an object suffers-from, the state checked, is valid after the method checkPlotarea and decideState have fired. From the functional model we know the methods which are responsible for comparing plot characteristics with damage/ history. Based on the outcome of the methods the object suffers-from may either be in state activated or rejected. In the case it is in the state rejected the suspicion could not be verified (the hypothetis is rejected) and the object suffers-from is no longer existent hand if a plot is located in 600 m and covered with Norway spruce on sandy soil the change to be infected by a bark beetle invasion is relatively high. The introduction of further concepts in the DFD indicates that semantics of the real world are not yet properly represented in the structural scheme derived by reverse engineering. In particular, these are an entity type 'plot' and an equivalent of the 'suspicion log' as is shown in Fig.3 (d) .
In the next step we proceed with the functional model by performing additional refinements. As a consequence of splitting process 'further processing' we recognize that we have to introduce two more data stores and further processes in the functional model (see Fig. 3 (e) ). In order to check a suspicion for a bark beetle population which is too high access to a 'damage/history' log is necessary. The damage/history log contains previously collected variables with respect to plot, tree, and damages. A process comparing the plot characteristics with the damage/history is responsible for the decision whether population is too high or not. After the decision about state of damage has been made a process 'delete suspicion' is responsible for deleting the entry Fig. 3 (continued) . Joint data-and function based design ongoing changes in the forest as soon as possible and thereby offering appropriate strategies for solving the problem and for preventing additional damages.
In a next step we consider the high level functional model, refine the process 'does it suffer from?', and introduce a more detailed study of the functionality of the system. (see Fig. 3 (c) ). Let us assume that all requests for a check are stored in a 'suspicion log' and that in order to decide whether a tree suffers from a bark beetle invasion or not access to plot related information is necessary. This is of particular importance because the system may check if the symptoms indicate a possible invasion or not. For example, if a plot is located 2000 m above sea level and covered with green alder the system can terminate because bark beetles on this plot are impossible. On the other P1 damage check tree preferences and living rhythm of the organism. From the point of view of a botanist, entomologist, wildlife manager, etc. the damage affected tree part is important for identifying the species, the importance of the damage and its influence to the ecosystem, the chance to recover and its relevance for further diseases. For example if a tree is bark peeled by deer the real problem is not the peeling itself but the remaining wound is often the entering point for insects and decays which influences the future vigor of a tree much more than the peeling itself. Considering the subsets in the case study a biotic damage is divided into root, leaves or needles (depending on the tree species), the bark, the crown and the stem. Because an ecological system is never stabile it is a matter of fact that some tree growth affecting diseases or damages may be located on several tree parts depending on the development status of the disease. Two further things are important to note: First, the ER model as given in Fig. 2 represents only an extract of the universe of discourse because relationships to other concepts like tree information, plot information, soil types, etc. are not explicitly given. Second, the ER is developed on an individual tree basis and thus is reflecting the current structure of the forest inventory.
Development of functional model and refinement of static model
At this stage of the design it is necessary to consider the functionality of the database application. In the proposed approach a DFD is developed for each database function. This step includes transforming the static model into a high level functional model, performing iterative refinements on the functional and static model and thereby enhancing the static model in a way that it completely meets the requirements of the application. This technique is referred to as a joint data/function driven design and has two main advantages: First, as the database scheme is derived by performing iterative refinements on the structural and on the functional model, the refinements are simplified if data and function models are produced together because they are influencing each other. Secondly, mutual completeness of models can be determined. Within the case study we will demonstrate the joint data-and function driven design using bark beetle invasion as a possible example. To avoid unnecessary complexity in the example we do not use the ER model developed by reengineering as given in Fig. 2 as a starting point. Instead we have simplified the example and use a less complex model for the development of a first functional schema. The model represents tree and damage related information in a very simple form. Joint data/function driven design is explained in the example given in Fig. 3 . Starting point is the static model developed by reverse engineering (Fig. 3a) . It forms the basis for the development of a high level functional model (Fig. 3b) . Bark beetles are an insect disease which is very common in Norway spruce stands and its manifestation depends strongly on several pest and tree predisposed factors which are collected in the forest inventory by plot and tree related variables. It is important to note that a latent population of bark beetles exists in every forest stand although it might be small and not even be detectable. A small bark beetle population is necessary in a stabile forest ecosystem because it insures the survival of some "useful" insect species. Bark beetles damage different tree parts depending on their stadium of developmentlarva, worm or bug. In the simplified ER diagram of Fig. 3 (a) we consider the relationship between the damage and the effected tree. To avoid unnecessary complexity only a limited number of attributes are included in the diagram. From a functional point of view it is interesting to recognize the first indication that the existing bark beetle population changes from a useful part of the ecosystem to a forest devastation pest. Such a decision making process for detecting a bark beetle invasion must combine plot information with the predisposed factors of the tree as well as with damage characteristics. Such a system is to support the forest expert in detecting classes of damages have also properties in common. These common attributes indicate, that a generic entity type may be a proper solution to represent damages in a database and because of the disjointness condition of the specializations, modelling a generalization structure may be adequate.
In a further hierarchy it has been decided to represent the fact that information about different types of damages caused by biotic reasons is contained in the legacy system. To distinguish between different damage types the fact that the damage appears on a certain part of the tree has been taken. The idea is that damages caused by insects, animals, etc. normally are apparent on typical parts of the tree because of the nutrition 
Introduction
A legacy database system can be defined as a large software system which does not meet the current requirements but is essential for the organization. Over the years such a system might have worked quite well but as a consequence of a changing technology the system may be far behind of what represents the state-of-the-art of todays data processing. In addition, reality may also have slightly changed from what was considered as being important at the time the system was introduced. In the literature this situation is called a legacy dilemma. In such a situation one has basically four options: 1) To live with the system being aware of the fact that it is working but no longer meets the current requirements. 2) To discard the system and reconstruct it from the scratch by using a classical forward engineering approach. This is a very costly solution. 3) To build a new system around the legacy system. It includes to 'freeze' and encapsulate the legacy system as a component of the new system. This has the disadvantage that the missing functionality must be hard-coded in the new system and in a changing environment it may rapidly lead to an additional legacy system. 4) To reverse engineer the system. This is the most promising approach and already much research effort is being devoted to develop appropriate techniques. We propose to merge options four and two by combining different paradigms of software engineering (reverse engineering and classical forward engineering) into a single object-oriented methodology. The technique consists of three views on relevant information, the static view, the functional view, and the behavioral or dynamic view. Whereas the static view might have already been considered to some extent in a legacy system, the functional view and the dynamic view are missing so far in most systems. This is because reverse engineering is used for developing a conceptualization and a first static view of the application and classical forward engineering for developing functional models and behavioral views on the application. The applicability of the proposed methodology is tested in a large case study focussing on one of the largest forest inventories in Europe, the Austrian National Forest Inventory.
