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Abstract
Automatic generation of contours for graphical display and map plotting has been studied extensively since the
early days of computing. The individual segments making up a contour line are often determined by subdividing the
object of interest into small triangles and computing the contours assuming a linear variation on each triangle.
However, ecient storage of contour data and the need to place labels (automatically) or to smooth the contours
require that the contours be generated in continuous strings of segments. A simple approach to generate such
strings is to sort the randomly generated contour segments. Since sorting can be time-consuming, the majority of
previous approaches are contour-tracing algorithms that traverse the surface and generate the contour in a
continuous sequence of segments. In this paper, we present a new sorting algorithm. The algorithm is relatively easy
to implement, can be applied to any type of surface, and works for both 2D and 3D objects. The algorithm is
signi®cantly faster than the contour tracing approach, particularly when large numbers of segments are
involved. 7 2000 Elsevier Science Ltd. All rights reserved.
Keywords: Contour generation; Contour sorting algorithm

1. Introduction
One of the most frequent programming applications
in the geosciences is the automated generation of contour plots. Data to be contoured can reside on a wide
variety of object types including digital elevation
models, triangulated irregular networks (TINs), twoand three-dimensional ®nite-dierence grids, and ®niteelement meshes. Regardless of the object type, the simplest approach to generating contours is to use a divide
and conquer approach. The surface of the object is
subdivided into a set of triangles, each triangle having
a data value at each of its three vertices. Some objects
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are naturally composed of triangles (TINs and triangular ®nite-element meshes) and some must be subdivided. For example, for a two-dimensional grid, each
grid cell can be subdivided into two triangles (Fig. 1a)
or a data value can be interpolated to the cell center
and the grid cell can be subdivided into four triangles
(Fig. 1b). For superior results, a data value can also be
interpolated to the midpoint of the cell edges and the
cell can be subdivided into eight triangles (Fig. 1c). At
this point, a set of linear contour segments (one per
contour value) can easily be generated from each triangle. A simple algorithm can be used to linearly interpolate along the three edges of the triangle to ®nd
the intersection of the contour values with the triangle
edges and connect the intersections to construct the
linear segments (Watson, 1982). This process is
repeated for all triangles on the surface and the con-
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tour plot is generated by displaying the complete set of
linear segments.
The divide and conquer approach results in a randomly ordered set of linear contour segments. For
simple applications, this is sucient. However, in
many instances, it is advantageous to have the contour
segments organized into strings or loops representing
the full length of the contour line. Contour strings are
necessary for two popular contour plotting options:
labels and splines. Plotting contour labels involves placing a set of short text strings corresponding to the
contour value on the contour string. For best results,
the contour labels should not be too crowded or too
sparse and they must be evenly spaced. To perform the
calculations required to space the labels correctly, the
contours must be organized into strings. The other application is spline contouring. Spline contouring is a
simple mathematical technique for ``smoothing'' the
contours (Lancaster and Salkauskas, 1986). To compute the spline functions, a gradient (slope in the x
and y direction) must be computed for each vertex
(endpoint of a segment) in the contour string. This
also requires that the segments be organized in a
sequential fashion along the contour string.
Traditionally, two approaches have been used to
generate contours in strings (Watson, 1992). One
approach is to generate a list of contour segments for
a given contour interval and then use a sorting algorithm to organize the contour segments into strings.
The simplest sorting algorithm involves selecting a
starting segment and then searching the remaining contour segments in the list to ®nd one with a vertex
whose coordinates match one of the vertices on the
starting segment. This is repeated until all of the segments are sorted. The drawback of this sorting
approach is that the algorithm is O(N2) where N is the
number of contour segments. To improve the eciency, most programmers have elected to use a dierent approach to generate the contours. Rather than
generate a random set of segments and then order the
segments, the contours are initially generated in a
sequential fashion. This is accomplished by ®nding a
location on the object where a contour string begins
and then tracing the segment from triangle to triangle
until the end of the string is reached or until the loop
closes on itself. When the contour string intersects a

Fig. 1. Cell subdivision (a) two subtriangles, (b) four subtriangles, (c) eight subtriangles.

triangle at a node, additional logic must be used to
determine which adjacent triangle the contour line goes
through. In addition to the segment-tracing logic, the
algorithm must include an ecient method for determining where to begin the contour tracing and determining when all available strings have been located
and traced. If the initial object needs to be subdivided
into triangles, the tracing approach requires that all
computed triangles are stored in memory, along with
information describing the adjacency relationships
among the triangles. With the sorting approach, the
triangles and the adjacency relationships do not need
to be stored in memory (the adjacency information
does not need to be computed at all). Thus, while this
approach is faster than the brute force sorting
approach, it is more complicated, memory intensive,
and costly to implement. Examples of the contour tracing approach can be found in Batcha and Reese
(1964), Buys et al. (1991), Kok and Begin (1981), Lodwick and Whittle (1970), Sabin (1980), and Yates
(1987).
Whereas most attempts to improve contouring eciency have focused on contour tracing algorithms,
another approach is to develop more ecient contour
sorting algorithms. Anderson (1983) and Nickerson et
al. (1999) describe fast quadtree sorting methods that
could be adapted speci®cally to contouring, but these
approaches work only in two dimensions. The algorithm we describe works equally well for two and three
dimensions, and is O(NlogN). The algorithm requires
additional memory (compared to a brute force sort)
but the storage requirements are not substantial. The
algorithm is simpler to implement than the contour
tracing approach and is signi®cantly faster than both
contour tracing and the brute force methods. The algorithm has been implemented in C.

2. Improved sorting algorithm
The basic steps involved in the new sorting algorithm are as follows:
1. Traverse the triangles, creating and storing the contour segments in a linked list.
2. Store the vertices of the contour segments in an
array.
3. Sort the array of vertices using an ecient sorting
algorithm. Sort ®rst by x and then by y. For 3D
cases, the array is also sorted by z.
4. Transform the array into an embedded, doublylinked list.
5. Parse the list of vertices to remove all duplicate vertices.
6. Use a special technique to parse through the vertices
and link them into open or closed contour strings.
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A ¯ow chart of the algorithm is shown in Fig. 2. We
will now explain each of these steps in more detail.

Table 1
Information stored in vertex record

2.1. Creating the contour segments

Item

Description

Before the contour segments can be sorted, they are
®rst generated and stored in a linked list. Each triangle
in the surface is traversed and the linear contour segments from each triangle are added to the list. The segments are stored in the list in the order that they are
generated.

x
y
z
s1
s2
prev
next

x coordinate of vertex
y coordinate of vertex
z coordinate of vertex
First segment attached to vertex
Second segment attached to vertex
Pointer to previous vertex in linked list
Pointer to next vertex in linked list

2.2. Building the vertex array
The basic idea behind the sorting algorithm is to
generate an alternate representation of the contour segments that can be stored in a supplemental array. A
highly ecient algorithm can then be used to sort the
array. This is accomplished by focusing attention on
the vertices of the segments, rather than on the segments themselves. The array consists of one structure
for each vertex. Two vertices are stored in the array
for each contour segment (even though most of the
vertices are shared). The vertex structure contains the
information shown in Table 1. The ®rst three items are
the coordinates of the vertex. The next two items are
pointers to the two segments attached to the vertex.
The ®nal two items are used to build an embedded
linked list after the initial array sort is complete.
When the array is ®rst constructed, the ®rst segment
pointer, s1, is set to point to the segment attached to
the vertex. This is the segment in the original list of
segments generated by traversing the triangles. The
other segment pointer, s2, is set to NULL. The previous and next pointers are ignored for now.
To illustrate the data structure and the sorting process, we will use the sample contour strings shown in
Fig. 3. The example includes both an open loop and a
closed loop. For simplicity, each vertex is identi®ed by
a letter rather than the vertex coordinates. The segments are identi®ed by numbers.

Fig. 2. Flow chart of sorting algorithm.

Fig. 3. Sample set of contour segments.
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In addition to the array of vertices, the sorting algorithm uses a linked list of contour segments. Both of
the data structures are shown in Table 2 just after the
data structures are built. The initial ordering of the
segments (4,3,2,5,7,6,1) corresponds to the order in
which the segments were initially generated. The segment list is a temporary holding bin for the original
unsorted contour segments. Each contour segment
contains the xyz coordinates of the two vertices de®ning the segment. As the sorting algorithm proceeds,
the segments in this list are organized into two sorted
loops, one for each of the two contour strings shown
in Fig. 3. At this point the vertex array contains the
vertices in random order. Note that each of the endpoints in the closed loop and the interior vertices in
the closed loop are listed twice, while the endpoints of
the open loop (a and d) are listed once.
2.3. Sorting the vertices
Once the array is constructed, the next step is to
sort the array. The array is sorted ®rst by x and then
by y. If the contour segments are generated from a 3D
object, the array is also sorted by z. The purpose of
this sort is not to directly build the contour strings.
Rather, once the vertices are sorted by x, y, and z, a
highly ecient algorithm can be used to build the contour strings. The array sort is accomplished using the
standard qsort algorithm (Kelley and Pohl, 1984) provided in C. The qsort algorithm is O(NlogN). The
comparison function passed to the qsort function ®rst
compares x values. If the x values are equal, it compares y values. If the y values are equal, it compares z
values. The data structures after the sorting process
are shown in Table 3.

Table 3
Vertex array after sorting on x and y
Lists of segments
Temp 4 4 3 4 2 4 5 4 7 4 6 4 1
Vertex array
0 1
pt
a b
s1
1 2
s2
prev
next

2
b
1

3
f
4

4
f
5

5
c
3

6
c
2

7
d
3

8
e
4

9
e
6

10
h
5

11
h
7

12
g
7

13
g
6

are being constructed. In order to simplify the process
of deleting items from the list, the list is doubly linked
(each item contains a pointer to both the next and the
previous item in the list). The list is initially established
simply by traversing the array from the beginning and
initializing the previous and next pointers. The vertex
array after the linked list is initially constructed is
shown in Table 4.
2.5. Removing duplicate vertices

Once the vertex array is sorted on x, y, and z, the
next step is to build an embedded linked list inside the
vertex array. The linked list provides fast traversal and
editing of the items in the list as the contour strings

Before building the contour strings, there is one
more adjustment to be made to the list. All vertices in
closed loops and interior vertices in open loops are
included twice in the list. The next step is to remove
duplicate vertices and initialize the second segment
pointer (s2). Because of the x and y sorting process, all
duplicate vertices will be adjacent to one another in
the array. We start at the beginning of the list and traverse the vertices. For each vertex, if the xy coordinates of the current vertex are identical (within a small
distance tolerance) to the coordinates of the next vertex in the array, the s2 pointer of the current vertex is
set to point to the segment pointed to by the s1 pointer
of the second vertex. The previous and next pointers
are adjusted so that the second vertex is removed from
the embedded linked list (it is still in the array but it is
not linked). If the next vertex is not the same, the ver-

Table 2
Initial state of data structures

Table 4
Vertex array after initialization of embedded linked list

Lists of segments
Temp 4 4 3 4 2 4 5 4 7 4 6 4 1

Lists of segments
Temp 4 4 3 4 2 4 5 4 7 4 6 4 1

2.4. Building the embedded linked list

Vertex array
0 1
pt
f e
s1
4 4
s2
prev
next

2
c
3

3
d
3

4
b
2

5
c
2

6
f
5

7
h
5

8
h
7

9
g
7

10
e
6

11
g
6

12
b
1

13
a
1

Vertex array
0
pt
a
s1
1
s2
prev
null
next
1

1 2 3 4 5 6 7 8
b b f f c c d e
2 1 4 5 3 2 3 4

9 10 11 12
e h h g
6 5 7 7

13
g
6

1 2 3 4 5 6 7 8 9 10 11 12
2 3 4 5 6 7 8 9 10 11 12 13 null
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Table 5
Vertex array after removal of duplicate vertices

Table 6
Data structures after construction of open loop

Lists of segments
Temp 4 4 3 4 2 4 5 4 7 4 6 4 1

Lists of segments
Temp
445 4746
Loop 1 1 4 2 4 3

Vertex array
0
pt
a
s1
1
s2
prev
null
next
1

1
b
2
1
0
3

2 3 4
b f f
1 4 5
5
± 1 ±
± 5 ±

5
c
3
2
3
7

6 7
c d
2 3
±
±

8
e
4
6
5 7
8 10

9 10 11
12 13
e h h
g g
6 5 7
7 6
7
6
± 8 ±
10 ±
± 12 ± null ±

tex is the endpoint of an unclosed loop and we leave
the s2 pointer as NULL. The state of the vertex array
after the duplicate point removal is shown in Table 5.
From this point forward, all traversals of the vertex
list are made using the pointers in the embedded linked
list. This speeds up the traversal and ensures that only
vertices that have not been deleted from the list are
considered.
2.6. Linking vertices into strings
At this point, we are ready to traverse the linked list
in the vertex array and build contour strings. When
building the loops, we must distinguish between the
open loops and the closed loops since the loop building process varies for each type. We must ®rst build
the open loops. The ®rst step is to ®nd the endpoint of
an open loop. Such an endpoint can be distinguished
from other vertices since it has only one adjacent segment pointer. To ®nd such an endpoint, we start at the
beginning of the list and traverse the vertices until we
®nd the ®rst vertex where the s2 pointer is NULL (vertex ``a'' in our example).
Once we ®nd the endpoint of an open loop we create
a new contour segment list and move the ®rst segment
(the segment corresponding to the s1 pointer of the
vertex) from the original list to the new list. We also
remove the vertex from the embedded linked list by
adjusting the previous and next pointers. We then use
the s1 pointer and go to the segment (segment 1 in our
example) and see if the opposite vertex is in the +x or
ÿx direction. If the x values are the same, we check
the y values to see which direction to proceed. We
then go forward or backward in the vertex list (forward, in our case) using the linked list pointers until
we ®nd a segment where either the s1 or the s2 pointer
corresponds to the current segment. In our example,
the next vertex in the list, vertex b, has its s2 pointer
pointing to the current segment, segment 1. We then
look at the opposite segment pointer for this vertex (s1
in our example) and move this segment (segment 2 in
our example) from the temp list to the new list. Once

Vertex array
0 1
pt
a b
s1
1 2
s2
1
prev
± ±
next
± ±

2
b
1

3
f
4
5
± null
±
8

4 5 6 7 8
f c c d e
5 3 2 3 4
2
6
± ± ± ± 3
± ± ± ± 10

9 10 11
12 13
e h h
g g
6 5 7
7 6
7
6
± 8 ±
10 ±
± 12 ± null ±

again, we also change the previous and next pointers
in the vertex list to delete this vertex from the array.
Then we look at the segment we just added (segment
2) and look at its opposite vertex (opposite from b is
vertex c) and go forward or backward until we ®nd
that opposite vertex. This process will continue until
we come to a vertex where the s1 pointer matches the
segment we are looking for and the s2 pointer is
NULL. This is the end of the open loop. After processing the ®rst open loop, our array and loop lists are as
shown in Table 6.
After the ®rst open loop is completed, the process is
repeated for the next open loop. At some point, all
open loops will be found and constructed. This state is
detected when the entire vertex list is traversed and
none of the remaining vertices have only one adjacent
segment. Since our example has only one open loop,
this is the state of the vertex list shown in Table 6.
Once the open loops are completed, the next step is
to construct the closed loops. The closed loops are
built using the same process used to build the open
loops, except that starting and ending the loop is
handled dierently. Closed loops can be started at any
location. To start the loop, we start at the ®rst vertex
in the list and examine the two segments adjacent to
Table 7
Data structures after construction of closed loop
Lists of segments
Temp
Loop 1 1 4 2 4 3
Loop 2 4 4 6 4 7 4 5
Vertex array
0
pt
a
s1
1
s1
prev
±
next
±

1
b
2
1
±
±

2
b
1
±
±

3
f
4
5
±
±

4
f
5
±
±

5
c
3
2
±
±

6
c
2

7
d
3

±
±

±
±

8
e
4
6
±
±

9
e
6
±
±

10
h
5
7
±
±

11
h
7
±
±

12
g
7
6
±
±

13
g
6
±
±
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Fig. 4. Scatter points and 2D grid used in algorithm comparison.

the starting vertex using the s1 and s2 pointers. One
segment is selected as the ®rst segment in the list and
one is marked as the ending segment. We then begin
building the loop. As we build the loop, we check each

new segment added to the list and stop when we reach
the ending segment. This process is repeated until all
closed loops are found and the vertex list is empty as
shown in Table 7. The vertex array is then freed from

Fig. 5. Computation time vs number of contour segments for test case.
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memory, and the process is repeated on the set of segments corresponding to the next contour value.

tour TINs, 2D grids, 2D meshes, and the exterior surfaces of 3D grids and meshes.

3. Algorithm performance

References

To gauge the performance of the new algorithm,
we conducted a test comparing the new sorting algorithm to a more traditional contour tracing algorithm. The data set used in the test was a set of 2D
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For a given contour interval, the grid was contoured
using both algorithms. The total number of segments
in the contour strings was computed and the time
required to generate the contour strings using each algorithm was recorded. We then increased the number
of segments by altering the grid density. We repeated
this process several times. The tests were conducted on
a 400 MHz Pentium II PC. The results of the algorithm comparison are shown in Fig. 5. The new algorithm is much faster than the tracing algorithm,
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