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Résumé : Les ontologies permettent la modélisation des connaissances d’un domaine.
Elles sont généralement écrites dans un langage technique, assimilé uniquement par un
expert, et sont amenées à évoluer au cours du temps. Les règles métier permettent de
décrire les actions à mener pour un processus métier donné et sont généralement écrites
dans un langage naturel contrôlé. Cet article décrit une approche qui permet de gérer
la cohérence des règles métier éditées à partir d’ontologies OWL lors de leurs évolu-
tions. Deux méthodes sont présentées, la première permet l’édition des règles métier,
en langage naturel contrôlé, à partir d’ontologies OWL et la deuxième permet de gérer
la cohérence de ces règles lors de l’évolution de l’ontologie correspondante.
Mots-clés : Ontologie, Règle Métier, cohérence.
1. Introduction
Les ontologies sont de plus en plus utilisées pour la modélisation des
connaissances d’un domaine et sont souvent modélisées dans des langages
techniques qui ne peuvent être assimilés par les utilisateurs métier.
Les règles métier 1 permettent de modéliser une décision métier. Elles ca-
pitalisent les connaissances d’une entreprise et traduisent sa stratégie en dé-




crivant les actions à mener pour un processus donné. Elles sont généralement
écrites dans un langage naturel contrôlé.
Le travail effectué propose une méthode pour la gestion des relations entre
les ontologies et les règles métier en particulier dans le cadre du processus
d’édition et de gestion de la cohérence des règles métier. L’objectif de notre
travail est de permettre à des utilisateurs métier de :
– modéliser les connaissances de leur domaine dont la sémantique est for-
malisée en OWL, au moyen de règles éditées en langage naturel contrôlé ;
– gérer l’impact de l’évolution de l’ontologie modélisant leur domaine
tout en garantissant l’évolution et la gestion de la cohérence de l’en-
semble des règles éditées à partir de cette ontologie.
La problématique principale traitée dans cet article est la gestion de la cohé-
rence des règles métier éditées à partir d’une ontologie OWL lors de l’évolu-
tion de cette dernière. Les règles dépendent des concepts et des propriétés de
l’ontologie, de ce fait son évolution a un impact sur l’ensemble des règles et
peut générer des problèmes d’incohérence. Pour cela, nous avons commencé
par éditer des règles métier à partir d’ontologies OWL ensuite nous avons
simulé des changements sur ces ontologies et analyser l’impact de ces chan-
gements sur les règles pour ensuite détecter les incohérences qui peuvent être
générées.
L’article est organisé comme suit, la section 2. décrit le prototype déve-
loppé pour l’édition des règles métier à partir d’une ontologie OWL. La sec-
tion 3. présente la méthode utilisée pour la gestion de la cohérence des règles
métier lors de l’évolution de l’ontologie. La section 4. décrit les résultats ob-
tenus pour la gestion de la cohérence des règles métier. La section 5. discute
notre approche et la compare aux travaux existants. Finalement la section 6.
décrit nos perspectives et conclut.
2. Édition des règles métier à partir d’ontologies OWL
Les ontologies fournissent un socle théorique et pratique pour une modéli-
sation robuste d’un domaine alors que les règles métiers fournissent les forma-
lismes et les outils pour utiliser ces modèles afin d’automatiser des décisions.
Cette section décrit la méthode développée pour éditer des règles métier, en
langage naturel contrôlé, à partir d’ontologies, ce qui permet aux utilisateurs
métier de modéliser des décisions sur des domaines dont la sémantique est
formalisée en OWL. Une ontologie décrit les concepts et les propriétés d’un
domaine. Une règle métier utilise les concepts et les propriétés de l’ontolo-
gie pour décrire les actions à mener pour un processus donné. Par exemple, à
partir d’une ontologie qui modélise un système de validation de prescription
pharmaceutique, nous voulons modéliser la décision de validation d’une pres-
cription en fonction du nom du médicament prescrit et de la posologie pres-
crite. Cette ontologie (voir figure 2), contient les concepts Prescription
pour un Médicament qui a un nom de spécialité. Une prescription a
une posologie et est validée par un MedecinPrescripteur. La règle
métier qui permet de modéliser le processus de validation d’une prescription
correspondant à cette description sera comme suit
r1: si le nom de spécialité du médicament de la prescription
est "Glucophage" et la posologie de la prescription est 4
alors assigner l’avis du medecin prescripteur
de la prescription à "Prescription invalide";
Pour permettre l’édition des règles métier, à partir d’ontologies, nous avons
utilisé le Système de Gestion de Règles Métier (SGRM) IBM
WebSphere ILOG JRules (voir section 2.1.) et effectué une transformation du
modèle OWL vers le formalisme de modélisation de domaine de JRules (voir
section 2.2.).
2.1. IBMWebSphere ILOG JRules
JRules 2 est un système de gestion de règle métier qui permet à des utili-
sateurs métier d’éditer, exécuter et mettre à jour, de manière collaborative,
des règles métier écrites en langage naturel contrôlé. Le processus d’édi-
tion des règles métier dans JRules, commence d’abord par la génération d’un
Business Object Model (BOM). Le BOM est un modèle orienté-objet,
proche des diagrammes de classe UML. Il décrit les concepts et les propriétés
d’un domaine et est représenté sous forme d’un ensemble de classes, cor-
respondant aux concepts du domaine, et chaque classe contient un ensemble
d’attributs, correspondant aux propriétés des concepts. Les composants du
BOM (classes et attributs) définissent les entités sur lesquelles les règles vont
être éditées. Deux modèles sont nécessaires pour l’édition des règles. Le pre-
mier étant le BOM qui modélise les entités du métier (e.g. Prescription,
posologie) et le deuxième est le vocabulaire (VOC). Le VOC ajoute




un niveau de terminologie au dessus du BOM, ce qui permet d’éditer le texte
des règles dans un langage naturel contrôlé (e.g. « la prescription »
, « la posologie de la prescription » ).
2.2. Méthode utilisée
JRules offre une infrastructure pour éditer des règles métier, en langage
naturel contrôlé. L’idée est d’exploiter cette infrastructure et de l’adapter aux
ontologies OWL. Cette adaptation consiste à effectuer une transformation au-
tomatique du modèle OWL vers le BOM de JRules. Ceci permet d’importer
des ontologies écrites en OWL et de générer le BOM correspondant à chaque
ontologie. Une fois le BOM généré, toutes les fonctionnalités de JRules, telles
que l’édition et l’exécution des règles, peuvent être utilisées sans aucun chan-

















FIGURE 1: Architecture générale
Il existe des travaux de transformation de OWL vers Java tels que Kazuki 3,
OntoJava 4, Owl2Java 5, ainsi que la méthode décrite dans (Kalyanpur et al.,
2004a). Pour effectuer la transformation du modèle OWL vers le BOM nous
nous sommes basés sur la méthode décrite par (Kalyanpur et al., 2004a) que




3. Gestion de la cohérence des règles métier
Une ontologie évolue tout au long de son cycle de vie. Cette évolution
consiste en un ensemble de changements tels que la restructuration de la
conceptualisation, la dynamicité du domaine modélisé, les changements des
besoins utilisateurs . . . Les règles métier dépendent des concepts et des pro-
priétés de l’ontologie. De ce fait, l’évolution d’une ontologie a un impact sur
la cohérence de l’ensemble des règles. Dans ce qui suit, nous commencerons
par introduire la notion de cohérence d’un ensemble de règles (section 3.1.),
ensuite nous décrirons la méthode utilisée pour la gestion de la cohérence lors
de l’évolution de l’ontologie correspondante (section 3.2.).
3.1. Cohérence d’un ensemble de règles
Un ensemble de règles est dit cohérent s’il ne contient aucune incohérence.
Dans notre travail, nous distinguons cinq types d’incohérences qui peuvent
impacter un ensemble de règles tels que la contradiction, les règles redon-
dantes, les règles équivalentes, la violation de domaine et les règles jamais ap-
plicables (Pührer et al., 2010). Dans ce papier, nous discutons de deux types :
la violation de domaine et les règles jamais applicables.
– Violation de domaine : une incohérence de type violation de domaine est
détectée dans un ensemble de règles, si cet ensemble contient au moins
une règle qui assigne à un attribut, une valeur hors de son domaine.
Exemple : soit la propriété unitéTemps définie avec la restriction
allValuesFrom{"TLJ","A", "B", "C"}à laquelle nous appli-
quons un changement qui supprime la valeur « TLJ » du domaine de la
restriction et la règle r2 ci-dessous :
r2 : si la posologie du schema posologique de la pres-
cription du patient est plus grande que 3 et le
DFG du résultat biologique du patient est
plus grand que 80
alors assigner l’unité de temps du schema posolo-
gique de la prescription du patient à "TLJ";
La règle r2 assigne à la variable unitéTemps la valeur "TLJ" (Tous
Les Jours) qui, une fois le changement appliqué, sera hors du domaine
de la restriction de la propriété ce qui cause la violation de domaine.
– Règles jamais applicables : une règle n’est jamais applicable si elle ne
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peut jamais être exécutée. Une règle n’est jamais exécutée si sa prémisse
n’est jamais vérifiée.
Exemple : soit la définition de la propriété unitéTemps et le change-
ment ci-dessus et la règle r3 ci-dessous :
r3 : si le nom de spécialité du médicament est "GLUCOPHAGE
1000MG CPR" et l’unité de temps du schema posologique
de la prescription du patient est "TLJ"
alors assigner l’unité dosage du schema posologique
de la prescription du patient à "COMPRIME(S)";
Cette règle ne sera jamais applicable car la propriété unitéTemps ne
peut avoir la valeur "TLJ". De ce fait, la règle r3 ne sera jamais exécutée.
3.2. Approche de la gestion de la cohérence
L’approche adoptée pour la gestion de la cohérence d’un ensemble de
règles lors de l’évolution de l’ontologie correspondante est inspirée de ONTO-
EVOAL (Djedidi & Aufaure, 2010) qui permet la gestion de la cohérence
d’une ontologie lors de son évolution. Nous utilisons donc une approche à
base de patrons appelés Patrons de Gestion de Changement qui consistent
en trois catégories de patrons :
– Patrons de changement : permettent de modéliser des changements ;
– Patrons d’incohérence : permettent de détecter les incohérences cau-
sées par un changement ;
– Patrons de réparation : permettent de réparer les incohérences.
3.2.1. Processus de gestion de la cohérence
L’objectif du processus de gestion de la cohérence est d’assurer l’évolu-
tion et la cohérence d’un ensemble de règles, de manière automatique, lors de
l’évolution l’ontologie correspondante. Ceci nécessite de formuler le chan-
gement, détecter les incohérences qui peuvent éventuellement être causées et
proposer des réparations pour les résoudre (Stojanovic, 2004). Le processus
est donc constitué de trois étapes :
1. Spécification du changement
La phase de spécification de changement est déclenchée lors de la dé-
tection d’un changement sur l’ontologie. Cette phase consiste à collec-
ter les informations concernant le changement. Le type de l’entité de
l’ontologie qui a changé, la caractéristique qui a changé et sa nouvelle
valeur, la règle impactée et la portée de l’impact sont les informations
nécessaires pour formuler un changement. Une fois ces informations
collectées le type du changement est déterminé et l’instance du patron
de changement correspondant est générée (voir table 1).
2. Détection des incohérences
Une simulation de l’application du changement est effectuée pour ana-
lyser ses impacts sur l’ensemble des règles métier. Cette étape permet
d’analyser le changement afin de détecter d’éventuelles incohérences.
Un changement peut générer zéro ou plusieurs incohérences. Après
l’instanciation du patron de changement, un patron d’incohérence est
exécuté en fonction de la contrainte à vérifier et de la partie de la règle
qui cause l’incohérence (i.e. prémisse ou conclusion).
3. Réparation des incohérences
A partir des incohérences détectées, des solutions de réparation sont
proposées en utilisant les patrons de réparation. Chaque solution pro-
posée représente une opération de changement à appliquer. Il est donc
impératif de s’assurer qu’une réparation ne cause pas d’autres incohé-
rences. Le mécanisme de gestion de la cohérence est déclenché de ma-
nière récursif et seules les réparations qui ne causent pas d’incohérences
sont retenues.
Dans l’état actuel de l’avancement du travail, un patron de réparation
génère un rapport de cohérence décrivant le changement effectué, le
type de l’incohérence générée et le nom de la règle qui a généré l’inco-
hérence.
3.2.2. Patrons de Gestion des Changements
Les Patrons de Gestion des Changements permettent de gérer de ma-
nière automatique le processus de gestion de la cohérence des règles métier
lors de l’évolution de l’ontologie correspondante. Ils permettent de modéli-
ser les invariances observées dans le processus de gestion de la cohérence.
Nous définissons trois catégories de patrons de gestion des changements : les
Patrons de changement, les Patrons d’incohérence et les Patrons de répa-
ration.
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1. Patron de Changement
Il permet de modéliser le changement qui a affecté l’ontologie et la
portée du changement sur les règles. Un patron de changement est dans
une ontologie OWL et décrit :
– l’entité ontologique concernée : concept ou propriété ;
– la caractéristique impactée : l’identifiant de l’entité, la restriction sur
l’entité, la hiérarchie de l’entité . . . (Djedidi, 2009) ;
– la nouvelle valeur de la caractéristique ;
– les règles impactées par ce changement ;
– la portée de l’impact du changement : impact au niveau de la pré-
misse ou de la conclusion d’une règle ;
– le type de changement.
Une instance du patron du changement correspond à un individu de
l’ontologie de changement.
Exemple 1. Soit le patron de changement correspondant au changement
du domaine d’une restriction sur une propriété de type de donnée. Ce
patron est instancié comme suit(voir Table 1).
P-Changement : Restriction-Domaine-Propriété
Entité concernée propriété de type de donné : unitéTemps
Caractéristique impactée restriction : allValuesFrom
{"TLJ","A", "B", "C"}
Nouvelle caractéristique allValuesFrom {"A", "B", "C"}
Règle(s) impactée(s) r2
Portée de l’impact conclusion
Type changement Restriction-Domaine-Propriété
TABLE 1: Exemple d’instance du patron de changement
2. Patron d’Incohérence
Il permet de détecter le(s) type(s) d’incohérence(s) dû(s) à un change-
ment. Un patron d’incohérence est modélisé sous forme de règles 6. En
6. Afin d’éviter la confusion, il est important de distinguer entre les deux types de règles
décrites dans cet article. Il y a les règles éditées par les utilisateurs métier, à partir d’une
ontologie de domaine, sur lesquelles nous détectons les incohérences et les règles de gestion
des incohérences qui composent le module de gestion de la cohérence, qui sont éditées à partir
fonction des informations contenues dans le patron de changement ins-
tancié, les règles modélisant les incohérences sont exécutées. Un chan-
gement peut ne causer aucune incohérence. Un patron d’incohérence
est décrit par :
– les contraintes que le changement effectué doit vérifier ;
– localisation de l’incohérence : la prémisse ou la conclusion de la
règle ;
– le type de l’incohérence.
En fonction de l’ontologie des changements, nous éditons les règles
pour la gestion de la cohérence en utilisant le prototype développé pour
l’édition des règles métier à partir d’ontologies (voir section 2.). Ci-
dessous, deux exemples de règles l’une permettant de détecter une vio-
lation de domaine (RVD) et l’autre permet de détecter une règle jamais
applicable (RJA).
RVD : si la nouvelle valeur de la propriété de la partie
action de la règle est supérieure à la valeur max
du domaine de la propriété de la règle
alors l’incohérence est une violation de domaine;
RJA : si la nouvelle valeur de la propriété de la partie
condition de la règle est inférieur à la valeur max
du domaine de la propriété de la règle
alors l’incohérence est règle jamais applicable;
Exemple2. En se basant sur le changement décrit dans la table 1, le
patron d’incohérence exécuté est le suivant :
R-I : si la nouvelle valeur de la propriété de la partie
action de la règle n’est pas parmi les litteraux du
domaine de la propriété de la règle
alors l’incohérence est violation de domaine;
3. Patron de Réparation
Il permet de réparer une incohérence. Une ou plusieurs réparations peuvent
être suggérées. Un patron de réparation est aussi modélisé sous forme
de l’ontologie de changement. Les deux types de règles sont éditées dans un langage naturel
contrôlé. En d’autre termes, nous développons des règles pour détecter des incohérences sur
d’autre règles.
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de règle. En fonction de l’incohérence détectée le patron de réparation
correspondant est exécuté. Un patron de réparation est décrit par :
– la règle à réparer : la règle causant une incohérence ;
– la partie impactée : prémisse ou conclusion ;
– la contrainte à vérifier ;
– la réparation : une solution qui permet de résoudre l’incohérence
(cette caractéristique n’est pas encore prise en compte).
Exemple3. Ci-dessous un exemple de patron de réparation correspon-
dant à l’incohérence détectée par la règle R-I décrite précédemment.
RP : si l’incohérence est violation de domaine
alors afficher "Une violation de domaine
est détectée dans la partie action de la
regle" + le nom de la règle + " causée
par la valeur assigné à la propriété" +
le nom de la propriété;
L’exécution des règles modélisant les incohérences et les réparations est
effectuée à travers un rule flow 7 qui permet de séquencer l’exécution des
règles.
4. Résultats
Le but du travail effectué est de permettre à des utilisateurs métier d’éditer
des règles métier en langage naturel contrôlé à partir d’une ontologie OWL
et de gérer la cohérence de l’ensemble de ces règles en particulier lors de
l’évolution de l’ontologie. Pour cela, nous avons développé deux prototypes,
le Plug-in OWL et le Consistency maintenance Plug-in, sous
forme de plug-in Eclipse pour JRules (Korf et al., 2010).
Le Plug-in OWL permet l’édition des règles métier en langage naturel
contrôlé à partir d’ontologies OWL en rendant possible l’importation des on-
tologies dans JRules.
Le Consistency maintenance Plug-in permet de gérer la cohé-
rence d’un ensemble de règles métier éditées à partir d’une ontologie OWL,
lors de l’évolution de cette ontologie (voir section 3.).
7. http ://publib.boulder.ibm.com/infocenter/brjrules/v7r1/index.jsp ?topic=/com.ibm.
websphere.ilog.jrules.doc/html/api/html/ilog/rules/studio/model/ruleflow/package-
summary.html
Pour expérimenter les prototypes développés, nous avons utilisé des onto-
logies OWL fournies par Audi 8 et Arcelor Mittal 9 qui sont nos partenaires
sur le projet ONTORULE 10. Nous avons également développé une ontologie
OWL en se basant sur un modèle UML modélisant un système de validation
de prescriptions pharmaceutiques (voir figure 2) au sein de l’Hôpital Euro-
péen George Pompidou (HEGP). Nous avons ensuite importé l’ontologie dans
JRules et édité une dizaine de règles métier, parmi elles les règles r1, r2 et r3
décrites ci-dessus et la règle r4 ci-dessous. Pour éditer nos règles nous nous
sommes fondés sur des règles qui ont été développées par (Boussadi et al.,
2011) au sein de l’HEGP en collaboration avec un utilisateur métier.
r4 : si l’unité de dosage du schema posologique de la prescri-
ption du patient est "COMPRIME(S)" et l’unité de temps du
schéma posologique de la prescription du patient est "TLJ"
alors assigner l’avis du medecin prescripteur de la pres-
cription à "Prescription invalide";
Nous avons ensuite simulé un changement sur l’ontologie (voir section 3.2.)
qui consiste à changer le domaine de la restriction de la propriété unitéTemps
de allValueFrom {"TLJ","A", "B", "C"} vers allValueFrom
{"A", "B", "C"}. Le prototype analyse l’impact du changement sur l’en-
semble des règles avant de l’appliquer. Le changement simulé impacte deux
règles r2 et r4 et génère l’instance de patron de changement décrite dans la
table 1 et une deuxième instance décrite dans la table 2.
Suite à l’analyse du changement, deux instances de changement ont été gé-
nérées. Ces deux instances ont permis de déclencher deux règles au niveau du
patron d’incohérence. Le premier type d’incohérence détecté est la violation
de domaine, causé par la règle r2 qui assigne la valeur « TLJ » à la propriété
unitéTemps. Cette incohérence a été détectée par la règle R-I du patron
d’incohérence, décrite dans la section 3.2.2.. Le deuxième type d’incohérence
causé par ce changement est détecté au niveau de la règle r4 qui ne sera plus
applicable une fois le changement appliqué. Cette incohérence a été détecté
par la règle RJA décrite dans la section 3.2.2.
8. Démonstration du plug-in OWL avec l’ontologie fournie par Audi : http ://ontorule-
project.eu/deliverable-videos/d21-audi-ibm-video




Entité concernée propriété de type de donné : unitéTemps
Caractéristique impactée restriction : allValueFrom
{"TLJ","A", "B", "C"}
Nouvelle caractéristique allValueFrom {"A", "B", "C"}
Règle(s) impactée(s) r4
Portée de l’impact prémisse
Type changement Règle-jamais-applicable
TABLE 2: Exemple2 d’instance du patron de changement
5. Discussion et travaux existants
Pour développer notre approche de gestion de la cohérence nous nous
sommes basés sur ONTO-EVOAL, une méthode de gestion de la cohérence
d’une ontologie lors de son évolution qui s’appuie sur une modélisation à
base de patrons de gestion de changement. Cette méthode permet de gérer
la cohérence d’un modèle conceptuel (une ontologie) lors de son évolution.
L’approche que nous proposons permet la gestion de l’évolution et de la co-
hérence d’un modèle décisionnel (les règles métier) lors de l’évolution du
modèle conceptuel correspondant.
Des travaux sur l’intégration des ontologies et des règles métier ont été
effectués particulièrement dans le cadre du web sémantique. Pour permettre
l’interaction entre ces deux formalismes, différents langages ont été déve-
loppés tels que Semantic Web Rule Language (SWRL) 11, dl-programs (Ei-
ter et al., 2004), DL+log (Rosati, 2006), Minimal Knowledge and Negation
as Failure (MKNF) (Motik & Rosati, 2007) et Autoepistemic Logic (FO-
AEL) (de Bruijn et al., 2007) . . . Toutes ces approches sont fondées sur des
règles écrites dans des langages techniques qui ne peuvent pas être assimilés
par les utilisateurs métier. L’avantage du prototype développé est qu’il permet
l’édition des règles métier, par l’utilisateur métier, dans un langage naturel
contrôlé.
6. Conclusion et perspectives
Dans cet article, nous avons décrit la méthode développée pour la gestion
de la cohérence des règles métier éditées à partir d’ontologies écrites en OWL
11. http ://www.w3.org/Submission/SWRL/
lors de l’évolution de cette dernière. Pour tester notre approche, nous avons
utilisé des ontologies fournies par nos partenaires dans le projet ONTORULE,
et nous avons aussi développé une ontologie modélisant un système de valida-
tion de prescription pharmaceutique en se basant sur le diagramme UML dé-
crit dans la figure 2. En utilisant le plug-in OWL, nous avons importé cette
ontologie dans JRules et édité des règles métier en langage naturel contrôlé
(voir section 3.). Nous avons ensuite simulé un changement sur l’ontologie et
détecté les incohérences causées par ce changement au niveau des règles en
utilisant le Consistency Management Plug-in (voir section 4.).
A l’état actuel du travail, les incohérences détectées sont la violation de do-
maine et les règles qui ne sont jamais applicables. En perspective, nous envi-
sageons de détecter les incohérences citées dans la section 3.1. et d’améliorer
les patrons de réparation afin de proposer des solutions aux incohérences dé-
tectées et guider l’utilisateur dans le processus de réparation des incohérences.
Pour cela, nous allons nous baser sur la méthode CommonKADS (Schreiber
et al., 2000) qui définit un modèle de connaissance en trois catégories, les
connaissances du domaine, les connaissances d’inféren-
ce et les connaissances de la tâche. Les connaissances
du domaine représentent les connaissances spécifiques d’un domaine et les
types ses informations tels que par example les types de changement et leurs
caractéristiques, leurs impactes sur les règles et les incohérences potentiel-
lement générées. Les connaissances d’inférence représentent les
étapes d’inférences à effectuer en fonction des connaissances du domaine. Par
example, en fonction d’un ensemble de règles et du domaine de connaissance,
les règles de gestion de la cohérence, correspondant au patron d’incohérence,
sont déclencher pour détecter les incohérences causées par une changement.
Enfin, les connaissances de la tâche qui représentent le but à at-
teindre et comment l’atteindre en décrivant le processus à suivre qui dans
notre cas représentent les propositions de réparation des incohérences détec-
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