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Abstract. Rapid evolution and flexibility are the key of modern web
application development. Rapid Prototyping approaches try to facili-
tate evolution by reducing the time between the elicitation of a new
requirement and the evaluation of a prototype by both developers and
customers. Software generation, with disciplines such as Software Prod-
uct Lines Engineering or Model Driven Engineering, favours the required
flexibility for the development process. Nevertheless, each small change
in the design of an application requires a full redeployment of complex
environments in order to allow customers to test and evaluate the new
configuration. In this work we present an approach that improves the
development process reducing the complexity of deploying evaluation
prototypes and enabling an agile development cycle. The approach can
be applied using software generation and it is based on in-browser gen-
eration and evaluation. We also describe two real world tools that have
integrated the proposed approach in their development cycle.
Keywords: software product lines, model driven engineering, agile soft-
ware development, rapid prototyping
1 Introduction
Reducing time-to-market is a major concern in all software engineering dis-
ciplines. Software development methodologies have dealt with these problems
using rapid development techniques such as agile development and continuous
deployment, and automatic code generation techniques such as Model-Driven
Engineering (MDE) and Software Product Line Engineering (SPLE). However,
in order to allow the final user to review the software, all these techniques require
that the software artefacts are deployed to a production environment. This task
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is often time and resource-consuming and hinders real-time interaction between
the final user and the analyst in charge of eliciting requirements. To avoid this
problem, rapid prototyping techniques have been proposed. However, prototypes
are not the final products and it is often required a large effort to build them.
In order to further reduce time-to-market, we propose a new approach that
integrates software-generation techniques with rapid development techniques to
reduce drastically the deployment time of web applications. Furthermore, con-
sidering that web applications are the most popular kind of software products
developed right now, and taking into account that they run on web browsers,
it is possible to use the actual software product as the prototype during the
development stages for the final user to review.
In order to evaluate the approach, we present two different implementations
of our approach as use cases. The first use case is an academic example that
uses for MDE as the software generation technique. The second use case is an
industrial example of a tool developed by Enxenio3 using SPLE.
This work is organized as follows: Sect. 2 summarizes the concepts involved
in our approach; Sect. 3 explains the approach itself; Sect. 4 presents two use
cases of applying it; Sect. 5 draws conclusions and future work.
2 Related work
Developing software following a classic approach is a slow and costly process.
When a client orders a new product, an analyst has to understand what the client
wants and, more importantly, what the client needs. From the ideas the analyst
captures, the set of requirements for the product is forged and, eventually, the set
of features that will comply with them. Then, the analysis and design of the new
software is finished and the development team starts implementing the required
features. Once the product is implemented, tested and deployed, the client can
finally see the product he or she asked for. At this point, the client always
requires changes, even with the best of the analysis. Therefore, a refinement
stage is required, so a new analysis is made and the changes implemented. This
goes on until the client is finally satisfied, an even then, the process starts again
for every new feature that the product must support.
With a naked eye, the process does not seem very efficient, and several
methodologies have appeared to decrease the costs in time and effort. Some of
the new methodologies focus on the implementation and testing stages [3,15,21],
whereas others try to improve the general workflow and the interaction between
the analyst and other stakeholders. Examples of the former are SPLE and MDE,
two fields based on the generation and reusing of software artefacts; an exam-




In past years many approaches have been proposed to reduce the time required
to bring a product to market. They are specially useful with large and medium
size projects, which require a complex and long development cycle before having
a product that can be evaluated by customers and users.
Agile software development [1] is an incremental and iterative approach
which aims at increasing productivity and adherence to requirements, while keep-
ing the process as lightweight as possible. As an example, workflows such as
SCRUM [21] simplify the introduction of new functionalities by organizing the
work in small tasks and iterative sprints which reduce the time required to de-
velop, integrate and test them.
Continuous deployment [10] is an approach which aims at immediately
deploying software to customers as soon as new code is developed. It has great
advantages like: new business opportunities, reduced risk for each release, and
preventing the development of wasted software. It has been successfully imple-
mented by many companies like Facebook, Microsoft, and IBM.
2.2 Software Product Line Engineering
Traditionally, the development of every software product goes through a series
of steps: elicitation of requirements, design, implementation, testing and mainte-
nance. Following this approach, if a software development company has to build
a family of products, all the stages mentioned must be done for each one of
them, even when the products share functionalities or are focused in the same
specific market. The downside of this approach is that it requires high develop-
ment and maintenance costs in order to produce high quality products, while the
time-to-market for each product is long since development starts from scratch.
In other classic manufacturing industries, such as the automotive or the tex-
tile, the way the products are built evolved from a manual manufacturing process
to industrial processes that use proper machinery. Software Product Lines En-
gineering is a discipline that aims at applying the same kind of evolution to the
way software is built, i.e., applying mass-production, mass-customization and
reuse strategies to software development. A Software Product Line (SPL) is a
family of software products sharing features developed from a common set of
reusable core assets that can be combined and configured in different ways for
different products [11]. A SPL separates the development of these core, reusable
assets (i.e., the platform), and the development of the actual applications (i.e.,
the products). The family of products is modelled as a set of features, which are
end-user visible aspects or characteristics of a software system [12]. Features can
be mandatory or optional, and each product is built from a selection of features
made by an analyst. The main advantages of SPL are the reduced costs and
the improved quality of the products, and the drastic reduction of the time-to-
market for new products compared to the traditional approaches [20]. All these
advantages are simply derived from the fact that the software assets are shared
between all the products, so they are implemented once but used and tested in
every product.
There are several types of SPL regarding the way the products are gener-
ated [4]. In some cases, the product is not expected to be modified after the
generation, or even it is automatically deployed. In other cases, the product is
generated as independent source code that can be extended or refined by a de-
velopment team, and that has to be manually deployed afterwards. In the latter
cases, the cost in time and effort from the generation of the source code to the
deployment may be high.
2.3 Model Driven Development
Model Driven Development (MDD) is the branch of software engineering that
advocates the use of models, i.e., abstract representations of a system, and of
model transformations as key ingredients of software development [15]. With
MDD, developers use a general purpose (e.g. UML [2]) or domain specific (e.g.,
IFML [18]) modelling language to portrait the essential aspects of a system,
under one or more perspectives, and use (or build) suitable chains of transfor-
mations to progressively refine the models into executable code.
Agile Model Driven Development has been advocated as a promising ap-
proach [3], which has not yet fully expressed its potential [17]. Its idea is to
organize the MDD process in ways that take advantage of the agile development
principles:
1. Enabling an incremental and iterative development cycle by using tool chains
able to test and validate even incomplete models [13].
2. Applying a Test-Driven Development, a distinctive feature of extreme pro-
gramming [5], to MDD. [22].
3. Merging agile workflows such as SCRUM [21] with MDD in novel method-
ologies, to achieve system-level agile processes [23].
3 Our approach
SPLE, MDD or similar methodologies for the semi-automatic generation of soft-
ware tackle intrinsic repetitive structures in the development of software prod-
ucts, either full software components like the ones assembled within a SPL, or
actual generation of code from high level descriptions and model-to-model/code
transformations like in MDD. These approaches are particularly suited to the
iterative evolution of the project, by means of small improvements which can
be easily tested and validated. However, the nature of web applications makes
the evaluation of these new features complex, due to the fact that a new full
deployment is necessary after each change.
Continuous deployment is particularly suited to bring these new function-
alities to a set of evaluators, but it is not suitable for an integration in the
development cycle itself due to its complexity. The main problematic in trying
to integrate an evaluation of the final product within SPLE or MDE is related
to the full code generation intrinsic in these approaches. Changes to the final
product cannot be applied directly to the deployed application, but instead the
high level description needs to be updated and a full code generation triggered.
(a) Original
(b) After applying our approach
Fig. 1: Activity diagram of the development process
We show in Fig. 1a a simplified workflow with processes and stakeholders in-
volved in the development of a web application with automatic or semi-automatic
generation of software. We can see how the analyst, with input from the client,
elaborates the Software Specification; then the generation of the product, which
can be based on SPLE, MDD or any other methodology, begins. The generated
software has to be deployed for evaluation by a different actor, the system ad-
ministrator. At this point, the analyst and the client can, together, evaluate the
product and determine whether the product is the one required by the client or
some changes are required. If the product is finished, then the system adminis-
trator can deploy the final version into production environment and the process
ends. If the product is not complete, then the process starts again and the system
administrator is involved, again, to make a redeployment in the testing environ-
ment. There are some cases when the analyst is the one that deploys the product
for evaluation. In these cases, even when there is not an extra actor involved,
this deployment still needs a complex environment and it is time consuming.
We propose an approach to simplify and improve the workflow for the devel-
opment of web applications through automatic generation techniques by remov-
ing the necessity of an actual deployment during the development process. Only
when the analyst decides that a project is correct, the full-source is generated
and deployed.
The workflow, when our approach is applied, is shown in Fig. 1b. It is anal-
ogous to the previous one but, in this case, the same tool that generates the
product provides a preview of it to the analyst and/or to the client. Therefore,
it does not involve a real deployment of the product at this point, so the third
actor, a system administrator, is not required, nor a complex environment or
any extra tool for the evaluation deployment of the project. This tool we are
talking about is nothing but a web browser.
Modern web browsers are able to execute code generation frameworks by
means of Javascript code, and they are able to fully or partially execute the
generated applications by means of iFrames and WebWorkers. Of course, we
cannot expect that absolutely every feature of the product can be previewed
this way but, using mocks and similar techniques, the client can have a real idea
of how the product is and introduce the required changes on the earliest stage.
The generated application can be evaluated directly inside the browser following
three different strategies, complemented using mocks responding to any XHR
request.
Code execution. Applications fully developed with Javascript can be fully
executed inside the browser. The client-side part of the application is executed
inside an iFrame which is able to fully resemble a standalone browser. The
server-side part of the application is executed inside a properly instrumented
WebWorker able to resemble a NodeJS environment.
Full emulation. Applications developed with different technologies can ex-
ploit the full code generation intrinsic to SPLE and MDD to trigger a different
version of the transformation. This way, it can generate a functionally equivalent
version of the application in Javascript which can be tested using the previous
strategy.
Partial emulation. Applications developed with a mixture of Javascript
and other technologies can use a mixed strategy; this is, the non Javascript
parts can be replaced by a functionally equivalent version and then the product
is executed within an iFrame.
All the three strategies can be used to evaluate the final application without
the need of complex server side deployed infrastructures, increasing productivity
and reducing tools configuration complexity.
We have tried our approach within two different tools, one based in SPLE and
the other one in MDD, but our approach can be applied to any other software
generation technique as long as the engine is built with Javascript, which is the
programming language that can be run on a web-browser4
4 In any other case our approach is still conceptually valid but the generation must
occur in the server side and after it, the source code must be loaded within the web
client.
4 Implementations
In this section we present two academic (see Sect. 4.1) and industrial (see
Sect. 4.2) tools which apply the proposed approach to real world scenarios.
4.1 IFMLEdit
IFMLEdit.org5 is an online environment for the specification of IFML models,
the investigation of their properties by means of a mapping to Place Chart
Nets [14], and the generation of code for web and mobile architecture.
IFML (Interaction Flow Modeling Language [18]) is an OMG standard that
supports the platform-independent description of graphical user interfaces (UIs)
for devices such as desktop computers, laptops, mobile phones, and tablets.
IFML focuses on the structure and behaviour of the application as perceived
by the end user, and references the data and business logic aspects insofar they
influence the user’s experience, i.e., the domain objects that provide content
displayed in the interface and the actions triggered from the interface.
IFML allows developers to specify the following aspects of an interactive
application:
– The view structure and content: the general organization of the inter-
face is expressed in terms of ViewElements, along with their containment
relationships, visibility, and activation. Two classes of ViewElements exist:
ViewContainers, i.e., elements for representing the nested structure of the
interface, and ViewComponents, i.e., elements for content display and data
entry. ViewComponents that display content have a ContentBinding, which
expresses the link to the data source.
– The events: the occurrences that affect the state of the user interface, which
can be produced by the user’s interaction, the application, or an external
system.
– The event transitions: the consequences of an event on the user interface,
which can be the change of the ViewContainer, the update of the content
on display, the triggering of an action, or a mix of these effects. Actions are
represented as black boxes.
– The parameter binding: the input-output dependencies between ViewEle-
ments and Actions.
The tool [9], which is developed using ALMOsT.js [6], supports the following
workflow: 1) the developer edits the IFML model of the application in the online
editor, possibly providing hints for the generation of the fast prototype (e.g.,
sample data); 2) he (optionally) maps the model into a PCN and simulates the
network to understand the dynamics of the application in response to events;
3) he generates the code of a fast prototype, for the web or for a cross-platform
mobile language, executes and validates the prototype; 4) he turns the validated
prototype into a real app, by customizing look&feel and replacing mock-up data
access and operational APIs calls with real ones.
5 http://www.ifmledit.org
(a) Model editor (b) Element property editors
Fig. 2: IFML editing
IFML model editing. Figure 2a shows how the integrated IFML editor
allows the developer to compose and edit the model by means of drag&drop
from the palette on the left side.
Data-bindings. Once the structure of the application is modelled, the de-
veloper can use the property editor (Figure 2b) to specify how ViewComponents
connect between them and to the data sources.
Fig. 3: Model semantics simulation
Model semantics and simulation. The developer can generate a formal
description of the application by running the model-to-model transformation
from IFML to PCNs. The application behaviour is rendered visually by means
of tokens moving in the net, displaying the control flow in the interface and the
change of status of ViewElements. Fig. 3 illustrates the PCN model generated
from the IFML diagram of Fig. 2a; the PCN simulation helps the developer
identify inconsistencies in the specified application, such as unreachable states
and race conditions.
(a) Web code generation (b) Mobile code generation
Fig. 4: Code generation
Code generation. The developer can generate a fully functional prototype
for both the web and mobile architecture, launching a model-to-code transforma-
tion. Figure 4a shows the generated web prototype, run on top of the web server
emulated inside the browser. Figure 4b shows the generated mobile prototype,
run within the mobile emulator inside the browser. In-browser emulation allows
the developer to test the current web or mobile release of the prototype without
installing any web server and also in absence of the Internet connection. The
Browser-Server emulator is a pure Javascript component able to emulate a web
browser, a Node.js server and the whole request response cycle that connects the
two. It is used to support online and oﬄine work seamlessly. The Mobile emulator
is a Javascript component able to emulate a mobile cross-platform environment
(now Cordova); it supports the instantaneous execution of the generated cross-
platform mobile code.
Prototype download. The previous steps can be reiterated to evaluate
different application structures (e.g., single vs multiple pages) and interaction
approaches (e.g., update on object selection vs explicit update events). The gen-
erated prototype can be downloaded and refined to produce the final application.
Each IFML Action and ViewComponent data query is encoded as a web service,
which can be replaced by an external implementation.
4.2 GISBuilder
Enxenio6 is a Spanish SME (small and medium enterprise) with expertise in GIS.
Enxenio has collaborated with the Database Laboratory at the University of A
6 http://www.enxenio.es
Corun˜a many times in the past, and several works, such as [7,16,19], are the result
of this collaboration. For some time now, Enxenio and the Database Laboratory
have been working on the design of a SPL for the automatic generation of web-
based GIS applications [8].
GISBuilder is an internal tool that provides a web interface where an analyst
can design and generate the source-code of web-based GIS. The GISBuilder
initial architecture is shown in Fig. 5a and described in [8]. A brief summary of
its workflow follows.
When a client comes in for a new application, the analyst determines which
are the requirements of the new application and designs the application itself.
Then he or she interacts with the specification interface and configures the
product according to this design. In the specification interface three aspects of
the application are set:
– Which features the application provides. Examples of features are csv im-
porter or user management.
– The data model for the application: entities, properties and relationships.
From this data model, the analyst can define lists, forms or map viewers,
and link these elements with menu entries.
– Several aspects of the graphical user interface, such as the menu configura-
tion, the static pages or the UI layout.
Once the configuration or specification of the product is done, the derivation
engine is invoked. This engine takes the product specification and assembles/-
generates the source code of the final products, taking the required components
from the component repository. Since the derivation engine is based on scaf-
folding, the different components are nothing but annotated source code files, or
templates. Furthermore, the product specification is also stored in the project
repository so it can be reloaded and edited in the future if required.
The output provided by GISBUilder is a ZIP file with the source code of
the product that has to be manually deployed within a web server with some
previously installed software (such as Java, Tomcat, Node.js, npm, PostgreSQL
with PostGIS, etc.). Even if it has been deployed previously, it has to be fully
redeployed again. This process is slow and it usually requires more than one
person, since the analyst is not in charge of preproduction deployments. In the
case a client is providing feedback to the analyst, this redeployment causes the
interaction with him to be slow and absolutely not in real-time.
We wanted to facilitate the interaction between the client and the analyst
of the company by allowing the client to propose and evaluate changes to the
product in real-time while it is being configured. To achieve this, we have ap-
plied the approach presented in this paper and we have enhanced GISBuilder to
generate and show a preview of the designed products at runtime, directly on
the browser, without the need of any server-side structure.
In order to get this, we have changed the way GISBuilder is designed, as we
can see in Fig. 5b. The main changes are:
(a) Original architecture (b) Adapted architecture
Fig. 5: Architecture changes in GISBuilder
1) We have implemented a new version of the derivation engine that is able
to run entirely on the web browser.
2) The derivation engine is integrated within the specification interface,
as well as the component repository, provided as a ZIP file.
3) Our preview component intercepts XHR request of the previewing application
and returns mocks responses to each specific REST petition.
4) GISBuilder produces full-stack web applications with Spring in the server side
and Angular in the client side. In the adapted version, GISBuilder creates two
different versions of the products, depending on whether the analyst wants
to preview them or to download the full-stack version.
This way, after a reconfiguration of the product, the analyst can simply run
its preview and show the client its aspect. Of course, the previewing component
does not run every feature of the SPL, but it can still show enough to provide
the customer a realistic view of the application. When the client is satisfied with
the preview, the actual full-stack version of the product can be generated and
deployed, just as before.
5 Conclusions and Future Work
Reducing the time required to introduce a new functionality is a key require-
ment of modern software development. Approaches like Software Product Lines
Engineering and Model Driven Engineering exploit recurrent structures through
high-level descriptions that are refined into final product via full code generation.
In web-based development tools, the ability to generate the code and to
execute or emulate the final application in the browser enables iterative devel-
opment cycles based on the evaluation of the final product after small changes
without the need of complex infrastructures or development environments. We
have proposed in this paper an approach that can be used to modify software
development methodologies to enable agile web development through in-browser
code generation and evaluation. We have also used the approach in two real world
tools: an academic tool that was developed from scratch, and an industrial tool
whose functionalities were extended.
In future works we will propose a standard framework aiming at facilitating
the integration of the proposed approach into existing tools.
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