Abstract
Introduction
Web Services [1] receive significant research recently from both academia and industry due to their broad applications [16] [17] and flexible architecture supporting recomposition and reconfiguration. CS Editorial assumes Figure 1 displays the stack of standards for web services where XML sits as the foundation. Web services interact with each other using XML messages. XML Schema provides essentially the type system for XML messages. Communication protocols such as SOAP [11] can then be used to transmit XML messages. WSDL [12] defines the ports that web services can connect to in order to interact with each other and describes interfaces of web services. Although a WSDL specification defines the public interface of a web service, it does not provide any information about its behavior. Web services composition is an emerging paradigm for enabling application integration within and across organizational boundaries. Accordingly, a current trend is to express the logic of a composite Web service using a business process modeling language tailored for web services.
The Business Process Execution Language for Web Services [2] (BPEL4WS or BPEL for short) proposed by BEA, IBM and Microsoft is an emerging standard for specifying interactions and compositions between Web services. However, errors are unavoidable when we use BPEL to specify the composition, and because BPEL4WS combines the features of both WSFL and XLANG, it has some inconsistencies [3] . How to analyze properties of Web composition and ensure the correctness of composition has become a new challenge in recent researches of Web services composition. In recent years, many researchers focus on this problem. Huang [4] classified the formal models describing the Web services composition into two main categories: models based on state transition and models based on workflow. But specific verification method for BPEL4WS was not presented. Xiang Fu [5] transformed BPEL4WS into Guarded Automata, which was then transformed into Promela (It is the input language of model checker SPIN [6] .), and properties of Web services composition can be verified. This method was based on state transition. But only five activities in BPEL4WS had been transformed and it can't avoid state explosion problem in verification process. SU Huan-cheng et al. [10] presented a interface automata based formal model for BPEL4WS. But the semantic of BPEL4WS is expressed not very distinctly in this model and specific verification method for the model is also not given. Xiaochuan Yi [7] used Colored Petri Nets to design and verify Web Services composition. A process can be transformed into an equivalent CPnets model, which was then analyzed by CPN tool to check the correctness of composition. But it may lead that too many elements contained in a model, which is difficult to analyze.
Interfaced automata [8] is a formal theory presented by Alfro et al. It supports automatic verification for interface models, and thus constitutes a type system for component interaction. Unlike traditional uses of automata, Interfaced automata is based on an optimistic approach to composition, and provides an alternative approach to design refinement. According to the optimistic approach, two components are compatible if there are some environments that can make them work together. The optimistic approach implies a notion of interface composition that leads to smaller compound automata, and that can effectively solve the combinatorial explosion problem in verification process.
In this paper, we present a formal approach which verifies BPEL4WS using the interface automata. In our approach, BPEL4WS is transformed into interface automata, which is then transformed into Promela, and properties about correctness of Web Services composition can be verified. The optimistic approach of interface automata makes the number of composed state reduced significantly. So the combinatorial explosion problem in verification process can be solved to a certain extent. Our approach also corrects the drawbacks in [10] . A simple example is used to illustrate the whole verification process. The paper is organized as follows: Section 2 provides a overview of BPEL4WS. Section 3 introduces the interface automata. Section 4 specifies how BPEL4WS can be transformed to interface automata. Therefore, we use interface automata to construct the logic level model of BPEL4WS and give related transformation rules. Section 5 describes an application about BPEL4WS and how this be translated into a interface automata specification. Then it is further transformed into Promela, and some correctness properties can be verified. Section 6 compares our approach to other related works and presents the conclusion.
Overview of BPEL4WS
BPE4WS [15] builds on IBM WSFL (Web Services Flow Language) and Microsoft XLANG (Web Services for Business Process Design). Accordingly, it combines the features of a block structured process language (XLANG) with those of a graph-based process language (WSFL) [13] . BPEL4WS is intended for modeling two types of processes: executable and abstract processes. An abstract process is a business protocol specifying the message exchange behavior between different parties without revealing the internal behavior of any of them. An executable process specifies the execution order between a number of constituent activities, the partners involved, the messages exchanged between these partners, and the fault and exception handling mechanisms. For the specification of a business process, BPEL4WS provides activities and disting uishes between basic activities and structured activities [14] . The basic activities are "receive" and "reply" to provide web service operations, "invoke" to invoke web service operations, "assign" to update partner links, "throw" to signal internal faults, "wait" to delay the execution, "empty" to do nothing, "compensate" to invoke a compensation handler, and "terminate" to control the termination of a process.
A structured activity defines a causal order on the basic activities and can be nested in another structured activity itself. The structured activities are "sequence" to process activities sequentially, "while" and "pick" to process events selectively, and "flow" to process activities in parallel. Activities embedded to a flow activity can further b e ordered by the usage of control links. A are mutually disjoint sets of input, output, and internal actions. We denote by
Interface automata
the set of all actions.
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A A v the illegal inputs at v. Also note that an interface automaton is not required to be non-blocking; that is, we do not require that () We define the composition of two interface automata only if their actions are disjoint, except that an input action of one may coincide with an output action of the other. The two automata will synchronize on such shared actions, and asynchronously interleave all other actions. Definition 3. Two interface automata P and Q are composable if Definition 4. If two interface automata P and Q are composable interface automata, their product PQ  is the interface automaton defined by
Mapping BPEL4WS to interface automata
The process logic in BPEL4WS is described using activities. In BPEL4WS specifications they are classified as basic activities and structured activities. We use interface automata to describe basic activities and structured activities respectively as follows.
Mapping Basic Activities to Interface Automata
Invoke. The "invoke" activity allows the business process to invoke a one-way or request-response operation on a portType offered by a partner. The mapping rule is shown in Table 1 , and the semantic of "invoke" activity described by state transition diagram of interface automata is shown in Figure 2 . Receive. The"receive"activity allows the business process to wait for a matching message to arrive. It is constructed as an input action in interface automata. The mapping rule is shown in Table 2 , and the semantic of "receive" activity described by state transition diagram of interface automata is shown in Figure 3 . Reply. The"reply"activity allows the business process to send a message in reply to a message that was received by an inbound message activity. It is constructed as an output action in interface automata. The mapping rule is shown in Table 3 , and the semantic of "reply" activity described by state transition diagram of interface automata is shown in Figure 4 . Assign. The"assign"activity is used to update the values of variables with new data. It is defined as an internal action in interface automata. The mapping rule is shown in Table 4 , and the semantic of "assign" activity described by state transition diagram of interface automata is shown in Figure 5 . Throw. The"throw"activity is used to generate a fault from inside the business process. It is constructed as an output action in interface automata. The mapping rule is shown in Table 5 , and the semantic of"throw" activity described by state transition diagram of interface automata is shown in Figure 6 . Empty. The"empty"activity is a "no-op" in a business process. It is constructed as a state node in interface automata. The mapping rule is shown in Table 6 , and the semantic of "empty" activity described by state transition diagram of interface automata is shown in Figure 7 . 
Mapping Structured Activities to Interface Automata
A structured activity defines a causal order on the elementary activities. It can be nested with other structured activities. The set of structured activities includes: sequence, flow, while, switch and pick. The following explains how to map them to interface automata. (For showing the mapping rules conveniently, we use P1, P2, ... , Pn to denote the interface automata description of activity1, acitvity2, ... , activityn. Activityn ( nN  ) is an elementary activity or a structured activity.) Sequence. A "sequence" activity contains one or more activities that are performed sequentially, in the lexical order in which they appear within the sequence element. The "sequence" activity completes when the last activity in the sequence has completed. The mapping rule is shown in Table 7 , and the semantic of "sequence" activity described by state transition diagram of interface automata is shown in Figure 8 . While. The"while" activity provides for repeated execution of a contained activity. The contained activity is executed as long as the boolean"condition" evaluates to true at the beginning of each iteration. The mapping rule is shown in Table 8 , and the semantic of "while" activity described by state transition diagram of interface automata is shown in Figure 9 . (Evaluating the boolean variable is treated as an internal activity. P 1 denotes the activity that evaluating the boolean variable, and P 2 denotes the activity included in "while".) Table 8 . Translation of the structured activity "while" Activity Name Code Translation to interface automata while <while Condition="condition"> activity … </while> Figure 9 . The interface automata state transition diagram of "while" activity Pick. The"pick"activity waits for the occurrence of exactly one event from a set of events, then executes the activity associated with that event. The mapping rule is shown in Table 9 , and the semantic of"pick" activity described by state transition diagram of interface automata is shown in Figure 10 . Table 9 . Translation of the structured activity "pick" Activity Name Code Translation to interface automata pick <pick> <onMessage operation ="a" Variable="amsg"> activity1</onMessage> <onMessage operation = "b" Variable="bmsg"> activity2</onMessage> </pick> Flow. The "flow" activity provides concurrency and synchronization. A fundamental semantic effect of grouping a set of activities in a "flow" is to enable concurrency. A "flow" completes when all of the activities enclosed by the "flow" have completed. The mapping rule is shown in Table 10 , and the semantic of"flow"activity described by state transition diagram of interface automata is shown in Figure 11 . Switch. The "switch" activity can be divided into different activities according related conditions. The mapping rule is shown in Table 11 , and the semantic of "switch" activity described by state transition diagram of interface automata is shown in Figure 12 (Evaluating the branch condition is treated as an internal activity.) . 
Modeling
An Internet bank application is presented as an example (shown in Figure 13 ). In this example, the customer submits his ID and password to User-Authentication web service. The User-Authentication web service returns a random password to the customer after checking submitted ID and password successfully, else the error message is returned. The customer uses the given password to login the Business-Process web service, and then the Business-Process web service handles related data. Due to space limitation, the detailed BPEL4WS description is not presented. The following is about interface automata model of User-Authentication web service and Business-Process web service which is mapped from BPEL4WS description (shown in Figure 14 and Figure 15 ). Above two interface automata can be composed. According to related composition rules, we can get the composition interface automata UABP (shown in Figure 16 ). 
Verification
After modeling, we use LTL to describe correctness properties and verify them by SPIN.
SPIN is a software tool that supports the analysis and verification of concurrent systems. The system descriptions are modeled in a high-level language, called Promela. Its syntax is derived from C, and extended with Dijkstra's guarded commands and communication primitives from Hoare's CSP [9] .
In Promela, system components are specified as processes that can interact either by message passing, via channels, or memory sharing, via global variables. The message passing can either be buffered or unbuffered (as in Hoare's CSP). Concurrency is asynchronous (no assumptions are made on the relative speed of process executions) and modeled by interleaving (in every step only one enabled action is performed).
To cope with the problem of state space explosion, SPIN employs several techniques, such as partial-order reduction, state-vector compression, and bit state hashing.
For verifying correctness properties of above composed interfaced automata model, we should translate interface automata , , , , , ( , , ') ( , ' , )
there is a branch in v, "selection" operation should be added in the label of v and next transition is determined by received message. After transforming composition interface automata UABP to Promela, We can use SPIN to verify follow two properties:
Property 1: If users' operation is successful, the Internet bank system outputs "OK" (denoted by "OK=1"). Verification result shows that the two properties is effective. We use Colored Petri Nets [4] to model above case and verify the same properties by SPIN. It is compared to our approach, related experiment data is given in Table 12 . By analyzing the experiment data, we can see that using our approach can reduce state explosion effectively in verification process.
Conclusion and Future Work
BPEL4WS provides an initial work for forming an XML specification language for defining and implementing business process workflows for web services. It is important to compose the web services. Evidently, BPEL4WS lacks accurate formal semantic supporting and it is difficult to verify the correctness of BPEL4WS specification of web services composition.
Our contribution is to introduce an approach to verify and analyze Web Services composition based on transformation BPEL4WS to interface automata. We construct the mapping in the semantic from BPEL4WS to interface automata, design an algorithm translating interface automata to Promela, and then verify Web applications by model checker Spin. A simple internet bank example is used to illustrate the whole verification process. The experiment shows that our approach can reduce state explosion effectively in verification process.
