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Abstrakt
C´ılem pra´ce je prozkoumat techniku aspektoveˇ orientovane´ho programova´n´ı (Aspect Orien-
ted programming - AOP). Pra´ce uva´d´ı za´kladn´ı informace o filozofiia principu pra´ce AOP
a strucˇny´ prˇehled nejpouzˇ´ıvaneˇjˇs´ıch na´stroj˚u. Da´le obsahuje prakticke´ uka´zky pouzˇit´ı AOP
na jednoduchy´ch prˇ´ıkladech i ve vy´voji komplexneˇjˇs´ı aplikace pomoc´ı na´stroje AspectJ.
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Abstract
This thesis discuss technique of Aspect Oriented Programming (AOP). Thesis contains
basic informations about AOP philosophy, principles and short overview of AOP tools.
Thesis also contains practic demonstrations of using AOP for simple examples and complex
aplication using AspectJ tool.
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Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ in-
formacˇn´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´vneˇn´ı
autorem je neza´konne´, s vy´jimkou za´konem definovany´ch prˇ´ıpad˚u.
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Kapitola 1
U´vod
Vy´voj programova´n´ı a programovac´ıch technik z˚usta´val v posledn´ıch letech pomeˇrneˇ usta´leny´m
prostrˇed´ım bez vy´razny´ch zmeˇn. Posledn´ım velky´m pokrokem v te´to oblasti byl na´stup ob-
jektoveˇ orientovane´ho programova´n´ı, ktere´ prˇineslo zcela novy´ pohled na abstrakci rˇesˇeny´ch
proble´mu˚. Vesˇkery´ na´sleduj´ıc´ı vy´voj se ty´kal prˇeva´zˇneˇ zdokonalova´n´ı existuj´ıc´ıch technik.
V posledn´ı dobeˇ se ale opeˇt zacˇaly objevovat nove´ techniky. Mezi nejzaj´ımaveˇjˇs´ı a nej-
perspektivneˇjˇs´ı z nich v soucˇasnosti patrˇ´ı aspektoveˇ orientovane´ programova´n´ı (Aspect
Oriented Programming - zkra´ceneˇ AOP). To, podobneˇ jako objektoveˇ orientovane´ progra-
mova´n´ı, prˇina´sˇ´ı novy´ pohled na abstrakci proble´mu˚. Rozdeˇluje program nejen z pohledu
dekompozice na jednotlive´ struktura´ln´ı cˇa´sti, ale i z pohledu jednotlivy´ch oblast´ı funkcˇnosti.
V te´to pra´ci prˇedstav´ım za´kladn´ı principy aspektoveˇ orientovane´ho programova´n´ı, jeho
filozofii, vy´hody a nevy´hody. My´m c´ılem je poskytnout strucˇny´ a uceleny´ prˇehled o te´to
technice a poskytnout cˇtena´rˇ˚um mozˇnost se na za´kladeˇ prˇedlozˇeny´ch informac´ı rozhodnout
o vhodnosti pouzˇit´ı aspektoveˇ orientovane´ho programova´n´ı pro jejich programy.
Kapitola 2 popisuje aspektoveˇ orientovane´ programova´n´ı. Nejprve uvedu d˚uvody, ktere´
vedly ke vzniku AOP, jeho historii a pop´ıˇsu princip jeho cˇinnosti. Kapitola 3 prˇina´sˇ´ı strucˇny´
prˇehled nejpouzˇ´ıvaneˇjˇs´ıch na´stroj˚u pro AOP a jejich za´kladn´ı porovna´n´ı. V kapitole 4 uvedu
neˇkolik typicky´ch prˇ´ıklad˚u pouzˇit´ı AOP. Kapitola 5 popisuje program, ktery´ jsem vytvorˇil
v ra´mci sve´ bakala´rˇske´ pra´ce jako uka´zku programu vytvorˇene´ho s vyuzˇit´ım aspektoveˇ
orientovane´ho programova´n´ı. Kapitola 6 shrnuje vy´hody a nevy´hody, ktere´ pouzˇit´ı AOP
prˇina´sˇ´ı a uva´d´ı celkove´ zhodnocen´ı te´to techniky.
V prˇ´ıloze A se nacha´z´ı prˇekladova´ tabulka, kterou jsem pouzˇil pro prˇeklad neˇktery´ch
anglicky´ch termı´n˚u do cˇesˇtiny. Prˇ´ıloha B popisuje postup instalace na´stroje AspectJ. Prˇ´ıloha
C obsahuje uka´zku zdrojove´ho ko´du programu z kapitoly 5. K pra´ci je prˇilozˇeno CD, jehozˇ
obsah je popsa´n v prˇ´ıloze D.
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Kapitola 2
Aspektoveˇ orientovane´
programova´n´ı
Prˇi psan´ı te´to kapitoly jsem vycha´zel prˇedevsˇ´ım z informac´ı uvedeny´ch v [1], [13], [15], [16],
[17], [22] a [23].
2.1 Du˚vody vzniku AOP
2.1.1 Proble´my soucˇasny´ch technik
Na´vrh aplikac´ı
Vsˇechny soucˇasne´ metody vy´voje programu˚, jako je procedura´ln´ı programova´n´ı a objek-
toveˇ orientovane´ programova´n´ı, se prˇi na´vrhu snazˇ´ı o vza´jemnou separaci jednotlivy´ch cˇa´st´ı
funkcˇnosti programu do logicky oddeˇleny´ch celk˚u. Tyto oddeˇlene´ oblasti funkcˇnosti se ob-
vykle v literaturˇe oznacˇuj´ı jako koncerny (viz naprˇ´ıklad [23]).
Prˇi na´vrhu aplikac´ı mus´ı na´vrha´rˇ uvazˇovat r˚uzne´ koncerny, ze ktery´ch funkcˇnost pro-
gramu sesta´va´. Obvykle existuje jeden nebo neˇkolik za´kladn´ıch koncern˚u, ktere´ tvorˇ´ı vlastn´ı
funkcˇnost aplikace. Tyto za´kladn´ı koncerny je ale ve veˇtsˇineˇ prˇ´ıpad˚u nutne´ doplnit dalˇs´ımi
podp˚urny´mi koncerny, ktere´ slouzˇ´ı k zajiˇsteˇn´ı podmı´nek pro pra´ci za´kladn´ıch koncern˚u nebo
jejich funkcˇnost neˇjaky´m zp˚usobem rozsˇiˇruj´ı.
Vyuzˇit´ı soucˇasny´ch technik doka´zˇe oddeˇlit a zapouzdrˇit veˇtsˇinu koncern˚u, ktere´ se v pro-
gramech vyskytuj´ı. Neˇktere´ koncerny ale s pomoc´ı soucˇasny´ch technik od ostatn´ıch oddeˇlit
nelze. Tyto koncerny se obvykle nazy´vaj´ı pr˚urˇezove´ (cross-cutting) koncerny, protozˇe svoj´ı
funkc´ı prot´ınaj´ı oblast funkcˇnosti ostatn´ıch koncern˚u a r˚uzny´ch cˇa´st´ı programu. Na´vrha´rˇ
je proto nucen do na´vrhu zahrnout i soucˇa´sti nutne´ pro spra´vne´ prova´deˇn´ı pr˚urˇezovy´ch
koncern˚u v ra´mci vsˇech koncern˚u, do ktery´ch zasahuj´ı.
Prˇ´ıkladem pr˚urˇezove´ho koncernu mu˚zˇe by´t naprˇ´ıklad zaznamena´va´n´ı cˇinnosti programu
(logova´n´ı). Ko´d, ktery´ prova´d´ı zaznamena´va´n´ı, je rozpty´len do vsˇech cˇa´st´ı programu. Prˇi
zmeˇneˇ forma´tu za´pis˚u je pak nutna´ u´prava ve vsˇech cˇa´stech programu. Dalˇs´ım prˇ´ıkladem
mu˚zˇe by´t transakcˇn´ı zpracova´n´ı v databa´z´ıch. Ko´d staraj´ıc´ı se o spra´vne´ zapouzdrˇen´ı ope-
rac´ı do transakc´ı mus´ı by´t soucˇa´st´ı vsˇech cˇa´st´ı programu, ktere´ pracuj´ı s databa´z´ı.
Zmı´n´ım se jesˇteˇ o proble´mu tzv. na´vrha´rˇske´ho dilema. Na´vrha´rˇ je veˇtsˇinou nucen volit
kompromis mezi jednoduchost´ı a rozsahem programu a jej´ı rozsˇiˇritelnost´ı. Cˇasto to vyzˇaduje
zahrnout do programu neˇktere´ v soucˇasnosti nepotrˇebne´ soucˇa´sti, ktere´ jsou ale nezbytne´
pro mozˇnost dalˇs´ıho rozsˇiˇrova´n´ı. Na´vrha´rˇ proto mus´ı zvolit spra´vnou mı´ru vyva´zˇenosti
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teˇchto pozˇadavk˚u. Pokud jsou soucˇa´sti pro rozsˇiˇrova´n´ı zanedba´ny, mu˚zˇe by´t v budoucnosti
velmi obt´ızˇne´ program modifikovat. Na druhou stranu pokud je teˇchto soucˇa´st´ı prˇ´ıliˇs mnoho,
program se sta´va´ teˇzˇkopa´dny´m a neprˇehledny´m.
Implementace aplikac´ı
Prˇi implementaci pr˚urˇezovy´ch koncern˚u pomoc´ı soucˇasny´ch technik nara´zˇ´ıme na neˇkolik
proble´mu˚. Programa´torˇi jednotlivy´ch koncern˚u jsou nuceni implementovat nejen funkcˇnost
koncernu, na ktere´m pracuj´ı, ale i cˇa´sti vsˇech pr˚urˇezovy´ch koncern˚u, ktere´ do jeho funkcˇnosti
zasahuj´ı. To programa´tora samozrˇejmeˇ nezˇa´douc´ım zp˚usobem rozptyluje. Programa´tor se
prˇi pra´ci nesoustrˇed´ı pouze na jeden proble´m, ale zpracova´va´ jich soucˇasneˇ hned neˇkolik.
To vy´razneˇ zvysˇuje riziko vzniku chyb.
Dalˇs´ım proble´mem je tzv. zasˇmodrcha´n´ı (tangling) ko´du. Vznika´ v prˇ´ıpadeˇ, zˇe na jednom
mı´steˇ programu je vza´jemneˇ propleten ko´d pln´ıc´ı funkcˇnost neˇkolika r˚uzny´ch koncern˚u.
V takove´m ko´du se pak sˇpatneˇ orientuje a mu˚zˇe by´t velmi obt´ızˇne´ identifikovat a oddeˇlit
cˇa´sti patrˇ´ıc´ı k jednotlivy´m koncern˚um.
Posledn´ım proble´mem prˇi implementaci je tzv. rozpty´len´ı (scattering) ko´du. Ko´d pln´ıc´ı
funkci pr˚urˇezove´ho koncernu je rozpty´len v r˚uzny´ch cˇa´stech ko´du programu a cˇasto se
mnohokra´t opakuje. T´ım se zvysˇuje rozsah ko´du a vznikaj´ı proble´my prˇi jeho u´prava´ch,
protozˇe stejne´ u´pravy je veˇtsˇinou nutne´ prove´st vzˇdy na neˇkolika mı´stech soucˇasneˇ. Prˇi
opomenut´ı u´pravy na neˇktere´m mı´steˇ, kam je ko´d koncernu rozpty´len, mu˚zˇe doj´ıt ke vzniku
neprˇ´ıjemny´ch chyb.
2.1.2 Mozˇna´ rˇesˇen´ı proble´mu˚
O rˇesˇen´ı vy´sˇe uvedeny´ch proble´mu˚ se pokousˇ´ı cela´ rˇada technik. Uvedu zde neˇktere´ z nich.
Na´vrhove´ vzory
Na´vrhove´ vzory jako Template method nebo Proxy cˇa´stecˇneˇ rˇesˇ´ı neˇktere´ vy´sˇe uvedene´
proble´my. Jejich pouzˇit´ı ale vyzˇaduje velmi schopne´ho a prˇedv´ıdave´ho na´vrha´rˇe, protozˇe
mus´ı by´t soucˇa´st´ı na´vrhu programu uzˇ od zacˇa´tku.
Vı´ce o uvedeny´ch na´vrhovy´ch vzorech viz [12] a [5].
Frameworky
Frameworky jsou knihovny zameˇrˇene´ na podporu a zjednodusˇen´ı vy´voje programu˚ pro
urcˇitou aplikacˇn´ı oblast. Obsahuj´ı veˇtsˇinu potrˇebny´ch podp˚urny´ch koncern˚u, ktere´ pro-
grama´tor mu˚zˇe potrˇebovat prˇi vytva´rˇen´ı programu pra´veˇ pro danou oblast. Programa´tor
pote´ prˇi vy´voji pouze doplnˇuje vlastn´ı aplikacˇn´ı logiku a o vesˇkerou podp˚urnou funkcˇnost se
stara´ framework. Proble´mem framework˚u je jejich zameˇrˇen´ı pouze na urcˇitou aplikacˇn´ı ob-
last. Programa´torˇi jsou take´ nuceni se naucˇit vyuzˇ´ıvat mozˇnosti frameworku prˇi vytva´rˇen´ı
svy´ch programu˚.
Aspektoveˇ orientovane´ programova´n´ı
Dalˇs´ı mozˇnost´ı rˇesˇen´ı vy´sˇe uvedeny´ch proble´mu˚ je vyuzˇit´ı aspektoveˇ orientovane´ho progra-
mova´n´ı, ktere´ je prˇedmeˇtem te´to bakala´rˇske´ pra´ce. Tato technika je povazˇova´na za dalˇs´ı
krok v evoluci programovac´ıch technik.
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Za´kladn´ım prvkem aspektoveˇ orientovane´ho programova´n´ı jsou tzv. aspekty. Aspekt je
cˇa´st ko´du programu, ktera´ nen´ı soucˇa´st´ı klasicke´ struktury. V urcˇite´m slova smyslu aspekty
klasickou strukturu programu prot´ınaj´ı. T´ım doplnˇuj´ı klasicke´ programova´n´ı o mozˇnost
uvazˇovat o strukturˇe programu z dalˇs´ıho pohledu. Aspekty tvorˇ´ı mozˇnost, jak dynamicky
zasa´hnout do staticke´ struktury klasicke´ho programu a vhodny´m zp˚usobem upravit nebo
rozsˇ´ıˇrit jeho chova´n´ı.
Aspektoveˇ orientovane´ programova´n´ı nen´ı na´stupcem procedura´ln´ıho nebo objektoveˇ
orientovane´ho programova´n´ı. Jde o techniku, ktera´ soucˇasne´ techniky vy´voje nenahrazuje,
ale doplnˇuje.
2.2 Historie AOP
Mysˇlenka aspektoveˇ orientovane´ho programova´n´ı se poprve´ objevila v laboratorˇ´ıch XEROX
PARC. Jej´ımi autory jsou cˇlenove´ skupiny, kterou vedl Gregor Kiczales. Vy´sledkem jejich
pra´ce byla prvn´ı verze na´stroje AspectJ, ktery´ z˚usta´va´ nejpouzˇ´ıvaneˇjˇs´ım na´strojem pro
aspektoveˇ orientovane´ programova´n´ı dodnes.
Prˇi prvn´ım pokusne´m nasazen´ı aspektoveˇ orientovane´ho programova´n´ı prˇi vy´voji soft-
ware se dosa´hlo velmi zaj´ımavy´ch vy´sledk˚u. V [16] je uveden prˇ´ıklad vy´voje programu, prˇi
ktere´m dosˇlo ke zkra´cen´ı zdrojove´ho ko´du z 35 213 rˇa´dek bez pouzˇit´ı AOP na 1039 rˇa´dek
s vyuzˇit´ım AOP. Do vy´voje aspektoveˇ orientovany´ch na´stroj˚u se pote´ pustila i firma IBM
a brzy na´sledovaly dalˇs´ı. T´ım zacˇal vy´voj v te´to oblasti. Sta´vaj´ıc´ı na´stroje se postupneˇ
zdokonaluj´ı a rozsˇiˇruj´ı se jejich mozˇnosti. Objevuje se take´ cela´ rˇada novy´ch na´stroj˚u.
Aspektoveˇ orientovane´ programova´n´ı vzniklo pro jazyk Java a dodnes Java z˚usta´va´
jazykem, ve ktere´m je aspektoveˇ orientovane´ programova´n´ı nejcˇasteˇji vyuzˇ´ıva´no. Vznikla
ale cela´ rˇada na´stroj˚u pro dalˇs´ı jazyky jako jsou C, C++, PHP, Python a dalˇs´ı. Vı´ce
o na´stroj´ıch pro AOP je uvedeno v kapitole 3.
2.3 Za´kladn´ı pojmy
Nejprve vysveˇtl´ım neˇkolik za´kladn´ıch pojmu˚, na ktery´ch je aspektoveˇ orientovane´ progra-
mova´n´ı zalozˇeno.
Model prˇ´ıpojny´ch bod˚u (Join point model)
Za´kladn´ım kamenem aspektoveˇ orientovane´ho programova´n´ı jsou tzv. modely prˇ´ıpojny´ch
bod˚u (Join point model). Ty urcˇuj´ı, jaky´m zp˚usobem se aspekty prˇipojuj´ı k za´kladn´ımu pro-
gramu. Ru˚zne´ na´stroje pouzˇ´ıvaj´ı r˚uzne´ modely prˇ´ıpojny´ch bod˚u. Kazˇdy´ model prˇ´ıpojny´ch
bod˚u definuje neˇkolik za´kladn´ıch mechanismu˚.
Prˇ´ıpojny´ bod (Join point)
Prˇ´ıpojny´ bod je mı´sto v programu, na ktere´m lze jeho chova´n´ı neˇjaky´m zp˚usobem upravit.
Mu˚zˇe j´ıt naprˇ´ıklad o vola´n´ı metody, vznik vy´jimky, instancova´n´ı objektu a podobneˇ.
Pointcut
Pointcut je zp˚usob, jaky´m lze z mnozˇiny vsˇech prˇ´ıpojny´ch bod˚u v programu vybrat tu cˇa´st,
ve ktere´ chceme prove´st danou zmeˇnu chova´n´ı programu. Ru˚zne´ na´stroje se nejcˇasteˇji liˇs´ı
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pra´veˇ ve zp˚usobu definice pointcut˚u. Tyto mechanizmy se oznacˇuj´ı jako jazyky pro definici
pointcut˚u (pointcut specification languages).
Advice
Advice je prostrˇedek pro ovlivneˇn´ı chova´n´ı programu ve zvoleny´ch prˇ´ıpojny´ch bodech. Jde
v prˇ´ıpadeˇ nejcˇasteˇjˇs´ıho modelu prˇ´ıpojny´ch bod˚u o vkla´da´n´ı vy´konne´ho ko´du, ktery´ se pro-
vede v mı´steˇ prˇ´ıpojne´ho bodu. Veˇtsˇinou jde o specia´ln´ı metodu, k jej´ımuzˇ vola´n´ı v dane´m
mı´steˇ ko´du dojde.
Aspekt
Aspekt je modulem programu, ktery´ v sobeˇ zapouzdrˇuje advice a jejich pointcuty. Jde
o implementaci konkre´tn´ıho koncernu.
2.4 Vy´voj programu˚ s vyuzˇit´ım AOP
Samotne´ vytva´rˇen´ı programu˚ s vyuzˇit´ım AOP se skla´da´ ze trˇ´ı za´kladn´ıch krok˚u. Prvn´ım
krokem je na´vrh aplikace, prˇi ktere´m dojde k oddeˇlen´ı jednotlivy´ch koncern˚u. Na´sleduje
oddeˇlena´ implementace teˇchto koncern˚u (aspekt˚u) a posledn´ım krokem je opeˇtovne´ spo-
jen´ı jizˇ hotovy´ch aspekt˚u do jednoho celku. Spojova´n´ı jednotlivy´ch koncern˚u se nazy´va´
prople´ta´n´ı(weaving).
Obra´zek 2.1: Vy´voj programu˚ s vyuzˇit´ım AOP
2.4.1 Na´vrh aplikac´ı
Tato metodika na´vrhu se obvykle oznacˇuje jako AOSD (”Aspect Oriented Software Develo-
pment”). Za´kladn´ı cˇinnost´ı je tzv. aspektove´ dekompozice, jej´ımzˇ c´ılem je jednoznacˇneˇ iden-
tifikovat jednotlive´ koncerny. Koncerny by na sobeˇ meˇly by´t co nejme´neˇ za´visle´. V idea´ln´ım
prˇ´ıpadeˇ by o sobeˇ v˚ubec nemeˇly veˇdeˇt. Da´le mus´ı na´vrha´rˇ zvolit za´kladn´ı koncerny, ktere´
budou tvorˇit ja´dro cˇinnosti programu, ktere´ bude pote´ rozsˇiˇrova´no pomoc´ı aspekt˚u.
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Protozˇe jsou jednotlive´ koncerny na sobeˇ neza´visle´, je take´ velmi zjednodusˇeno prˇida´va´n´ı
novy´ch koncern˚u v budoucnosti. Prˇi prˇida´n´ı nove´ho koncernu nen´ı veˇtsˇinou v˚ubec nutne´
zasahovat do ko´du p˚uvodn´ıch koncern˚u.
Cˇasty´m proble´mem je ota´zka, zda urcˇitou funkcˇnost implementovat jako aspekt, nebo
ji zahrnout prˇ´ımo do za´kladn´ıho ko´du. Nejza´kladneˇjˇs´ım doporucˇen´ım pro toto rozhodnut´ı
je orientovat se podle granularity dane´ho koncernu. Pokud ma´ koncern stejnou granularitu
jako za´kladn´ı ko´d (tj. jeho cˇinnosti si 1:1 odpov´ıdaj´ı s cˇinnostmi za´kladn´ıho ko´du), je mozˇne´
ho zahrnout prˇ´ımo do za´kladn´ıho ko´du. Pokud ma´ ale koncern granularitu mensˇ´ı a bylo
by nutne´ stejny´ ko´d opakovat, je jednoznacˇnou volbou pouzˇit´ı aspektu. Toto doporucˇen´ı
vycha´z´ı z [18].
Jako prˇ´ıklad mu˚zˇeme uve´st transakcˇn´ı zpracova´n´ı v programech pracuj´ıc´ıch s databa´zemi.
V za´kladn´ım ko´du programu se vyskytuje velke´ mnozˇstv´ı funkc´ı s operacemi, ktere´ maj´ı by´t
provedeny v ra´mci jedne´ transakce. Samotny´ ko´d pro zapocˇet´ı, ukoncˇen´ı a zrusˇen´ı transakce
bude ale s nejveˇtsˇ´ı pravdeˇpodobnost´ı pro vsˇechny tyto funkce shodny´. Tento ko´d ma´ tud´ızˇ
mensˇ´ı granularitu nezˇ samotny´ za´kladn´ı ko´d a meˇl by proto by´t soucˇa´st´ı aspektu. Pokud
by ale za´kladn´ı program obsahoval neˇkolik funkc´ı, jezˇ by bylo kazˇdou potrˇeba rozsˇ´ıˇrit zcela
specificky´m zp˚usobem, mohl by by´t tento rozsˇiˇruj´ıc´ı ko´d zahrnut i prˇ´ımo do za´kladn´ıho
ko´du.
2.4.2 Implementace aplikac´ı
Aspektoveˇ orientovane´ programova´n´ı prˇina´sˇ´ı znacˇne´ zjednodusˇen´ı pro programa´tory imple-
mentuj´ıc´ı jednotlive´ koncerny. Odstranˇuje proble´my, ktere´ vznikaj´ı prˇi pouzˇit´ı soucˇasny´ch
technik, ktere´ byly zmı´neˇny vy´sˇe v kapitole 2.1.1.
Programa´tor nen´ı nucen se prˇi programova´n´ı koncernu, na ktere´m pracuje, zaby´vat
pr˚urˇezovy´mi koncerny, ktere´ do neˇj zasahuj´ı. Mu˚zˇe se proto soustrˇedit jen na svoji pra´ci.
Jednotlive´ koncerny jsou vza´jemneˇ izolovane´, a proto jejich implementace mu˚zˇe by´t
sveˇrˇena vy´voja´rˇ˚um specializuj´ıc´ım se na danou oblast. A to vcˇetneˇ pr˚urˇezovy´ch koncern˚u.
2.4.3 Prople´ta´n´ı
Pote´, co jsou vsˇechny koncerny implemetova´ny, je nutne´ jednotlive´ ko´dy spojit do jed-
notne´ho celku (aspektova´ rekompozice). Proces spojova´n´ı aspekt˚u je za´kladem aspektoveˇ
orientovane´ho programova´n´ı a nazy´va´ se prople´ta´n´ı (weaving). Vy´sledkem prople´ta´n´ı je
hotovy´ program, ktery´ obsahuje vsˇechny koncerny implementovane´ jednotlivy´mi aspekty.
Prople´ta´n´ı je proces, prˇi ktere´m dojde ke spojen´ı za´kladn´ıho ko´du programu a ko´du
aspekt˚u do spolecˇne´ho vy´sledne´ho ko´du.
Syste´m pra´ce prople´ta´n´ı si mu˚zˇeme jednodusˇe prˇedstavit zhruba takto:
Prople´tac´ı na´stroj (weaver) vezme p˚uvodn´ı ko´d programu a ko´dy aspekt˚u a rozdeˇl´ı je na
jednotlive´ soucˇa´sti. Pote´ tyto soucˇa´sti ko´du zkombinuje podle prˇedpis˚u uvedeny´ch v ko´du
aspekt˚u. Ze zkombinovany´ch cˇa´st´ı ko´du je pote´ vytvorˇen novy´ ko´d, ktery´ v sobeˇ zahrnuje
spojenou funkcˇnost vsˇech aspekt˚u.
Prople´ta´n´ı se rozdeˇluje na neˇkolik druh˚u v za´vislosti na tom, kdy v pr˚ubeˇhu vy´voje
programu k neˇmu docha´z´ı. Neˇktere´ zp˚usoby prople´ta´n´ı jsou pouzˇitelne´ pouze pro jazyk
Java.
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Prˇi prˇekladu programu
Prople´ta´n´ı prˇi prˇekladu (compile-time weaving) je nejcˇasteˇjˇs´ım zp˚usobem prople´ta´n´ı. Jde
v za´sadeˇ o urcˇity´ druh preprocesoru ko´du. Tento zp˚usob je pouzˇitelny´ pro vsˇechny jazyky.
Prople´tac´ı na´stroj pracuje prˇ´ımo se zdrojovy´m ko´dem programu, do ktere´ho vkla´da´ ko´d
aspekt˚u. Pro jeho funkcˇnost je nutne´, aby meˇl prˇ´ıstup ke zdrojovy´m ko´d˚um programu i
aspekt˚u. Tento zp˚usob prople´ta´n´ı proto nejde pouzˇ´ıt na knihovny trˇet´ıch stran, ktere´ jsou
doda´va´ny bez zdrojovy´ch ko´d˚u.
Vy´sledny´ prˇelozˇeny´ ko´d nepotrˇebuje zˇa´dne´ specia´ln´ı prostrˇed´ı pro spusˇteˇn´ı. V prˇ´ıpadeˇ
jazyka Java je mozˇne´ vyuzˇ´ıt standardn´ı JVM i classloader.
Prˇi pouzˇit´ı tohoto zp˚usobu prople´ta´n´ı hroz´ı pouze jediny´ proble´m, a to, zˇe vy´sledny´
ko´d nebude odpov´ıdat ko´du, ktery´ by bylo mozˇne´ dostat jako vy´sledek prˇi pouzˇit´ı stan-
dardn´ıho prˇekladacˇe dane´ho jazyka. Ko´d proto nemus´ı by´t cˇitelny´ pro dalˇs´ı na´stroje jako
jsou naprˇ´ıklad debuggery, ktere´ ocˇeka´vaj´ı urcˇity´ standardizovany´ forma´t prˇelozˇene´ho ko´du.
Tento typ prople´ta´n´ı mu˚zˇe by´t bud’ prˇ´ımo soucˇa´st´ı specia´ln´ıho prˇekladacˇe (jak je tomu
u na´stroje AspectJ) nebo mu˚zˇe by´t pouzˇit jako samostatny´ na´stroj (jak u na´stroje XWea-
ver), ktery´ provede prˇedzpracova´n´ı ko´du, ktery´ je pote´ prˇelozˇen standardn´ım prˇekladacˇem.
Po prˇekladu programu
Prople´ta´n´ı po prˇekladu (byte-code weaving, post-compile weaving) je dalˇs´ım zp˚usobem prople´ta´n´ı.
Ke spojen´ı ko´du programu s ko´dy aspekt˚u docha´z´ı azˇ po prˇekladu. Prˇelozˇene´ ko´dy jednot-
livy´ch cˇa´st´ı se v prople´tac´ım na´stroji vza´jemneˇ spoj´ı a vy´sledkem je novy´ program, ktery´
jizˇ obsahuje spojene´ ko´dy vsˇech cˇa´st´ı.
Pracuje se s jizˇ prˇelozˇeny´m ko´dem programu. Pro prople´ta´n´ı proto nen´ı nutne´ mı´t
prˇ´ıstup ke zdrojovy´m ko´d˚um a je proto pouzˇitelne´ i na knihovny trˇet´ıch stran.
Vy´sledny´ ko´d nepotrˇebuje zˇa´dne´ specia´ln´ı prostrˇed´ı pro spusˇteˇn´ı. V prˇ´ıpadeˇ jazyka
Java je mozˇne´ vyuzˇ´ıt standardn´ı JVM i classloader. Jediny´m omezen´ım mu˚zˇe by´t urcˇita´
minima´ln´ı pozˇadovana´ verze JVM.
Pokud pouzˇ´ıva´me tento zp˚usob prople´ta´n´ı na prˇelozˇeny´ ko´d, ke ktere´mu nema´me k dis-
pozici zdrojove´ ko´dy a nezna´me tedy jeho vnitrˇn´ı strukturu, hroz´ı nebezpecˇ´ı, zˇe po aplikaci
aspekt˚u dojde ke vzniku nezamy´sˇleny´ch vedlejˇs´ıch efekt˚u.
Prˇi nasazen´ı programu
Prople´ta´n´ı prˇi nasazen´ı (deploy-time weaving) je zp˚usobem prople´ta´n´ı, prˇi ktere´m k aplikaci
aspekt˚u dojde azˇ v okamzˇiku za´va´deˇn´ı programu.
Pokud chceme vyuzˇ´ıt tento zp˚usob prople´ta´n´ı, potrˇebujeme specia´ln´ı na´stroje pro za-
veden´ı programu. V prˇ´ıpadeˇ jazyka Java mus´ıme vyuzˇ´ıt specia´ln´ı classloader, ktery´ prˇi
nacˇ´ıta´n´ı trˇ´ıd kazˇdou trˇ´ıdu dopln´ı o ko´d aspekt˚u. V principu pracuje stejneˇ jako prople´ta´n´ı
po prˇekladu, ale k prople´ta´n´ı docha´z´ı azˇ v okamzˇiku, kdy je aplikace zava´deˇna.
Za beˇhu programu
Prople´ta´n´ı za beˇhu (run time weaving) je zp˚usob prople´tan´ı, kdy k aplikaci aspekt˚u docha´z´ı
azˇ v pr˚ubeˇhu beˇhu programu. Tento zp˚usob prople´ta´n´ı se take´ nazy´va´ ”online“ jako proti-
klad k ostatn´ım ”oﬄine“ druh˚um prople´ta´n´ı.
V principu jde o zmeˇnu zp˚usobu, ktery´m program za beˇhu vytva´rˇ´ı nove´ objekty a
prˇistupuje k nim. Pro jeho pra´ci je nutne´ vyuzˇ´ıt specia´ln´ı prostrˇed´ı, ve ktere´m bude program
pracovat. V prˇ´ıpadeˇ jazyka Java jde o specia´ln´ı implementaci JVM.
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V jazyce Java existuj´ı dva prˇ´ıstupy k implementaci tohoto druhu prople´ta´n´ı. Prvn´ım
z nich je ”bytecode enhancement“ – ko´d jednotlivy´ch trˇ´ıd je doplneˇn o ko´d aspekt˚u. Druhy´m
je tzv. ”dynamic proxy“ – prˇi vyuzˇit´ı tohoto zp˚usobu je prˇi vytva´rˇen´ı instance kazˇde´ho
objektu soucˇasneˇ vytvorˇen proxy objekt, ktery´ se pouzˇ´ıva´ prˇi kazˇde´m prˇ´ıstupu k p˚uvodn´ımu
objektu. Tento proxy objekt nejprve zajist´ı proveden´ı funkcˇnosti vyzˇadovane´ aspekty a
teprve pote´ spust´ı vy´konny´ ko´d p˚uvodn´ıho objektu.
2.5 Na´stroje
V za´sadeˇ existuj´ı dva prˇ´ıstupy k implementaci na´stroj˚u pro aspektoveˇ orientovane´ progra-
mova´n´ı.
Prvn´ım z nich je upraven´ı existuj´ıc´ıch na´stroj˚u a jejich rozsˇ´ıˇren´ı o podporu aspek-
toveˇ orientovane´ho programova´n´ı. Tento prˇ´ıstup pouzˇ´ıva´ naprˇ´ıklad AspectJ, ktery´ rozsˇiˇruje
prˇekladacˇ jazyka Java o definici neˇkolika novy´ch kl´ıcˇovy´ch slov. Vı´ce o na´stroji AspectJ na-
leznete v kapitole 3.1.
Druhy´m prˇ´ıstupem je vyuzˇit´ı existuj´ıc´ıch na´stroj˚u nezmeˇneˇny´ch, ktere´ jsou pouze do-
plneˇny o na´stroje pro AOP. Nejzna´meˇjˇs´ım za´stupcem tohoto prˇ´ıstupu je na´stroj AspectWerkz.
Vı´ce o na´stroji AspectWerkz naleznete v kapitole ??.
Nejcˇasteˇjˇs´ımi rozd´ıly mezi r˚uzny´mi na´stroji jsou r˚uzne´ modely prˇ´ıpojny´ch bod˚u a zp˚usob,
jaky´ pouzˇ´ıvaj´ı pro definici pointcut˚u. Vyuzˇ´ıva´ se nejcˇasteˇji regula´rn´ıch vy´raz˚u, za´stupny´ch
znak˚u (wildcard), XML a konfiguracˇn´ıch soubor˚u.
Nejlepsˇ´ı podporu pro aspektoveˇ orientovane´ programova´n´ı ma´ jazyk Java, pro ktery´
bylo AOP p˚uvodneˇ vyvinuto. Existuje ale mnozˇstv´ı na´stroj˚u pro dalˇs´ı jazyky jako je C,
C++, JavaScript, Perl, PHP, Python, Ruby, a mnoho dalˇs´ıch.
Vı´ce viz na´sleduj´ıc´ı kapitola 3.
2.6 Dalˇs´ı funkce
Prˇida´va´n´ı spustitelne´ho ko´du do prˇ´ıpojny´ch bod˚u je sice nejcˇasteˇjˇs´ım typemmodelu prˇ´ıpojny´ch
bod˚u, ale rozhodneˇ ne jediny´m.
Mezi-typove´ deklarace
Mezi dalˇs´ı typy JPM patrˇ´ı mezi-typove´ deklarace (inter-type declarations). Tento JPM
umozˇnˇuje prˇidat do existuj´ıc´ıch trˇ´ıd doplnˇuj´ıc´ı deklarace. V tomto JPM jsou prˇ´ıpojny´mi
body jednotlive´ trˇ´ıdy v za´kladn´ım ko´du programu a advice jsou doplnˇuj´ıc´ı deklarace cˇlensky´ch
promeˇnny´ch a metod. Trˇ´ıdy tak lze pomoc´ı aspekt˚u rozsˇ´ıˇrit. Umozˇnˇuje take´ upravovat hie-
rarchii trˇ´ıd, zmeˇnit rodicˇovskou trˇ´ıdu nebo prˇidat implementaci dalˇs´ıch rozhran´ı (interface).
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Kapitola 3
Na´stroje pro AOP
Nyn´ı prˇedstav´ım neˇkolik nejcˇasteˇjˇs´ıch na´stroj˚u pro aspektoveˇ orientovane´ programova´n´ı a
shrnu jejich hlavn´ı rozd´ıly. Prˇi psan´ı te´to kapitoly jsem vycha´zel z [11], [13] a [23]. Podrobneˇ
zpracovane´ porovna´n´ı na´stroj˚u pro AOP lze nale´zt v [14].
3.1 AspectJ
AspectJ je nejstarsˇ´ım a nejpopula´rneˇjˇs´ım na´strojem pro aspektoveˇ orientovane´ progra-
mova´n´ı. Byl vyvinut v laboratorˇ´ıch XEROX PARC v roce 1997. Jeho vy´voj v soucˇasnosti
prob´ıha´ pod za´sˇtitou Eclipse Foundation.
Ma´ nejˇsirsˇ´ı mozˇnosti definice pointcut˚u ze vsˇech existuj´ıc´ıch na´stroj˚u. Podporuje vsˇechny
typy prople´ta´n´ı kromeˇ prople´ta´n´ı v dobeˇ beˇhu programu. Umozˇnˇuje nejen klasicky´ model
prˇ´ıpojny´ch bod˚u pro vkla´da´n´ı vy´konne´ho ko´du, ale i mezi-typove´ deklarace.
AspectJ patrˇ´ı k na´stroj˚um, ktere´ upravuj´ı existuj´ıc´ı na´stroje. Upravuje kompila´tor ja-
zyka Java a rozsˇiˇruje ho o nova´ kl´ıcˇova´ slova. To s sebou nese pro programa´tory nutnost
naucˇit se novou syntaxi. Aspekty jsou reprezentova´ny specia´ln´ım typem trˇ´ıd, ktere´ ob-
sahuj´ı advice a definice pointcut˚u. Pro definova´n´ı pointcut˚u se pouzˇ´ıvaj´ı specia´ln´ı kl´ıcˇova´
slova a regula´rn´ı vy´razy. Obecneˇ AspectJ vyzˇaduje mnohem kratsˇ´ı zdrojovy´ ko´d nezˇ ostatn´ı
na´stroje.
Pro prˇeklad programu˚ se pouzˇ´ıva´ specia´ln´ı prˇekladacˇ – ajc.
Tento na´stroj jsem take´ pouzˇil prˇi vytva´rˇen´ı uka´zkovy´ch prˇ´ıklad˚u v kapitole 4 a demon-
stracˇn´ıho programu popsane´ho v kapitole 5.
Jako podp˚urny´ na´stroj pro vy´voja´rˇe pouzˇ´ıvaj´ıc´ı AspectJ existuje plugin pro vy´vojove´
prostrˇed´ı Eclipse - AJDT(”AspectJ Development Tools“).
AspectJ pozdeˇji zacˇalo spolupracovat s na´strojem AspectWerkz na vy´voji spolecˇne´ho
na´stroje – viz 3.2. Blizˇsˇ´ı informace o AspectJ lze nale´zt naprˇ´ıklad v [2].
3.2 AspectWerkz
Tento na´stroj je v soucˇasnosti nejveˇtsˇ´ım konkurentem AspectJ. Nema´ vsˇechny jeho sˇiroke´
mozˇnosti, ale pro naprostou veˇtsˇinu situac´ı plneˇ dostacˇuje. Jeho vy´voj zapocˇali dva zameˇstnanci
firmy BEA – Jonas Boner a Alex Vasseur.
AspectWerkz je prˇedstavitelem na´stroj˚u, ktere´ se snazˇ´ı pouze doplnˇovat existuj´ıc´ı na´stroje.
Aspekty jsou obycˇejne´ trˇ´ıdy. Pro definici pointcut˚u a zacˇleneˇn´ı aspektu do ko´du programu
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se pouzˇ´ıvaj´ı bud’ anotace nebo XML konfiguracˇn´ı soubory. AspectWerkz take´ nepodporuje
mezi-typove´ deklarace a vyzˇaduje delˇs´ı zdrojovy´ ko´d nezˇ AspectJ.
Vyuzˇ´ıva´ dva zp˚usoby prople´ta´n´ı:
• Prvn´ı z nich je ”online“. Vyuzˇ´ıva´ se v neˇm specia´ln´ı JVM s upraveny´m classloaderem.
Programy jsou spousˇteˇny specia´ln´ım prˇ´ıkazem.
• Druhy´ z nich je ”oﬄine“. Aspekty se aplikuj´ı prˇ´ımo do prˇelozˇene´ho ko´du a pro spusˇteˇn´ı
pak jizˇ nen´ı potrˇeba specia´ln´ı prostrˇed´ı. Vy´sledny´ ko´d vyzˇaduje JVM minima´lneˇ verze
1.3.
AspectWerkz a AspectJ se v roce 2005 rozhodly spolupracovat na vy´voji jednotne´ho
na´stroje pro AOP – v´ıce viz [3]. Na´stroj AspectJ 5 jizˇ obsahuje funkcˇnost prˇevzatou
z na´stroje AspectWerkz.
AspectWerkz je free software sˇ´ıˇreny´ pod licenc´ı vycha´zej´ıc´ı z GNU LGPL licence. Blizˇsˇ´ı
informace o tomto na´stroji lze nale´zt v [4].
3.3 Spring Framework
Spring Framework je v posledn´ı dobeˇ velmi obl´ıbeny´m na´strojem pro vy´voj serverovy´ch
aplikac´ı v Javeˇ. Tento framework hojneˇ pouzˇ´ıva´ aspektoveˇ orientovane´ programova´n´ı interneˇ
ve vlastn´ım ko´du. Soucˇasneˇ prˇina´sˇ´ı jeho podporu i pro vyv´ıjene´ programy. Pouzˇ´ıva´ vlastn´ı
implementaci AOP, ktera´ vyuzˇ´ıva´ XML konfiguraci a prople´ta´n´ı za beˇhu s vyuzˇit´ım dynamic
proxy. XML konfigurace obsahuje prˇedpisy urcˇuj´ıc´ı kdy a kde se ma´ ktery´ aspekt pouzˇ´ıt.
Aspekty jsou implementova´ny jako obycˇejne´ Java trˇ´ıdy.
Tento framework take´ soucˇasneˇ poskytuje aplikac´ım podporu pro vyuzˇit´ı na´stroje AspectJ.
Vy´voja´rˇi proto mohou vyuzˇ´ıt ten na´stroj, ktery´ je pro neˇ jednodusˇsˇ´ı, nebo oba na´stroje
vhodny´m zp˚usobem kombinovat. Blizˇsˇ´ı informace lze nale´zt v oficia´ln´ı dokumentaci [9]
nebo cˇesky v [19].
3.4 JBoss AOP
Aplikacˇn´ı server JBoss je na´strojem pro provozova´n´ı serverovy´ch aplikac´ı v Javeˇ vyv´ıjeny´
firmou RedHat, ktery´ obsahuje podporu pro aspektoveˇ orientovane´ programova´n´ı. Prostrˇed´ı
pro AOP je prˇ´ımo soucˇa´st´ı aplikacˇn´ıho serveru, ktery´ obsahuje specia´ln´ı classloader. Vyuzˇ´ıva´
prople´ta´n´ı za beˇhu.
Tento na´stroje je sˇ´ıˇren pod licenc´ı GNU LGPL. Vı´ce informac´ı o tomto na´stroji naleznete
v [7].
3.5 XWeaver
Tento na´stroj poskytuje podporu pro aspektoveˇ orientovane´ programova´n´ı pro jazyky C/C++
a Java. Jeho vy´voj zacˇal roku 2003 v laboratorˇ´ıch Automatic Control Laboratory na ETH-
Zurich. Tento na´stroj pracuje jako preprocesor zdrojovy´ch ko´d˚u a vyuzˇ´ıva´ XML konfi-
guracˇn´ıch soubor˚u. Vy´sledkem jeho pra´ce jsou zdrojove´ ko´dy, ktere´ lze pote´ prˇelozˇit stan-
dardn´ım prˇekladacˇem. Hlavn´ı motivac´ı pro vy´voj tohoto na´stroje bylo umozˇnit vy´voja´rˇ˚um
kontrolovat kvalitu ko´d˚u po prople´ta´n´ı.
Vı´ce informac´ı o tomto na´stroji naleznete v [10].
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3.6 phpAspect
Tento na´stroj vznikl v ra´mci projektu Google Summer of Code 2006. Jde o podporu aspek-
toveˇ orientovane´ho programova´n´ı pro popula´rn´ı jazyk pro vy´voj webovy´ch aplikaci PHP
(Php Hypertext Preprocessor). Samotny´ na´stroj je napsa´n v PHP a vyuzˇ´ıva´ syntaxi po-
dobnou AspectJ.
Vı´ce informac´ı o tomto na´stroji naleznete v [8].
3.7 AspectC++
Jde o obdobu AspectJ pro jazyk C++. Podporuje ale pouze prople´ta´n´ı prˇi kompilaci. Blizˇsˇ´ı
informace o tomto na´stroji lze nale´zt v [6].
3.8 Dalˇs´ı na´stroje
Existuje velke´ mnozˇstv´ı dalˇs´ıch na´stroj˚u pro aspektoveˇ orientovane´ programova´n´ı. Jejich
prˇehled mu˚zˇete nale´zt naprˇ´ıklad v [23].
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Kapitola 4
Prˇ´ıklady pouzˇit´ı AOP
4.1 Pouzˇite´ na´stroje
Pro demonstracˇn´ı prˇ´ıklady budu pouzˇ´ıvat syntaxi pouzˇ´ıvanou na´strojem AspectJ, ktera´ je
veˇtsˇinou snadno pochopitelna´. Pop´ıˇsu zde neˇktere´ za´kladn´ı konstrukce. Podrobneˇjˇs´ı infor-
mace o syntaxi pouzˇ´ıvane´ AspectJ lze nale´zt naprˇ´ıklad v [2].
Aspekty
Aspekty jsou tvorˇeny jako specia´ln´ı druh trˇ´ıd. Mı´sto kl´ıcˇove´ho slova class se pouze pouzˇije
kl´ıcˇove´ slovo aspect.
aspect aspectName {
...
}
Pointcuty
Pointcuty se uvnitrˇ aspekt˚u definuji na´sleduj´ıc´ım stylem:
pointcut pointcutName() : PODMINKY;
Jako PODMINKY lze uve´st celou rˇadu r˚uzny´ch vy´raz˚u:
• within(className) urcˇuje, zˇe dany´ pointcut bude platny´ uvnitrˇ ko´du trˇ´ıdy className.
• execution(MODIFIKATOR NAVRATOVY_TYP NAZEV(PARAMETRY) ), urcˇuje vola´n´ı konkre´tn´ı
metody v za´vislosti na udany´ch parametrech.
– MODIFIKATOR urcˇuje, zda jde o public nebo private metodu.
– NAVRATOVY_TYP vyb´ıra´ metody vracej´ıc´ı konkre´tn´ı typ.
– NAZEV urcˇuje na´zev metody.
– PARAMETRY urcˇuje pocˇet a typy parametr˚u metody.
Vsˇechny parametry lze reprezentovat pomoc´ı za´stupny´ch znak˚u. Naprˇ´ıklad * znamena´
libovolnou hodnotu. Pro volbu libovolne´ho pocˇtu parametr˚u metody lze pouzˇ´ıt vy´raz
NAZEV(...).
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Advice
Advice se rozliˇsuj´ı na trˇi druhy. Advice provedene´ prˇed prˇ´ıpojny´m bodem (before), po
prˇ´ıpojne´m bodu(after) a advice obaluj´ıc´ı prˇ´ıpojny´ bod (around). Advice obaluj´ıc´ı prˇ´ıpojny´
bod mohou spustit dany´ prˇ´ıpojny´ bod vola´n´ım funkce proceed(), k vola´n´ı prˇ´ıpojne´ho bodu
ale v˚ubec nemus´ı doj´ıt.
Styl za´pisu je na´sleduj´ıc´ı:
before() : pointcutName() {
...
}
4.2 Logova´n´ı
Jedn´ım z nejtypicˇteˇjˇs´ıch prˇ´ıklad˚u pouzˇit´ı aspektoveˇ orientovane´ho programova´n´ı, ktery´ je
uva´deˇn ve veˇtsˇineˇ publikac´ı, je doplneˇn´ı programu o zaznamena´va´n´ı informac´ı o prova´deˇny´ch
cˇinnostech (logova´n´ı).
Meˇjme trˇ´ıdu BusinessClass:
class BusinessClass {
public BusinessClass() {
//inicializace
}
public void doSomething() {
//vy´konny´ ko´d
}
}
Potrˇebujeme, aby program zaznamena´val na standardn´ı vy´stup kazˇde´ vola´n´ı metody
doSomething.
Nejprve vytvorˇ´ıme novy´ aspekt Loging, ktery´ bude obsahovat pointcut doSomethingExecution
jednoznacˇneˇ identifikuj´ıc´ı spusˇteˇn´ı metody doSomething ve trˇ´ıdeˇ BusinessClass:
aspect Loging {
pointcut doSomethingExecution() :
within(BusinessClass) &&
execution (public void doSomething());
}
Nyn´ı vytvorˇ´ıme novou advice, ktera´ se provede prˇed vsˇemi prˇ´ıpojny´mi body defino-
vany´mi pointcutem doSomethingExecution a zaznamena´ tuto uda´lost:
before() : doSomethingExecution() {
System.out.println("Do Sometning execution");
}
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4.3 Cache
Dalˇs´ım cˇasty´m a vhodny´m pouzˇit´ım aspektoveˇ orientovane´ho programova´n´ı je prˇida´n´ı vy-
rovna´vac´ı pameˇti (cache) k programu.
Meˇjme trˇ´ıdu implementuj´ıc´ı rozhran´ı pro prˇ´ıstup k dat˚um v databa´zi nebo na vzda´lene´m
serveru DataClass:
class DataClass {
DataStore data;
public DataClass() {
//inicializace prˇı´stupu k datu˚m
data = initializeDataStore();
}
public String getData(String key) {
//nacˇtenı´ dat
return data.getData(key);
}
public void setData(String key, String value) {
//za´pis dat
data.setData(key, value);
}
}
Prˇedpokla´da´me, zˇe operace za´pisu a cˇten´ı dat jsou cˇasoveˇ na´rocˇne´. Pokud program pra-
cuje cˇasto se stejny´mi daty, by´va´ vy´hodne´ pouzˇ´ıt vyrovna´vac´ı pameˇt’, ktera´ k nim poskytne
rychlejˇs´ı prˇ´ıstup. V prˇ´ıpadeˇ klasicke´ho prˇ´ıstupu by se implementace vyrovna´vac´ı pameˇti
musela prove´st za´sahem do ko´du trˇ´ıdy DataClass. Aspektoveˇ orientovane´ programova´n´ı
ale umozˇnˇuje vytvorˇit mnohem elegantneˇjˇs´ı rˇesˇen´ı.
Vytvorˇ´ıme aspekt DataCache obsahuj´ıc´ı pointcut pro spusˇteˇn´ı metody getData a point-
cut pro spusˇteˇn´ı metody setData:
aspect DataCache {
pointcut getDataExecution() :
within(DataClass) &&
execution (public String getData(...));
pointcut setDataExecution() :
within(DataClass) &&
execution (public void setData(...));
}
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Nyn´ı vytvorˇ´ıme trˇ´ıdu prˇedstavuj´ıc´ı pameˇt’ cache:
class DataCacheClass {
Map<String, String> data;
public DataCacheClass() {
data = new HashMap<String, String>();
}
public String getData(String key) {
return (String)data.get(key);
}
public void setData(String key, String value) {
data.put(key, value);
}
public boolean containsData(String key) {
return data.containsKey(key);
}
}
Do aspektu DataCache dopln´ıme advice, ktere´ prˇidaj´ı pouzˇit´ı vyrovna´vac´ı pameˇti do
trˇ´ıdy DataClass:
aspect DataCache {
//vytvorˇı´me objekt cache
DataCacheClass cache = new DataCacheClass();
pointcut getDataExecution() :
within(DataClass) &&
execution (public String getData(...));
pointcut setDataExecution() :
within(DataClass) &&
execution (public void setData(...));
String around(): getDataExecution() {
//zjistı´me s jaky´mi parametry byla metoda vola´na
Object[] args = thisJoinPoint.getArgs();
String key = (String) args[0];
//pokud se data v cache nacha´zejı´ nacˇteme je
if(!cache.containsData(key) {
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//spustı´me metodu, kolem ktere´ je advice prova´deˇna (getData)
String value = proceed();
cache.setData(key, value);
}
//vra´tı´me data z cache
return cache.getData(key);
}
after(): setDataExecution() {
//zjistı´me s jaky´mi parametry byla metoda vola´na
Object[] args = thisJoinPoint.getArgs();
String key = (String) args[0];
String value = (String) args[1];
//ulozˇı´me data i do cache
cache.setData(key, value);
}
}
Prˇ´ıklad na pouzˇit´ı AOP pro cache lze nale´zt v [20].
4.4 Profilova´n´ı
Dalˇs´ım mozˇny´m pouzˇit´ım aspektoveˇ orientovane´ho programova´n´ı je profilova´n´ı ko´du. Aspekt
pro profilova´n´ı mu˚zˇe velice snadno profilovat cely´ ko´d programu. Pro nasazen´ı aplikace do
provozu pak stacˇ´ı aspekt pro profilova´n´ı vynechat z prˇekladu anizˇ by byl nutny´ jaky´koli
za´sah do ko´du.
Meˇjme trˇ´ıdu CriticalClass:
aspect CriticalClass {
public void taskA() {
//vy´konny´ ko´d
}
public void taskB(int par) {
//vy´konny´ ko´d
}
public void taskC(String par) {
//vy´konny´ ko´d
}
}
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Uvedu prˇ´ıklad jednoduche´ho aspektu, ktery´ se nava´zˇe na spusˇteˇn´ı vsˇech metod ve trˇ´ıdeˇ
CriticalClass a vyp´ıˇse dobu jejich beˇhu.
aspect CriticalClassProfiler {
pointcut taskExecution() :
within(CriticalClass) &&
execution (* * *(...)); //spusˇteˇnı´ libovolne´ metody
void around(): taskExecution() {
long timeStart = System.nanoTime();
thisJoinPoint.proceed();
long timeEnd = System.nanoTime();
long time = (timeStart - timeEnd) / 1000000;
System.out.println("Method " + thisJoinPointStaticPart.getSignature() +
" execution time " + time + "ms";
}
}
Velmi peˇkny´ prˇ´ıklad na pouzˇit´ı aspektoveˇ orientovane´ho programova´n´ı pro profilova´n´ı
lze nale´zt naprˇ´ıklad v [21].
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Kapitola 5
Program s vyuzˇit´ım AOP
Soucˇa´st´ı moj´ı bakala´rˇske´ pra´ce je i komplexn´ı program vyvinuty´ s vyuzˇit´ım aspektoveˇ
orientovane´ho programova´n´ı. Jedna´ se o jednoduchy´ demonstracˇn´ı program prˇedstavuj´ıc´ı
sklad soubor˚u na serveru, z neˇjzˇ si mohou klienti soubory stahovat. Program byl vyvinut
s pomoc´ı na´stroje AspectJ (viz kapitola 3.1). Postup instalace tohoto na´stroje je popsa´n
v prˇ´ıloze B.
5.1 Analy´za
Program byl nejprve vyvinut bez vyuzˇit´ı aspektoveˇ orientovane´ho programova´n´ı a na´sledneˇ
byl rozsˇ´ıˇren o neˇktere´ koncerny pomoc´ı aspekt˚u. Seznam aspekt˚u lze nale´zt v kapitole 5.4.
Program sesta´va´ ze dvou oddeˇleny´ch cˇa´st´ı:
• Server obsahuje sklad soubor˚u a poskytuje rozhran´ı pro prˇ´ıstup k nim.
• Klient obsahuje rozhran´ı pro uzˇivatele, s jehozˇ pomoc´ı mu˚zˇe k soubor˚um na serveru
prˇistupovat. Komunikace prob´ıha´ pomoc´ı s´ıt’ove´ho rozhran´ı socket˚u.
5.2 Na´vrh
Prvn´ım u´kolem bylo rozhodnout, jaka´ funkcˇnost programu bude soucˇa´st´ı za´kladn´ıho ko´du
a kterou oddeˇl´ıme do aspekt˚u. Za´kladn´ı program jsem navrhl tak, aby byl schopen pracovat
i bez pouzˇit´ı aspekt˚u. Aspekty se pouzˇ´ıvaj´ı pouze k rozsˇ´ıˇren´ı jeho funkcˇnosti.
Obeˇ soucˇa´sti programu (klient i server) se skla´daj´ı z neˇkolika cˇa´st´ı – viz obra´zek 5.1.
Client GUI
Tato soucˇa´st obsahuje implementaci graficke´ho uzˇivatelske´ho rozhran´ı (GUI) klientske´ cˇa´sti
programu. Stara´ se o vytvorˇen´ı ovla´dac´ıho okna a prˇeda´va´ akce uzˇivatele ke zpracova´n´ı
nizˇsˇ´ım vrstva´m programu.
Store
Tato soucˇa´st prˇedstavuje samotny´ sklad soubor˚u. Prˇistupuje k soubor˚um na pevne´m disku
serveru a poskytuje programove´ rozhran´ı pro prˇ´ıstup k nim. Umozˇnˇuje cˇten´ı seznamu sou-
bor˚u, informac´ı o souborech (velikost a cˇas posledn´ı zmeˇny) a jejich nacˇ´ıta´n´ı. Tato soucˇa´st
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Obra´zek 5.1: Architektura programu
se vyskytuje v obou cˇa´stech programu (klientu i serveru) a tvorˇ´ı spolecˇneˇ spolecˇnou vrstvu
rozhran´ı.
Dispatcher
Tato soucˇa´st prˇedstavuje rozhran´ı pro komunikaci mezi klientem a serverem prˇes s´ıt’ove´
rozhran´ı. Komunikace sesta´va´ z vysla´n´ı pozˇadavku klientem, jeho zpracova´n´ı serverem a
odesla´n´ı odpoveˇdi zpeˇt klientovi. Tato soucˇa´st se vyskytuje v obou cˇa´stech programu (kli-
entu i serveru) a tvorˇ´ı spolecˇneˇ spolecˇnou vrstvu rozhran´ı.
Server GUI
Tato soucˇa´st obsahuje implementaci graficke´ho uzˇivatelske´ho rozhran´ı (GUI) serverove´ cˇa´sti
programu. Stara´ se o vytvorˇen´ı ovla´dac´ıho okna, ktere´ slouzˇ´ı k ovla´da´n´ı serveru. Propojen´ı
s ostatn´ımi soucˇa´stmi serveru je zajiˇsteˇno pomoc´ı aspektoveˇ orientovane´ho programova´n´ı.
Request
Tato soucˇa´st zapouzdrˇuje pra´ci s pozˇadavky odes´ılany´mi klientem serveru.
Response
Tato soucˇa´st zapouzdrˇuje pra´ci s odpoveˇdmi odes´ılany´mi serverem klientovi jako reakce na
pozˇadavky.
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5.3 Implementace
Implementace programu je rozdeˇlena do neˇkolika bal´ıcˇk˚u.
cz.vubr.fit-stud.xjonas03.ibp
Tento bal´ıcˇek obsahuje definici obecny´ch rozhran´ı pro jednotlive´ vrstvy programu. Imple-
mentace pro klienta a server pak vycha´z´ı z teˇchto rozhran´ı. T´ım je zajiˇsteˇna transparentnost
jednotlivy´ch vrstev programu na obou strana´ch. Tento bal´ıcˇek take´ obsahuje ko´d pro trˇ´ıdy
Request a Response, ktera´ slouzˇ´ı jako transportn´ı objekty pro prˇenos pozˇadavk˚u a od-
poveˇd´ı po s´ıti.
cz.vubr.fit-stud.xjonas03.ibp.client
Tento bal´ıcˇek obsahuje implementaci klientske´ho uzˇivatelske´ho rozhran´ı a implementaci
jednotlivy´ch vrstev aplikace pro komunikaci se serverem.
cz.vubr.fit-stud.xjonas03.ibp.server
Tento bal´ıcˇek obsahuje ko´dy pro server. Server je v za´kladn´ı podobeˇ implementova´n jako
konzolova´ aplikace.
cz.vubr.fit-stud.xjonas03.ibp.server.gui
Tento bal´ıcˇek rozsˇiˇruje server o graficke´ uzˇivatelske´ rozhran´ı.
5.4 Aspekty
Logova´n´ı pra´ce serveru
Server zaznamena´va´ svoji cˇinnost na standardn´ı vy´stup pomoc´ı aspektu definovane´ho v sou-
boru server/Loging.aj.
Tento aspekt je nava´za´n na spusˇteˇn´ı neˇktery´ch kl´ıcˇovy´ch metod. Naprˇ´ıklad prˇ´ıchod
nove´ho pozˇadavku, dokoncˇen´ı zpracova´n´ı pozˇadavku a podobneˇ. Kazˇda´ takova´to uda´lost
je zaznamena´na na standardn´ı vy´stup.
Logova´n´ı pra´ce klienta
Klient take´ zaznamena´va´ svoji cˇinnost na standardn´ı vy´stup pomoc´ı aspektu definovane´ho
v souboru client/Loging.aj.
Tento aspekt je napsa´n tak, aby zaznamena´val na standardn´ı vy´stup spusˇteˇn´ı vsˇech
metod v programu. V podstateˇ se jedna´ o trasova´n´ı beˇhu programu.
Cache soubor˚u na klientu
Aby se omezilo mnozˇstv´ı dat prˇena´sˇeny´ch po s´ıti, je klient rozsˇ´ıˇren o loka´ln´ı chache soubor˚u
pomoc´ı aspektu v souboru client/Cache.aj.
Prˇi pozˇadavku na stazˇen´ı souboru se nejprve porovna´ velikost a cˇas posledn´ı zmeˇny
souboru ulozˇene´ho v cache a souboru aktua´lneˇ se vyskytuj´ıc´ıho na serveru. Pokud se na
serveru nacha´z´ı odliˇsna´ aktua´lneˇjˇs´ı verze je stazˇena a ulozˇena do cache.
Zdrojovy´ ko´d tohoto aspektu naleznete v prˇ´ıloze C.
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Graficke´ uzˇivatelske´ rozhran´ı serveru
Server je v bal´ıcˇku cz.vubr.fit-stud.xjonas03.ibp.server.gui rozsˇ´ıˇren o graficke´ uzˇivatelske´
rozhran´ı. Aby toto rozhran´ı mohlo zobrazovat informace o beˇhu serveru, je v souboru
server/gui/GUILoging.aj vytvorˇen aspekt, ktery´ provede nava´za´n´ı uzˇivatelske´ho rozhran´ı
na uda´losti v beˇhu serveru.
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Kapitola 6
Za´veˇr
Tato kapitola shrnuje hlavn´ı vy´hody a nevy´hody, ktere´ prˇina´sˇ´ı vyuzˇit´ı aspektoveˇ oriento-
vane´ho programova´n´ı oproti jiny´m programovac´ım technika´m.
6.1 Vy´hody
• Hlavn´ı vy´hodou aspektoveˇ orientovane´ho programova´n´ı je izolace pr˚urˇezovy´ch kon-
cern˚u do samostatny´ch modul˚u (aspekt˚u). Vesˇkery´ souvisej´ıc´ı ko´d koncernu je d´ıky
tomu na jednom mı´steˇ. To umozˇnˇuje snadneˇji prova´deˇt zmeˇny chova´n´ı programu.
• Pomoc´ı aspekt˚u je mozˇne´ snadno upravit chova´n´ı cele´ho programu.
• Odstranˇuje rozpty´len´ı a zasˇmodrcha´n´ı ko´du.
• Aspektoveˇ orientovane´ programova´n´ı take´ umozˇnˇuje rozsˇ´ıˇrit chova´n´ı programu o dalˇs´ı
koncerny dodatecˇneˇ. Prˇi prˇida´va´n´ı koncern˚u nen´ı nutny´ za´sah do p˚uvodn´ıho ko´du.
• Aspekty jsou vza´jemneˇ neza´visle´ a proto mu˚zˇe by´t jejich implementace sveˇrˇena od-
born´ık˚um na danou oblast.
• Ko´d aspekt˚u je izolovany´ do samostatny´ch modul˚u, cozˇ umozˇnˇuje jeho snadneˇjˇs´ı zno-
vupouzˇitelnost v dalˇs´ıch programech.
• Aspektoveˇ orientovane´ programova´n´ı produkuje obecneˇ kratsˇ´ı, srozumitelneˇjˇs´ı ko´d a
zrychluje vy´voj.
• Umozˇnˇuje velmi elegantn´ı rˇesˇen´ı neˇktery´ch proble´mu˚.
6.2 Nevy´hody
• Prvn´ı ze dvou hlavn´ıch nevy´hod AOP je mozˇnost neu´myslny´ch aplikac´ı advice. Po-
kud prˇi definici pointcutu udeˇla´ programa´tor chybu, mu˚zˇe doj´ıt k aplikaci advice
i v prˇ´ıpojny´ch bodech, kde k neˇmu doj´ıt nemeˇlo. T´ım mu˚zˇe by´t va´zˇneˇ posˇkozeno
chova´n´ı cele´ho programu. Jedina´ chyba tak mu˚zˇe snadno zp˚usobit nefunkcˇnost cele´ho
syste´mu.
• Druhou hlavn´ı nevy´hodou je, zˇe programa´tor prˇi cˇten´ı zdrojove´ho ko´du programu
nev´ı, co vsˇechno se v dane´m mı´steˇ ko´du provede, protozˇe chova´n´ı je dodatecˇneˇ
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rozsˇiˇrova´no aspekty. Obeˇ tyto nevy´hody odstranˇuj´ı podp˚urne´ na´stroje pro vy´voja´rˇe,
ktere´ doka´zˇ´ı zobrazit vy´slednou podobu ko´du po propleten´ı.
• Aspektoveˇ orientovane´ programova´n´ı je zat´ım pomeˇrneˇ nova´ a cˇasem neproveˇrˇena´
technologie.
• Programa´torˇi se mus´ı naucˇit aspektoveˇ orientovane´ programova´n´ı pouzˇ´ıvat. To mu˚zˇe
znamenat pro vy´voja´rˇske´ firmy zvy´sˇen´ı na´klad˚u na zasˇkolen´ı pracovn´ık˚u.
• Aspektoveˇ orientovane´ programova´n´ı mu˚zˇe by´t obt´ızˇne´ pouzˇ´ıt pro dodatecˇne´ rozsˇ´ıˇren´ı
sˇpatneˇ navrzˇeny´ch syste´mu˚, ktere´ neobsahuj´ı dostatek vhodny´ch pointcut˚u.
6.3 Zhodnocen´ı
Aspektoveˇ orientovane´ programova´n´ı je velmi silny´ na´stroj pro rˇesˇen´ı proble´m spojeny´ch
s pr˚urˇezovy´mi koncerny. Oproti jiny´m rˇesˇen´ım je velmi elegantn´ı a univerza´ln´ı. Sta´le jde
ale o pomeˇrneˇ mladou technologii, ktera´ se neusta´le vyv´ıj´ı. Postupneˇ se ale cˇ´ım da´l t´ım v´ıce
rozsˇiˇruj´ı jej´ı mozˇnosti a zjednodusˇuje jej´ı pouzˇ´ıva´n´ı.
Aspektoveˇ orientovane´ programova´n´ı rozhodneˇ nen´ı le´kem na vsˇechny proble´my spojene´
s vy´vojem slozˇiteˇjˇs´ıch programu˚ a implementaci pr˚urˇezovy´ch koncern˚u. V mnoha prˇ´ıpadech
je ale jeho pouzˇit´ı velice prakticke´ a prˇina´sˇ´ı nesporne´ vy´hody v podobeˇ kratsˇ´ıho a le´pe
organizovane´ho zdrojove´ho ko´du, ktery´ neobsahuje rozpty´leny´ a zasˇmodrchany´ ko´d r˚uzny´ch
koncern˚u.
Nejde ale o univerza´ln´ı rˇesˇen´ı a jeho pouzˇit´ı nen´ı vhodne´ ve vsˇech oblastech. Pouzˇit´ı
aspektoveˇ orientovane´ho programova´n´ı sebou prˇina´sˇ´ı zvy´sˇene´ na´klady na zasˇkolen´ı pro-
grama´tor˚u a vysˇsˇ´ı nebezpecˇ´ı vzniku skryty´ch chyb.
Aspektoveˇ orientovane´ programova´n´ı je velice mocny´m na´strojem, ktery´ me´ jisteˇ slibnou
budoucnost.
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Dodatek A
Prˇeklad anglicky´ch termı´n˚u
Jako za´klad prˇekladove´ tabulky jsem pouzˇil prˇeklady pouzˇite´ v [23].
cross-cuting pr˚urˇezovy´
concern koncern
aspect aspekt
joinpoint prˇ´ıpojny´ bod
weaving prople´ta´n´ı
weaver prople´tac´ı na´stroj
inter-type mezi-typovy´
scatering rozpty´len´ı
tangling zasˇmodrcha´n´ı
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Dodatek B
Postup instalace AspectJ
Tato prˇ´ıloha popisuje postup, ktery´m lze nainstalovat knihovnu AspectJ.
1. Z´ıskat instala´tor prostrˇed´ı AspectJ. Instala´tor naleznete na prˇilozˇene´m CD nebo jej
lze sta´hnout ze stra´nek Eclipse Foundation (http://www.eclipse.org/downloads/
download.php?file=/tools/aspectj/downloads/aspectj-1.5.4.jar)
2. Spustit instala´tor a nainstalovat knihovnu.
3. Nastavit promeˇnne´ prostrˇed´ı. Promeˇnna´ CLASSPATH mus´ı obsahovat cestu k ad-
resa´rˇi /lib v instalacˇn´ım adres´ıˇri AspectJ. Promeˇnna´ PATH mus´ı obsahovat cestu
k adresa´rˇi /bin v instalacˇn´ım adres´ıˇri AspectJ.
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Dodatek C
Uka´zka zdrojove´ho ko´du aspektu
/* ******************************************************************
**
** Projekt : BP - Aspektoveˇ orientovane´ programova´nı´
**
** Autor : Martin Jona´sˇ xjonas03@stud.fit.vutbr.cz
**
** Popis : Aspekt prˇida´vajı´cı´ cachovanı´ souboru˚ na loka´lnı´m disku
** ***************************************************************** */
package cz.vutbr.fit.stud.xjonas03.ibp.client;
import java.io.*;
import cz.vutbr.fit.stud.xjonas03.ibp.*;
/**
* Ukla´da´ stahovane´ soubory na loka´lnı´m disku.
* prˇi pozˇadavku na stazˇenı´ zkontroluje aktua´lnı´ verzi v cache.
* Pokud je verze aktua´lnı´ nacˇı´ta´ se soubor z cache.
*/
aspect Cache {
/** Slozˇka do ktere´ se ukla´dajı´ cachovane´ soubory */
String folder = "cache";
/**
* Pokus o stazˇenı´ souboru
*/
pointcut getFile() :
target(Store) &&
execution (public InputStream getFile(String));
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/**
* Kontrola obsahu cache prˇi pokusu o stazˇenı´ souboru
*/
InputStream around(): getFile() {
//odkaz na sklad souboru˚
Store store = (Store) thisJoinPoint.getTarget();
//na´zev pozˇadovane´ho souboru
Object[] args = thisJoinPoint.getArgs();
String filename = (String) args[0];
//nacˇteme data o aktua´lnı´ verzi na serveru
FileInfo remoteFileInfo = store.getFileInfo(filename);
//nacˇteme data o aktua´lnı´ verzi v cache
File localFile = new File(folder, filename);
FileInfo localFileInfo = new FileInfo();
localFileInfo.setSize(localFile.length());
localFileInfo.setLastModified(localFile.lastModified());
//zjistı´me zda je verze v cache aktua´lnı´
if(localFileInfo.getSize() != remoteFileInfo.getSize() &&
localFileInfo.getLastModified() < remoteFileInfo.getLastModified())
{
//pokud nenı´ sta´hneme novou verzi
InputStream remoteFile = proceed();
//ulozˇı´me kopii do cache (aktualizujeme)
try {
localFile.createNewFile();
FileOutputStream localFileHandler = new FileOutputStream(localFile);
int c;
while ((c = remoteFile.read()) != -1) {
localFileHandler.write(c);
}
localFileHandler.close();
} catch (IOException ex) {}
}
//vra´tı´me soubor z cache
try {
return new DataInputStream(new FileInputStream(localFile));
} catch(FileNotFoundException e) {
return null;
}
}
}
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Dodatek D
Obsah prˇilozˇene´ho CD
Prˇilozˇene´ CD obsahuje na´sleduj´ıc´ı adresa´rˇe:
/tex – zdrojove´ ko´dy pro vygenerova´n´ı technicke´ zpra´vy pomoc´ı syste´mu LATEX.
/pdf – technicka´ zpra´va ve forma´tu PDF.
/src – zdrojove´ ko´dy uka´zkove´ho programu (vcˇetneˇ prostrˇed´ı AspectJ).
/AspectJ – instalacˇn´ı bal´ıcˇek prostrˇed´ı AspectJ.
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