Large open source software repositories are polluted with incomplete or inadequately functioning projects having scarce or poor descriptions. Developers often search these repositories to find sample applications containing implementations of relevant features. While relying on software search engines that retrieve germane applications based on direct matches between user queries and words in the descriptions (or source code files), it is difficult to warrant that retrieved applications contain functionality described by their authors in project summaries.
INTRODUCTION
When depositing applications into software repositories, programmers create meaningful descriptions of these applications. A fundamental problem of finding relevant applications is in the mismatch between the high-level intent reflected in the descriptions of these applications and low-level implementation details. Many application repositories are polluted with poorly functioning projects [7] , and matches between keywords from the queries with words in the descriptions of the applications do not guarantee that these applications behave as their authors claim.
Currently, the only way for programmers to determine if an application behaves as its authors claim is to download this application, locate and examine fragments of its code that implement the desired features and/or observe the runtime behavior of this application to ensure that this behavior matches requirements. This process is usually manual with programmers studying the source code of the retrieved applications, locating various Application Programming Interface (API) calls, and reading information about these calls in help documents. Still, it is difficult for programmers to link high-level concepts from requirements to their implementations in source code [1] .
Modern search engines do little to ensure that retrieved applications behave as their authors claim in their descriptions. To assist programmers with evaluation of applications recommended by search engines, code mining systems should ensure that recommended applications have functionality that is described by these requirements, and they should help programmers verify this functionality.
K9 is a system that helps users evaluating recommended applications that behave as their authors describe in project summaries. K9 combines information retrieval and program analysis techniques to link high-level concepts specified in the user queries to relevant APIs in help documents and their usage in the source code of these applications. We utilize this information to rank applications retrieved by source code search engines and supply programmers with source code fragments implementing these concepts. We are currently building the infrastructure for the K9 system, and are planning on evaluating K9 through user studies involving specific software reuse tasks.
Our Approach
In this section we provide the key ideas behind K9 and summarize its architecture.
Key Ideas
Our goal is to automate parts of the human-driven procedure of evaluating recommended applications. Suppose that requirements specify that a program should encrypt and compress data. When retrieving applications from repositories, such as Sourceforge 1 1 http://sourceforge.net Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee.
RSSE'08, November 10, Atlanta, Georgia, USA Copyright 2008 ACM 978-1-60558-228-3 …$5.00. using the keywords encrypt and compress, programmers look into the source code to check if some API calls (e.g., APIs from third-party packages) are used to encrypt and compress data. Even though the presence of these API calls does not guarantee that the applications behave as their authors claim, it is a good starting point for deciding whether to inspect these applications further.
Our idea is to use help documents that describe API calls to match keywords from user queries to the words in the descriptions of these API calls. Help documentation is usually supplied by the same vendors whose packages are used in a multitude of software applications. When programmers read these help documents about API calls, they trust these documents since they come from known and respected vendors, and are written or reviewed by multiple people and used by other programmers who report their experience at different forums. Because of these and some other factors, help documents are more verbose and accurate, and are consequently trusted more than the descriptions of applications from software repositories.
We observe that relations between concepts present in user queries are often preserved as dataflow links between API calls that implement these concepts in the program code. The main idea behind K9 is to determine relations (i.e., dataflow links) between API calls in retrieved applications. If a dataflow link is present between two API calls in the program code of one application and there is no link between the same API calls in some other application, then the former application should have a higher ranking than the latter. We hypothesize that it is possible to achieve a higher precision in evaluating recommended applications by using this heuristic to rank applications, and we plan to evaluate this claim in the future case studies.
K9 Architecture and Process
Our approach consists of five major components: help page processor, API lookup engine, source code search engine, static analyzer and integrity engine. An overview of all the components is presented in Figure 1 .
The initial step while using K9 system is in indexing databases of help documents with help page processor. Help page processor is a crawler that indexes help documents (1) that come from the Java API documentation 2 , MSDN library 3 as well as documentation from other third-party vendors. The output (2) of the help page processor is a dictionary of API calls, which is represented by a set of tuples ((word 1 , . . ., word n ), API call) linking API calls with their authentic descriptions (i.e., set of words) extracted from help documents. Once the API calls dictionary is constructed (or updated), the K9 system is ready to accept queries from users. Our approach for mapping words to API calls is different from the keyword programming technique presented in [8] as we derive mappings between words and APIs from external documentation rather than source code.
When the user issues a query (4) into K9, it is passed to API call lookup and Source code search engines. Subsequently, the lookup engine scans the API calls dictionary using the words from the query as keys and outputs the set of API calls, which contains words in the descriptions matching the words in the original user query (5) . On the other hand, the same query is passed to the Source code search engine (e.g., Google Code Search 4 or Koders 5 ) to retrieve a set of initial software applications. Afterward, a Static Analyzer executes the API dataflow link heuristic on all of the retrieved software systems to generate applications metadata.
The application metadata contains dataflow links between different API calls, which appear in the source code of recommended applications.
Both the API calls from the step (6) and applications metadata from the step (11) are supplied into the Integrity Engine as an input. The engine uses a set of heuristics to compare the API calls that are relevant to user queries with API calls, which appear in the source. The engine ranks all the recommended applications based on the frequencies of relevant API usages as well as API connectivity data flow measures. The idea behind this ranking Figure 1 . Overview of K9 architecture mechanism is that the software applications using APIs, which are relevant to user queries, are ranked higher.
RELATED WORK
Several different code mining techniques and tools have been proposed to retrieve relevant components or applications from software repositories. The number of tools has been developed to retrieve code snippets based on the user queries (e.g., PARSEWeb [15] ) or the context of the source code that programmers work on (e.g., Prospector [9] , Hippikat [3] , XSnippet [12] , Gilligan [6] , Jigsaw [2] and Strathcona [5] ). The tools, such as CodeFinder [4] and CodeBroker [16] retrieve relevant software components based on their descriptions and source code respectively. Other tools, such as Mica [14] also use external search engines (e.g., Google) for finding relevant applications. A set of existing approaches to feature location concentrate on identifying source code snippets, which implement particular high-level domain concepts, in a given software system [10, 11, 13, 17] . The K9 is different from the above mentioned tools and approaches as it operates on application level granularity (i.e., analyzes and retrieves software projects) and also attempts evaluating functionality of the retrieved projects.
CONCLUSIONS AND FUTURE WORK
In this position paper we proposed a novel approach called K9 for evaluating functionality of retrieved applications. K9 combines techniques from program analysis and information retrieval to rank higher applications that implement high-level concepts entered as a part of the user queries. We are planning on evaluating K9 in a set of case studies with specific software reuse tasks.
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