








We propose a method to incorporate the animation of data structure and algorithm into its learning of which is the basic
theme of computer science. Using the co-routine function for visualization graphics and algorithm processing, these two
functions are parallelly operated and a programming style that is easy for beginners to understand is obtained. This
paper proposes an algorithm visualization support using the Generator function, a co-routine function that has been
introduced in ECMAScript 2015 (JavaScript).










































そのような中，Processing や p5.js は簡単なエディタとグラフィックス表示のみのシンプルな画面，目的をアート指
向のアプリケーションに限定することで，フルセットの言語機能はないが教育環境として扱いやすいツールになってい
る．
2・2 Processing や p5.js 導入による効果






































for (let i = 0; i < N - 1; i++) {
for (let j = N - 1; j > i; j--) {
if (data[j - 1] > data[j]) { 
let temp = data[j - 1];

























// 䝞䝤䝹䝋䞊䝖䜢 p5.js䛾⾲♧㛵ᩘ draw()໬䛩䜛
function draw() { // ᥥ⏬䜲䝧䞁䝖䛻䜘䜚䝹䞊䝥
background(220);
show();                 // 㓄ิ䝕䞊䝍䛾⾲♧
if (i >= N - 1) {     // እഃ䝹䞊䝥(i)䛾᮲௳ุ᩿
noLoop;               // ⤊஢䠄⏬㠃᭦᪂䛾೵Ṇ䠅
return;
}
if (j <= i) {         // ෆഃ䝹䞊䝥(j)䛾᮲௳ุ᩿
i++;
j = N - 1;
}
if (data[j - 1] > data[j]) {
let temp = data[j];
data[j] = data[j - 1];















処理過程の理解へグラフィックス機能の活用を考えるが，Processing や p5.js のような画面描画イベントで駆動され
るスタイル（図2）と，一般的なアルゴリズム学習のための例題は，実際のところ整合性が悪いことがわかる．プログ
ラムの基本構造を変更することで描画イベントに対応したプログラムへの記述変更は可能となるが，for 文や while 文
のような標準的な繰り返し構造が使えなくなるため，初級者にとっては元のプログラム（アルゴリズム）の理解ができ
なくなってしまう．
ソースリスト1の左側は JavaScript で記述したバブルソートのルーチン（関数），右側は p5.js で配列の内容を図2
に示す p5.js 形式の描画プログラム形式に変換したものである．左側では二重の繰り返し構造になること，2つの変数
の更新とその条件を容易に説明し理解させることできるが，右側のプログラムが左側の同じ機能であることを理解する
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p5.js は Processing を JavaScript 環境にポートしたものであるが，Web ブラウザの安定した環境の上に構築されてお
り，クラウド上に開発環境が提供される点など，学習への利用については本家の Processing 以上の特徴・利点がある．
そして，JavaScript には ECMAScript 2015（ES6）（7）からジェネレータ記述が言語仕様のレベルで実装されている．
プログラムの動きを表示したい（アルゴリズム処理をビジュアライズしたい）手続きをジェネレータとして記述し，
表示データ列の生成を行う．描画ルーチン側は画面更新タイミングに従ってそれを順次表示していく．












































JavaScript のジェネレータは言語レベルの実装であり関数定義とは区別される．関数定義は function キーワードから
始まるが，ジェネレータは function*であり，ジェネレータ・インスタンスを生成する関数が定義される．最初の起動






⑶ ジェネレータ側で表示が必要なポイントに yield 命令を挿入する．




p5.js プログラムの構成はおおむね図5に示すパターンとなる．初期化関数 setup と描画ループ関数 draw は p5.js の
標準関数である．draw 関数の中から next メソッド呼び出し制御をアルゴリズム部に移し，表示用のデータを得る．next
メソッドの戻り値は連想配列（{value: [戻り値], done: [終了値(true/false)]}）を返す．done 属性が true の場合が関数にお






























function* quick_sort_generator(array, min, max) {
if (min >= max) return;
let mid = Math.floor((min + max) / 2);
let pivot = array[mid];
let i = min, j = max;
for (;;) {
while (array[i] < pivot) i++;
while (array[j] > pivot) j--;
if (i >= j) break;
yield* swap_generator(array, i, j);
i++, j--;
}
yield* quick_sort_generator(array, min, i - 1);
yield* quick_sort_generator(array, j + 1, max);
};
// 㓄ิ䛾せ⣲஺᥮䜢䝆䜵䝛䝺䞊䝍໬
function* swap_generator(array, a, b) {
yield [a, b]; // ஺᥮๓䛾⾲♧
let temp = array[a];
array[a] = array[b];
array[b] = temp;





























Fig. 6 基本的な配列表示 Fig. 7 交換位置の色による明示
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