Given a directed graph with weights on the vertices and on the arcs, a θ-improper k-coloring is an assignment of at most k different colors to the vertices of G such that the weight of every vertex v is greater, by a factor 1 θ , than the sum of the weights on the arcs (u, v) entering v with the head u of the same color as v. For a given real number θ, we consider the problem of determining the minimum integer k such that G has a θ-improper k-coloring. Also, for a given integer k, we consider the problem of determining the minimum real number θ such that G has a θ-improper k-coloring. We show that these two problems can be used to model channel allocation problems in wireless communication networks, when it is required that the power of the signal reveived at a base station is greater, by a given factor, than the sum of interfering powers received from mobiles which are assigned the same channel. We propose set partitioning fromulations for both problems and describe branch-and-price algorithms to solve them. Computational experiments are reported for instances having a similar structure as real channel allocation problems.
Motivation
In wireless communication networks of the first and second generation, the concepts of cellular channel allocation and spatial frequency reuse were the key ideas that have driven the immense initial success of mobile telephony [13] . In this context, geographical regions were divided into cells, theoretically hexagonal, and each cell had a dedicated number of antennas with an associated set of frequency bands. For example, in the original AMPS, American Mobile Phone System, seven sets, which can be further subdivided into 3 subsets, were the original 'colors' with which one would allocate the channels to the regions (see Figures 1(a) and 1(b) ).
A similar scheme existed for GSM and the practical allocation problem consisted in selecting the set of channels associated with a cell or even sub-sets associated with an antenna. The criteria for channel selection consists in minimizing the mutual interference caused by transmission on the same channel in different cells or geographical regions. This may be reduced to maximizing the geographical distance between channel reuse. With real world cell, which differ in size and shape, the problem typically required coloring algorithms to solve them [17, 7] .
In the third generation of mobile systems, the introduction of CDMA has enabled the reuse of the whole frequency band in each cell [13] . Instead of dividing the signal space in time or frequency between users, a code or pseudo-random sequence is used to differentiate the signal from each transmitter. Interference is tolerated up to a certain degree between transmitters within an area. In this context the coloring schemes and associated research project were of much reduced importance.
In their latest incarnations, the fourth generation mobile standards mainly use an Orthogonal Frequency Division Multiple Access schemes [12] . These schemes divide the signal space in time slots and orthogonal frequencies. At the middle of a cell, all slots of time and frequency are allocated to users. These cover the whole frequency band. At the edge of the cell, only part of the band is used and a three color scheme is used (see Figure  1 (c)): only a third of the whole frequency band is available at the edge of each cell to reduce interference. Furthermore, a form of spatial multiplexing may also be used within a cell, this is possible by using MIMO techniques. This permits to allocate the same timefrequency slot to a number of users which are joined through quasi-independent paths. By storing the signal gain between each pair of antennas in a matrix, it is possible to perform some forms of diagonolization of this matrix to obtain independent transmission streams.
For these latest standards, the superposition of signals is tolerated to a certain degree [16] . That is, for a given signal that is denoted as the desired signal, one can tolerate the superposition of all other signal if their projection on the wanted signal space-time is less powerful than the desired signal by a certain factor. Finally, when distances are relatively short, such as in dense urban areas, the random thermal noise, always present at a received antenna, becomes non-significant and the interference from other users or other cell site dominate the communication performances. In this context, the capacity of the wireless communication scheme is said to be interference limited or dominated. The allocation of a time-frequency slot is akin to the allocation of a color. As a simplifying factor but without loss of generality, we will discount the angular separation of mobiles and compute the contribution of each mobile to the reception of the same colored signals at a base station as a function of distance. Let M = {m 1 , · · · , m n } be a set of mobiles and B = {b 1 , · · · , b t } a set of base stations. Let d ip denote the Euclidian distance between the mobile m i and the base station b p . The positions are assumed here to be in two dimensions (in three dimensions one must account for a number of other factors such as floors). The received power P ip at b p of a signal from m i is computed as follows:
• k is a constant summarizing the effects of antenna configuration and position,
• r ip is a random variable synthesizing the desired channel models: it would typically be the product of an exponential random variable to denote short term fading and a log-normal random variable for shadowing [7] ,
• γ is the attenuation factor which typically varies from 2 in free-space to 4 for NonLine Of Sight (NLOS) in urban areas.
Each mobile is assumed to be assigned to a given base station. Let c(i) denote the channel, or color, assigned to mobile m i . Also, for a channel k, let us denote by C k , the set of mobiles m i assigned with channel c(i) = k. An admissible coloring scheme would require that the power of all wanted received signals at their assigned base stations are greater, by a factor 1 θ , than the sum of interfering powers received from mobiles which are 3 assigned the same channel. More precisely, for a mobile m i assigned to a base station b p , we have the following constraint:
where 1 θ is the maximal admissible signal-to-interference ratio.
The rest of the paper is organized as follows. In the next section, we propose two graph coloring models which are equivalent to finding a channel assignment satisfying (1). Set partitioning formulations for both problems are given in Section 3, while branch-and-price algorithms are proposed in Section 4. Computational experiments are reported in Section 5 for randomly generated instances.
A graph coloring problem
Given an undirected graph G = (V, E) with vertex set V and edge set E, a k-coloring of G is a function c : V → {1, · · · , k}. The coloring c is proper if no edge has its both endpoints with the same color, otherwise it is improper. A k-coloring is θ-improper if every vertex v is adjacent to at most θ vertices having the same color as v. For a given graph G and an integer θ, the Improper Coloring Problem (ICP) is to determine the minimum integer k such that G has a θ-improper k-coloring. The ICP is NP-hard since it is proved in [11] that the problem of deciding if there is a θ-improper k-coloring of a graph G is NP-complete for all pairs (θ, k) with θ ≥ 2 and k ≥ 1.
In this paper, we study an extension of the ICP to directed weighted graphs. Let G = (V, A, W, ω) be a directed graph with vertex set V , arc set A, and with two functions W : V → R * + and ω : A → R * + that associate a weight W (v) to every vertex v ∈ V and a weight ω(u, v) to every arc (u, v) ∈ A. We denote N − v the set of predecessors of vertex v (i.e., u ∈ N − v if and only if (u, v) ∈ A). For a real number θ, we say that a function c : V → {1, · · · , k} is a θ-improper k-coloring of G if, for every vertex v ∈ V , the following constraint is satisfied:
For a given directed graph G = (V, A, W, ω) and a real number θ, the Directed Weighted Improper Coloring Problem (DWICP) is to determine the minimum integer k such that G has a θ-improper k-coloring. The link between the channel assignement problem of Section 1 and the DWICP can now easily be seen. Indeed, for a set M = {m 1 , · · · , m n } of n mobiles and a set B = {b 1 , · · · , b t } of t base stations, we can construct a complete directed graph G = (M, A, W, ω) with an arc in both directions between each pair of mobiles, and with W (m i ) = P ip and ω(m j , m i ) = P jp , where b p is the base station to which m i is assigned. The construction of G is illustrated in Figure 2 (a). It follows from these weight definitions that equations (1) and (2) are equivalent, which means that finding a channel assignment satisfying (1) is equivalent to determining a θ-improper k-coloring of G. For a given directed graph G = (V, A, W, ω) and a positive integer k, we also consider the Directed Threshold Improper Coloring Problem (DTICP) which is to determine the minimum real number θ such that G has a θ-improper k-coloring.
Araujo et al. [1] have studied the DWICP and the DTICP in the particular case where W (v) = 1 for all vertices v in G and ω(u, v) = ω(v, u) for all pairs {u, v} of vertices in G (which means that there is an arc from u to v if and only if there is an arc from v to u and the corresponding weights are identical). In such a case, G can be considered as undirected since each pair (u, v) and (v, u) of arcs can be replaced by an edge {u, v} of weight ω(u, v) linking u with v. It is proved in [1] that both the WICP and TICP (i.e., the undirected versions of the DWICP and DTICP) are NP-hard, which means that both the DWICP and DTICP are also NP-hard. Other graph coloring models have already been proposed for the solution of channel assignment problems. For example, instead of imposing constraints (1), some mobile operators prefer to avoid interference by forbidding the use of the same channel by mobiles m i and m j if P jp is larger then λ P ip for a given real number λ, where b p is the base station to which m i is assigned. One would typically impose a minimal distance, counted in cells, with which a color is reused. Hence, for a mobile m i assigned to a base station b p , equation (2) is replaced by
In such a case, one can simply build an undirected graph G = (M, E) in which two mobiles m i and m j are linked by an edge if and only if P jp > λ P ip or P iq > λ P jq , where b p and b q are the base stations to which m i and m j are assigned respectively. The channel assignment problem is then to determine a proper k-coloring in G, where k is the number of available channels. The construction of G is illustrated in Figure 2 A variant could be to try to avoid interferences by penalizing situations where P jp > λ P ip for m j ∈ C c(i) , b p being the base station to which m i is assigned. Consider the complete undirected graph G = (M, E) and let us associate a weight ω(m i , m j ) = P jp +P iq to the edge linking m i with m j in G. The construction is illustrated in Figure 2 (c). By denoting E r the set of edges having both endpoints with color r, the channel assignment problem is then to find an improper k-coloring with minimum total inteference computed as k r=1 {m i ,m j }∈Er ω(m i , m j ). Such a coloring problem was studied, for example, in [15] .
The problem formulations
Given a directed graph G = (V, A, W, ω), a real numberθ and positive integerk, both the DWICP and DTICP can be modeled by means of set partitioning formulations.
Let us consider the following notations:
• P (V ) is the set of all nonempty subsets of V ;
• Ω s v = u∈s ω uv is the weight covered by vertex v ∈ s, s ∈ P (V ).
The DWICP aims at finding the minimum number of color classes k such that G has aθ-improper k-coloring for a given real numberθ. We denote Sθ the set of all subsets s of vertices such that Ω s v ≤θW v for all v ∈ s, i.e., Sθ is the set of all feasible color classes w.r.tθ. The problem can be modeled as follows:
where σ s is a binary variable equal to 1 if subset s ∈ Sθ is selected as color class, 0 otherwise. The objective function (3) calls for the minimization of the number of classes used to color all the vertices. Constraints (4) impose to associate a color with each vertex. Contraints (5) ensure integrality requirements for all the variables. On the other hand, the DTICP is to determine the minimum real number θ such that G has a θ-improperk-coloring for a given positive integerk. Here θ is a variable, and the actual value of θ defines the set of all feasible color classes. The problem model is the following:
where σ s is a binary variable equal to 1 if subset s ∈ P (V ) is selected as color class, 0 otherwise. The objective function (6) calls for the minimization of the θ-value guaranteeing the feasibility of the selected color classes. Constraints (7) impose the coloring of each vertex. Constraints (8) ensure the feasibility of the selected color classes according to θ. Constraints (9) fix the number of color classes to select. Finally, constraints (10) are the integrality constraints on the σ s variables.
In the following, we will refer to problem (3)- (5) or (6)- (10) as the master problems (MPs); distinctions will be made whenever required.
The branch-and-price algorithms
The number of variables characterizing the MPs, i.e., the number of vertex subsets defining color classes, is exponential and, even for small size instances, solving the problems explicitly is impractical. We thus develop two branch-and-price algorithms ( [8, 9] ). For the considered MP, at each node of the branch-and-bound tree, variables (columns) of the problem are generated applying the column generation technique to the linear relaxation of the so called restricted MP, augmented by the branching constraints. We denote the linear relaxation of the restricted MP, augmented by the branching constraints, as RLMP. LMP is the linear relaxation of MP augmented by the branching constraints. At each column generation iteration, a pricing problem, also called subproblem, is solved in order to generate negative reduced cost variables to be added to the RLMP. When no negative reduced cost variable is found, the LMP has been solved to optimality and the column generation algorithm ends. Branching rules are applied to recover feasibility when the solution of the LMP is fractional. In the following subsections, the main components of the algorithms addressing the MPs (3)- (5) and (6)- (10) will be illustrated in details, making distinctions whenever required.
Pricing problems
The pricing problems consist in finding the vertex subsets s yielding the most negative reduced cost. More formally, let us consider the following binary variables:
• for every vertex v ∈ V , we define x v = 1 if vertex v belongs to s, 0 otherwise;
• for every arc (u, v) ∈ A, we define y vu = 1 if both vertices u and v belong to s, 0 otherwise.
While addressing the DWICP, at the root node of the branch-and-bound tree, the pricing problem is the following:
where π v is the dual cost associated with constraint (4) for vertex v. Constraints (12) ensure consistency among the x and the y variables, while constraints (13) impose that the chosen vertex subset belongs to Sθ. When the DTICP is considered, the pricing problem at the root node of the branchand-bound tree is the following:
where:
• π v is the dual cost associated with constraint (7) for vertex v;
• ρ v is the dual cost associated with constraint (8) for vertex v;
• β is the dual cost associated with constraint (9).
Here, consistency among the x and the y variables is ensured by imposing both constraints (17) and (18). Moreover, in this case, the chosen vertex subset belongs to P (V ). If any upper boundθ on the optimal value of θ would be known in advance, the search space could be reduced by adding constraints
to (17)- (20), and imposing thus to select the vertex subset in Sθ.
At non-root nodes of the branch-and-bound tree, the pricing problem models are modified by taking into account branching constraints as described in Section 4.3.
The aim of solving the pricing problem is to generate variables of the LMP with a negative reduced cost. In order to try to avoid solving this problem with an exact method (which can be very time consuming), we first use the following heuristic pricing algorithm. Each column belonging to the optimal basis of the current RLMP is considered as the initial solution s (i.e., subset of vertices) of a descent method. We then evaluate (using function (11) or (16)) all feasible neighbors obtained from s by inserting a new vertex, removing a vertex, or replacing a vertex u ∈ s by a vertex v / ∈ s. If the best feasible neighbor is strictly better than s, then the process is repeated with the best neighbor as new current solution s. All negative reduced cost columns found during this process are returned to the column generation algorithm.
If no negative reduced cost column is found by the heuristic pricing algorithm, we solve the pricing problem exactly by introducing model (11)- (15) or (16)- (21), eventually augmented by the branching constraints, in a commercial MILP solver. 
The column generation algorithms
Let S be equal to Sθ and Sθ while addressing the DWICP and the DTICP, respectively. The pseudo-code of the basic column generation algorithm is reported in Algorithm 1.
The RLMP is initialized by means of a set S ⊆ S defined as follows. At the root node of the branch-and-bound tree, S includes a high cost dummy column through which all the MP constraints are satisfied. This column is kept in the RLMP until feasibility is reached. Then, as far as the DWICP is concerned, we generate K subsets s 1 , · · · , s K and we insert them in S . Each s i is initialized to the empty set, then the vertices of G not yet inserted into a subset s j , j < i, are considered sequentially according to their identifiers. A vertex is inserted into s i if its insertion is feasible with respect to constraints (12) and (13), otherwise it is skipped. On the other hand, when the DTICP is considered,k subsets s 1 , · · · , sk are generated and inserted in S . Each s i is initialized again to the empty set. Then the vertices of G not yet inserted into a subset s j , j < i, are sequentially inserted
, or no more vertices are available. In particular, since subsets s 1 , · · · , sk represent a feasible solution to the DTICP, the associated solution value is used to initializeθ.
In any other node of the branch-and-bound tree S includes the dummy column and the columns generated so far that are feasible with respect to the branching constraints.
Then, iteratively, the RLMP is solved to optimality, and the pricing problem is considered in order to find new negative reduced cost columns. As already mentioned in the previous section, we first try to generate columns with a negative reduced cost by means of a heuristic pricing algorithm, and if we are not successful, we solve the pricing problem using an exact MILP solver. If no negative reduced cost column is found, it means that the optimal solution of the current RLMP is also optimal for the LMP and the algorithm possibly terminates.
The column generation algorithm makes also use of a restricted master heuristic. The heuristic will be described in detail in Section 4.4. The idea is to take advantage of the columns generated so far in order to obtain feasible solutions to the addressed problem. The heuristic is solved every ∆ seconds, and at the end of the LMP solution process.
Generally speaking, the availability of a primal bound helps in speeding up the convergence of the branch-and-price algorithm. When the DTICP is considered, there is more than this. The cardinality of the set Sθ depends on the actual value ofθ. The lesser the value ofθ, possibly the greater the dual bound generated by solving to optimality the LMP. In order to exploit the possibility to strength the dual bound generated at each node of the tree, while addressing the DTICP, we consider an improved version of the column generation algorithm. Each time a new improving feasible solution is found, the value ofθ is updated. Also, all RLMP columns which do not satisfy constraint (21) with the updated value ofθ are removed. Then the solution process of the current LMP is restarted.
The pseudo-code of the column generation algorithms for the DWICP and DTICP are described in Algorithm 1 and Algorithm 2, respectively. For the sake of completeness, it must be pointed out that for Algorithm 2, columns in the pool are kept feasible with respect to the best primal bound valueθ found so far, and this applies also when the LMP solution is feasible to MP. This is done because all columns of an optimal solution to the LMP for the DTICP necessarily belong to Sθ.
Algorithm 1 Column generation algorithm for the solution of the LMPfor the DWICP
Step 1. RMHTime = clock(). iteration = 0.
Step 2. Initialize the RLMP with a subset S ⊆ S.
Step 3. Solve the RLMP.
Step 4. iteration += 1. if ((root)and(iteration = 10)) or ((clock () − RMHTime) ≥ ∆) then
Step 5. Apply the restricted master heuristic; let UB be the value of the feasible solution found.
Step 6. RMHTime = clock().
Step 7. Go to Step 3. end if
Step 8. Solve the pricing problem heuristically. Let P be the set of negative reduced cost columns found. if P = ∅ then
Step 9. S ← S ∪ P .
Step 10. Go to Step 3. end if
Step 11. Solve the pricing problem to optimality. Let P be the set of negative reduced cost columns found. if P = ∅ then
Step 12. S ← S ∪ P .
Step 13. Go to Step 3. end if
Step 14. Store the optimal solution of the current RLMP, which is optimal for the LMP.
Step 15. Apply the restricted master heuristic; let UB be the value of the feasible solution found.
Branching scheme
Let S be equal to Sθ and Sθ, and let σ * or (θ * , σ * ) be the optimal solution of the current LMP while addressing the DWICP and the DTICP, respectively. Algorithm 2 Column generation algorithm for the solution of the LMP for the DTICP
Step 5. Apply the restricted master heuristic; let UB be the value of the solution found. if (UB <θ) then
Step 5.1. Remove from the RLMP all infeasible columns w.r.t. UB.
Step 5.2. Remove from the column pool all infeasible columns w.r.t. UB.
Step 5.3.θ = UB end if
Step 6. RMHTime = clock(). Go to Step 3. end if
Step 7. Solve the pricing problem heuristically. Let P be the set of negative reduced cost columns found. if P = ∅ then
Step 8. S ← S ∪ P . Go to Step 3. end if
Step 9. Solve the pricing problem to optimality. Let P be the set of negative reduced cost columns found. if P = ∅ then
Step 10. S ← S ∪ P . Go to Step 3. end if
Step 11. Store the optimal solution (θ * , σ * ) of the current RLMP, which is optimal for the LMP. if (σ * is integer) then
Step 12. Let UB be the value of the feasible solution found. if (UB <θ) then
Step 12.1. Remove from the RLMP all infeasible columns w.r.t. UB.
Step 12.2. Remove from the column pool all infeasible columns w.r.t. UB.
Step 12.2.θ = UB end if else
Step 13. Apply the restricted master heuristic; let UB be the value of the solution found. if (UB <θ) then
Step 13.1. Remove from the RLMP all infeasible columns w.r.t. UB.
Step 13.2. Remove from the column pool all infeasible columns w.r.t. UB.
Step 13.3.θ = UB and RMHTime = clock(). Go to Step 3. end if end if 12
When the optimal solution of the LMP is fractional with respect to σ * , we hierarchically apply the following branching rules.
If the value of s∈S σ * s is fractional, we impose s∈S σ s ≤ s∈S σ * s in one branch, and s∈S σ s ≥ s∈S σ * s + 1 in the other. Secondly, we apply the standard branching rules for the graph coloring problem (see [14] and [2] ). In particular, given two vertices u and v, we force them to be in different subsets on one branch (which corresponds to setting x u + x v ≤ 1 in the pricing problem), and to be in the subset on the other branch (which corresponds to setting x u = x v in the pricing problem). The pair u, v is chosen as follows: we compute µ uv = s∈S:u,v∈s σ * s , where σ * is the optimal solution of the LMP; we then branch on the pair u, v with the most fractional value µ uv (ties are broken at random). It is worth noting that the former branching rule applies only when the DWICP is considered.
Restricted master heuristic
In order to speed up the convergence of the branch-and-price algorithms, as shown in Section 4.2, we embed in the column generation algorithm a restricted master heuristic [10] . The basic idea behind restricted master heuristics is to solve the MP, restricted to a subset of the generated columns, by means of a general solver. The main issue to address while designing restricted master heuristics is to suitable identify the set of columns over which the MP is solved. This in order to avoid infeasibility and the device of problem dependent procedures to recover feasibility. To this aim we adopt the same technique as described in [5] .
LetS denote the set of columns used in the restricted master heuristic. We first generate at mostn O subsets C 1 , · · · , C r of columns (r ≤n O ), and then include all the columns contained in these subsets intoS. Each subset C i is constructed as follows. Columns in the RLMP and not yet inserted in j≤i C j are considered in non decreasing order of reduced cost. A column is added to C i if it has at least one vertex that is not covered (colored) by the columns already contained in C i . The inclusion of columns into C i ends when either all vertices are covered by the columns in C i or when there are no more columns available.
The value ofn O is dynamically adjusted after each restricted master heuristic run as follows. If the problem has been found infeasible, solved to optimality, or the solution found is close to the corresponding dual bound,n O is increased. Otherwisen O is decreased. Increasing and decreasing are allowed provided thatn O stays in the interval [n min ,n max ]. A similar restricted master heuristic has been successfully applied also in [6, 3, 4] .
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To test the proposed branch-and-price algorithms, we have generated random instances, trying to be as close as possible to real instances of the application described in Section 1. Each instanc is characterised by a number n of mobiles, a number t of antennas, and a value for parameter γ (which has an important impact on the power of the signal received at an antenna from a mobile). Each instance was obtained as follows.
• We have first generated n random points p 1 , · · · , p n according to a uniform distribution in the Euclidean plane [100 × 100]. They represent the positions of n mobiles m 1 , · · · , m n , and correspond to the vertices of the considered instance.
• We have then generated t new random points q 1 , · · · , q t , again using a uniform distribution in the Euclidean plane [100 × 100]. They represent the positions of t antennas b 1 , · · · , b t . In order to fit as much as possible with real instances, we forbid situations where two antennas are too close to each other. This issue is addressed as follows. In average, if the set of antennas covers all the space and each of them covers the same area, each antenna covers a surface equal to . But in real cases, the antennas are not perfectly distributed. We have decided that it is unrealistic to have two antennas at a distance smaller than . Thus, while generating the t points q 1 , · · · , q t , we have rejected points if they were at a distance smaller than 20 √ πt from already generated points.
• For each pair (i, j) with 1 ≤ i ≤ n and 1 ≤ j ≤ t we have then generated a real
, where X and Y are Gaussian random variables N (0, 1) while Z is a Gaussian random variable N (0, 8), and we have then set the weight W m i of each vertex m i and the weight ω m i m j of each arc (m i , m j ) as follows:
where |x − y| is the Euclidean distance between x and y, and s(x) is the index of the antenna to which mobile m x is assigned.
We first analyse the proposed branch-and-price algorithm for the DWICP on instances with t = 5 and n ∈ {5t, 10t, 20t}. As already mentioned, γ represents the reduction of power density (attenuation) of an electromagnetic wave as it propagates through space. Its value is normally in the range of 2 to 4 and we have therefore decided to choose γ in {2, 3, 4}. Sinceθ > 1, does not physically apply, while the current technology can easily deal withθ = The branch-and-price algorithms were implemented in C++. Both algorithms were run on a Windows 7 operating system and compiled under Visual C++ 2010 Express Edition. The experiments were carried out on an Intel Xeon processor W3680, 3.33 GHz machine with 12 GB of RAM. CPLEX 12.2.0.2 (32 bit version) was used to solve the linear relaxation of the MPs and the restricted MPs of the restricted master heuristic. The overall execution time limit for each run was set to 1 hours. In particular, we allowed CPLEX to be executed in parallel on 6 cores, for an overall maximum CPU time of 6 hours.
According to a preliminary testing phase we have fixed the parameters of the branchand-price algorithms as follows. All negative reduced cost columns found while solving the pricing problems are inserted in the RLMP. The time limit for each individual run of the restricted master heuristic is set to 1 minute. The parametern O is initially set equal to 80, withn min andn max equal to 15 and 150, respectively. When it is required, n O is increased or decreased by 5. A feasible solution to the restricted MP is considered close to the corresponding dual bound if the gap is less than 5%. Finally, while addressing the DWICP and the DTICP, ∆ is set equal to 900 and 300 seconds, respectively (see Algorithms 1 and 2). Table 1 contains the results of these first experiments. The first four columns indicate the values of t, n, γ andθ. The next two columns provide information on the root node solution: the optimal value of the LMP appears under column labelled z * (%), and is expressed as a percentage of the best lower bound obtained at the end of the branchand-price algorithm; the time (in seconds) required to compute it is reported in the next column. The last four columns give the best lower and upper bounds obtained at the end of the branch-and-price algorithm (columns z * and z * , respectively), the percentage gap between these two values (column gap), and, in case of a null gap, the time (in seconds) required to prove optimality (column t). Table 2 contains exactly the same information as Table 1 , but for some instances with larger values of t, and Figure 3 compares the optimal number of colors for the instances with n = 100, m ∈ {5, 10, 15}, γ ∈ {3, 4} andθ ∈ { and n = 100, 52 diffrerent colors are needed if t = 5 and γ = 3, and exactly the same number of colors is needed when t = 10 and γ = 4. Hence, half of the 10 antennas can be avoided in an area with an attenuation factor γ of 3 instead of 4. Figure 3 . Comparisons of different instances with n = 100. We can observe that for fixed values of t, n and γ, the computing time increases withθ. We also observe that the optimal value of the LMP at the root node if typically very close to the optimal value. To better analyze the behavior of the branch-and-price algorithm, we report in Table 3 some performance indicators for the instances with t = 5 and n = 100. They are representative of the results obtained with other values of t and n. The first four columns of Table 3 indicate the parameters t, n, γ andθ of the considered instance. The following eight columns refer to the column generation phase. In particular they report the number of times the pricing problem has been solved ('iter.') and the number of columns generated ('col.') at the root node (the first four columns) and at non-root nodes (the next four columsn), respectively. The following five columns show how the total computing time is distributed among the restricted linear master problem ('RLMP'), the heuristic solution of the pricing problem ('PPs -heur.'), the exact solution of the pricing problem ('PPs -ex.'), and the restricted master heuristic ('RMHs'). The values in column 'Total' are obtained by summing the values in the four previous columns. They are smaller than 100% because of additional tasks performed by the algorithm, such as the management of the pool of columns and of the branch-and-bound tree. The last columns contain information about the feasible solutions generated by our algorithm. The first five columns refer to feasible solutions obtained by the branch-and-price algorithm independently of the restricted master heuristic (i.e., the optimal solution of the LMP is integral), while the last five columns refer to the restricted master heuristic. In both cases, column 'Nbr' indicates how many feasible solutions have been produced. The four following columns report data about the first and the best feasible solution found. In particular, 'value' gives the value of the solution expressed as a percentage of the final dual bound, while 'time' is the time needed to find them, expressed as a percentage of the total computing time.
We can observe that several instances are solved at the root node. When branching is performed, and thus the number of branch-and-bound nodes is higher than 1, the highest number of pricing iterations is done at the root node, and, consequently, the majority of the columns used to solve the problem is generated at the root node. This means that, to solve the linear relaxation of non-root nodes, we need to perform a small number of pricing iterations and to add a small amount of additional columns. The columns indicating the distribution of the cmoputing time clearly show that the exact solution of the pricing problem is typically the most time consuming part of the algorithm. The last columns of Table 3 indicate that the restricted master heuristic is able to find a larger number of feasible solutions when compared to the branch-and-bound. Also, typically the first feasible solution is found in a short amount of time and is not far from the optimal solution. When the branch-and-bound is able to find a feasible solution, this solution corresponds to the best one but it typically takes a long time to find it. This means that, without the restricted master heuristic, we would not have any upper bound until approximately the end of the algorithm. It is therefore fundamental to use the restricted master heuristic to improve the efficiency of the branch-and-price approach.
In order to analyse the proposed branch-and-price algorithm for the DTICP, we have performed tests withk ∈ [k min − 1, k max + 1], where k min and k max are the lower and the upper bounds found when solving the corresponding DWICP problem withθ equal to 1 and 1 8 , respectively. For example, for t = 5, n = 100 and γ = 2, the best lower bound value for the DWICP withθ = 1 is 36, while the best upper bound value withθ = 1 8 is 67, and we have therefore tested the instances withk ∈ [35, 68] . Figure 4 shows the relation between the numberk of colors and parameter θ for instances with t = 5, n ∈ {50, 100}, and γ ∈ {2, 3, 4}. It can clearly be observed that the decrease of θ is not linear with the increase of the number of colors. For example, for t = 5, n = 50 and γ = 4, 5 colors can be saved (17 instead of 22) if θ = 1 instead of Instead of filling many tables with the computing times of all tested instances, we represent in Figure 5 the behavior of our branch-and-price algorithm for the DTICP on two typical instances, one with t = 5, n = 100, γ = 2, and the other with t = 15, n = 75 and γ = 3. We clearly see that the problem becomes much more difficult to solve when the number of colors is close to k min . For example, for t = 5, n = 100 and γ = 2, our branch-and-price algorithm for the DTICP has found the optimal value of θ in 13 seconds fork = k max while 455 seconds were necessary to determine the optimal solution for k = k min . For the same instance, but with γ = 4, the increase was from 13 second for k max to 2491 second (i.e., more than 40 minutes) for k min . As a consequence, for larger values of n, we could not solve some instances to optimality. For example for instances with t = 15 and n = 150, we have not been able to produce any optimal solution for values ofk ∈ {k min − 1, k min + 6}.
To better analyze the behavior of the branch-and-price algorithm for the DTICP, we report in Table 4 some performance indicators for the instances with t = 5, n = 100 and fork ∈ {k min , k 1 , k 2 , k max }, where k 1 and k 2 are the largest values ofk with which we have been able to determine a solution of optimal value θ ≤ 1 2 and θ ≤ 1 4 , respectively. The meaning of the columns are exactly the same as in Table 3 , except that we indicate the value ofk instead ofθ. Here again, we can observe that many instances are solved at the root node. When branching is performed, and thus the number of branch-and-bound nodes is higher than 1, the highest number of pricing iterations is done at the root node, and, consequently, the majority of the columns used to solve the problem is generated at the root node. There is one exception in Table 4 where more than one column are generated at the root node. It is for the instance with γ = 4 andk = k min , where 400 columns were generated in non-root nodes (280 by the heuristic pricing algorithm and 12 by the exact solver). But even in this case, 400 is a very small number when compared to the 25788 columns generated at the root node (257774 of them by the heuristic pricing algorithm). This means that, to solve the linear relaxation of non-root nodes, we need to perform a small number of pricing iterations and to add a small amount of additional columns. The columns of Table  4 indicating the distribution of the computing time clearly show that the exact solution of the pricing problem is typically the most time consuming part of the algorithm. The last columns indicate that the branch-and-bound algorithm is not able to determine any feasible solution. In other words, the optimal solution of the LMP was always fractionnal. Hence, without the restricted master heuristic, we have no valid upper bound until the end of the algorithm. It is therefore fundamental to use the restricted master heuristic to improve the efficiency of the branch-and-price approach. The restricted master heuristic is able to find a few number of feasible solutions. Typically, the first feasible solution is very close to the optimal solution, but it is obtained after a large amount of time. The instance with γ = 3 andk = k min is an exception where the first feasible solution was produced after only 0.08% of the total computing time. But this feasible solution is very far from the optimal solution which corresponds to the third feasible solution produced by the restricted master heurisitic after 89.37% of the total computing time. 
Conclusion
In this paper we have modeled a cellular channel allocation problem as a θ-improper kcoloring problem. When θ is fixed the problem (called DWICP) is to minimize the number k of colors, while when k is fixed, the problem (called DTICP) is to maximise θ. We have proposed set covering formulations for both problems, with an exponential number of variables The models are solved through a column generation algorithm embedded in a branch-and-bound scheme, giving rise to a branch-and-price solution approach. In order to decrease the solution time, we have implemented a descent algorithm that solves the pricing problem heuristically. When variables with a negative reduced cost are generated with this heuristic, we do not solve the pricing problem to optimality. Also, we have implemented a restricted master heuristic that tries to produce feasible solutions by using some of the columns generated so far. We have observed that this heuristic is very important since it produces upper bounds which are hardly obtained by the branch-and-bound (i.e., the optimal solution of the linear relaxation of the master problem is typically fractionnal).
We have performed experiments on instances having the same structure as real examples of the considered cellular channel allocation problem. While instances with n = 100 vertices (i.e. mobiles) could be solved to optimality, we have seen that larger instances are difficult to solve, especially when the number of colors (channels) is small and parameter θ is closer to 1 than to 1 8 . The proposed branch-and-price algorithms are not appropriate for real time channel allocation, since computing times should then typically be not larger than a few seconds. In such a case, heuristic algorithms must be designed for the DWICP and the DTICP, and we leave this for future developments.
