ABSTRACT
Introduction
Software maintenance has in the past been compared to an iceberg [2] : 'we hope that there is not more than there is visible'. We know from practice and literature that a vast potential of problems and costs is to be found under the surface. In order to check on this a series of interviews in six large Dutch organisations was undertaken [11] . The results of these interviews can be summarised as follows. -There exists a lack of insight as to the size of software maintenance and the accompanying costs. They just don't know what the money is spent on. -Expenditure on software maintenance is high, and budgets are being exceeded. -Software maintenance is very difficult to plan. Budget for the current year is planned on the basis of the results of last year, taking into account expected large changes. -Registration of data is done either not at all, or in a rudimentary way. Only one out of six kept data on a consequent basis and used them in the planning process. Given this problem identification, we decided to develop a management control approach for the field of software maintenance. Goal was to provide a framework for assigning responsibilities as well as for enabling a more rational form of discussion on the area. This framework is based on systems theory and some basic operations management principles. It has been developed together with a large Dutch ICT services provider, tested in practice with a number of their customers and finally adopted by this services provider as a standard practice.
A systems view on control
System theory teaches us that in order to achieve rational control of a given situation the following conditions have to be met (see e.g. [6] ). -Clear goals have to be established.
-Management must have a model of the situation that indicates how relevant variable interact. -Information on the condition of the control system, its input and its output has to be available. -Sufficient control measures have to be available.
Results from the interviews referred to above confirm that these conditions are not often met in the field of software maintenance. We will discuss each condition separately.
-Clear goals have to be established.
No such goals are to be found in most organisations. 'Keeping the system working', which is often quoted, is not sufficient as a goal. Additional aspects such as balancing cost and quality will have to be introduced. Looking at these conditions it is obvious that we have a problem here. If all conditions are met a rational form of control is possible. When they are met to a lesser degree, we revert to an intuitive form of control or, in the final instant, at a primitive form of control. It is clear that in the case of software maintenance often the primitive control situation will be encountered. This is not to say that all software maintenance organisations are in this position, but the evidence suggests that the majority will tend towards this condition. This group of organisations will be looked at closer now.
An operations management approach
Mintzberg [7] states that control can be imposed upon a given situation by fixing one of more of the following factors: -means, -process, -output.
With regard to software maintenance little is known of the actual process of software development. Despite various process oriented approaches such as ITIL the real work of software maintenance is cognitive and takes place within the minds of the developers involved. Visibility of these cognitive activities is low. This means that using the process of software maintenance as a handle for achieving control is likely to result in failure.
Also, the output is a change in functionality and/or performance of software. However, software is in essence indescribable. Any description of software will only capture a limited part of the complex and dynamic interaction between persons, process and software where the added value of the system becomes visible. Given that software is difficult to describe means that a change in software is even more difficult and not very useful as a means of control. Furthermore the demand for this output will tend to be very large. To some degree here each supply will generate its own demand and in practice a situation in which part of the demand is not met does not necessarily lead to problems ( [1] , [10] ). This further disqualifies output as a means of control.
Thus, the most likely candidate to take as a basis for control is 'means'. This coincides with the recommendation of Mintzberg [7] who states that in a primitive control situation characterised by much uncertainty it is advisable to restrict the means that are put at the disposal of the maintenance department. Goal is then to maximise the results given a certain budget. This approach is also advocated by Monhemius [8] who recommends imposing a limited form of controllability and stability before attempting to obtain a more optimal situation. It is necessary to learn to understand the processes involved in order to evolve from a primitive via an intuitive towards a rational control situation.
Budget based control
The obvious way to control 'means' is to assign budgets and use these as a basis for controlling the software management process. There are problems associated with this choice, such as the fact that two persons might cost the same per hour in financial terms but deliver a huge difference in value in terms of quality and productivity. However these disadvantages are more then balanced by the common availability, understandability and ease of use of financial data.
Budgets, as a means of control, can have several functions. The most obvious use of a budget is as an direct instrument for control, meaning that the budget is used as a target and that deviations from target should be avoided or at least be explained and provided for. This use of a budget can be found when the level of uncertainty with regards to the budgets is sufficiently low. In that case budgets: -are reliable; that is based on solid estimations regarding the size, complexity and quality of the work required, -and controllable; meaning that is it possible to follow expenditure on a cause and effect basis. If uncertainty is higher, as will likely be the case in a software maintenance environment, the budget can at least serve as a means of setting the basic conditions for carrying out maintenance by insuring the availability of funds. Such a budget also enables both discussion and learning by allowing structured setting of targets and evaluation of results.
In both situations a budget can be used as the basis for a standard budget based control cycle, with only the consequences of deviations differing between the two situations. Elements of such a control cycle are: -Estimating the size of the resources needed and assigning budgets, -Carrying out activities and measuring results, -Comparing results with reality and, if possible, taking action on either the estimation process, the execution process or the goal setting process.
A framework for budget based control
This recommendation is clear. However, when we again look at the interview results described in the introduction we find that all the basic elements for using this budget based control cycle are missing. We can now choose between two assumptions: 1. The organisations involved do not want to follow these basic management practices or 2. Organisations are hampered in some way when trying to follow these basic management practices. We discarded the first assumption and tried to find and alleviate any impediments that might hamper the use of a budget based control cycle. We already discussed that the existence of a low level of uncertainty will not hinder the use of such a control cycle. So this is not in principle a problem here.
Looking further we identified a main principle of accountability. This principle states that each allocation of responsibility has to be matched by an appropriate assignment of authority to act in accordance with this responsibility [9] . When we look at the area of software maintenance we noticed some glaring discrepancies.
Let us look at the following example. Often, responsibility for a system will be assigned to the user group that 'owns' the system. They are held accountable for all maintenance effort related to it. However, it will be clear that maintenance for such a systems can be caused by decisions regarding the ICT-infrastructure, which are made elsewhere in the organisation. The 'owner', the user group, has no influence whatsoever on the effort required for maintenance and thus is unable to assume its responsibility. In this way there is no basis for a solid budget based control cycle. Any motivation for maintaining this cycle, e.g. by monitoring budgets and measuring maintenance effort and effect is likely to be sorely lacking. This mismatch is by itself sufficient to explain the interview results.
This led us to develop a simple framework for allocation of responsibility that then can be used as the basis for developing a budget based control system. As the basis for this framework we used the segmentation of maintenance activities as proposed by the IEEE [5] that is depicted in table 1. This segmentation can now be used as a first step in the accurate allocation of responsibility, which in its turn can be translated in the allocation of budgets that have actual meaning to those concerned. Also in table 1 a likely assignment of responsibility per category of software maintenance activity is shown. Apart from the accountability as to the amount of maintenance effort required, which can now be assigned, another type of responsibility has to be agreed upon. This refers to the efficiency with which the maintenance activities are carried out and the quality of the final result. Responsibility for this rests squarely with the maintenance group.
These two types of accountability, for the amount of effort on the one hand, and for the efficiency and quality on the other hand, provide a basis which can in principle help an organisation to attain the required stability in controlling software maintenance activities.
Operationalisation
In order to operationalise the concepts explained above, a series of activities has to be carries out. The main four are: A> Translate the notions towards the situation in the organisation under consideration. On the basis of this assign provisional budgets to the identified accountable groups. B> Identify cost types C> Set up a data gathering system to provide the information needed. D> Start a learning process leading towards a better understanding and control of the software maintenance process. Each of these activities will be looked at below.
Translation
The ideas explained above have been described in general terms. In order to introduce them in an organisation they will have to be adapted to the actual situation that is found in the organisation. One activity here is that the usage of language is brought in line with the 'jargon' that is used in the organisation so as to facilitate its acceptance by the parties involved. It has to be remembered that, if possible, the method must be adapted to the organisation, not the other way round. However the key issue of making accountability possible by joining responsibility and influence must remain intact. On the basis of this translation the fist, provisional budgets can now be allocated. These will at first have a 'condition setting' use, but our aim is to end up with task setting budgets.
Cost types
When replacing 'means' with 'budget' as the basis for control a question that needs to be answered is: what is the money spent on? Table 2 presents a number of types of cost that will cover most of the expenditure incurring during software maintenance. The adjective 'other' has been included here to insure a complete coverage, but it is expected that only a small percentage of costs fall into this category. This division into cost types should of course be changed ('translated') according to the accounting practices of a specific organisation, but suffices to give an overview of the cost factors involved.
Measurement
However, before this goal is reached, we have to increase our understanding of the situation. Introducing measurement on a regular basis for each software maintenance activity can do this. This will have to include at least: -the type of maintenance, -the group responsible for it, -the size (estimated and realised) of the activity, -the cost (estimated and realised) of the activity, -causes of differences between estimation and realisation.
For capturing causes of differences a structured list can be used. Experience has shown conclusively that such an approach can work in practice [3] . Such a list is easier (and faster) in use, and lends it self readily for generalisation, so that lessons can be learned from it.
Carrying out this measurement activity is of course the responsibility of the maintenance department. In general it is not very easy to obtain reliable and complete data from groups of professionals such as you tend to find in this type of department. However, given that a few guidelines are followed good results can be obtained. The most important of these guidelines are [4] : -the reason for gathering the data is made clear, -the usage of language is adapted to the organisation in question, -as few as possible data are gathered (a single A4?), -a well designed and structured form is used, -the results are coupled back towards the people supplying them, -the data are never used to evaluate individual staff.
Learning process
On the basis of a comparison between budgets and realisation, and using the information regarding causes of deviations, it is now possible to start a learning process in which insights into the software management process is gathered. The budgets can at first only serve as a basis upon which to evaluate the realised performance. However, as more information becomes available their importance will increase until they can be used as a proper management instrument on the basis of which differences may be analysed and corresponding actions taken.
Conclusions
In this paper a simple framework is presented to support the introduction and use of a budget based control approach towards software maintenance. The framework can be used as a starting point for an adoption that is fitted to local circumstances. These results were discussed with the companies that participated in the initial series of interviews and were accepted in principle, leading in some instances to changes in procedure.
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