In this article, we describe the results from our survey in the ITdepartment of a large Oil and Gas company in Norway (Statoil ASA), in order to characterize developers' views on software reuse. We have used a survey followed by semi-structured interviews, investigating software reuse in relation to requirements (re)negotiation, value of component information repository, component understanding and quality attribute specifications. All 16 developers participated in the survey and filled in the questionnaire based on their experience and views on software reuse. Our study focuses on components built and reused in-house. The results show that reuse benefits from the developers view include lower costs, shorter development time, higher quality of the reusable components and a standardized architecture. Component information repositories can contribute to successful software reuse. However, we found no relation between reuse and increased rework. Component understanding was generally sufficient, but documentation could be improved. A key point here is dynamic and interactive documents. Finally, quality attribute specifications were trusted for the applications using reusable components in new development, but not for the reusable components themselves.
INTRODUCTION
Software reuse can be specified in two directions [14] , namely development for reuse and development with reuse. The former refers to systematic generalization of software components for later reuse, while the latter deals with how existing components can be reused in existing and new applications and systems. However, when it comes to reusing in-house built components, these two processes are tightly related.
Currently, we are studying the reuse process in the IT-department of a large Norwegian Oil & Gas company named Statoil ASA 1 and collecting quantitative data on reused components. To improve our understanding and collect evidence from several sources, we also performed a survey followed by semi-structured interviews in the organization. The research interests are obtained from the extant literature, and include the major benefits and factors contributing towards reuse, the effect of reuse on rework, as well as understanding and trust of component and quality specifications. Based on these issues, we have defined and explored several research questions through a survey questionnaire.
The results support some conclusions from earlier studies, while contradicting others. The sample size is rather small, and further studies will be used to refine and further investigate the research questions presented here. This study can therefore be seen as a prestudy. This paper is structured as follows: Section 2 discusses software reuse and CBSE, Section 3 has related work, and Section 4 discusses research background and motivation. Furthermore, Section 5 contains the results of our survey, Section 6 discusses these results, while Section 7 concludes.
SOFTWARE REUSE AND CBSE
Software reuse can have varying degrees of application, ranging from case-by-case basis (ad-hoc) to fully systematic approaches [6] . The most-inclusive definition of the term encompasses reuse of any and all assets, that is, from design and code through established procedures to documentation and knowledge. Benefits include easier understanding of the functionality, a potential shorter time-tomarket, as well as possibly less effort spent on maintenance and future adoption of new requirements [17] .
However, over the past decade, several attempts have been made at improving software development practices by design techniques, developing more expressive notations for capturing a system's intended functionality, and encouraging reuse of pre-developed system pieces rather than building from scratch [2] . Already in 1972, Davis Parnas wrote about the advantages of decomposing a system into modules. He mentions benefits such as [12] :
1 ASA stands for "allmennaksjeselskap", meaning Incorporated.
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A new style of software development based on the principles of Parnas, and emphasizing component reuse, is CBSE; This involves the practices needed to perform component-based development in a repeatable way to build systems that have predictable properties [1] . Component-Based Software Engineering (CBSE) and ComponentBased Development (CBD) are approaches to the old problem of handling the complexity of a system by decomposition, and these two concepts are often used indistinguishably [10] . Although, much effort has been devoted to define and describe the terms and concepts involved, there is some literature that distinguishes between these two concepts. According to Bass [1], CBD involves the technical steps for designing and implementing software components, assembling systems from pre-built software components, and deploying assembled systems into their target environment. CBSE, however involves the practices necessary to perform CBD in a repeatable way to build systems that have predictable properties [1] . An important goal of CBSE is that components provide services that can be integrated into larger, complete applications.
CBSE allows the reuse of common functionality between applications, as well as organization-wide distribution of best practices. This functionality is embodied in components, which provide services that can then be included in new development, hence reused. Research has long investigated the connections between reuse and CBSE in terms of experience accumulated by practitioners on issues related to software reuse. CBSE provides the means to flexibly upgrade or replace parts of a system in order to satisfy the increasing requirements for agility and speed in new development. Another key feature of CBSE is the focus on quality attributes and corresponding testing. Lim [8] have conducted a study of the effect reuse have on quality, productivity and economics in Hewlett-Packard. Data was collected from two reuse programs in this company. The results of this study revealed that reuse can provide a substantial return on investment. HP reuse programs documented improved quality, increased productivity, shortened time-to-market, and enhanced economics resulting from reuse.
RELATED WORK
Frakes & Fox [4] conducted a survey in 1991-1992, where they answered 16 commonly asked questions about reuse. A total of 113 people from 28 U.S organizations and one European organization, with a median size of 25,000 employees, participated in this survey. Some of the results that the study revealed were that education influences reuse, developers actually prefer to reuse instead of building components from scratch, reuse is more common in telecommunications compared to aerospace, and that having a reuse repository does not improve software reuse. Additionally, they found that a common software process may be advantageous.
A large reuse project was the REBOOT (Reuse Based on ObjectOriented Techniques) project [14] , where the focus was on the importance of the organizational aspects of reuse in addition to the traditional technical perspective. These issues include organization and processes, as well as business drivers and human factors. The availability of more experience with industrial reuse may show the importance of these non-technical factors to be at least equal to that of the technological aspects [5] [9] .
Another interesting survey is one performed by Morisio, Ezran and Tully [11] . They analyzed 24 projects in both large and small companies in Europe performed in 1994-1997 involving reuse. Their results revealed that successful component reuse was achieved when the organizations had a potential for reuse because of commonality among applications, management committed to introducing reuse process, modifying non-reuse processes, and addressing human factors.
Although the aforementioned studies cannot be directly compared to our survey, they are important to see the general trends in software reuse, and provide some of the motivation for our research questions. We will also compare with these studies where applicable, as shown in section 6 where we discuss our results.
In [7] , Li et al. investigated developer attitude towards reuse of inhouse components, collecting data from 26 respondents in 3 companies. They found that the concerns were the same among those reusing components built in-house, as among those using Components-Off-The-Shelf (COTS), when it comes to (re)negotiation of requirements, documentation and the specification of quality attributes for components. Also, their results lend support to the claim that repositories do not contribute towards success in software reuse, and show that informal communication between developers can be very valuable, due to shortcomings in the component documentation. This is the work which is most applicable to our research in this survey, and a number of the questions in the questionnaire have been adapted to our use, as seen in section 4. Our contribution is hence to confirm or decline the results from the aforementioned studies, in addition to possibly reveal new results.
RESEARCH BACKGROUND AND MOTIVATION
Over the last decades a large push has been towards understanding the issues involved in reuse and discover the benefits and disadvantages of different approaches within the field. In CBSE, a key point of utilizing software reuse is to be able to manage software evolution through reusing components systematically, to take into account new requirements when they appear. Successful introduction and propagation of a software reuse program can be characterized by three overall points [11] :
Commitment from management at all levels, Process modifications in the following manner: Starting reuse processes, Altering non-reuse processes, Taking human factors into account, and Awareness of the organization's context.
When it comes to development with reuse, being able to match the requirements to existing reusable components is important. Also, being able to obtain sufficient knowledge of these components, as well as being able to reuse them with little or no modification, are paramount issues [9] .
Our motivation is to reevaluate the issues surrounding software reuse from the perspective of developers involved in a reuse program. In particular, we want to explore the possible benefits, disadvantages and contributors towards successful reuse of software components. We also want to look at the documentation and quality specifications of reusable components that is available to the developers, who reuse them in new development. In the following section, our research questions for the survey are presented.
Research Questions
RQ1: What are the key benefits of reuse? The existing literature on software reuse claims that reuse has a positive effect on quality, productivity and time-to-market [8] . These benefits appear to be present from the second reuse occurrence; hence a positive return on investment can easily be seen over a relatively short period of time. The purpose in our case is to confirm whether these positive effects can be seen in the same way from the perspective of the developers.
RQ2: Which factors contribute to facilitate reuse? As aforementioned, key factors towards facilitating reuse in industry are management commitment, necessary process modifications, and organization context awareness [11] . These are factors on a higher level, which developers may not have a large amount of influence on, although they affect developers directly. It may therefore be interesting and beneficial to investigate developer's opinions on this question, while still extracting extra qualitative information.
RQ3: Does reuse increase rework?
Statoil ASA has it as a goal to keep rework as low as possible. Rework in the company is concerned with fixing problems (due to changes in requirements or misunderstood/ambiguous requirements), and may be more for reused components if extra effort is needed to analyze and fix such problems for components developed earlier or by other teams. It is therefore important for them to be aware of the causes and possible remedies surrounding this issue.
RQ4: Do developers have sufficient information to understand the relevant components?
If the answer is no, how can they solve this problem? Component information for developers should at least encompass requirements and functional specifications. In addition, lower level details such as use cases, tests and the like can be valuable, but depending on the individual area of responsibility the needs may be different between developers. A key issue noted in literature is the need for the developers to have enough relevant information available. A noted problem within this issue is the inability to express quality attribute information on a per component basis [3] .
RQ5: Do developers trust the relevant quality specification of the components? If the answer is no, how can they solve this problem? Trust is paramount in CBSE in the sense of developing trustable systems from components for which the developers may only have partial information. While CBSE allows the construction of systems from individual components, there is only a low focus on integration and quality attribute issues [18] . Here, we want to check the current status, and obtain the developers opinions about what can be done to remedy the situation, if problems exist.
The questionnaire used in this study is extended and adapted from that of an earlier study, also on reuse [7] . Some of the questions and sections have been modified and added due to different research questions.
The Questionnaire
Based on our aforementioned research questions we have decided to use a quantitative survey, supplemented with a semi-structured interview. Q15, Q17, and Q18 are adapted from [7] , while the remainders Q17. Are requirements flexible (by flexible we mean that requirements are easy to change, modify, etc.) in the development projects? (5 point scale) Q18. The requirements (re)negotiation processes related to the JEF components work efficiently in the projects (DCF and S&A)? (5 point scale) Q19. Rework (by rework we mean extra effort to fix problems due to changes in requirements or misunderstood/ambiguous requirements) has increased after introducing JEF components? (5 point scale) are customized specifically for Statoil ASA.
Value of component information repository Q20. Availability of a JEF repository (e.g. for storing information about JEF components) would be beneficial for me? (5 point scale) Q20b. If "Agree" or "Strongly agree" in Q20, please specify why: Q20c. If "Strongly disagree" or "Disagree" in Q20, please specify why: Q20 is adapted from [7] .
Component understanding
Q21. Which of the following JEF components do you find the most difficult to develop and / or reuse? (The JEF components are listed, respondent is asked to rank them for both cases in terms of difficulty) Q22. How well do you know the SJEF 5 architecture? Q23. How well do you know the interface of the components? (5 point scale) Q24. How well is the design / code of the reusable components documented? (5 point scale) Q24a. If the answer of Q24 is "Poorly" or "Very poorly", is this a problem (please specify why)? Q24b. If the answer of Q24 is "Poorly" or "Very poorly", what are the problems with the documentation? Q24c. If the answer of Q24 is "Poorly" or "Very poorly", how would you prefer the documentation? Q25. What is your main source of documentation about JEF components during implementation (e.g. documentation, ask the JEF team)? Q26. Please specify if there are any other problems with understanding JEF components Q27. How do you usually reuse a JEF component? (alternatives: as is, with modifications, with modifications performed by the JEF team, Other (please specify), No relevance) Q22, Q23, Q24, Q25, Q27 are adapted from [7] , while the remainder are customized specifically for Statoil ASA.
Specification of components quality attributes (non-functional requirements)
Q28. How are the specifications for JEF components' quality attributes defined? (5 point scale) Q29. How are the specifications for the (developed) system quality attributes defined? Q29b. If "Poorly" or "Very poorly" in Q28 and / or Q29, what can be done to improve the situation? Q30. Are the components tested for their quality attributes before integrating them with other components? Q28, Q29, Q30 are adapted from [7] . 5 SJEF is the name given to the architecture which the reusable components are built on. 
Questions Q1-Q5 deal with general respondent information, and the results from these questions are used towards characterizing the respondents.
Our questionnaire consists mainly of check boxes, but gives also the individual respondent to contribute their own qualitative input. From the respondents own personal qualitative data we hope to obtain information, which can be supplemented with the rest of the data material. Due to our research questions, we think that a standardized survey with semi-structured interviews seems most appropriate for our data collection. This is because this research method gives us the opportunity to obtain satisfactory amount of information from each respondent with the help of a structured survey. A quantitative survey also gives us the possibility to sort out the collected data in a least time-consuming way. It gives us the opportunity to analyze data with statistical tools and analysis techniques.
Once the questionnaire was formed, it was first pre-tested on two separate occasions among 6 academic colleagues to obtain comments and to ensure that we were asking the questions understandably and would obtain the desired information. The final questionnaire is 11 pages long and contains 30 questions, which are grouped in five parts. These parts are General on software reuse, Requirements (re)negotiation, Value of component information repository, Component understanding and Specification of components quality attributes (non-functional requirements). Each question in the questionnaire has been used to study one of the research questions. Table 1 describes the questions in more detail, and the correspondence between research questions and the questions in the questionnaire is in Table 2 .
The Context
Statoil ASA is a major oil and gas operator on the Norwegian continental shelf. We are currently studying two projects at Statoil ASA, namely DCF (Digital Cargo Files) and S&A (Shipment & Allocation). The DCF application is mainly a document storage application. It imposes a certain structure to the documents stored in the application, and is based on the assumption that the core part of the documents is based on cargo (load) and deal (contract agreement) data as well as auxiliary documents pertaining to these information entities. DCF is meant to replace the current practice of cargo files, which are physical folders containing printouts of documents pertaining to a particular cargo or deal. A "cargo file" is a container for working documents related to a deal or cargo, within operational processes, used by all parties in the O&S strategy plan at Statoil ASA. The DCF application consists of 21459 LOC, and has a current used budget to date of 15.7 million Norwegian Kroner (about 2 million Euros). The S&A application aims to allow operators to carry out risk analysis on shipments from loading at terminals and offshore, as the current application is not able to take care of complex agreements (i.e. mixing of oil qualities within the same shipment). The S&A application consists of 64319 LOC, and has a current used budget to date of 17 million Norwegian Kroner (about 2.12 million Euros).
Data Collection
Data collection was carried out by two NTNU PhD students, the first and second author of this paper. We selected Statoil ASA, since they are cooperating with us in our SEVO (Software EVOlution) project and throughout our PhD research. The respondents are developers in Statoil ASA. This survey is, therefore, a non-probability sampling, based on convenience as described in Section 4.5. The developers that participated in the survey currently work with the DCF and S&A projects, reusing the JEF components developed by the JEF Team. Also, some of these developers are part of the JEF Team, that is, they both develop and reuse the JEF components. The survey was distributed among the developers, who were then allowed a few hours within which to complete it. We had contacted and agreed upon the date with the relevant department and project managers beforehand, to ensure that enough time was allotted for this purpose. The developers answered the questionnaires separately, and they were filled out by hand. Filling out the questionnaire took 12-14 minutes, as estimated from the test runs. None of the actual respondents used more time than the allotted time to finish answering the questions. After the developers had completed the questionnaire we performed short semi-structured, one-on-one interviews with each of the developers for 10-15 minutes. This was done for providing support with possible misunderstandings in answering the questionnaire, as well as obtaining more thoroughly qualitative information around the issues presented in the questionnaire.
Respondents
All respondents in our survey are developers that are involved in the DCF and S&A projects, and the JEF team. They all belong to the central IT-department at Statoil ASA which utilizes development for/with reuse in their own development projects. The software is developed mainly for other units within Statoil ASA as customers, and aims to be at the forefront of what technology can offer. In total, there are 16 developers working with the DCF project, the S&A project and the JEF Team at Statoil ASA in Stavanger, Trondheim and Oslo. We asked all these developers to participate in the survey, and got 16 filled-out questionnaires back. These 16 developers were selected, since their work is related to JEF component reuse. There are a total of 100 developers in the IT-department, as aforementioned. However, these 16 developers are the only one's currently specifically involved with software reuse at Statoil ASA, and the remainders would therefore be less relevant for us in this survey.
All of the respondents have an IT background and education, seven of them have a Master of Science degree, while the other nine have education on the Bachelor degree level. A total of 22 roles were identified; 14 had a role as developer, 4 had a role as designer, 2 had a role as an architect and 1 had a role as a test manager. In addition, there was 1 respondent who filled the responsibility roles of maintenance and support. Therefore, several of the respondents had multiple roles within and also between the projects / teams. Seven of them had been working in software development between five and ten years, while the majority of the remaining respondents had more than ten years of experience. Only three respondents had less than five years overall experience. The majority expressed having less than ten years of experience in working with reuse.
PRESENTATION OF RESULTS
In this section, we summarize the survey results. All the statistical data presented in this study are based on valid answers, and no relevance answers are not included in the analysis. The statistical analysis tool we used is SPSS version 1.0 and Microsoft Excel 2003.
RQ1: What are the Key Benefits of Reuse?
First, we wanted some general information about software reuse in Statoil ASA, and questions Q6-Q14 were asked to get this information. However, Q9 and Q10 were asked to provide answer to RQ1 and are based on developers' subjective opinion related to this issue. The result of Q9 is shown in Figure 1 , and the result of Q10 is shown in Figure 2 . These figures are boxplots, showing the upper and lower 25% and 75 % quartiles, as well as the median, and outliers where applicable [15] [16].
The numbering along the vertical axis in Figure 1 is the individual ranking; where 2=Low, 3=Medium, 4=High and 5=Very high. None of the respondents gave very low to the benefits. The abbreviations cq, ik, ldc, lmc, sa and sdt along the horizontal axis in Figure 1 are subsequently higher JEF component quality, increased knowledge/knowledge sharing, lower development cost, lower maintenance cost (including technology updates), a more standardized architecture and shorter development time. From Figure 1 , we can see that most developers think that the component quality, lower development costs, a more standardized architecture, and shorter development time are seen as equally important benefits of software reuse, while increased knowledge/knowledge sharing is less important.
The numbering along the vertical axis in Figure 2 is the priority given by each developer; where 1=most important and 5=least important. The abbreviations co, ds, rq, te, uc along the horizontal axis in this figure are subsequently code, design, requirements, test data/documentation and use cases. From Figure 2 below, we can see that most developers think that design/code is the most important to be reused, while requirements and use cases are less important to be reused.
In summary, most of the developers think that lower development cost, shorter development time, higher JEF component quality, and a more standardized architecture are the most important benefits of reuse, while the artefacts that are important to be reused are design/code in order to achieve the benefits. It has already been shown thoroughly in other studies that a component repository for storing the reusable components themselves is not a contributor for reuse. We therefore decided to explore the value of a repository of information about the components. From Q20, we see that the vast majority of the respondents think that such a repository would be beneficial for them; none of them disagree, and only two said they were neutral on this issue. This may be partly due to the poor documentation of reusable components as discussed in RQ4. It should be noted that the main function of a traditional reuse repository is search and retrieval of reusable components, which is not relevant here.
The factors that contribute towards facilitating reuse can hence be summarized as follows. With education, the slight majority have a bachelor's degree, while the rest have a higher education, but we have seen no evidence that this contributes towards reuse. The same is true for experience (with software development as well as with software reuse) -here too, we have seen no indication that experience promotes reuse. Also, the majority of the developers have no knowledge of possible training programs at Statoil ASA on software reuse, and there is confusion surrounding the issue of whether formal process(es) for developing and/or reusing software is actually in use. Finally, a repository for information about the reusable components would be advantageous.
RQ3: Does Reuse Increase Rework?
Questions Q15-Q19 were used to investigate whether reuse leads to increased rework levels. We found that for Q15, 11/16 developers feel that the requirements are changed/(re)negotiated somewhat in the development projects (DCF and S&A). Further, regarding Q16, 5/16 think that the requirements are often or very often misunderstood/ambiguous, and the same amount think that this is seldom the case, while another 6/16 think is somewhat true. 10/16 of the developers think that requirements are somewhat flexible in Q17 (while the remainders said this was only seldom the case), and 7/16 agree that the process of (re)negotiation of requirements towards the reusable components works efficiently for Q18 (Here, another two developers disagree, while the rest are neutral). A plausible reason for this may be that requirements naturally change often in typical development projects.
Finally, when asked directly in Q19, 3/16 think that the introduction of reuse has not caused increasing rework, while 3/16 are of the opposite opinion, and the remaining are neutral. In summary, we have not found any significant evidence that reuse leads to an increase in rework, hence our results remain inconclusive. The most difficult components are JEF Client and JEF Integration, and about half of the developers have a good understanding of the architecture. However, 50% of the developers only know the component interfaces somewhat, and 56% think that the design/code is somewhat well documented. Another 50% reuse the JEF components "as-is".
RQ4: Do Developers
It hence appears that while the majority of the developers have knowledge of the component architecture as well as the component interfaces, they're still unhappy with the documentation that is available. Currently, the qualitative answers from the questionnaire and the semi-structured interviews reveal that developers would like a website with overview, tutorial, sample code and good javadoc of the component code, which is as interactive as possible for the developers. In summary, 75% of the developers say that the quality attributes (non-functional requirements) for the development projects (DCF and S&A) are well defined, while 50% think that these quality attributes are not well defined for the reusable JEF components. Hence, the developers trust the quality specifications for the development projects, but not for the reusable JEF components. In order to remedy this problem, the qualitative answers from the questionnaire and the semi-structured interviews show that the specification and publication of quality attributes for the reusable components should be improved in terms of realism and clarity. Additionally, more consistent component testing was also suggested as a way to handle this problem.
RQ5: Do Developers

DISCUSSION OF THE RESULTS
We now discuss our research questions based on the results from our survey, as well as the inherent limitations and validity threats.
RQ1: What are the Key Benefits of Reuse?
Lim [8] showed that key benefits of reuse can be seen in terms of higher quality, higher productivity, and shorter time-to-market as well as economic benefits. Our results confirm that in the view of the developers, lower development costs (economic benefit), shorter development time (productivity -hence shorter time-tomarket), higher JEF component quality (quality), are perceived as the key benefits of reuse. Additionally, a standardized architecture is also seen as a benefit.
RQ2: Which Factors Contribute to Facilitate Reuse?
Frakes & Fox [4] asked about whether reuse education both in academia and in industry, influences reuse. They found that though reuse education in academia and industry helps towards reuse, it is still uncommon in academia, as well as in industry.
Our results show that many of the developers do not know about the existence of a reuse training program, so Statoil ASA must become better at promoting such training programs where they exist.
They [4] also wrote that although their respondents say that a common software process does not promote reuse, it may nevertheless contribute indirectly. Our results show that though Statoil ASA does not have a formal process specifically for developing/reusing reusable components, they do have one for general software development, which can implicitly affect reuse positively. Here too they must also become better at informing their developers about this.
When it comes to a repository, literature has concluded that a reuse repository does not increase levels of code reuse [4] [11].
We investigated the question of whether the availability of an JEF repository (e.g. for storing information regarding JEF components, rather than the components themselves) would be beneficial. On this issue, our results show an overwhelming agreement from the developers.
The qualitative reasons given include easier information sharing, easier learning, improved level of documentation, better overview of the documentation and functionality, as well as of typical existing problems and troubleshooting.
We would like to emphasize again here that we have investigated the issue of documentation through an information repository, not for "finding" reusable components.
RQ3: Does Reuse Increase Rework?
The theoretical foundation behind this research question is that because extra effort may be needed towards analyzing and fixing problems with reusable components, reuse could potentially increase rework (as discussed in section 4.1). The analysis here is inconclusive, as we cannot show any link between reuse and increased rework. Possible reasons for this are as follows. The development projects DCF and S&A are meant to reuse the JEF components developed by the JEF team, however, our results show that developers often have multiple responsibility roles that often cross project and team lines. This means that there is no clear division between development for/with reuse in Statoil ASA. Reused components are developed internally and the organizational flexibility improves knowledge and compensates for the lack of a specific reuse process.
As aforementioned in Section 5.3, we have not seen any indications that reuse leads to an increase in rework, and our results here are therefore inconclusive.
RQ4: Do Developers Have Sufficient Information to Understand the Relevant Components? If the Answer is No, How can they Solve this Problem?
Li [7] found that developers understood the components well, despite a lack of related documentation, and that the knowledge was instead gotten through prior experience and local experts. Our results support these findings, in that the majority of the developers have sufficient understanding about the relevant components. They too think that the documentation could be better (see section 5.4), and use the JEF team or previous experience to achieve the necessary component understanding.
RQ5: Do Developers Trust the Relevant Quality Specification of the Component? If the Answer is No, How can they Solve this Problem?
Here, literature reports that most developers are unhappy with the quality specification of the components [7] , and therefore cannot use this information. Our results, however, show that the relevant quality specification for the development projects DCF and S&A are well-defined, while that for the JEF components are not. This could be caused by more rapidly changing requirements, resources, personnel involved in the JEF team, and poor documentation. It may also be difficult to define quality specifications on the component level.
Threats to Validity
We here discuss the possible threats to validity in our survey, using the definitions provided by Wohlin [19] :
Construct Validity: Most of the research questions and the actual questions in the questionnaire have their origin from the research literature. From these, 12 of the survey questions were adapted towards our survey. Further, through pre-testing among local colleagues, most of the questions were refined additionally. Also, terms that may be unfamiliar to the respondents have been defined in the questionnaire handout.
External Validity: Another threat is that our survey is done completely by convenience sampling. That is, we chose this group of developers specifically because they are working with software reuse in the two projects DCF and S&A, as well as the JEF Team, which we are already involved in studying. It should be noted that the company's IT-department has a total of 100 developers, and that we have only sought answers from 16 of these. Nevertheless, these 16 are all the developers that are currently involved with software reuse at Statoil ASA. Also, the applications (DCF and S&A), with JEF development included, are representative of typical applications developed in-house at Statoil ASA in terms of size and allocated resources. Nevertheless, our limited sample size should be kept in mind. This means at least that we cannot generalize outside the context.
Internal Validity:
The respondents were asked to answer the questionnaire by their project leader, and a contact relationship with them as well as with upper level management already existed at the time the questionnaire was carried out. The company itself has an expressed interest in gaining knowledge from the answers to the survey. We therefore are of the opinion that the respondents have answered truthfully to the best of their ability. In addition, we also provided support for possible ambiguities of the questions in the questionnaire.
Conclusion Validity:
This analysis is performed based on an initial collection of data. Though too small a sample to be statistically significant, it still yields interesting and valuable insights for us and for Statoil ASA.
CONCLUSION AND FUTURE WORK
We have investigated the opinions of developers on software reuse, related to the five main areas: benefits of reuse, factors contributing towards reuse, possible relations between reuse and increased rework, component understanding and quality attribute specification. Overall, our results can be summarized as follows:
When it comes to the benefits of reuse, the results of RQ1 show that the benefits of reuse can be seen in terms of lower costs, shorter development time, higher quality of the JEF components and a standardized architecture. These results support those found in literature [8] .
In terms of factors contributing towards reuse (RQ2), we found no link to education. We also found no evidence that experience contributes towards reuse. When it comes to formal processes, our findings support the literature [4] in that though the formal process in use is only for software development in general (not specifically for software reuse), this may still have an implicit positive effect. The results also show improving documentation of the reusable components would have been largely beneficial towards achieving successful reuse. On RQ3, we found no relation between reuse and increased rework, hence we cannot come to a conclusion. This is possibly caused by the mandate of reuse in the company, along with the multiple responsibility roles that often cross project and team lines, and that there hence is no clear division between development for reuse and development with reuse in the company.
The results of RQ4 showed most developers have sufficient understanding of the components, but the documentation could be improved, as they largely use the JEF team or prior experience to achieve the required component understanding. A key point here is dynamic and interactive documents. Quality attribute specification (RQ5) was shown to be trusted for the development projects developing with reuse, but insufficient for the reusable components. This may be caused, in our case, by the rapid changes in the team that develop the reusable components, in terms of requirements, resources and personnel.
Our investigation is dependent on the subjective opinions of the developers as respondents. The results are presented to Statoil ASA and contribute to improving their processes. One interesting question raised from their side is whether the results of this work can be used as input to future larger reuse programs. The results will be combined with other research in the company to explain findings regarding reuse. We also plan to expand our dataset with more respondents, to refine the research questions based on our initial findings, and to compare our survey results with the actual results of the company.
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