Event-driven systems are highly depending on the quality of detection and processing of events. Many of complex real-world events cannot be processed by the existing event processing systems because they are too complex to be understood and processed by the systems. Complex events can be inferred from raw primitive events based on their incoming sequence, their syntax and semantics. Usage of ontological knowledge about events and their relationship to other non-event concepts in the application domain, can improve the quality of event processing. In this Ph.D. thesis, I am aiming to address the challenges of adding formalized vocabularies/ontologies and declarative rules to the area of event processing for enabling more intelligent event processors which can understand the senses and semantics of events.
MOTIVATION
The reality in many business organizations is that many complex events can't be used in process management because they are not detected in the work-flows and the decision makers could not be informed about them. Detection of events is one of the critical factors for the event-driven systems and business process management. Because of current successes in business process management (BPM) and enterprise application integration (EAI), many organizations know a lot about their own activities, but this huge amount of event information cannot be used in the decision making process. The permanent stream of low level events in business organizations needs an intelligence real-time event processor. The detection of presence of complex events in organization can be used to optimize the management of business processes.
Detection, prediction and mastery of complex situations are crucial to the competitiveness of networked businesses, the efficiency of Internet of Services and dynamic distributed infrastructures in manifold domains such as Finance/Banking, Logistics, Automotive, Telco and Life Sciences. Com-plex Event Processing (CEP) is an emerging enabling technology to achieve actionable, situational knowledge from huge event clouds or event streams in real-time or almost close to the real-time. Event cloud can be seen as a set of events which are partially ordered.
As knowledge becomes increasingly declarative and independent of implementations, it naturally becomes more ontological. The combination of event processing and semantic technologies can lead to novel semantic-rich event processing engines. These intelligent event processing engines can understand, what is happening in terms of events and can (process) state and know what reactions and processes it can invoke, and furthermore what new events it can signal.
Usage of database technologies for the event processing helps to build event processing engines which can detect and process more complex and critical events. The identification of critical events and situations requires processing vast amounts of data and metadata within and outside the systems. In this dissertation, I propose a novel approach for more intelligent event processing using declarative knowledge representation methods and intelligent deductive database technology.
EVENT PROCESSING
An event is anything that happens. Real-world occurrences can be defined as events that are happening over space and time [9, 15] . An event instance is a concrete semantic object containing data describing the event. Events can be a compound of other events that build the complex events. CEP is about the detection of complex events from a cloud of events which are partially temporal ordered by matching complex event patterns against event instance sequences. Streams of events should be processed in one or more event processors to detect the complex events based on their syntax, sequence and their senses and semantics. Complex events can be composed or derived from other events called its members. Detection of complex events is required to be able to define and trigger reactions to the complex events.
An event pattern is a template that matches certain sets of events [14] . Event filters are constructive views on event sources such as an event cloud or event stream, which might be materialized in an event database. A filter F is a stateless truth-valued function that is applied to an event instance sequence. An event instance n matches a filter F if and only if it satisfies all attribute filters of F [9] . A common model for an event instance is e.g. a structure consisting of attribute/value pairs like {(type, StockQuote), (name, "Lehman Brothers"), (price, 45)}.
A survey and requirements analysis about the event processing methods is provided in [20] . The existing methods for event processing can be categorized into two main categories, logic-based approaches and non-logic-based approaches. Based on these mechanisms several research prototypes are implemented for complex event processing. Some of the event processing approaches are based on the formalizations such as Finite State Automata [8] , Event-Graph [4] or Petri Nets [7] .
One of the logic-based approaches is introduced in [16] which proposes a homogeneous reaction rule language for complex event processing. It is a combinational approach of event and action processing, formalization of reaction rules in combination with other rule types such as derivation rules, integrity constraints, and transactional knowledge.
RESEARCH PROBLEM
At present, the areas of event processing and rules/ontologies are addressed by different research and development communities. The existing event processing approaches are dealing primarily with the syntactical processing of lowlevel signals, constructive event database views, streams, and primitive actions. They typically reach higher levels of scalability in computing complex events, but provide only inadequate expressiveness to describe the ontological semantics of events, processes, states, actions, and other concepts that relate to change over time. They also do not provide adequate description methods for the complex decisions, behavioral logics including expressive situations, pre-and postconditions, complex transactional (re-) actions, and workflow like executions. All of these are needed to declaratively represent many real-world domain problems on a higher level of abstraction, e.g. business processes.
The following shortcomings for current event processing approaches can be observed:
• Lacking Formalization: A formal specification can build a stable foundation which is needed for any describing and reasoning about a system. It is also needed for comparing different systems without misunderstandings. Event processing needs as its basis a formalization and specification which can describe events, event patterns, situations, pre-and post-conditions, (re-) actions etc. Definition of events by logic is not addressed in current complex event processing solutions.
• Lacking Knowledge Representation Methods: Event processing needs a knowledge (metadata) representation methodology. The current event processing systems do not provide any declarative knowledge representation methods for events, and there is no precise logical semantics about events and other related concepts. There is a need for methods which can include ontological semantics of events, processes, states, actions, and other concepts to the event processing without affecting the scalability and real-time processing.
• Limited Implementation: The implementations of current event processing engines often rely on processing of simple event signals. In the existing event processing engines, events are merely implementation issues. They do not implement any usage of metadata about events and other Things 1 in the application domain.
• Insufficient Evaluations: One of the obvious questions that are raised by work on event processing systems is to which complexity the event processing engines can detect and process complex events. This question is difficult to answer because the capability of processing complex events when compared to each other depends on many parameters. These parameters can only be defined based on the specific use cases of the event processing. Because of these facts, existing evaluations of event processing engines have not answered this question properly. It is known that current event processing engines can only detect and process events based on their syntax and incoming sequence. The expressiveness of event processing decreases when the system uses ontological knowledge about the events and their environment and combines it with reaction rules.
CENTRAL RESEARCH QUESTIONS
• How should events and event patterns be semantically represented? How are ontologies for events, actions, states, situations and other related Things? Do ontologies serve only as vocabularies?
• To which expressive level can we use the ontology languages? How can reasoning be conducted in event processing case? How can we reason on events beside temporal and spatial reasoning?
• Would DL expressiveness be some kind of limitation for real-time processing or scalability of the system? What OWL sub-language/generation can we address? How can we represent and process events with required expressiveness without effecting the real-time processing or scalability? Are real-time processing and expressiveness two conflicting goals? If yes, what is the nature of this trade-off?
• How can we integrate our approach and methods with formalisms used for event processing, e.g. process algebras, Petri Nets, etc.?
• To which extend can we emerge rule standards like RuleML 2 , Rule Interchange Format (RIF) 3 to the field of event processing? How is it possible considering the expressive power of RuleML vs. logical calculi?
• How can we use distributed event processing to achieve real-time processing and high scalability together with semantic expressiveness? Where should we process event data? How can we build ontology modules and slice the knowledge based on ontology modules?
• What are the limitations in terms of real-time event processing? Can we focus on general enterprise-level events (e.g. business events, market-driven systems)
or can we support classic real-time systems and standards? What is the meaning of real-time or near realtime processing in different use cases?
OUTLINE
This thesis presents a semantic rule-based CEP approach that merits both and includes a semantics meta model for events, a rule-based Event Processing Language (EPL), as well as an efficient distributed run-time execution environment. The outline of the thesis is: The thesis includes a theoretical and a practical part. The theoretical part presents a formal specification and formalization of rule-based semantic event processing, and discusses how the semantic CEP should be realized in a federated setting. The practical part presents the implementation of an intelligent event processing engine which supports the usage of ontologies and rules. A practical evaluation of the implemented concepts based on the prototype will also be presented.
RELATED WORKS
Initial works on usage of background knowledge and metadata in the area of event processing like [6, 1] , are functionally inadequate from event processing perspective. This inadequacy is due to the lack of domain and application specific ontologies for events, processes, states, actions, and other concepts that relate to change over time. Instead, the current semantic approaches try to build one common super event ontology which generalizes and ignores the functionally important difference in the semantics of the application domains and underlying event models. In particular, there is a lack of fine grained formal event models which capture the semantics of the various application domains such as business events in business process management and business activity monitoring, complex events triggering corporate actions, or events in algorithmic trading, etc. Specific domain, task and application ontologies need to be dynamically connected and integrated into the respective event processing applications, which also leads to a modular integration approach for these ontologies.
Without such interconnected ontologies, (business) rules or work-flow like logic that react to events and govern e.g. (business) processes must remain at the level of procedural implementation -as it is in most current event processing applications -rather than declarative knowledge which makes the event-based applications, services and processes more integrative, adaptable and agile. Capturing domain-specific events, processes and other aspects of reality that occur and change over time is a fundamental challenge which I will addresse in a practical manner in this thesis.
Rule-Based Event Processing: Paschke et al. provide in [17] a survey about the reaction rule approaches and rule-based event processing systems and languages. A homogeneous reaction rule language [16, 18] is a language for extended event-condition-action rules which are implemented in a logic framework. In this thesis, I am going to extend the existing works on rule-based event processing with the usage of ontological background knowledge. One possible approach might be to generate new reaction rules which can include and use ontologies for the event processing.
Event Processing Languages: Serveral event processing languages have been proposed like Snoop [5] , Cayuga Event Language (CEL) [2] , SASE [11] , XChangeEQ [3] . None of these existing event languages support background knowledge about events and their combinational knowledge with other none-event concepts. 8 . An analysis based on their main constituent properties like, type, time, space, participation, causality and composition are also presented. None of these ontologies are developed specially for complex event processing field or are used in combination with CEP.
PROPOSED APPROACH
In my dissertation, I follow a constructive design science research methodology as described by Hevner et al. in [12] . After the identification of the main research problem, I will start to design new artifacts which can solve the identified problem.
In this dissertation, I propose a declarative knowledge representation for complex event processing. Using semantics of events is one of the promising approaches for detection of real-world complex events. Knowledge about event types and their hierarchies i.e. specialization, generalization, or other forms of relations between events can be useful. Semantic (meta) models of events can improve the quality of event processing by using event metadata in combination with ontologies and rules (knowledge bases). Event knowledge bases can represent complex event data models which link to existing semantic domain knowledge such as domain vocabularies / ontologies and existing domain data. Semantic inference is used to infer relations between events such as e.g. transitivity or equality between event types and their properties. Temporal and spatial reasoning on events can be done based on their data properties, e.g. a time ontology describing temporal quantities.
For example, one might define that in a supermarket, theft alarm is the same as fire alarm. Knowledge representation goes beyond event types and their hierarchies, more interesting are the relationships of events to other non-event concepts that specify more complex events and reactions. The other example is that someone defines that in the case of a theft alarm only staff members who had special security courses should be informed about the alarm. In this example, we have non-event concepts such as person, education, and course. My research aims to develop a knowledge representation methodology for complex event processing (CEP) which integrates the domain and application specific ontologies for events, processes, states, actions, and other concepts that relate to change over time. Specific domain, task and application ontologies need to be dynamically connected and integrated into the respective event processing applications, which also leads to a modular integration approach for these ontologies. Capturing domain-specific complex events and generating complex reactions based on them is a fundamental challenge.
Modern declarative rule languages based especially on logics (formal) representation of events in combination with ontologies/(business) vocabularies, can enable the evolution from pure event processing systems into semantically rich "intelligent" reactive systems. The work done in ontologies, logic programming, temporal logic, transaction logics, event/action logics enables more expressive representation of complex events and actions and their semantic processing. Intelligent CEP, where the CEP technology works in tandem with the rules technologies + ontologies, offers the hope and promise of efficiently detecting relevant situations of interest from huge amounts of events and at the same time provides the required expressiveness to describe higher-level logic such as business rules policies and reactive work-flows used e.g. for agile Semantic Business Process Management.
In a semantic event system, an event instance can be specified using a set of RDF triples (RDF graph). An event pattern can be defined using a graph pattern. More complex events can be formed by combining smaller patterns in various ways. A complex conjunctive event filter might be defined as a complex graph pattern of the RDF graph. SPARQL [25] as a graph pattern matching language (RDF query language) can be exploited for event filtering by writing the event patterns in terms of SPARQL queries. I propose to use an extension of SPARQL query language as semantic event query language or as event pattern.
{ ( e v e n t : e 1 0 0 2 , r d f : t y p e , e v e n t : s t o c k P r i c e C h a n g e ) , ( e v e n t : e 1 0 0 2 , stock:Name , s t o c k : L e h m a n B r o t h e r s ) , ( e v e n t : e 1 0 0 2 , s t o c k : h a s P r i c e , "45 " ) }
Listing 1: Example of an event notification in RDF
A map of the attribute/value pairs to a set of RDF triples (RDF graph) can be used as event instance. The interesting part of this event data model is the linking of the existing knowledge (non-event concepts) to the event instances. For example the name of the stock which the event is about, is not identified by a simple string name, but by an URI which links to the further knowledge about the stock type. This knowledge can be used later for the processing of events, e.g. in the condition part of a Event-Condition-Action (ECA) reaction rule. The Listing 1 shows a set of RDF triples which define an instance of this event.
A notification n matches a semantic event filter F if and only if its set of ground or inferred event triples matches the event filter F.
Top Ontologies
An ontology can be defined as follows: "An ontology is an explicit specification of a conceptualisation" [10] . Ontologies play an important key role in the Semantic CEP and should conceptualize the application domain to allow reasoning on events and other non-event concepts.
To the best of my knowledge there is no real ontology which is used for complex event detection and processing. I investigated the existing event ontologies which are specified in the other research fields and communities. I observed that they are trying to find a common set of attributes, which can fit the needs of different applications for event attributes. It seems impossible to create an event ontology which can fit all of the requirements of different applications. Nevertheless, it is possible to identify the core common attributes events of like: type, place references, time (interval and duration), actors/agents. It wouldn't be a scalable and efficient approach to include in one common ontology all of the possible event attributes like:
• What happened?
• When it happened?
• Where did it happened?
• Who is involved? Who reported it?
• Why did it happened?
• How did it happened?
• What else can be said about the event?
I propose that event processing domain should be described by a modular and layered ontology model. Figure 1 shows these shared top ontologies for event processing domain, which can capture the top concepts such as event, situation, process, temporal, spatial concept. Event ontology includes the core concept and attributes of event and is connected to the other ontologies with some predicates. A temporal ontology captures all of the concepts related to the happening time of the event and can be seen as time ontology module. The spatio ontology includes the concepts related to the geological information of the events and answers questions like, where the event did happen, or which locations are related to the event.
Time is the most important attribute of events. However, in some of the application domains only the time stamp of the event capturing is considered, in others the start and end time of the event, a time interval (time window), or in some cases the duration of event.
I claim that beside a general top event ontology, also specific domain-ontologies and task/application ontologies are needed. For example, to describe an event about "stock quote price change" different attributes are needed than describing an event about "a state change of a Web service". It would never be a complete approach which covers all potential application domains. Events can have different relationships to each other in different domains but a simple hierarchical relationship between events is not satisfying. Other specific domain, task and application ontologies are modular sub-ontologies of the common top ontologies. They represent more concrete specialized concepts for the application domain. The domain-specific events are modeled as domain classes of the domain ontology and have relationships with other classes of other domain ontologies. They can have object or data type properties. For example to describe the above example about the stock price change, an event class for this event can be named "stockPriceChange". Each instance of this class is identified by a URI and is related with a rdf:type predicate to this class.
Situations can be distinguished from the complex events. Situations are the effects of events. A situation is initiated or terminated by one or more (complex) events, i.e. complex event + context, and holds at a validity interval. In my top ontologies, situations are discrete situation individuals. They have a fixed context such as time allocation (date), location, participant, etc. They are not repeatable and are temporally connected. Situation-descriptions assign content and temporal properties to situation individuals. They describe the dating of situation individuals by mapping into the time. Situation-descriptions connect situation types with validity intervals. Situation-types are defined as relation with time argument. They might have several time allocations (validity intervals). They can be repeated and their validity intervals might not be successional. Types of situation-descriptions are based on differences between situation individuals (sorting of individuals) and are based on the differences between situations with respect to their interactions with the time structure (monotony, homogeneity).
The reasons why I propose to use modular top ontologies for event processing are the same general reasons for ontology and database modularization like, scalability, complexity management, understandability, context-awareness, personalization and reuse [22] . By means of modular ontologies, the event processing system can achieve better scalability for data querying, reasoning on ontologies, evolution and maintenance. Different ontology languages with different level of expressiveness and limitations might be proposed for the description of event processing ontologies. A trade-off between the reasoning expressiveness and the cost of the reasoning, specially performance and real time processing of events can be observed. Because of this trade-off I prefer to use a sublanguage of the OWL Lite -which is called OWL-Horst [13] -for the semantic event processing. Nevertheless, the level of expressiveness of the ontology language and reasoning on events should be defined depending on the use case of the semantic event processing.
Architectural Vision
The architectural vision for the proposed semantic complex event processing approach is shown in figure 2 . It combines a knowledge base which includes ontologies and rules, and an incoming event stream which comes from event producers, e.g. sensors or event adapters. In the first step, the raw primitive events will come throughout the incoming API implementation and can be classified and mapped to a secondary level of events. The sequence and syntactic checks are processed in this first step. This step will be done in the state processor and rule engine components of the Semantic CEP (SCEP) engine. All of the component-component communication will be done through an integration middleware service bus.
In the second step, the CEP engine processes events more expressively based on their semantic relationships to other event histories and other non-event concepts. The knowledge base includes TBox (assertions on concepts) and the primitive event objects as ABox (assertions on individuals) which are used for semantic reasoning on events.
As mentioned before in semantic event processing system a part of the knowledge about the events might be relatively static knowledge about the pre-defined event classes, i.e. the event types in an event ontology, the other part is as real-time data streams in form of RDF triple stream which notifies the occurrences of events. The system has to combine these knowledge references and generate new knowledge. Inferred triples are those triples which are not in the RDF triple stream but could be inferred from the (event) knowledge base of the system. Having such semantic event pattern/filter makes it possible to detect new derived complex event from the already happened and captured primitive events by using the semantic background knowledge.
An RDF triple store is used to store the event history and the knowledge including all of the rules and ontologies. A triple store is a special optimized database for the storage of RDF triples. A triple store adapter component manages the communication between the service bus and the triple store. The subscriptions to the complex event can be done by using CEP API and some extension language of the SPARQL query language to define continuous query on the event stream. This subscriptions will be processed by the query processing component and subscription information will be communicated with other engine components like state processor and rule engines. The contribution here will be that the CEP engine enables more intuitive modeling and subscription of complex event possible by using the ontological background knowledge. It makes also possible to detect and process complex events which are not explicitly modeled in the user subscriptions but can be inferred based on the knowledge available to the CEP engine.
The final result of the complex event processing will be the complex events which the engine delivers to the users. The CEP engine can also identify the critical complex actions which might be triggered after these events are happened and detected.
Event notification triples are created by event detectors (or they are generated from the raw event data). After the generation of notification triples, they are sent to the event processing system which does the semantic filtering and rule-based inferencing. After the processing steps, the system decides if the triples should be stored persistently or simply dropped. This is decided based on a set of consumption policy rules which are pre-defined for each class of events. These rules can also be used to store the triples on (distributed) RDF storage clusters (RDF triple stores). The initial ideas and more details about the semantic event processing are described in [24, 23] .
USE CASES
Semantic event processing can be used in different use cases such as: e-health, business activity monitoring, fraud detection, logistics and cargo, smart Offices/cities, information dissemination, self-X systems, supply chain management, etc . In all of these use cases, semantic CEP can improve the quality of event processing and can profit of using semantics of events in combination with the existing knowledge about other concepts in the target application domain.
Selected Use Case: E-Health
In healthcare scenario, medical event categorization engine gathers events from different patient body sensors. Several sensors can be installed on patient body and deliver different event streams such as body temperature, blood pressure, heart frequent, special muscle movements, etc. These events are then processed as complex-events in terms of context that can be used as important factor in decision making.
A complex-event can be for example a patient in emergency situation who needs monitoring during the entire postsurgical period. These can be combined with other event notifications like usage of drugs. The knowledge about the regulation of off-label drug warrants and specific patient drug allergies can be stored in a knowledge base. An event processing engine can process these event streams and use the background knowledge about the patient, diseases and drugs to identify complex medical problem situations. By stating and identifying such complex events, doctors and nurses can use such automatically analyzed information and be able to make medical decisions faster. In a hospital unit where several patients are monitored, such an intelligent event-driven system can help medical staff to identify critical patients and have special attention on them.
Another potential usage of semantic CEP in e-health is as a supplement tool to support doctors in the medical diagnostics process. In several cases, doctors have to monitor event data streams which come from the sensors on the body of patients and process this information in combination with their medical knowledge about different diseases. These processes are in some cases very time consuming. For example doctors need to give several commands and monitor the body reactions, or they should use drugs and monitor body reactions to those specific drugs in different times. An intelligent event-processing system can collect all of these events and analyze them to detect complex events and prepare medical information for doctors so that they have can make diagnosis more precise and faster.
EVALUATION
I will evaluate my work based on a selected use case and adequacy criteria of knowledge representation. I consider the following adequacy criteria for my work:
• Epistemological Adequacy indicates the ability to represent all relevant knowledge,
• Heuristic Adequacy indicates the ability to execute all inferences with limited resources,
• Algorithmic Adequacy compares complexity and efficiency trade-offs,
• Logic-formal Adequacy shows soundness, completeness and decidability,
• Psychological Adequacy represents fault-tolerance with respect to contradictions, possible failures and incomplete knowledge with an intuitive meaning, understandable and traceable by humans,
• Ergonomically Adequacy indicates the ability to easily and efficiently use the knowledge representation language
For the evaluation of the practical part of this thesis I will use the E-Health use case, because in this use case I can find complex events which can only be processed by means of ontologies and rules. I will evaluate efficiency of the new rule-based CEP approach for industrial real-world applications and will demonstrate expressiveness of this combination of rule-based intelligent CEP throughout the use case from research and industrial projects.
CONCLUSION AND FUTURE WORKS
In this Ph.D. proposal, I described the main research challenge of my dissertation and introduced some of my initial works on semantic event processing approach. The main idea of my dissertation is to use the ontological knowledge in combination with traditional event processing and stream processing to achieve more intelligent detection and processing of events.
My future steps are to work on more details of this approach and develop the top ontologies. I have also to work efficient methods for the usage of ontologies for event detection. Furthermore, I have to work on event processing languages and on an event query language which can be used for event querying based on event semantics. 
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