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Abstrakt 
Bakalářská práce se zabývá skriptovací technologií ActiveX Scripting. Popisuje možnosti 
hostování skriptovacího stroje jazyka JScript a komponenty Webový prohlížeč za účelem 
poskytnutí jednoduchého nástroje pro rozšiřování aplikace. Zaměřuje se na možnosti a postupy 
při injektování vlastních prvků do skriptovacího stroje. Výsledkem je knihovna, která tyto 
činnosti značně usnadňuje a poskytuje k tomu programátorovi intuitivní rozhraní. Práce také 





The Bachelor’s thesis deals with scripting technology ActiveX Scripting. It describes 
possibilities of hosting the JScript scripting engine and the Web Browser component for a 
purpose of providing simple tool for application extending. It focuses on options and methods 
for injection of custom elements into scripting engine. The result is a library that makes these 
operations simpler and provides to programmer intuitive interface. This work also describes the 
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Při vývoji větších aplikací často zvažujeme možnost poskytnutí nějakého nástroje, který 
uživateli umožní jistou doplňující interakci a přizpůsobení aplikace. Většinou je to řešeno 
formou různých zásuvných modulů (plug-inů), maker, apod. Pro tyto účely může být také 
zajímavá možnost vytvořit v aplikaci interpret skriptovacího jazyka, který bude zajišťovat 
požadovanou přizpůsobitelnost. Na rozdíl od systému zásuvných modulů v binární podobě má 
řešení s využitím skriptovacího jazyka nespornou výhodu v jednoduchosti použití. Uživatel 
nepotřebuje žádné speciální vývojové prostředí ani nemusí mít velké zkušenosti 
s programováním. Rovněž v případě maker, která např. automatizují některé operace prováděné 
v aplikaci, je vhodné využít interpretovaný jazyk. 
Pokud se již tedy rozhodneme pro využití skriptovacího jazyka v aplikaci, nastává 
problém s implementací takového řešení. Implementace vlastního interpretu se vyplatí jen 
málokdy, proto přicházejí na řadu již hotové interprety. V této práci se budu zabývat pouze 
jediným řešením a tím je využití interpretu jazyka JScript od společnosti Microsoft. Proč právě 
toto řešení? Tento skriptovací stroj je součástí instalace operačního systému Windows. Navíc je 
poměrně rozšířen a své využití nalezl i v mnoha již existujících aplikacích. Především kvůli 
internetovým technologiím a jeho použití v prohlížeči Internet Explorer je také velmi rozšířený 
a známý. 
Cílem této práce je vytvořit knihovnu, která maximálně zjednoduší využití technologie 
MS Active Script v aplikacích. Bude umožňovat injektování vlastních objektů do skriptovacího 
stroje a to navíc za využití jednoduchého systému modulů. Také bude zjednodušovat využití 
hostované komponenty webového prohlížeče ve vlastních aplikacích. 
V kapitole 2 se budu věnovat stručnému popisu základních technologií, bez jejichž 
znalosti se pro popis využití skriptovacího stroje a návrh rozšiřující knihovny neobejdeme. 
Kapitola 3 objasňuje možnosti využití skriptu a hostování komponenty webový prohlížeč ve 
vlastních aplikacích. Poslední, 4. kapitola, pak popisuje postup návrhu této knihovny a nakonec 
i nejdůležitější rysy její implementace. 
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2 Základní technologie 
V této kapitole jsou objasněny základní pojmy a technologie, které je nutné pro pochopení 
dalšího textu znát. Nebudou zde probírány detaily jednotlivých technologií, protože to ani není 
cílem této práce. Bližší informace o jednotlivých problémech je možné nalézt v odkazované 
literatuře. 
2.1 Skriptovací jazyky a technologie MS 
Nejprve se zaměříme na popis technologie a implementace skriptovacích jazyků společnosti 
Microsoft. Tato technologie se nazývá ActiveX Scripting (někdy též jen Active Script). Byla 
poprvé představena již v roce 1996 jako součást prohlížeče Internet Explorer 3.0 a webového 
serveru Internet Information Services 3.0. Jedná se o technologii postavenou na COM a 
Automation (viz kapitola 2.2 a 2.3), která postupem času nalezla uplatnění v mnoha aplikacích i 
součástech operačních systémů Windows. Jako příklad může, kromě výše uvedených, posloužit 
WSH – Windows Script Host (náhrada za dávkové soubory .bat) nebo VBA – Visual Basic for 
Application (programování v aplikacích Microsoft Office). 
Jak uvádí [1], celá tato technologie se zakládá na souboru více objektů, které lze rozdělit 
do dvou základních skupin: 
· Active Script Engine – jedná se o sadu objektů implementující interpret konkrétního 
skriptovacího jazyka. Jedním z těchto modulů je právě interpret jazyka JScript.  
· Active Script Host – takto bývá označována aplikace, která využívá služeb objektů 
Active Script Engine, tj. vytváří je, poskytuje jim své vnitřní objekty a předává jim ke 
zpracování zdrojový text skriptu. Příklady takových aplikací jsou uvedeny výše. 
Pro objekty patřící do každé skupiny platí určitá pravidla, která budou podrobně popsána 
v kapitole 3. Díky použité architektuře nic nebrání vytvoření vlastní implementace objektů 
z obou skupin. Implementace vlastního interpretu skriptu je však nesrovnatelně náročnější 
oproti implementaci Active Script Host objektu. Microsoft již od počátku této technologie 
vyvíjel dva nezávislé Active Script Engine objekty. Jedná se o interprety jazyků JScript a 
VBScript. Mimo těchto existují i další přídavné interprety jiných autorů, které tak rozšiřují 
možnosti využití skriptů v systémech Windows např. o Perl, Python nebo PHP. 
Obrázek 2.1 znázorňuje příklad použití konkrétních 2 objektů. Host označuje klientskou 
aplikaci, která spadá do kategorie Active Script Host. Ta nejprve vytvoří objekt interpretu (2) a 
následně mu předá zdrojový text skriptu (3). Pak interpretu předá názvy svých vnitřních objektů 
(4), aby s nimi skript mohl pracovat. Poslední fáze je samotné spuštění skriptu (5). Za běhu 
skriptu může interpret požadovat ukazatele na vnitřní objekty hosta (6), volat metody a 
vlastnosti na vnitřním objektu (8), příp. generovat další události (7). Podrobnější popis 
jednotlivých činností naleznete v [2] a kapitole 3. 
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Obrázek 2.1: Princip komunikace mezi Active Script Host a Active Script Engine (převzato z [2]) 
 
Jazyk JScript 
Podle [17] je JScript jazyk definovaný standardem ECMA 2621 a také implementace jeho 
interpretu firmou Microsoft. Tento standard popisuje jazyk známý též jako JavaScript, který se 
používá především při programování dynamických HTML stránek. 
Jedná se o interpretovaný, objektově orientovaný jazyk. I přes zavádějící název, 
naznačující, že je tento jazyk odvozen např. od jazyku Java, tomu tak není. JScript je 
samostatný jazyk, který se pouze svou syntaxí podobá jazyku Java. Je to jazyk slabě typovaný, 
tzn. není v něm potřeba deklarovat datové typy proměnných (resp. to ani neumožňuje). Navíc 
interně provádí implicitní konverze mezi standardními datovými typy. 
V současné době je tento jazyk velmi populární díky jeho používání v dynamických 
webových aplikacích. Proto se výborně hodí pro účely této práce – jeho osvojení si nezabere 
spoustu času a navíc značný počet pokročilejších uživatelů PC se s ním už někdy setkal. To jsou 
vhodné předpoklady pro využití tohoto jazyka jako rozhraní pro přídavné moduly nebo makra 
naší aplikace. 
Jazyk VBScript 
VBScript (Visual Basic Scripting Edition) naopak vychází plně z jazyka Visual Basic. Jedná se 
však o interpretovaný jazyk. V dnešní době již pomalu upadá v zapomnění a jeho místo převzal 
JScript. Z tohoto důvodu se jím dále nebudeme zabývat. 
                                                   
1 V současné době JScript až na drobné výjimky z důvodu zpětné kompatibility dodržuje specifikaci 
ECMAScript Edition 3. Implementuje však i některé vlastnosti navíc. 
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2.2 Stručný úvod do technologie COM 
Jelikož je celá tato práce postavena na COM technologii, je nutné pro pochopení dalšího textu 
porozumění jejím základním principům. Proto si je nyní stručně popíšeme. Pro podrobné 
vysvětlení této problematiky odkazuji na [3] nebo [4], ze kterých bylo čerpáno pro sepsání této 
kapitoly. 
Začněme nejprve krátkou definicí. COM (Component Object Model) je specifikace 
komponentové softwarové architektury vyvinuté firmou Microsoft.  
COM komponenta 
Je binární kód v podobě DLL (Dynamic Link Library) knihovny nebo spustitelného EXE 
souboru. V obou případech musí tento binární soubor splňovat požadavky definované 
specifikací COM. Díky definování binárního standardu je tak celá technologie COM nezávislá 
na konkrétním programovacím jazyku, takže jednotlivé komponenty mohou být napsány 
v různých jazycích. To je mj. jeden z hlavních důvodů vytvoření této technologie. 
COM knihovna 
Pro správu komponent nainstalovaných v systému existuje podpůrná COM knihovna, jejíž API 
zjednodušuje dohledávání a využívání komponent. Každá komponenta musí být před použitím 
zaregistrovaná v systémovém registru. Aplikace, která bude chtít využívat technologii COM, 
musí nejprve inicializovat COM knihovnu zavoláním funkce CoInitialize nebo 
CoInitializeEx. Před skončením musí aplikace ukončit práci s COM knihovnou 
zavoláním CoUnititalize. 
GUID 
Globally Unique Identifier je 128 bitové číslo sloužící k jednoznačné identifikaci každé COM 
komponenty, objektu ale i rozhraní. Toto označování bylo zvoleno z důvodu zamezení vzniku 
kolizí ve jménech komponent.  
Pokud chce klient využívat nějakou komponentu, pak se nemusí zajímat o její skutečný 
název ani fyzické umístění. To za něj vyřeší COM knihovna, která potřebné informace zjistí ze 
systémového registru. GUID se často zapisuje i ve tvaru řetězce hexadecimálních čísel (např. 
EEDC0E3A-289A-448E-9A77-8AF9B426A363). 
COM Objekt 
Komponenta se může skládat z více objektů. COM objekt lze přirovnat k instanci třídy, jak ji 
známe např. z jazyka C++. Znamená to tedy, že klient (ale i jiné objekty) mohou libovolně 
vytvářet i více COM objektů jednoho typu. Zvláštní je však způsob rušení objektu.  
Jednou z hlavních myšlenek COM je možnost sdílení komponent a jejich objektů více 
různými objekty. Zde ale může nastat situace, kdy jedna komponenta (K1) vytvoří instanci 
objektu, předá ji jiné komponentě (K2) a dále již tento objekt nepotřebuje využívat. V takovou 
chvíli ale K1 nemůže zrušit instanci objektu, protože s ní bude dále pracovat K2. V mnoha 
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případech navíc může K1 zaniknout dříve než K2. Proto byl pro COM objekty vytvořen 
mechanismus počítání referencí, který řídí životnost objektu. Každý objekt si interně uchovává 
počet referencí, které na něj ukazují. Komponenta objektu pouze sdělí, že jej již nebude dále 
potřebovat. Uvolnění (zrušení) objektu z paměti je tak ve výsledku na objektu samém. Jakmile 
zjistí, že jej již nikdo nevyužívá (počet referencí je nulový), objekt sám sebe zruší. 
Rozhraní 
Rozhraní (anglicky interface) je základní stavební prvek COM. Zajišťuje především zmíněné 
oddělení konkrétní implementace objektu a tím také onu binární kompatibilitu. COM rozhraní je 
pouze kolekce deklarací metod, které definují operace, jež může klient s objektem vykonávat. 
Rozhraní neobsahuje deklarace žádných dat a proměnných. Jeho popis se často provádí pomocí 
jazyka IDL (Interface Definition Language). 
Další význačnou vlastností COM je, že objekt může obsahovat (implementovat) více 




Obrázek 2.2 znázorňuje objekt se třemi rozhraními a klientskou aplikaci, která obsahuje 
ukazatel na rozhraní A objektu. Objekt kromě druhého uživatelského rozhraní B implementuje i 
tzv. výchozí rozhraní IUnknown.  
Rozhraní IUnknown 
Jedná se o nejzákladnější rozhraní technologie COM. Každý objekt je povinen toto rozhraní 
definovat a implementovat jeho metody, které mají základní 2 účely: 
· Počítání referencí na objekt 
· Poskytnutí přístupu k dalším rozhraním objektu 
Každé další rozhraní pak musí přímo nebo nepřímo dědit tyto metody od IUnknown. Jen 
tak si můžeme být jisti, že každý ukazatel na libovolné rozhraní objektu umožňuje tyto 2 výše 
uvedené operace. 











Obrázek 2.2: Spojení klienta s instancí objektu pomocí rozhraní 
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Metoda Význam 
AddRef Metoda slouží k navýšení počtu referencí v interním počítadle. Vrací 
nový počet referencí. 
Release Metoda dekrementuje počet referencí v interním počítadle. Vrací nový 
počet referencí. 
QueryInterface Metoda zprostředkovává přístup k dalším rozhraním objektu formou 
dotazu na existenci určitého rozhraní specifikovaného pomocí GUID. 
Pokud objekt dané rozhraní podporuje, vrátí na něj ukazatel pomocí 
druhého parametru metody. 
Tabulka 2.1: Metody rozhraní IUnknown 
 
Možnosti zavádění komponent 
· In-process komponenta je zaváděna přímo do adresového prostoru hostující aplikace, 
který s ní sdílí. Jedná se o komponentu v podobě DLL knihovny. 
· Out-of-process komponenta je naopak vždy spouštěna jako samostatný proces tzn. má 
vlastní adresový prostor. Aby mohla taková komponenta komunikovat s jinými objekty 
(volat metody, ale i předávat parametry apod.), poskytuje COM technologie speciální 
nástroje, které toto umožňují. Taková komponenta bývá umístěna v EXE souboru. 
· Vzdálené komponenty – s rozšířením DCOM (Distributed COM) přibyla možnost 
komponenty využívat vzdáleně po síti. Při tom klientská aplikace si této skutečnosti 
nemusí být ani vědoma, COM knihovna se o veškerou práci se síťovou komunikací 
postará za ni. Další podrobnosti naleznete v [3]. 
2.3 Technologie Automation 
COM technologie si kladla za cíl definovat mechanizmus binárně kompatibilních objektů, 
jejichž implementace bude skryta okolí a komunikovat s okolím budou pouze pomocí svých 
rozhraní. Jak již bylo zmíněno, COM rozhraní je pouze definice metod objektu. Při konkrétní 
implementační technice, např. v jazyce C++, se jedná o čistě abstraktní třídu. Rozhraní je tak 
realizováno formou tzv. tabulky virtuálních funkcí, která je interně reprezentována polem 
ukazatelů na jednotlivé metody objektu. Aby tedy mohla klientská aplikace komunikovat 
s COM objektem, musí obě strany této technice rozumět. Klientská aplikace také musí znát 
definici rozhraní. Toto bylo v počátcích technologie COM řešeno distribucí hlavičkových 
souborů s definicí oné abstraktní C++ třídy2. 
Takový způsob komunikace je ale pro vyšší programovací jazyky (jako je Visual Basic) 
hodně těžkopádný. Navíc s rozmachem skriptovacích jazyků se ukázalo, že by bylo vhodné i 
                                                   
2 Až později vznikla tzv. typová knihovna, která je součástí binárního souboru s komponentou, a 
prakticky každé vývojové prostředí podporující COM si z ní potřebné hlavičkové soubory nebo jiné 
pomocné objekty dokáže vygenerovat samo. Podrobnosti naleznete v [3] nebo [4]. 
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jim zpřístupnit COM komponenty. Tyto okolnosti zapříčinily vznik nového mechanismu 
komunikace klienta s objekty – Automation. Díky technologii Automation tak lze i 
v interpretovaných jazycích využívat služeb COM objektů. 
Rozhraní IDispatch 
Celý princip spočívá v definování jednoho dalšího rozhraní, které musí každá Automation 
komponenta implementovat. Tímto rozhraním je IDispatch. Jak může jedno rozhraní umožnit 
volat metody libovolného jiného uživatelského rozhraní? Základní myšlenkou IDispatch je 
zprostředkování určité mezivrstvy pro volání metod objektu. Klientská aplikace zná pouze 
rozhraní IDispatch, jehož metody volá. Další je už na implementaci komponenty, aby 
provedla patřičné akce. Komponenta každou svou metodu očísluje pomocí čísel jedinečných 
v rámci komponenty, která nazýváme DISPID (Dispatch Identifier). Jakmile chce klient volat 
některou z metod komponenty, zná pouze její jméno. Pomocí metody GetIDsOfNames 
rozhraní IDispatch získá od komponenty DISPID dané metody. Se získaným DISPID a 
zpracovanými parametry následuje volání metody Invoke, která komponentě sdělí, aby 
vykonala příslušnou akci. 
Kromě dvou nejdůležitějších metod Invoke a GetIDsOfNames má rozhraní 
IDispatch ještě další metody. Jejich popis naleznete v tabulce 2.2. 
 
Metoda Význam 
GetTypeInfoCount Metoda slouží k dotazu klienta, zda komponenta poskytuje typové 
informace z typové knihovny. 
GetTypeInfo Pokud poskytuje komponenta typové informace je účelem této 
metody vrátit ukazatel na iniciované rozhraní ITypeInfo. 
GetIDsOfNames Metoda překládá jméno volané funkce na DISPID. Pomocí jejich 
parametrů lze najednou přeložit celé pole jmen, aby klient nemusel 
pro každé jméno zvlášť volat tuto metodu. 
Invoke Slouží ke spuštění funkcí na základě DISPID. Má větší množství 
parametrů, pomocí nichž lze jednak předat parametry volané 
funkci, ale také od ní získat návratovou hodnotu. 
Tabulka 2.2: Metody rozhraní IDispatch 
Důležité parametry metody Invoke 
· dispIdMember – DISPID volané funkce. 
· wFlags – určuje způsob volání prvku rozhraní a může nabývat těchto hodnot: 
o DISPATCH_METHOD – klient volá metodu rozhraní 
o DISPATCH_PROPERTYGET – klient chce získat hodnotu vlastnosti 
o DISPATCH_PROPERTYPUT – klient chce změnit hodnotu vlastnosti 
o DISPATCH_PROPERTYPUTREF – klient mění vlastnost přiřazením reference 
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· pDispParams – ukazatel na strukturu DISPPARAMS obsahující parametry, které budou 
předány volané metodě rozhraní, nebo novou hodnotu vlastnosti. 
· pVarResult – ukazatel na strukturu VARIANT, do níž metoda zapíše návratovou 
hodnotu volané funkce nebo zkopíruje hodnotu vlastnosti. 
· pExceptInfo a puArgErr – slouží k poskytnutí informací o případné chybě vzniklé 
během volání metody Invoke. 
Podrobný popis metod rozhraní IDispatch a jejich parametrů včetně příkladu 
implementace naleznete v [3] nebo [4]. 
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3 Využití skriptovacího stroje 
V této kapitole si objasníme, jak lze využít technologii Active Script v naší aplikaci a jaké 
podmínky musí aplikace splňovat, aby mohla spouštět jednoduché skripty. Dále si pak ukážeme 
jak interpret skriptu rozšířit o vlastní funkce a objekty, které umožní uživateli psát jednoduché 
doplňky aplikace nebo makra. 
3.1 Implementace Active Script Host 
V kapitole 2.1 byl uveden základní popis architektury technologie ActiveX Scripting. Již víme, 
že zde nalezneme dva typy objektů, jejichž vzájemné propojení a komunikaci znázorňuje 
obrázek 2.1. Nyní se zaměříme na situaci, kdy chceme do naší aplikace přidat podporu 
skriptování a využít již hotový interpret skriptu (objekt typu Active Script Engine). Aplikace 
tedy bude objektem typu Active Script Host. 
Protože ActiveX Scripting je postaveno na technologii COM, prvním požadavkem pro 
hostování interpretu skriptu je proto podpora COM. Tento požadavek je zajištěn inicializováním 
COM knihovny. V případě využití nějaké podpůrné knihovny pro vývoj aplikací jako je např. 
ATL nebo MFC, bývá již o toto postaráno automaticky. 
Pohledem do MSDN knihovny [5] zjistíme, že existuje několik rozhraní pro každou 
stranu ActiveX Scripting technologie. Na straně Active Script Host se jedná o rozhraní 
IActiveScriptSite a IActiveScriptSiteWindow, na straně Active Script Engine 
to jsou pak IActiveScript, IActiveScriptParse, IActiveScriptError a další. 
Druhá jmenovaná jsou již implementována interpretem skriptu a my budeme pouze volat jejich 
metody. Základním rozhraním je IActiveScript. Vytvořením instance skriptovacího 
objektu získáme právě objekt s tímto rozhraním. 
IActiveScript* pActiveScript; 
CoCreateInstance(CLSID_JScript, NULL, CLSCTX_INPROC_SERVER, 
                 IID_IActiveScript, (void**)&pActiveScript); 
Volání funkce CoCreateInstance vytvoří instanci konkrétního interpretu určeného 
prvním parametrem. Jedná se o klasický GUID, v tomto případě reprezentující interpret jazyka 
JScript. Do proměnné pActiveScript bude v případě úspěšného provedení uložen ukazatel 
na rozhraní IActiveScript. 
Rozhraní IActiveScript 
Poskytuje metody nezbytné pro řízení stavu skriptovacího stroje. Má poměrně velký počet 
metod, pro nás jsou ale zajímavé jen některé z nich. První věc, kterou musí hostující aplikace po 
vytvoření instance skriptovacího stroje udělat, je předání zpětného ukazatele. K tomu slouží 
první metoda SetScriptSite, která nastavení ukazatele na rozhraní 
IActiveScriptSite (viz dále). Další potřebnou metodou je SetScriptState sloužící 
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ke změně stavu skriptovacího stroje. Změnou stavu se rozumí, mj. také spuštění interpretace 
samotného skriptu – nastavením stavu SCRIPTSTATE_CONNECTED. Více informací o stavech 
naleznete v [5]. Klientská aplikace by nakonec před svým ukončením resp. před tím, než ukončí 
práci se skriptovacím strojem měla zavolat metodu Close. Jen tak může skriptovací stroj 
korektně ukončit všechny své vazby na hostující aplikaci a uvolnit objekty, na něž drží 
reference. Poslední ze zajímavých metod rozhraní IActiveScript jsou AddNamedItem, 
AddTypeLib a GetScriptDispatch, sloužící pro vkládání přídavných objektů a funkcí 
do skriptu. Podrobně budou probrány v kapitole 3.2. 
Rozhraní IActiveScriptParse 
Použijeme-li na vytvořené instanci metodu QueryInterface, můžeme získat ukazatel na 
rozhraní IActiveScriptParse. Jeho primárním účelem je předání zdrojového textu skriptu 
ke zpracování. Dříve než skriptovacímu stroji začneme posílat zdrojový text, je nutné zavolat 




pActiveScript->SetScriptSite(this);  // *) 
 
pActiveScript->QueryInterface(IID_IActiveScriptParse,  
                              (void*) &pAScriptParse 
); 
pAScriptParse->InitNew(); 
pAScriptParse->ParseScriptText(bstrScriptText, NULL, NULL, NULL, 0, 0, 
                               0, NULL, &ei 
); 
Zde je důležité poznamenat, že dokud je skriptovací stroj ve stavu initialized, volání 
ParseScriptText provede opravdu pouze parsování textu, ale nevede ke spuštění 
vykonávání skriptu. Je tak možné volat tuto metodu opakovaně a text skriptu předávat postupně. 
Jedinou podmínkou je, že části textu předané při každém volání musí být syntakticky správné, 
jinak volání metody selže.  
Jakmile jsme skriptovacímu stroji předali zdrojový text skriptu, můžeme spustit jeho 







Vraťme se nyní k hostující aplikaci a požadavkům na ni. V popisu výše uvedeného minimálního 
kódu pro použití skriptovacího stroje jsem záměrně vynechal popis řádku označeného *). Jedná 
se o volání metody IActiveScript::SetScriptSite. Touto metodou skriptu předáme 
ukazatel na rozhraní IActiveScriptSite, které patří na stranu klientské hostující aplikace. 
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Žádná implicitní implementaci tohoto rozhraní neexistuje. Znamená to tedy, že jeho 
implementace je na programátorovi hostující aplikace a zároveň se jedná o v pořadí druhý 
požadavek na tuto aplikaci. 
Metody rozhraní lze rozdělit do dvou skupin. První skupinou jsou metody sloužící 
skriptovacímu stroji k získání doplňujících informací o hostující aplikaci. Jejich seznam 
s popisem uvádí tabulka 3.1. Druhou skupinou popsanou v tabulce 3.2 jsou metody, které volá 
skriptovací stroj, aby informoval aplikaci o výskytu určité události. Příkladem takové události 




GetLCID Metoda slouží k nastavení identifikátoru národního prostředí – 
tzv. LCID. Skriptovací stroj může tuto hodnotu využívat např. 
pro zobrazení chybových hlášení v odpovídajícím jazyce. 
GetItemInfo Tato metoda je volána v okamžiku, kdy skriptovací stroj 
požaduje ukazatel na uživatelský objekt vložený do skriptu 
pomocí metody IActiveScript::AddNamedItem. 
GetDocVersionString Vrací uživatelsky definovaný řetězec, který jednoznačně 
identifikuje současnou verzi dokumentu obsahující skript. 




OnScriptTerminate Běh skriptu byl dokončen. 
OnStateChange Proběhla změna interního stavu skriptovacího stroje. 
OnScriptError Vyskytla se chyba během parsování nebo provádění skriptu. 
Jako parametr je předán ukazatel na rozhraní 
IActiveScriptError, které obsahuje podrobné 
informace o chybě. 
OnEnterScript Metoda je volána těsně před spuštěním provádění skriptu. 
OnLeaveScript Metoda je volána těsně po dokončení provádění skriptu. 
3.2: Metody rozhraní IActiveScriptSite volané při událostech 
 
Pro programátora klientské aplikace může být dobrou zprávou, že skriptovací stroj pro 
základní funkcionalitu nevynucuje speciální implementaci žádné z uvedených metod. V případě 
metod GetLCID a GetDocVersionString stačí, aby metody vrátily hodnotu 
E_NOTIMPL, metoda GetItemInfo pak hodnotu TYPE_E_ELEMENTNOTFOUND. 
Událostní metody by měly vždy vracet hodnotu S_OK. 
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3.2 Rozšiřování funkcionality – injektování 
V předchozí kapitole bylo vysvětleno vše potřebné pro vytvoření nejjednodušší aplikace 
umožňující skriptování. Druhým krokem bude rozšíření funkcionality skriptovacího stroje 
neboli injektování vlastních prvků. Doposud vytvořený interpret skriptu sice umožňuje 
deklarovat proměnné a funkce, vyhodnocovat výrazy, větvit tok programu, apod., ale trpí 
jedním velkým nedostatkem – nemá v tuto chvíli žádné prostředky pro komunikaci se svým 
okolím ani s hostující aplikací. Odstranit tento nedostatek lze vložením předdefinovaných metod 
a objektů do skriptu. Lze tak vytvořit určité aplikační rozhraní, jehož služeb může skript 
využívat. 
Injektovat do skriptu lze Automation objekty (viz kapitola 2.3), tedy objekty mající 
rozhraní IDispatch, nebo objekty definované v typové knihovně. Pokud chceme ve skriptu 
použít existující komponentu, využijeme metodu IActiveScript::AddTypeLib. Tato 
metoda je velice podobná direktivě #import3 z jazyka C++ s tím rozdílem, že typovou 
knihovnu je nutné určit pomocí CLSID. Použitím AddTypeLib tak provede skriptovací stroj 
automaticky veškerou práci spojenou s injektováním a ve skriptu lze začít využívat prvky této 
typové knihovny. 
Druhou alternativou je injektování tzv. pojmenovaných prvků s využitím metody 
IActiveScript::AddNamedItem. Takové vkládání prvků je pro hostující aplikace 
užitečnější, protože můžou injektovat do skriptu již existující objekty, které např. reflektují 




                                                   
3 Direktiva #import slouží k „importu“ komponenty do zdrojového kódu. Překladač jazyka C/C++ ze 
zadaného souboru extrahuje informace z jeho typové knihovny a vygeneruje hlavičkové soubory 













Obrázek 3.1: Princip injektování pojmenovaného prvku a jeho volání ze skriptu 
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Aplikace nejprve musí zavolat metodu IActiveScript::SetScriptSite. Jako 
druhý krok následuje volání metody IActiveScript::AddNamedItem, která 
skriptovacímu stroji sdělí, že existuje nový prvek s názvem „objekt“. Metodu AddNamedItem 
lze volat vícekrát pro různá jména a různé objekty. Potom následuje parsování a spuštění 
skriptu. V tomto případě zpracováváme jednořádkový skript: 
objekt.metoda(); 
Jakmile skriptovací stroj při interpretaci narazí na identifikátor „objekt“, zjistí, že se jedná 
o uživatelský pojmenovaný prvek a požádá hostující aplikaci formou volání metody 
IActiveScriptSite::GetItemInfo o další informace. Klientská aplikace je pak musí 
poskytnout. Touto informací zpravidla bývá ukazatel na rozhraní IUnknown příslušného 
objektu. Nakonec následuje volání metody „metoda“ na tomto objektu pomocí Automation 
rozhraní IDispatch. Injektovaný uživatelský objekt jej tedy musí implementovat. 
Metoda IActiveScript::AddNamedItem 
Pomocí této metody definujeme nový pojmenovaný prvek injektovaný do skriptu. Metoda má 
pouze dva parametry, z nichž první je jméno (identifikátor) prvku a druhý slouží pro nastavení 
příznaků. Jeho hodnota může být kombinace těchto hodnot: 
 
Hodnota Význam 
SCRIPTITEM_GLOBALMEMBERS Tato hodnota určuje, že prvky (metody a vlastnosti) 
budou přímo přístupné ze skriptu. Stanou se z nich tedy 
globální metody a vlastnosti. Pojmenování takového 
objektu je pak pouze interní záležitost pro identifikaci 
objektu a ve skriptu nebude nijak přístupné. 
SCRIPTITEM_ISPERSISTENT Indikuje, že má být stav prvku uložen společně 
s ukládáním stavu skriptovacího stroje. 
SCRIPTITEM_ISSOURCE Prvek s tímto označením je zdrojem událostí, které 
může skript odchytávat. 
SCRIPTITEM_ISVISIBLE Indikuje, že prvek bude globálně přístupný pod svým 
jménem. 
SCRIPTITEM_NOCODE Zadané jméno prvku bude ve skriptu pouze vyhrazeno. 
Žádný konkrétní objekt není k tomuto jménu přiřazen. 
SCRIPTITEM_CODEONLY Prvek reprezentuje tzv. code-only objekt, který nemá 
rozhraní IUnknown. 
Tabulka 3.3: Hodnoty parametru dwFlags metody AddNamedItem 
 
Pro naše potřeby budou nejužitečnější možnosti SCRIPTITEM_GLOBALMEMBERS a 






Při injektování pojmenovaných prvků do skriptu je metoda GetItemInfo klíčová. 
Skriptovací stroj ji volá pokaždé, když potřebuje informace o některém z injektovaných prvků. 
Metoda má celkem 4 parametry, z nichž pouze 2 jsou vstupní a určují o jakou informaci 
skriptovací stroj žádá. Parametry mají tento význam: 
· pstrName – název pojmenovaného prvku 
· dwReturnMask – typ požadované informace. Může být kombinace těchto hodnot: 
o SCRIPTINFO_IUNKNOWN – požadován ukazatel na rozhraní IUnknown 
o SCRIPTINFO_ITYPEINFO – požadován ukazatel na ITypeInfo rozhraní 
s informacemi z typové knihovny 
· ppunkItem – výstupní parametr. Metoda do něj nastavuje ukazatel na IUnknown 
· ppTypeInfo – výstupní parametr. Metoda do něj nastavuje ukazatel na ITypeInfo 
Princip činnosti metody je vcelku jednoduchý. Nejprve je porovnáván parametr 
pstrName, zda obsahuje známý řetězec (název injektovaného pojmenovaného prvku). Pokud 
prvek se zadaným jménem neexistuje, měla by metoda nastavit oba výstupní parametry na 
hodnotu NULL a vrátit TYPE_E_ELEMENTNOTFOUND. V případě, že požadovaný název 
existuje, záleží na kombinaci hodnot parametru dwReturnMask, který z výstupních údajů je 
nutné vyplnit. Pokud je nastavena hodnota SCRIPTINFO_IUNKNOWN, musíme nastavit do 
parametru ppunkItem ukazatel na IUnknown rozhraní odpovídajícího objektu. Skriptovací 
stroj může (a zpravidla i bude) na tomto ukazateli volat metodu QueryInterface 
s požadavkem o rozhraní IDispatch. Požaduje-li skriptovací stroj v parametru 
dwReturnMask i ukazatel na rozhraní ITypeInfo a daný objekt tuto možnost podporuje, 
měla by jej metoda nastavit. ITypeInfo je požadováno, pokud má být objekt zdrojem 
událostí. V opačném případě je využito vazby přes Automation rozhraní IDispatch. 
Na závěr této kapitoly si uvedeme ukázku velice jednoduché implementace metody 
GetItemInfo pro výše uvedený příklad s objektem „objekt“. 
IUnknown *pUnkObjekt;    // ukazatel na vytvořený objekt 
 
STDMETHODIMP CMyASSite::GetItemInfo(LPCOLESTR pstrName, 
                                    DWORD dwReturnMask, 
                                    IUnknown** ppunkItem, 
                                    ITypeInfo** ppTypeInfo 
) { 
 
  if (dwReturnMask & SCRIPTINFO_IUNKNOWN) { 
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    if (ppunkItem == NULL) 
      return E_POINTER;   // byl předán chybný ukazatel 
    *ppunkItem = NULL; 
  } 
   
  if (dwReturnMask & SCRIPTINFO_ITYPEINFO) { 
    return E_INVALIDARG;  // ITypeInfo nebudeme podporovat 
  } 
 
  if (wcscmp(pstrName, L"objekt") == 0) { 
    *ppunkItem = pUnkObjekt;  //nastavíme ukazatel na instanci objektu 
  } 
  else 
    return TYPE_E_ELEMENTNOTFOUND; // prvek nebyl nalezen 
} 
Podrobný přiklad implementace celé jednoduché aplikace využívající skriptovací stroj 
s injektovanými prvky lze nalézt v [6], o něco rozsáhlejší ukázkovou aplikaci s více funkcemi 
pak v [7]. 
3.3 Hostování komponenty Webový prohlížeč 
Webový prohlížeč společnosti Microsoft je ActiveX komponenta, kterou využívá především 
internetový prohlížeč Internet Explorer. Díky jeho implementaci jako ActiveX však nic nebrání 
využití prohlížeče v libovolných dalších aplikacích. Vytvoření aplikace, která bude hostovat 
komponentu webový prohlížeč, není nic složitého. Okno (nebo dialog), v němž bude 
komponenta zobrazována, musí být tzv. ActiveX kontejner. Takovým kontejnerem musí být 
každá aplikace hostující libovolný ActiveX prvek. Většina moderních vývojových prostředí 
disponuje funkcí, která dokáže v návrhu dialogu (okna nebo formuláře, záleží na konkrétním 
prostředí) vložit libovolnou ActiveX komponentu, která je v systému nainstalována. Veškerou 
práci s rutinním kódem tak za nás zpravidla odvede vývojové prostředí. Tvorba aplikace 
zobrazující nějakou HTML stránku je tak velice zjednodušena. Tím se naskytují pro tvůrce 
aplikace nové možnosti. Představme si například situaci, kdy je podpora skriptování v aplikaci 
použita jako technika pro její jednoduché rozšiřování. Ovšem co když bude požadavkem i 
vizuální rozšiřování aplikace nebo to, aby doplňky mohly mít i uživatelská rozhraní? 
Samozřejmě zde existuje možnost injektovat do skriptovacího stroje celé rozhraní pro 
dynamické vytváření různých dialogových oken a komponent na nich, nicméně je to velmi 
pracná technika. Jako druhou variantu můžeme využít právě hostování webového prohlížeče. 
Tvůrce rozšíření aplikace pak bude mít možnost vytvořit i jednoduchou HTML stránku sloužící 
jako uživatelské rozhraní k danému rozšíření.  
Při hostování webového prohlížeče můžeme jít ještě dále a vytvořit celé uživatelské 
rozhraní aplikace formou HTML stránky. To v sobě skrývá spoustu výhod především, co se týče 
rychlosti vývoje takového uživatelského rozhraní. Pomocí moderních technologií v podobě 
kaskádových stylů (CSS) a DHTML (Dynamic HTML) lze vytvořit velice zajímavé a pro 
uživatele lákavé prostředí i se spoustou náročných grafických a designových prvků. Na druhé 
straně tím nabízíme některým uživatelům možnost jednoduše si prostředí aplikace přizpůsobit. 
Stačí k tomu znalost HTML jazyka, CSS a editace několika málo textových souborů. Rovněž se 
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zde nabízí možnost jednoduché podpory pro změnu vzhledu celé aplikace např. výměnou 
souboru kaskádových stylů a použitých obrázků. 
I když mají taková řešení na první pohled samé výhodné vlastnosti, najdeme i zde 
nevýhody a problémy, které bude muset tvůrce aplikace řešit. První nevýhodou může být ztráta 
výkonu uživatelského rozhraní. Vykreslení HTML stránky navíc s notnou dávkou kaskádových 
stylů a složitých designových prvků s sebou nese poměrně značnou režii. Odezva uživatelského 
rozhraní tak může oproti klasickému přístupu značně klesnout. Pokud je tedy v aplikaci důležitá 
a líbivý vzhled aplikace není prioritním požadavkem, bude rozhodně lepší využít klasických 
přístupů s dialogy se standardními ovládacími prvky systému. Je-li hlavním cílem zaujmout 
uživatele uživatelským prostředím a využít různých dynamických změn uživatelského prostředí, 
nebude výkonový rozdíl tak markantní.  
Další nevýhodou nebo spíše problémem, který bude muset programátor aplikace řešit, je 
relativní izolovanost uživatelského rozhraní a jádra programu. Ta je sice v moderních postupech 
a návrhových vzorech (např. MVC – Model-View-Controller) žádanou vlastností, ale HTML 
stránka nemá z principu žádnou možnost ovlivnit nebo zaslat zprávu svému okolí. Budeme 
muset tedy poměrně složitě řešit i tak triviální věc, jako je obsluha kliknutí na tlačítko apod. 
HTML stránka o tom, zda je zobrazena v prohlížeči Internet Explorer nebo v jiné aplikaci taktéž 
hostující komponentu webového prohlížeče, nemůže sama nijak vědět. Rovněž s hostující 
aplikací nemůže sama od sebe komunikovat. Zajištění této komunikace je tedy na 
programátorovi aplikace. Zde musím poznamenat, že některé pomocné knihovny již na takovou 
situaci pamatují. Konkrétně např. knihovna MFC obsahuje přímo třídu CDHtmlDialog [18], 
která implementuje dialogové okno, přes jehož celou klientskou oblast se rozprostírá okno 
webového prohlížeče. MFC knihovna rovněž disponuje nástroji, kterými lze programově 
reagovat na různé události prvků stránky. Je jím mj. i právě ono kliknutí na tlačítko, ale lze také 
programově nastavit text v určitém elementu stránky apod. Takový přístup ale vytváří velmi 
těsné provázání konkrétního uživatelského rozhraní s kódem aplikace. Při následných i 
nepatrných změnách HTML stránky bude často nutné zasahovat i do kódu aplikace. Pokud se 
jedná o jednoduché uživatelské rozhraní s několika málo ovládacími prvky, které se nebude 
často měnit, může být zmíněný přístup velice výhodný. Naprosto nevhodný však bude při 
využití webového prohlížeče jako nástroje pro zobrazování uživatelského rozhraní rozšiřujících 
modulů, protože programátor aplikace nemůže předem znát požadavky tvůrce rozšíření. 
Zamyslíme-li se nad dalšími možnostmi, zjistíme, že komponenta webový prohlížeč 
rovněž využívá technologie MS Active Script. Snad každý prohlížeč dnes podporuje 
jednoduchou možnost programování na straně klienta. Jazyk, který se pro tento účel používá je 
JavaScript. Ani Internet Explorer v tomto případě není výjimka a využívá právě zmiňovaný 
interpret jazyka JScript (ostatně není divu, když byl interpret JScript-u původně vytvářen právě 
pro Internet Explorer). Dalším nabízejícím se řešením tak může být injektování vlastních prvků 
do skriptovacího stroje v komponentě webového prohlížeče. 
Instance komponenty Webový prohlížeč společnosti Microsoft 
Pro vytvoření instance komponenty je nejvýhodnější využít vestavěné možnosti vývojového 
prostředí. Pokud vývojové prostředí takovou funkci neumožňuje nebo bychom chtěli vytvořit 
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instanci ActiveX prvku v čistém WinAPI, znamená to implementaci poměrně značného 
množství kódu, jehož vysvětlení je nad rámec tohoto textu. 
Základním rozhraním pro práci s komponentou, které získáme po jejím vytvoření, je 
IWebBrowser2 [19]. Obsahuje několik základních metod a vlastností pro ovládání 
komponenty. Jednou z nejdůležitějších metod tohoto rozhraní je metoda Navigate sloužící 
pro načtení zadané URL adresy, celé cesty v rámci souborového systému nebo UNC umístění 
(Universal Naming Convention). Lze také využít další metody pro navigaci v historii zpět 
(GoBack), vpřed (GoForward), metodu pro obnovení stránky (Refresh) a spoustu dalších. 
Příklady vytvoření komponenty a použití jejích základních funkcí obsahují [8] nebo [9]. 
3.3.1 Rozhraní IDispatchEx 
Původní Automation rozhraní IDispatch (viz kapitola 2.3) bylo vytvořeno primárně pro 
programovací jazyk Visual Basic. Předpokládá se, že objekt implementující toto rozhraní má 
statické metody a vlastnosti, což jeho použití v dynamických skriptovacích jazycích velmi 
omezuje. Pro potřeby skriptovacích jazyků tak vzniklo nové rozhraní IDispatchEx, které 
rozšiřuje možnosti původního rozhraní IDispatch. Některé z důležitých nových vlastností, 
které zmiňuje i Eric Lippert (jeden z vývojářů pracujících na vývoji Active Script technologie) 
ve svém blogu [10] jsou: 
· Přidávání nových metod a vlastností objektu za běhu. Můžeme se setkat také 
s označením „expando“ objekty. Toto je možné díky metodě GetDispID 
s nastaveným příznakem fdexNameEnsure. Naopak chce-li skriptovací stroj pouze 
zjistit, zda prvek se zadaným jménem existuje, zavolá metodu GetDispID bez tohoto 
příznaku. 
· Odstraňování prvků objektu. K tomu slouží metody s výstižnými názvy 
DeleteMemberByName a DeleteMemberByDispID. Nicméně odstraňování 
položek není doporučeno, protože v případě opětovného přidání prvku se stejným 
jménem je nutné zajistit, aby získal původní DISPID. To totiž může být uloženo v něčí 
cache paměti. 
· Case-sensitivní názvy prvků objektů. Rozhraní IDispatch bývá implementováno tak, 
aby nerozlišovalo velikost písmen v názvech prvků. To vyhovuje programovacímu 
jazyku Visual Basic, které je case-insensitive. Naproti tomu stojí jazyk JScript, který již 
velikost písmen rozlišuje. Proto je možné specifikovat příznaky 
fdexNameCaseSensitive a fdexNameCaseInsensitive při volání 
GetDispID. 
· Výčet prvků objektu. S povolením dynamického přidávání a odebírání prvků objektů, 
nastala potřeba je také v určitý čas všechny vyčíslit. K tomu slouží metoda 
GetNextDispID a pro následné zjištění jména z DISPID metoda GetMemberName. 
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· Podpora konstruktorů. V jazyce JScript může být funkce volaná jako konstruktor 
objektu. Pro tyto účely byl přidán nový typ volání (DISPATCH_CONSTRUCT) metody 
InvokeEx. 
· Podpora pro ladící nástroje. Rozhraní IDispatchEx obsahuje také metodu 
GetMemberProperties, kterou samotný skriptovací stroj nikdy nevolá, ale mohou 
ji volat případné ladicí nástroje, aby zjistily, zda se jedná o vlastnost objektu nebo jeho 
metodu. 
V tabulce 3.4 se nachází seznam všech metod rozhraní IDispatchEx s krátkým 
popisem. Detailní popis včetně parametrů je uveden v [11]. I když skriptovací stroj volá 
primárně metody rozhraní IDispatchEx, měly by objekty implementující toto rozhraní 
implementovat i rozhraní IDispatch z důvodu zpětné kompatibility. 
 
Metoda Význam 
DeleteMemberByDispID Odstraní prvek na základě jeho DISPID. 
DeleteMemberByName Odstraní prvek na základě jeho jména. 
GetDispID Vrátí hodnotu DISPID podle požadovaného jména 
prvku. V případě příznaku fdexNameEnsure tento 
prvek zároveň vytvoří, pokud předtím neexistoval. 
GetMemberName Vrátí jméno prvku na základě jeho DISPID. 
GetMemberProperties Vrátí vlastnosti prvku určeného hodnotou DISPID. 
Vlastnosti jsou zastoupeny příznaky definovanými 
konstantami začínajícími na fdexProp*. 
GetNameSpaceParent Vrací rozhraní nadřazeného jmenného prostoru. 
GetNextDispID Zjistí DISPID následujícího prvku za určeným prvkem. 
InvokeEx Slouží k přístupu k jednotlivým prvkům objektu. Je to 
tedy obdoba metody Invoke rozhraní IDispatch, 
ale je v některých ohledech zjednodušena a navíc 
podporuje volání konstruktorů s příznakem 
DISPATCH_CONSTRUCT. 
Tabulka 3.4: Metody rozhraní IDispatchEx 
 
3.3.2 Injektování prvků do skriptovacího stroje 
komponenty Webový prohlížeč 
Webový prohlížeč představuje v technologii Active Script stranu hostující aplikace. Uvnitř tedy 
obsahuje implementaci rozhraní IActiveScriptSite nutnou pro používání skriptovacího 
stroje. Zároveň do skriptu injektuje množství podpůrných metod a objektů počínaje klasickou 
JavaScriptovou hláškou alert() až po objekty zpřístupňující DOM (Document Object Model) 
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celé stránky v podobě objektu document. Díky tomuto není možné využít výše uvedený 
postup s vlastní implementací IActiveScriptSite. I zde však existuje způsob, kterým 
můžeme vlastní prvky do skriptu přidávat. 
V případě, že v prohlížeči načteme HTML stránku4, můžeme pomocí vlastnosti 
Document rozhraní IWebBrowser2 získat přístup k objektovému modelu HTML stránky. 
Vlastnost Document obsahuje ukazatel na rozhraní IDispatch zobrazeného dokumentu. 
Objekt dokumentu HTML stránky implementuje několik rozhraní, která obsahují různé 
vlastnosti (viz [19]). Rozhraní IHTMLDocument má pouze jednu vlastnost, ale pro naše účely 
velmi důležitou. Tato vlastnost s názvem Script vrací ukazatel na rozhraní IDispatch. 
Význam vráceného objektu dokumentace příliš neobjasňuje. Jeho významnou vlastností však je, 
že implementuje také rozhraní IDispatchEx, které umožňuje dynamické přidávání prvků za 
běhu programu. Je tak možné do něj vložit nové vlastnosti odkazující na naše objekty a tím 
injektovat i do skriptovacího stroje webového prohlížeče. Tento postup v podstatě odpovídá 
dějům probíhajícím vnitřně ve skriptovacím stroji při definici proměnných nebo funkcí. Právě 
proto se zde můžeme setkat s jedním nepříjemným problémem – ze skriptu lze jednoduše 
přepsat vlastnosti objektu odkazující na injektované prvky jinými hodnotami. Každý prvek 
injektovaný tímto způsobem se chová jako uživatelsky definovaná proměnná ve skriptu a tu lze 
kdykoliv přepsat jinou hodnotou. Bohužel z principu postupu tomuto problému není možné 
nijak zabránit. 
Na závěr ještě zbývá odpovědět na otázku v kterém okamžiku injektovat prvky do 
skriptovacího stroje. Komponenta webového prohlížeče totiž prochází různými fázemi svého 
životního cyklu a ne v každé je to možné. Pokud vložíme ActiveX prvek na dialogové okno, 
nabídne vývojové prostředí kromě nastavení některých vlastností také možnost pro vytvoření 
metod reagujících na události prvku. V případě webového prohlížeče to jsou metody definované 
v rozhraních DWebBrowserEvents a DWebBrowserEvents2 (popis rozhraní a událostí 
naleznete v [19]). Hostující aplikace je tedy musí implementovat, to již ale vývojové prostředí a 
jeho pomocné knihovny řeší za nás. Tato rozhraní obsahují poměrně značné množství událostí, 
ale my můžeme pro injektování prvků využít například událost NavigateComplete 
z prvního rozhraní. Událost je volána těsně po tom, co je dokončena navigace na novou adresu, 
ale ještě před tím, než začne vykreslování stránky nebo spuštění nějakých vložených skriptů. 
Obslužná metoda dokonce dostává jako svůj první parametr ukazatel na IDispatch, z něhož 
se můžeme dotázat na rozhraní IWebBrowser2 a dále se již známým způsobem dostat 
k rozhraní IDispatchEx objektu skriptu. 
                                                   
4 Webový prohlížeč může ve svém okně zobrazovat nejen HTML stránku, ale i jiné dokumenty, 
umožňující vložení jejich prohlížeče jako ActiveX komponenty. V takovém případě bude vlastnost 
Document odkazovat na tuto komponentu. Příkladem může být prohlížeč PDF souborů, který se zobrazí 
přímo v okně Internet Exploreru. 
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4 Návrh a implementace knihovny 
V předchozí kapitole byly popsány základní postupy pro využití skriptovacího stroje 
v aplikacích a také metody injektování objektů pro zpřístupnění služeb aplikace tvůrci skriptu. 
Všechny předchozí ukázky se ovšem opíraly o vcelku podrobné znalosti technologií COM a 
Automation, protože je na nich postavena i samotná technologie ActiveX Scripting. Pokud i 
hostitelská aplikace využívá COM nebo se jedná dokonce přímo o komponentovou aplikaci, 
jejíž funkcionalita je obsažena v sadě Automation objektů, jsou výše uvedené postupy 
dostačující. V opačném případě, kdy aplikace nemá žádnou podporu komponentové technologie 
a vnitřně je založena na nativních C++ třídách a objektech, se dostáváme do problémů. Pro tyto 
případy má být určena navrhovaná knihovna, která by měla práci s vytvořením skriptovacího 
stroje a injektováním prvků co možná nejvíc usnadnit. 
4.1 Cíle a požadavky 
Před návrhem knihovny si nejprve stručně shrneme cíle a požadavky na vytvářenou knihovnu. 
1. Knihovna by měla umožňovat vytvořit a spravovat instanci (resp. instance) 
skriptovacího stroje a umožnit mu jednoduše předat zdrojový text skriptu ke zpracování. 
2. Knihovna musí maximálně zjednodušovat injektování vlastních prvků do skriptovacího 
stroje. Vlastními prvky se zde rozumí vytvoření jednoduchých metod, celých objektů 
s vlastnostmi i metodami, ale také tříd – tedy objektů, které lze ve skriptu dynamicky 
vytvářet. Musí proto poskytnout dostatečně robustní rozhraní, které umožní volání 
metod s různými typy parametrů a také předávání návratových hodnot. Toto vše dokáže 
vytvořit i z nativních C++ objektů. 
3. Měla by rovněž poskytovat nástroje pro jednoduché injektování prvků do hostované 
instance webového prohlížeče a umožnit současnou spolupráci skriptovacího stroje 
v prohlížeči a samostatné instance skriptovacího stroje vytvořené pro zpracovávání 
skriptu. 
4. Definice a implementace injektovaných rozšiřujících prvků skriptu může být uložena 
v samostatných modulech, které bude knihovna dynamicky načítat. Tyto moduly by 
měly být tvořeny standardními programovacími prostředky (např. DLL knihovna). 
Zároveň ale může být implementace injektovaných prvků umístěna i přímo v samotné 
hostující aplikaci. 
5. Knihovna by měla minimalizovat nutnost psát kód komponentové technologie COM a 
tím také omezit požadavky na programátora aplikace a jeho znalost COM a příbuzných 
technologií. 
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6. Rozhraní knihovny by mělo být jednoduché a intuitivní, aby jeho pochopení a použití 
bylo snadné. 
7. Použití knihovny by také nemělo být striktně omezeno na konkrétní programovací jazyk 
(aby byly zachovány výhody komponentové technologie COM). 
4.2 Návrh knihovny 
Z uvedených požadavků vyplývá, že knihovna musí být poměrně univerzální a umožňovat 
různé metody použití. Návrh knihovny je proto velice důležitá část. Jako první krok je nutné 
podrobně pochopit principy odehrávající se při definování a volání nebo zjišťování hodnot 
jednotlivých prvků jazyka JScript a následně určit množinu prvků jazyka, které bude knihovna 
podporovat. 
Dalším krokem pak bude návrh struktury vnitřních objektů knihovny a nakonec definice 
rozhraní. Během těchto kroků je také nutné stále myslet na podporu modulů, jak uvádí 
požadavek číslo 4. 
4.2.1 Principy vytváření a volání prvků jazyka JScript 
Základní principy byly zmíněny v kapitole 3.3.2. Při návrhu knihovny je ale nutné průběh každé 
operace pochopit detailně. Základní vodítko může poskytnout [11], kde se nachází krátké 
srovnání postupu definice a volání prvku přímo v jazyce JScript a obdobného postupu za využití 
rozhraní IDispatchEx. Další informace se také nacházejí v [12] a [7]. Mnoho dále 
uvedených poznatků bylo ovšem nutné zjistit experimentováním s jednoduchou vlastní 
implementací rozhraní IDispatchEx. 
Definice proměnné, přiřazení hodnoty a čtení hodnoty 
Při definici proměnné ve skriptu je vnitřně volána metoda GetDispID s příznakem 
fdexNameEnsure, čímž se zajistí provázání DISPID k jejímu názvu. Při přiřazení hodnoty 
do této proměnné dojde k volání metody InvokeEx s parametrem wFlags nastaveným na 
hodnotu DISPATCH_PROPERTPUT. Má-li být následně hodnota proměnné přečtena, je opět 
volána metoda InvokeEx, tentokrát ale s hodnotou DISPATCH_PROPERTYGET. 
Máme-li ukazatel na rozhraní IDispatchEx skriptu, lze pak programově vytvořit 







// definice nové globální proměnné 
bstrName = SysAllocString(L"promenna"); 




// přiřazení hodnoty 100 do proměnné 
DISPID dispidPut = DISPID_VALUE; 
VariantInit(&var); 
var.vt = VT_I4; 
var.intVal = 100; 
dispparams.rgvarg = &var; 
dispparams.rgdispidNamedArgs = &dispidPut; 
dispparams.cArgs = 1; 
dispparams.cNamedArgs = 1; 
pdexScript->InvokeEx(dispid, LOCALE_USER_DEFAULT, 
                     DISPATCH_PROPERTYPUT, &dispparams,  
                     NULL, NULL, NULL 
); 
Toto je základní postup pro definování nového prvku jazyka a na obdobném principu 
budou založeny všechny další postupy, včetně injektování prvků pomocí rozhraní 
IDispatchEx. Ukládanou nebo čtenou hodnotou proměnné nemusí být pouze elementární 
datový typ, ale mohou to být i celé objekty, resp. ukazatelé na jejich rozhraní IDispatch. Pro 
úplnost dodávám, že v ukázkovém kódu pro zjednodušení chybí ošetření chyb a návratových 
hodnot metod.  
Definice a volání metody 
Obdobný děj nastává při definici metody. Protože JScript je jazyk čistě objektový (tedy vše je 
objekt), jsou i metody vnitřně reprezentovány jako objekty. Pokud tedy skriptovací stroj při 
zpracovávání skriptu narazí na definici metody, vytvoří nejprve objekt typu „funkce“, jenž bude 
zprostředkovávat funkčnost metody. Potom následuje opět volání metody GetDispID pro zisk 
DISPID a InvokeEx s parametrem DISPATCH_PROPERTYPUT(REF) pro uložení reference 
na objekt typu „funkce“. Jakmile ve skriptu dojde k volání této metody, nejprve je provedena 
operace DISPATCH_PROPERTYGET, která vrátí ukazatel na objekt typu „funkce“ a teprve na 
jeho rozhraní IDispatch nebo IDispatchEx je volána metoda Invoke/InvokeEx 
s parametrem DISPATCH_METHOD a DISPID rovno DISPID_VALUE5. 
Vlastní objekty a jejich konstruktory 
V JScript-u je vše objektem, tedy i proměnná obsahující číslo nebo řetězec je objekt, který má 
určité metody. I když jsme v předchozí ukázce vytvářeli proměnnou s typem VT_I4, skriptovací 
stroj si ji automaticky převede na svůj interní objekt Number.  
Jazyk JScript umožňuje také vytvářet vlastní typy objektů. Přitom k tomu poskytuje 
poněkud nepřehledný postup. Objekt se definuje na první pohled úplně stejně jako obyčejná 
metoda. Taková metoda pak slouží jako konstruktor nového objektu. Pokud chceme vytvořit 
instanci tohoto objektu, musíme pak namísto klasického volání metody použít operátor new.  
function MujObjekt() { 
   this.metoda = function() { 
                                                   
5 Hodnota DISPID_VALUE = 0 je rezervovaná hodnota DISPID s významem „hodnota tohoto objektu“ – 
tedy nechceme přistupovat k prvku objektu, ale pracovat přímo s ním jako celkem. 
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      // tělo metody 
   }; 
} 
// Vytvoření instance 
var o = new MujObjekt(); 
Obecným předkem libovolného vestavěného ale i uživatelsky definovaného objektu je 
Object, který má několik základních metod jako je např. toString nebo vlastnost 
prototype. 
Pokud však výše uvedeným postupem do skriptu vložíme vlastní objekt pomocí ukazatele 
na jeho rozhraní IDispatch (tzn., že vkládaná proměnná bude typu VT_DISPATCH), nebude 
tento objekt odvozen od Object. Pokud by to vadilo, je možné si při injektování nejprve 
vytvořit instanci onoho obecného objektu Object a následně do něj vložit jednotlivé prvky 
(vlastnosti a metody). Přiklad takového postupu uvádí [11]. 
Jedním z důvodu zavedení rozhraní IDispatchEx ve skriptovacích jazycích bylo také 
umožnění volání konstruktorů objektů. Pokud v JScript-u vytváříme nový objekt pomocí 
operátoru new, je postup obdobný jako u volání metody. Liší se pouze v tom, že je volána 
metoda InvokeEx s parametrem DISPATCH_CONSTRUCT a její návratovou hodnotou je 
rozhraní IDispatch ukazující na nově vytvořenou instanci objektu. 
4.2.2 Datové typy v jazyce JScript 
V předchozím příkladu jsme si mohli všimnout, že metoda Invoke(Ex) má jako parametr pole 
hodnot typu VARIANT. Jedná se o univerzální datový typ, který je hojně používán v technologii 
Automation. Tento datový typ je v jazyce C++ implementován jako speciální struktura, která 
v sobě dokáže uchovávat většinu obvyklých datových typů. Typ aktuálně uložené hodnoty 
určuje položka struktury s názvem vt. Interpret jazyka JScript je schopen s tímto datovým 
typem pracovat. Sada konkrétních datových typů, se kterými JScript pracuje je však omezena na 
několik základních. Ostatní typy hodnot uložené v proměnné VARIANT jsou (pokud to je 
možné) interně převedeny na datový typ, se kterým skript pracuje. 
JScript pracuje pouze s jedním celočíselným typem a tím je VT_I4. Podobné typy 
(VT_I2, VT_U4, apod.) si dokáže sám automaticky převést. Pro reálná čísla používá vždy 
VT_R8. Datové typy s fixním počtem desetinných míst (např. VT_DECIMAL) skriptovací stroj 
nepodporuje. 
Řetězce jsou ukládány ve standardním řetězcovém typu BSTR, který je využíván v celé 
COM technologii. Jedná se o VT_BSTR typ proměnné VARIANT, kterou skriptovací stroj 
interpretuje jako svůj vnitřní objekt String. 
Logické výrazy (true/false) jsou ukládány v typu VT_BOOL a vnitřně je 
reprezentuje objekt Boolean. 
Interní objekt Date pro uchování data a času je konvertován na VT_DATE a naopak. 
Ostatní nestandardní objekty je skript schopen zpracovávat, pokud mají rozhraní 
IDispatch. Pokud skriptovacímu stroji předáme VT_UNKNOWN, okamžitě bude volat 
QueryInterface pro získání rozhraní IDispatch. 
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Posledním standardním datovým typem ve skriptu jsou pole reprezentována objektem 
Array. Skriptovací stroje jsou schopny zpracovat pouze pole hodnot typu VARIANT. 
Další cenné rady nejen pro návrh této knihovny, ale obecně pro tvorbu libovolných 
objektů, které budou využívány ve skriptu, naleznete v [13]. 
4.2.3 Podporované prvky jazyka 
Na základě doposud získaných znalostí již můžeme rozhodnout, jaké prvky jazyka JScript bude 
knihovna injektovat, aby pokryla čím jak nejširší možnosti použití a aby byly takové konstrukce 
technicky realizovatelné. Knihovna tedy bude implementovat injektování prvků uvedených 
v tabulce 4.1. 
 
Prvek jazyka Příklad jeho použití 
Globální metoda globalniMetoda("parametr"); 
Globální konstanta (proměnná pouze pro čtení) var a = globalniKonstanta; 
Globální konstanta obsahující instanci 
uživatelského objektu 
globalniObjekt.metoda(); 
Definice uživatelského objektu – třída var o = new MujObjekt(1, 2); 
o.metodaObjektu(); 
Konstanta v definici uživatelského objektu – 
statický prvek třídy 
var a = MujObjekt.konstanta; 
Tabulka 4.1: Přehled prvků jazyka, které bude knihovna umožňovat injektovat 
 
4.2.4 Vnitřní uspořádání knihovny 
Na základě stanovených prvků jazyka, lze odvodit vnitřní typy objektů, se kterými bude muset 
knihovna pracovat. Vnitřním objektem knihovny se rozumí Automation objekt zastřešující 
určitý prvek jazyka, jenž bude injektován do skriptovacího stroje. Každý z těchto objektů bude 
muset implementovat některé vlastnosti specifické pro odpovídající prvek jazyka.  
Objekt typu metoda 
Jedná se o nejelementárnější objekt zastřešující určitou uživatelskou metodu injektovanou do 
skriptu. Tento objekt musí především implementovat metodu Invoke, pomocí které bude 
skriptovací stroj metodu spouštět. Slouží pro zastřešení jak globální metody, tak metody 
nějakého objektu. 
Objekt typu definice objektu 
Bude zastřešovat definici (třídu) uživatelského objektu. Musí tedy v sobě uchovávat jména 
jednotlivých prvků a jejich data – hodnoty nebo ukazatele na jiné objekty (především objekty 
typu metoda). Měl by plně implementovat rozraní IDispatch, aby poskytoval přístup ke svým 
prvkům a skriptovací stroj tak přes něj mohl volat jednotlivé metody. Zároveň se vyplatí využít 
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takový objekt i pro uchovávání globálních metod a dalších prvků, protože ho pak lze jednoduše 
injektovat do hostovaného skriptovacího stroje tak, jak popisuje kapitola 3.2. 
Objekt typu konstruktor objektu 
Aby bylo možné z definice objektu vytvořit více nezávislých instancí, musí existovat další 
pomocný objekt, který se bude chovat jako konstruktor a bude injektován do skriptovacího 
stroje pod jménem definice objektu (třídy). Jeho smyslem je vytvoření konkrétní instance 
objektu. Protože se jedná o použití s operátorem new, musí implementovat rozhraní 
IDispatchEx a reagovat na volání metody InvokeEx s parametrem 
DISPATCH_CONSTRUCT. Samotná definice objektu do skriptovacího stroje tedy vůbec 
injektovaná nebude. 
Objekt typu instance objektu 
Posledním důležitým objektem je konkrétní instance uživatelského objektu, kterou vytváří 
konstruktor. Tato instance je pak navrácena skriptovacímu stroji, který ji může uložit například 
do proměnné a následně na ní bude možné volat metody. Vznik tohoto pomocného objektu je 
velice důležitý, protože jen tak je možné zajistit současnou existenci více instancí jedné třídy 
objektů. Každý objekt tak může mít ve stejném čase různý vnitřní stav. 
 
 
Obrázek 4.1 znázorňuje možné hierarchické uspořádání vnitřních objektů knihovny. 
V tomto případě se jedná o injektování dvou uživatelských objektů a jedné globální metody. 
První z objektů má tři metody a v okamžiku zachyceném na obrázku jsou právě vytvořeny dvě 
instance tohoto objektu. Druhý objekt má pouze dvě metody a v aktuálním okamžiku neexistuje 
























Obrázek 4.1: Hierarchie vnitřních objektů knihovny 
27 
přímo injektován do skriptovacího stroje. Vždy mu předchází jeden z objektů (konstruktor nebo 
instance), který volání metod ze skriptu předává dále definici objektu. 
4.2.5 Injektování obecných objektů 
V druhém požadavku z kapitoly 4.1 jsem zmínil možnost injektovat do skriptovacího stroje i 
klasické (nativní) objekty daného programovacího jazyka. Jsou to tedy objekty, které 
nepodporují COM technologii. Jen málokdy je celá aplikace psána s využitím COM, takže 
situace, kdy již existuje sbírka tříd a objektů, které budeme injektovat do skriptu, není nikterak 
ojedinělá.  
Z předchozí kapitoly vyplynulo, že každá metoda každé třídy (definice objektu) bude 
vnitřně reprezentována samostatným objektem, který bude realizovat spuštění dané metody. Při 
návrhu zde ale narazíme na problém se zajištěním volání libovolné metody s libovolným 
počtem parametrů a jejich typů. V kapitole 4.2.2 byl uveden seznam datových typů, které 
JScript podporuje. Na druhé straně můžeme mít již existující třídu (např. v C++), jejíž metody 
mají parametry různých často i uživatelsky definovaných typů. Knihovna tedy musí 
implementovat obecný mechanizmus, který pro každou třídu umožní vytvořit Automation 
obálku a tuto pak injektovat do skriptovacího stroje. Jedná se tak o ukázkový příklad využití 
návrhového vzoru adapter (někdy označovaného i wrapper) [15]. Tato obálka se týká 
především všech injektovaných metod. Každou metodu obalíme pomocnou metodou, která bude 
mít přesně dané parametry i návratovou hodnotu. Při volání metody ze skriptu pak budou její 
parametry předány například jako pole proměnných typu VARIANT (tj. obdobný princip jako u 
Automation rozhraní). Zpracování těchto hodnot je už pak na obalující pomocné metodě, která 
musí zajistit kontrolu počtu parametrů, provést případné konverze datových typů nebo nastavit 
implicitní hodnoty parametrům, které jsou volitelné. Nakonec spustí metodu původního C++ 
objektu. 
Dalším úkolem pomocné metody je transformace datového typu návratové hodnoty na 
typ, který JScript umí zpracovat. Zde lze opět využít typ VARIANT. 
Deklarace každé pomocné metody tedy bude vypadat takto: 
HRESULT __stdcall MyMethod ( 
           PVOID pvUsrObj,  
           SE_METHODPARAMS* pParams,  
           VARIANT* pVarResult 
); 
 
typedef struct tagSE_METHODPARAMS { 
    UINT nArgsCount;            // počet parametrů metody 
    VARIANT *pvarArgs;          // pole parametrů 
    VARIANT *pvarThisObject;    // "this" objekt ve skriptu 
} SE_METHODPARAMS; 
Každá pomocná metoda má návratový typ HRESULT. Ten je v COM technologii velmi 
hojně využíván. Jeho účelem je sdělení knihovně, zda se volání metody zdařilo nebo ne. Pokud 
například pomocná metoda zjistí chybný počet parametrů, může vrátit hodnotu 
DISP_E_BADPARAMCOUNT. Knihovna ji následně předá skriptovacímu stroji a ten se může 
podle toho zařídit (například vyvolat chybu za běhu skriptu). 
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Následuje direktiva __stdcall, která zde slouží pouze pro sjednocení postupu volání 
funkce mezi různými programovacími jazyky. Explicitně tak určíme postup ukládání parametrů 
funkce na zásobník atd., takže implementace pomocné metody může být napsána v libovolném 
jazyce. 
První parametr je ukazatel na tzv. uživatelský objekt. Zavedení tohoto parametru 
umožňuje odlišení konkrétní instance dané třídy. Při vytváření instance objektu ve skriptu bude 
knihovna volat speciální pomocnou metodu sloužící jako konstruktor, v níž lze vytvořit 
například novou instanci původního C++ objektu a ukazatel na tuto instanci vrátit knihovně. Při 
volání metody ve skriptu na tomto nově vytvořeném objektu, knihovna předá pomocné metodě 
onu instanci obalovaného objektu. Jelikož knihovna s tímto ukazatelem nijak vnitřně nepracuje 
(pouze ho předává ostatním pomocným metodám), bude možné si takto uložit prakticky 
libovolnou hodnotu (např. číslo), které pak poslouží k identifikaci instancí. 
4.3 Implementace knihovny 
Pro implementaci knihovny jsem zvolil jazyk C++, který se pro COM a Automation technologii 
využívá nejvíce. K usnadnění rutinní práce s COM, jako jsou základní implementace rozhraní 
IUnknown nebo kód potřebný pro obsluhu exportovaných funkcí z DLL komponenty, je 
využita knihovna ATL (Active Template Library). Příklady použití knihovny ATL naleznete 
v [8]. Tato knihovna podstatně urychluje vývoj COM aplikací v jazyce C++. Na rozdíl od MFC 
(Microsoft Foundation Classes), která rovněž obsahuje podporu pro COM, není natolik robustní 
a nepřináší s sebou tak vysokou režii. Téměř celá implementace ATL tříd je umístěna 
v hlavičkových souborech, takže na velikosti výsledného přeloženého binárního souboru se 
projeví opravdu jen použité třídy. ATL vyžaduje pouze malou podpůrnou DLL knihovnu, 
kterou tedy bude nutné distribuovat společně s aplikací. Ve většině systémů již ale 
pravděpodobně bude přítomna. 
Pro vývoj knihovny jsem zvolil vývojové prostředí Microsoft Visual Studio 2008, které 
pro zrychlení vývoje COM aplikací navíc obsahuje sadu několika průvodců. 
Uspořádání knihovny 
Knihovna je koncipována jako COM komponenta. To zajišťuje nezávislost na programovacím 
jazyce, v němž bude použita. Vnitřní architektura dodržuje navrženou strukturu objektů. Jelikož 
ale bylo potřeba vytvořit soubor objektů s veřejným COM rozhraním, které budou poskytovat 
přístup k vnitřním objektům, zvolil jsem postup zdvojení objektů. V praxi to znamená, že 
existují dva objekty – vnitřní objekt, který je injektován do skriptovacího stroje a druhý objekt 
s pevným rozhraním definovaným v typové knihovně, jenž slouží pro manipulaci s vnitřním 
objektem. Vnitřní objekty tak mohou opravdu implementovat pouze metody Automation 
rozhraní a žádná další rozhraní již obsahovat nemusí. Zvoleným postupem lze jednoduše oddělit 
kód potřebný pro přizpůsobení uživatelské definice objektů a metod od jejich vnitřní 
implementace, která bude injektována do skriptu. 
COM rozhraní knihovny umožňuje skládat definice injektovaných prvků z jednotlivých 
objektů a jejich metod. Jednoduchým vytvářením nových instancí pro každý prvek a jejich 
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postupným spojováním pak bude klientská aplikace tvořit stromovou strukturu objektů 
znázorněnou na obrázku 4.1. Na následujícím obrázku 4.2 vidíme veřejná rozhraní knihovny a 
jejich metody.  
Rozhraní ISEObject poskytuje přístup k objektu typu definice objektu. Rozhraní 
ISEMethod pak zastřešuje objekt typu metoda. Pro další typy objektů (konstruktor a instance) 
žádná veřejná rozhraní neexistují, protože nebyla potřebná. V případě dalšího vývoje knihovny 
ale není problém je doplnit. Za zmínku zde stojí ještě rozhraní ISEGlobals, které je 
odvozeno od ISEObject. Objekt s tímto rozhraním v knihovně může existovat pouze jeden a 
jeho úkolem je uchovávat reference na všechny ve skriptu globálně dostupné objekty. 
 
 
Obrázek 4.2: Rozhraní knihovny 
IScriptEx je rozhraní základního objektu knihovny, který je vytvářen při inicializaci 
knihovny. Jeho vlastnost globalMembers obsahuje referenci na rozhraní ISEGlobals.  
Rozhraní IScriptInstance zastřešuje vytvořenou instanci skriptovacího stroje a 
vrací ho metoda IScriptEx::CreateScriptEngine, která do něj rovnou injektuje 
všechny definované objekty a metody. Druhou možností je přímé vytvoření instance 
IScriptInstance a následné injektování pomocí jeho metody AddGlobals. Zpracování 
zdrojového textu skriptu se provede metodou ProcessScriptText. 
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Princip volání pomocných metod 
Volání pomocných metod (tedy metod obalující metody původního objektu) se díky 
standardizaci její deklarace značně zjednodušilo (viz kapitola 4.2.5). Při vytváření definice 
objektu je nutné pro každou jeho metodu vytvořit nový objekt ISEMethod. Ten má metodu 
s názvem SetMethod, kterou lze nastavit ukazatel na pomocnou metodu. Knihovna ji pak volá 
právě na základě tohoto poskytnutého ukazatele. Předávání ukazatelů na funkce ale není 
z principu technologií COM podporováno, proto se ani datový typ ukazatel na funkci nemůže 
v definici rozhraní vyskytnout. Abych obešel tento problém, bylo nutné použít menší trik. Pro 
uložení ukazatele na pomocnou metodu a předání této hodnoty knihovně je využito obecného 
datového typu VARIANT. Ke konverzi ukazatele na VARIANT,  je v pomocných hlavičkových 
souborech vytvořena funkce VariantSEMethodPtr. 
Takový postup sice odporuje zásadám technologie COM, nicméně knihovna je 
koncipována jako in-process server, takže vždy bude sdílet adresový prostor s hostující aplikací. 
Proto si můžeme dovolit přímé předávání ukazatelů. Jediné omezení zde nastane, pokud 
klientská aplikace pracuje v tzv. Multi-threaded apartmentu a dochází k marshalování ukazatelů 
mezi jednotlivými apartmenty. Knihovna je koncipována jako Single-threaded, takže s ní 
nemůže v jeden okamžik pracovat více vláken. Více o apartmentech a vláknových modelech 
v COM naleznete v [3]. 
4.3.1 Vlastní implementace rozhraní IDispatchEx 
Za jádro celé knihovny lze označit implementaci rozhraní IDispatchEx, které budou 
využívat především objekty typu definice objektu. Metody rozhraní i důvody jeho zavedení byly 
popsány v kapitole 3.3.1. Knihovna ATL obsahuje prostředky pro standardní implementaci 
rozhraní IDispatch na základě informací z typové knihovny. Pro rozhraní IDispatchEx 
ale žádná implicitní implementace neexistuje. Navíc pro dynamicky definované objekty žádnou 
typovou knihovnu ani nemáme. Proto nezbývá, než se pustit do vlastní implementace tohoto 
rozhraní. 
Základem rozhraní je datová struktura podobná tabulce. Každá položka musí obsahovat 
tyto prvky: 
· Jméno položky 
· DISPID položky 
· Typ položky 
· Data položky – uchované v datovém typu VARIANT 
Tato datová struktura musí umožňovat rychlé vyhledávání jak podle jména položky, tak 
podle jeho DISPID. Pro implementaci lze využít například již hotovou šablonu struktury typu 
mapa (CSimpleMap) z knihovny ATL. Protože je mapa optimalizována pro vyhledávání 
pouze podle jednoho klíče, lze tabulku rozdělit na dvě mapy. Jedna bude uchovávat dvojici 
jméno položky – DISPID, druhá pak DISPID – ostatní údaje. 
Dále je nutné implementovat dvě nejdůležitější metody rozhraní. První z nich je metoda 
GetDispID, která musí korektně zpracovávat i příznak fdexNameEnsure. Nejprve je nutné 
prohledat první mapu, zda obsahuje požadované jméno. Pokud takové jméno není nalezeno a je 
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nastaven příznak fdexNameEnsure, musí metoda v mapě vytvořit nový záznam pro dané 
jméno a přiřadit mu jedinečné DISPID. 
Druhou metodou je InvokeEx. Ta naopak pracuje pouze s druhou mapou, protože ji 
skriptovací stroj předává dříve zjištěné DISPID. Hlavním úkolem metody je nalezení položky 
v mapě podle DISPID a následně v závislosti na typu položky a požadované DISPATCH 
operaci spustit odpovídající akci. Skriptovací stroj může požadovat vrácení hodnoty prvku nebo 
volání metody. 
Poslední důležitou metodou, která již ale nepatří do rozhraní IDispatchEx, je 
InjectItemsToDispEx.  Tato metoda slouží k vložení všech definovaných prvků do jiného 
rozhraní IDispatchEx a využívá se při injektování do skriptovacího stroje komponenty 
Webový prohlížeč. 
4.3.2 Moduly 
Čtvrtý požadavek z kapitoly 4.1 popisoval možnost použití modulů, v nichž se budou nacházet 
definice a implementace injektovaných prvků. Pro tyto moduly jsem zvolil podobu DLL 
knihovny, protože se jedná o známý a poměrně rozšířený způsob modulárního rozšiřování 
funkčnosti aplikace. Implementace nějaké jiné specifické podoby rozšiřujících modulů by byla 
naprosto neefektivní. Výhodou DLL knihovny je také to, že mohou být jednotlivé moduly psány 
v různých programovacích jazycích. 
Pro rozšiřující moduly v podobě DLL souborů bylo nutné definovat jejich rozhraní – tedy 
exportované funkce, které bezpodmínečně musí existovat. V takovém případě může knihovna 
načítat moduly a inicializovat je zavoláním jejich vstupní funkce, která zároveň provede definici 
injektovaných prvků implementovaných daným modulem. Povinné exportované funkce modulu 
jsou pouze tři a jejich popis je uveden v tabulce 4.2. Deklarace funkcí vypadá takto: 
SCRIPTEX_MODULE_API  
    BOOL WINAPI ScriptexGetInfo(SE_MODULEINFO* pModuleInfo); 
SCRIPTEX_MODULE_API  
    HRESULT WINAPI ScriptexEntry(ISEGlobals* pGlobals); 
SCRIPTEX_MODULE_API  
    void WINAPI ScriptexUnloadModule(); 
Funkce Význam a okamžik volání 
ScriptexEntry Vstupní funkce modulu, která je volána ihned po načtení 
modulu. Je jí předán ukazatel na rozhraní ISEGlobals, 
pomocí něhož může modul vložit definice injektovaných 
prvků. Z bezpečnostních důvodů moduly záměrně nemají 
žádný přístup k hlavnímu rozhraní knihovny (IScriptEx). 
ScriptexUnloadModule Funkce je volána těsně před uvolněním modulu z paměti, 
takže se v ní může nacházet kód pro uvolnění paměti 
využívané modulem, apod. 
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ScriptexGetInfo Tato funkce slouží k získání informací o modulu, který je 
povinen při jejím zavolání naplnit položky předané struktury 
SE_MODULEINFO. Vytvořené položky typu BSTR následně 
knihovna sama uvolní. 
Tabulka 4.2: Povinné exportované funkce DLL modulu 
Načtení modulu se provede pomocí metody IScriptEx::LoadModule, která má 
jediný parametr určující cestu k DLL souboru. Metoda LoadModuleInfo slouží k přečtení 
informací o modulu bez jeho zavádění a injektování prvků v něm definovaných. Informace o 
modulu jsou vráceny v podobě rozhraní ISEModuleInfo. 
4.3.3 Pomocné hlavičkové soubory 
Dalším z požadavků definovaných v kapitole 4.1 bylo minimalizování práce s COM při použití 
knihovny v aplikaci. To si ale odporuje s koncepcí knihovny realizované jako COM 
komponenta. Aby se vývoj aplikací využívajících knihovnu ještě více usnadnil, vytvořil jsem 
skupinu pomocných hlavičkových souborů, které lze v koncové aplikaci použít. Obsahují 
soubor C++ tříd, které jednak jistým způsobem obalují práci s COM rozhraním knihovny, ale 
také poskytují prostředky pro zjednodušení injektování prvků. Jedná se opět o použití 
návrhového vzoru adapter, protože metody transformují volání nativních C++ metod na volání 
metod COM rozhraní. Programátor koncové aplikace, tak pro využití knihovny nemusí znát 
prakticky nic o COM technologii. Dokonce ani nemusí využívat direktivy #import pro import 
typových informací knihovny, protože definice rozhraní knihovny je součástí hlavičkových 
souborů. Hlavičkové soubory jsou určeny i pro zrychlení vývoje modulů.  
Následující tabulka 4.3 uvádí seznam všech hlavičkových souborů knihovny a popis 




scriptexbase.h Obsahuje základní definice datových struktur a typů. Mj. se v ní 
nachází makro SE_METHODDEF pro deklaraci pomocné metody a 
definice ukazatele na pomocnou metodu – datový typ 
SE_METHODPTR. Tento hlavičkový soubor by měl být připojen vždy 
i v případě využití COM rozhraní knihovny. 
scriptexi.h Definice COM rozhraní knihovny. V případě jejího připojení, není 
nutné importovat typové informace z knihovny direktivou #import. 
scriptexcl.h Obsahuje základní sadu pomocných tříd využitelných jak v klientské 
aplikaci, tak při implementaci modulu. Mezi tyto třídy patří tzv. 
chytrý ukazatel CSePtr, CSeObjectInterface a 
CSeInterfaceBuilder sloužící pro definici injektovaných 
prvků. Dále také třída CSeMethodParams pro validaci a konverze 
parametrů injektovaných metod. 
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scriptex.h Komplexní hlavičkový soubor pro klientské aplikace. Kromě 
připojení všech třech výše uvedených hlavičkových souborů, navíc 
obsahuje třídy CSeScriptEx, což je třída obalující celou knihovnu, 
včetně jejího načtení a inicializace, CSeScriptEngine 
zastřešující instanci skriptovacího stroje. Dále pak třídy pro 
implementaci reakcí na události skriptovacího stroje 
(CSeScriptEvents a CSeScriptEventsImpl) a třídu pro 
načtení informací o modulu (CSeModuleInfo). 
scriptexmod.h Hlavičkový soubor pro implementace modulů. Obsahuje abstraktní 
třídu CSeModule, jejíž implementaci by měl obsahovat každý 
modul. Překrýt je nutné především 3 událostní metody – 
OnDefineInterface, OnUnloadModule a OnGetInfo. 
Následně pak název této odvozené třídy předáme makru 
IMPLEMENT_MODULE_API, které provede implementaci 
exportovaných funkcí DLL knihovny. 
Tabula 4.3: Pomocné hlavičkové soubory 
4.4 Testování 
Testování knihovny je vždy poněkud problematické. Aby bylo možné knihovnu otestovat, 
musel jsem vytvořit také několik testovacích aplikací. Tyto aplikace jsou zároveň distribuovány 
s knihovnou jako ukázkové aplikace. Každá aplikace demonstruje jiný přístup k použití 
knihovny.  
· EngineTest – nejdůležitější aplikace, která využívá služeb ATL a s knihovnou pracuje 
pomocí tříd definovaných v pomocných hlavičkových souborech. Jedná se o aplikaci 
s vlastní instancí  skriptovacího stroje jazyka JScript založenou na jednom dialogovém 
okně s textovým polem, do něhož uživatel může napsat zdrojový text skriptu a následně 
jej spustit. Implementuje také odchytávání událostí skriptovacího stroje, především 
zobrazování chybových zpráv. Využívá služeb obou vytvořených ukázkových modulů a 
navíc implementuje několik dalších metod např. pro zobrazení jednoduché hlášky. 
· EngineTestNoATL – je ukázka minimální aplikace, která vytváří a využívá skriptovací 
stroj. Jedná se o konzolovou aplikaci s využitím pomocných hlavičkových souborů 
napsanou bez jakýchkoliv pomocných knihoven (ATL, MFC). 
· FileManager – tato aplikace demonstruje nejkomplexnější případ použití knihovny. 
Představuje jednoduchého správce souborů, jehož uživatelské rozhraní je HTML 
stránka. Jedná se tak o ukázku práce s komponentou Webový prohlížeč a injektování do 
něj. Je zde využita knihovna MFC a její třída CDHtmlDialog. Veškeré funkce a 
objekty pro práci se souborovým systémem jsou definovány v modulu mod_fs.dll. 
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· IETest – rovněž demonstruje princip injektování do skriptovacího stroje komponenty 
Webový prohlížeč, ale tentokrát za využití COM rozhraní knihovny. Nevyužívá tak 
služeb tříd z pomocných hlavičkových souborů. 
Pro otestování činnosti modulů byly vytvořeny dva ukázkové moduly s implementací 
injektovaných objektů. 
· mod_test.dll – základní demonstrace vytvoření modulu, která obsahuje testovací 
implementaci třídy TestClass. 
· mod_fs.dll – modul pro práci se souborovým systémem. Tento modul především 
injektuje MFC třídu CFileFind pro výpis obsahu adresáře a dále několik pomocných 
metod pro práci se soubory (kopírování, odstranění, přejmenování, atd.). Modul tak 




Cílem této práce byl popis možností využití skriptovacího stroje JScript a vytvoření knihovny 
usnadňující zavedení podpory skriptování v aplikacích. Výsledkem je univerzální knihovna 
s poměrně širokými možnostmi využití. 
Největší přínos poskytuje v oblasti injektování nativních tříd a objektů programovacího 
jazyka. Spojuje tak dva velice rozdílné přístupy mezi nativními objekty a technologií 
Automation, na níž je interpret jazyka JScript postaven. Z důvodu obsáhlosti tématiky práce 
bylo přistoupeno ke zjednodušení s nižší úrovní zautomatizování tohoto postupu. Proto je nutné 
pro každou funkci injektovanou do skriptu implementovat tzv. pomocnou metodu, která slouží 
jako konečná část přizpůsobujícího rozhraní. Pro injektování menšího počtu prvků do skriptu 
v aplikaci, která není založena na COM technologii, je však takový přístup nejvýhodnější. 
V případech, kdy by do skriptu mělo být injektováno velké množství prvků, je vhodnější 
vytvořit a injektovat Automation objekty. Ovšem i na tuto možnost knihovna pamatuje a přináší 
její zjednodušení. 
Výhodou knihovny je její univerzálnost. Umožňuje vytvořit jak novou instanci 
skriptovacího stroje, tak injektovat definované prvky do již existující instance (např. 
v komponentě Webový prohlížeč). Protože je knihovna koncipována jako COM komponenta, 
lze ji použít v různých programovacích jazycích. Součástí knihovny je soubor C++ 
hlavičkových souborů, které obalují COM rozhraní knihovny do C++ tříd, takže programátor 
koncové aplikace nemusí detailně rozumět technologii COM. Rovněž podpora modulů 
s definicemi injektovaných prvků je výhodná. Opět platí možnost implementace modulů 
v různých programovacích jazycích. 
I přes celkovou univerzálnost použití knihovny se v její implementaci stále nachází 
prostor pro další vývoj. Chybí v ní například podpora pro vlastnosti (properties) injektovaných 
objektů. Dále pak podpora pro některé specifické rysy jazyka JScript – např. vlastnost 
prototype pro vytváření odvozených objektů od injektovaného objektu nebo dynamické 
přidávání a odstraňování vlastností objektům za běhu. Rovněž užitečná by byla vestavěná 
podpora pro předávání instancí objektů jako parametry metod. 
Stanovené cíle knihovna splňuje a má poměrně velký potenciál pro další rozvoj. 
Zabudování podpory skriptování do nových i již existujících aplikací s využitím této knihovny, 
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