power industry has necessitated a radical restructuring of the relationships between those who generate the power and those who distribute it to consumers. These now primarily commercial relationships are governed by complex contracts, consisting of many thousands of pages detailing the formulas used to calculate the payments from the supplier (the customer) to the generator, including availability payments, and any rebates from the generator to the supplier. Suppliers make availability payments so that the generators will make available a given generating unit (which we'll call a unit) in a given period of notice time. The contracts also define the standards for compliance with the regions' electricity supply grids, as well as the legal implications and ramifications of any actions that affect this supply.
Power-generating company managers and operations engineers involved in shortterm unit commitment work intimately with these contracts. Short-term unit commitment refers to the situation where an operator must decide what units to bring on and off line, what units to declare as having reduced capacity, and what units stay committed to the customer. The operator must also react to general events such as fluctuations in fuel quality and supply, and to faults that cause units to lose their capacity to generate, termed "tripping off load." The operator then must reschedule available units and perhaps bring ancillary and backup units on line to meet contracted commitment power levels.
To maintain a balanced perspective on the station's power output, managers and operations engineers must be able to determine the contractual consequences of these decisions and events. For example, reductions in capacity can incur a penalty fine, the amount being determined by how much the unit's declared capacity decreases, and how much notice the distributor receives.
To assist these users, we've designed a decision-support knowledge-based system that lets them generate what-if scenarios and access a hypermedia form of the contract.
(The sidebar, "Designing a unit-commitment KBS," explains our rationale.) Our heuristic approach greatly simplifies scenario generation (which we'll describe in detail in the next section), and lets the users at Coolkeeragh Power Ltd. quickly call up any contractual information pertinent to a new fault or situation.
. culators and sums worked out on the backs of envelopes. The most sophisticated tool they use is spreadsheets, hard-wired to perform certain standard what-if calculations. These are, however, straight numbers-in, numbers-out calculations that do not fully take into account assumptions regarding rebates, applicable conditions, and so on. Often, the rebates that might be incurred are worked out in a rough-and-ready way on paper.
The managers are responsible for knowing a scenario's contractual consequences. This requires in-depth knowledge of the contracts between the power-generating company and the power supplier. This task is awesome, considering the size of the contracts, the complexity of their legal phrases, the numerical preconditions, and the chain reaction (called a knock-on effect in the UK) that occurs when one section of the contract changes. Clearly, automating parts of this task would be advantageous.
The other main user group involved in short-term unit-commitment is the operations engineers. They do not generally carry out what-if scenario generation, for two reasons. First, they have limited time to implement any preemptive or reactive action, and so do not have time to perform these exercises. Second, their knowledge of the availability payments and rebates system (as outlined in the contracts) is usually limited.
So, without software such as we have developed, managers perform what-if exercises using spreadsheets
• on scenarios that have happened already (evaluating the best course of action if such circumstances arise again) or
• on events that they think are likely, thereby determining the best course of action in such circumstances.
A manager then summarizes the extrapolated sets of actions as heuristics, and presents these to the operations engineers, who execute the rules accordingly. This situation is far from ideal, however. These rules do not seek to identify all possible financial and legal consequences (and they ignore many assumptions). The scenarios generating the rules are post-reactivethat is, they cannot handle unforeseen circumstances. They also tend to exclude the operations engineers from the what-if decision-making process. This exclusion maintains the engineers' ignorance of the whole process and consequently erodes their capability to independently develop (and act on) Knowledge-based system applications for the power-generation industry have been limited mainly to fault diagnosis 1 and selection of appropriate load-shedding techniques. 2 Recently, KBS application research has focused on short-term unit commitment. 3, 4 Traditionally, different unit-commitment program algorithms have employed dynamic and linear programming techniques to select optimal schedules of unit commitment. 5, 6 Although accurate, this method is time-consuming, because the algorithms perform exhaustive computations on the data. The operations engineer might not have time to wait for these computations; therefore, a heuristic approach might be more suitable. Although a heuristic approach does not guarantee the optimal solution, it will quickly provide a suboptimal solution. To obtain a good unit schedule, operator experience in setting up the control parameters and the input data is critical. 7 Previous expert systems have attempted to replace key areas of the operator's job to make his or her task easier and faster, because many decisions must be made in minutes. Some systems have produced successful results. 3 No doubt this is partly because anything that can reduce an operator's work gives the operator more time to attend to other parts of the rescheduling task.
However, removing sections of the operator's job tends to exclude the operator from certain parts of decision making. To remedy this situation and avoid such a skill loss, a set of expert decision tools that assist and augment an operator's decision-making capability might be more appropriate. The operator can control the extent of decision making allocated to the operator and to the system. More important, with sufficient time, the operator can react to faults in the units or requests from the electricity generator, and use the tools to generate scenarios that indicate the contractual ramifications and financial consequences of any actions that he or she might then make. The operator can then enter an alternate set of actions and compare its costs and benefits to those of the previous set.
Moreover, if the operator is concerned about the contract between the power-generating company and the region's power supplier, he or she could instantaneously check the assumptions behind the implementation of certain contractual rules and any legal interpretations that might have been placed on them. In this contract, the availability payments and applicable rebates (if any) are determined by applying the appropriate formulas-with many rules and assumptions to consider. In a real-time situation, the operator would not have the time to find all these contractual rules and assumptions and to check whether or not a particular formula might apply, let alone instantiate the formula with the numbers and perform the calculation. An expert decision-support tool, however, increases operator efficiency. It maintains (and increases) the operator's involvement in the decision making and, more important, prevents costly, inappropriate actions performed in the heat of the moment.
Designing a unit-commitment KBS
. new solutions when new situations arise and response time is limited.
Accessing contract information.
A powergenerating company's income depends entirely on the formulas and clauses in its contract with the power supplier. This contract encompasses numerous documents, including a Power Station Agreement, eight Generating Unit Agreements, the region's Grid Code, and a Gas Supply Agreement.
The contract totals over 1,500 pages, including detailed drawings and tables and complex mathematical formulas. The contract's users include managerial and engineering staff-from the operations engineers responsible for real-time ad hoc decisions to the commercial manager and the CEO. Only one manager-the one who represents the power-generating company during contract negotiations-fully comprehends the contract's fiscal and legal implications. This manager must regularly refresh his or her understanding of some of the clauses and their mathematical formulas.
Given the contract's size and complexity, you can understand the many difficulties that employees have interpreting it-for example, when
• an operations engineer determines the ramifications of noncompliance caused by an imminent plant shutdown, • a commercial manager forecasts shortterm planned maintenance outages, or
• a CEO tries to discover an exact definition of "governor droop" and its effects on availability payments.
The sheer size of the search space prohibits quickly finding the correct information unless the user already knows the relevant section's location. Also, finding all referenced occurrences of a definition or topic is nearly impossible. A section does not indicate relevant supportive or explanatory information from other sections unless this information is in the paragraph text of the clause. The contract also lacks information about legal interpretations of particular sections.
Our approach
We solved these problems by developing a modular decision-support KBS comprising a what-if tool for scenario generation and a contract advisor tool. To extend the WIT, we added the station incident report system module. The SIR lets users view past cases of similar incidents or events (if they exist), including actions taken and costs incurred. This modular approach enables the tools to be used independently, or in a context-sensitive fashion. For example, with the WIT a user can construct an event scenario that incurs a rebate, and launch the CAT to examine the assumptions and circumstances underlying the rebate's applicability. The user can then return to the WIT and launch the SIR to examine what happened in previous occurrences of this rebate.
Knowledge elicitation and representation. We conducted a series of knowledgeelicitation interviews with one expert: the manager who is the acknowledged expert on the contract and consequences of events. He tells the operations engineers what heuristics to follow. Knowledge acquisition usually consisted of the expert constructing specific examples of events that he could remember happening recently, along with their consequences (including actual numerical data-useful for prototype verification). We constructed a flowchart representation of this knowledge and relayed it back to the expert, who advised us on further refinements. This process repeated until the expert was satisfied that the flowchart matched his knowledge of the events and their consequences.
We proposed an initial design, and coding of the prototype commenced. The coding repeated a sequence of design steps (including evaluation by the expert) until the prototype was complete.
What-if tool. The WIT lets managers and operations engineers generate a scenario in advance or rapidly construct a scenario in response to real-time occurrences, such as a unit tripping off load. A finished scenario combines user-instantiated data, inferred data, user-instantiated actions, and the resulting availability payments and rebates. Figure 1 illustrates the WIT's architecture.
WIT requirements. The two user groups have slightly different requirements for the WIT. Managers have the time to construct numerous scenarios and investigate their contractual and financial consequences (probably over extended periods of time). Operations engineers desire the same functionality, but over a much shorter time period (probably less than 48 hours), and can investigate only a few alternate scenarios because of their limited decision-making time.
Defining an event. After we consulted the expert, we identified the need to define an event about which users could perform WIT operations. We also initially limited the WIT to one unit and one user-selected event that could occur in one user-defined period. This was partly a result of trying to avoid knock- . on effects (although some events are related). In the real system, events occurring to one unit often start a knock-on effect. Obviously, the user would want to know of these knock-on effects. However, the user's immediate concern would be the particular unit involved and the consequences of any actions that he or she might implement. Also, we wanted to keep the initial prototype's size manageable to get the system up and running quickly, and to prevent the prototype from growing exponentially with an undefined scope.
First, the user defines a time period (the time of day and the month affect weightings), over which the WIT will calculate the availability payments and rebates. The defined event takes place in this time period, and it too has a start and finish time. Thus, the WIT will perform pre-event calculations, event calculations, and post-event calculations.
The knowledge-elicitation interviews led to a list of the most common events that lead to availability payments or rebates-for example, an availability reduction or a change in the loading rate. Initially, the WIT represents these events at the same level; however, later they could be restructured hierarchically in further interviews with the operations engineers to match the engineers' model of the sequencing of events.
Using the WIT. The scenario-generation environment consists of one main screen with a WIMP (window, icon, mouse, pointer) interface, pull-down menus, and data-entry fields. The screen includes various buttons that are not enabled until the data required for their functions are available from earlier stages in the scenario generation. Figure 2 shows the what-if tool interface.
When the WIT first executes, it reads various global parameter values from a database (these are changed only occasionally). It then reads the declared availability values for that day (from the database). Next, the user selects the unit with which the event is concerned, enters the time period, and selects the event. This process determines the look of the lower part of the screen, where data is entered in a controlled sequence. The WIT infers some fields from user answers to earlier prompts or from data entries.
As the user builds a scenario, the WIT alerts the user as to the assumption requirements of various event entries, and prompts the user for any necessary data (to instantiate rules determining financial gain and applicability of rebates). As these rules are triggered, the WIT might prompt the user for additional information.
Once the system has acquired enough data, the availability payments function becomes available. Also, if any rebates become applicable during the construction of the event, the system alerts the user, and the named rebates and their value also become available. At that point, the WIT has a context-sensitive hot link to the CAT to provide instantaneous lookup for a rebate-its trigger conditions and assumptions, and so on (and the company's interpretation if available). The availability payments calculator and rebates calculator determine the constructed scenario's costs and benefits.
The WIT places the availability payments and rebates information in a visible store. The user can then go back and alter values to any data fields, have the system recalculate the costs and benefits, and compare the new figures with the old to determine the cheaper sequences of actions. In addition, the user can access the SIR.
Contract advisor tool.
The CAT lets multiple users access the contract in digital form. Because of the contract's immensity, we initially limited the scope of the contractual documents that the prototype incorporated.
Following Dexter. While designing the CAT, we adhered to the Dexter Hypertext Reference Model 1 where possible. This has become a de facto reference standard for building hypermedia systems. This model divides a hypermedia system into three layers: a storage layer, a within-component layer, and a runtime layer. The storage layer concentrates on the mechanisms that join link and nonlink components to form hypermedia networks. The within-component layer deals with the contents and structure of the hypermedia network's components. The runtime layer manages the instantiation of a component-that is, presenting a component to the user. However, the model did not map directly or neatly onto a large part of the CAT system. We never intended the CAT to let a user modify the digital contract, primarily to ensure legal compliance with the original contract. But the Dexter Model was designed for hypermedia systems where authoring and viewing were all part of one system. The CAT incorporates additional modules such as the interpretation module (which we'll discuss later) and requirements such as multiuser network access-the Dexter Model does not incorporate such. Consequently, although researchers have attempted to refine the Dexter Reference Model and adapt it to distributed hypermedia systems, 2,3 it only provided a few broad guidelines for developing the CAT.
The CAT's structure. Figure 3 illustrates the CAT's architecture. The hypermedia/search engine lets users locate one or all instances of a particular word, clause, and so on, and peruse them at will. Besides letting users jump to related clauses and sections mentioned in a clause, the CAT lets them jump . to other related clauses or sections that came to light from the knowledge-elicitation sessions. A user can therefore peruse all material relevant to a section, across all the documents constituting the contract, irrespective of the section or clause from which the user initiated the CAT consultation.
The search engine is extremely powerful; it can find every instance of a word throughout the entire contract or, at the user's discretion, only in specific sections. Figure 4a illustrates an example of the search engine dialogue. To bring the search matches within a manageable boundary, the engine ignores certain predetermined words, such as common conjunctions and articles such as "and" or "the." The engine can also search words in image maps if they have been made searchable when creating the hot spots in the image map. Additionally, the search engine can, among other things, handle aliases and special characters. Figure 4b illustrates the search results dialogue-notice the highlighted search criteria ("Governor Droop").
The interpretation engine handles the display, addition, modification, and deletion of any interpretations that the power-generating company or the electricity supplier placed on a specific clause or section. To ensure that only authorized users make amendments, password protection verifies any modifications to the interpretations before they are stored in the storage layer. Figure 5 illustrates an example of the interpretation engine dialogue.
The context ID link, which uses a unique identifier attached to every item in the hypermedia contract, ensures that the interpretations map correctly to the relevant clause or section.
To a large extent, the contract's structure facilitated the development of the links that form the basis of the hypermedia systemfor example, if a clause specifically refers to another clause, a link is forged to that clause. Similarly, where a term appears in the contract that was included in the contract's definitions section-essentially a detailed glossary-a link is made to that definition. However, only the manager involved in the drafting of the contract had the expert knowledge necessary to determine the links to related sections or clauses of the contract that would otherwise not have been apparent.
A major benefit in our approach to the design of the interface and the hypermedia/search and interpretation engines is that the one system automatically incorporates all the needs of all potential user groups. Irrespective of whether the user is an operations engineer or the CEO, the interface lends itself to the user's task and goals.
Both the hypermedia and interpretation engines operate at a low level, taking advan- tage of the functionality that can be incorporated into Microsoft Windows dynamic link libraries. These low-level operations ensure that the engines can handle multimedia elements available through the Windows operating system, as well as handling multiuser access across a network.
Initiating a consultation. Users can initiate a consultation with the CAT in two ways:
First, the user can run the tool on its own. This method presents the user with the title page. From there, the user can browse through the clauses or, using the search engine, jump to a particular section or instances of the search criteria. In this way, the CAT presents the contract very much like an electronic book, but greatly enhanced with hypermedia facilities.
Second, when generating a scenario with the WIT, the user can initiate a contextsensitive link to the relevant section or clause of the contract. This lets the user view the fiscal and legal ramifications to any intended actions. Figure 6 illustrates the resulting combined tools architecture. The Operations interface is principally used by operations engineers, while the Management interface provides additional functionality, such as administrative commands for updating interpretations and generating reports.
Combined tools architecture.
THE WIT PROTOTYPE DEVELOPment highlighted the need to formalize explicitly the defined events and their bounds. It also emphasized the need to limit the consequences of the events to a manageable set (and avoid combinatorial explosions)-a manageable set being those with direct consequences of financial gain or loss, or those with important legal prerequisites. To avoid conflicting rebates, the WIT uses the same method the contract uses. That is, if two rebates are applicable and unrelated, it totals them; if two rebates are applicable and related, it selects the larger rebate.
The CAT development highlighted the advantages of having the contract in a hypermedia form. The ability to view all interrelated clauses or sections, irrespective of how the user initiated the CAT consultation, and the search engine's power, combined with the interpretation facility, empowers operations and managerial staff during decision making. These advantages also greatly facilitate and enhance the dissemination and elucidation of this expert knowledge throughout the organization.
Another result of this knowledge-engineering exercise was that we identified the need to match the interface-prompts for uninstantiated data and so on-to the user's model of how this information flows and when it is required in the real-world model. Prompts for data that did not occur when expected confused the users somewhat and interrupted their line of reasoning. The two user groups had many common data requirements; however, there were also differences (as you would expect) that required a compromise (or a user-adaptive interface). The exercise of constructing the prototype forced the power-generating company to define explicitly event relationships and consequences that, although previously known, had not been made explicit or quantified.
A major advantage of our modularized approach is that many elements of the CAT and the WIT have proven to be generic for the power-generation industry and could therefore be easily modified to suit other power generators' requirements.
Our system is operational, and we've received a collaborative research grant from the UK government to integrate the system into Coolkeeragh Power's day-to-day operations. Documents relating to the integration will be available at Nikel's WWW site (nikel.infj.ulst.ac.uk) in early 1998.
