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Abstrakt 
Diplomová práce se zabývá rozvrhováním výroby v průmyslovém podniku. Využívá 
prostředků umělé inteligence k nalezení vhodného rozvrhu výroby v zobecněné úloze 
typu Flow-shop Programming. Pro řešení uvedené úlohy byla v softwaru Matlab 7.1 
s využitím jeho toolboxu Genetic Algorithm and Direct Search připravena aplikace, 
která je součástí této diplomové práce. Diskutována je též problematika využití 
pokročilých systémů plánování (APS) a koncepce operativního plánování výroby 
v podnikové praxi. Pozornost je také věnována různým optimalizačním modelům 
používaným při rozvrhování výroby i řízení dodavatelských řetězců.  
 
Abstract 
The Master’s thesis deals with production scheduling in an industrial company. It uses 
the means of artificial intelligence to develop an appropriate production schedule in a 
generalized Flow-shop Programming problem. This problem can be solved by 
application which is a result of this thesis and was prepaired with use of the software 
Matlab 7.1 and its Genetic Algorithm and Direct Search toolbox. There is a part devoted 
to the use of advanced production systems (APS) and the concept of the operative 
production planning in praxis as well. The thesis pays attention to various optimization 
models in production scheduling and supply chain management too.  
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1 Úvod 
Plánování a rozvrhování výroby hraje důležitou roli v podnikovém hospodářství. Jeho 
význam vzrůstá s neustále se zvyšujícím tlakem na snižování nákladů, globalizací trhů a 
orientací podniků na zákazníka, jehož spokojenost je klíčovým faktorem úspěchu 
každého podniku. Spokojenosti zákazníka lze ovšem dosáhnout jen tehdy, když termíny 
pro dodání zakázek budou dodržovány a průběžná doba výroby produktů bude co 
nejkratší. Navíc vzhledem k individualizaci poptávky je třeba udržovat dostatečně 
široký výrobní program a plánování výroby je tak stále složitější. Plánování výroby 
musí přitom naplňovat celopodnikové cíle a sledovat vizi a strategii daného 
podnikatelského subjektu. Proto se neustále zvyšují požadavky na informační systémy 
podniků a jsou vyvíjeny softwary na podporu rozhodování managementu, a to nejen 
v oblasti plánování výroby.  
 Za velký přelom v oblasti plánování výroby lze považovat zavedení systémů 
MRP před více než třiceti lety. Nicméně tyto systémy již v současné době nestačí plnit 
funkce, které jsou vyžadovány dynamicky se měnícím podnikatelským prostředím, a 
proto se hledají cesty, jak tyto systémy nahradit nebo alespoň vylepšit. Jednou z cest je 
využití specializovaných softwarových produktů pro pokročilé plánování výroby (APS), 
které umožňují výrazně zlepšit celý proces plánování a rozvrhování výroby, snížit 
množství zásob a výrazně zlepšit dodržování termínů zakázek. Nicméně tyto produkty 
jsou zatím značně nákladné a mohou si je dovolit pořídit jen stabilní společnosti 
s dostatečným kapitálovým potenciálem. Ovšem i menší podniky se musí s touto situací 
určitým způsobem vyrovnat, a zde se proto nabízí možnost aplikace softwarů, které sice 
nemají komplexní paletu nástrojů jako zmiňované APS systémy, ale pro určité typy 
výroby je lze s výhodou implementovat a přizpůsobit konkrétním podmínkám v daném 
podniku při relativně nízkých nákladech. 
 V této práci se tak zaměřím na vývoj softwarového nástroje pro podporu 
rozvrhování výroby při jisté sekvenční organizaci výroby (jedná se o úlohu 
označovanou jako Flow-shop programming). Software byl vyvíjen s využitím programu 
Matlab 7.1 a jeho toolboxu Genetic Algorithm and Direct Search, který umožňuje 
efektivní využití genetických algoritmů, tj. jednoho z nejvýznamnějších prvků umělé 
intelgence. Bez aplikace heuristických metod a prostředků umělé inteligence by byl 
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ostatně vývoj jakýchkoli pokročilých systémů plánování z důvodu výpočetních nároků 
nepředstavitelný. 
 V diplomové práci tak vystupují oba již zmiňované přístupy. Na jedné straně 
uvádím příklad konkrétní společnosti, která využívá služeb systému APS, na straně 
druhé nabízím alternativní přístup k řešení těchto rozhodovacích problémů s využitím 
genetických algoritmů ve formě aplikace, která řeší určitou oblast rozvrhovacích úloh 
samozřejmě při respektování uvedených omezení. Je potom na volbě každého podniku, 
jakou cestou se vydá. 
 Struktura práce je následující. Po této úvodní části následuje formulace cílů a 
stručný popis metod, které budu v práci využívat. Bezprostředně následuje kapitola 
analyzující zvolený podnikatelský subjekt. Uvádím zde informace o historii podniku, 
jeho právní formě, obchodní a ekonomické situaci, výrobní program i používané 
informační systémy včetně již zmiňovaného systému APS, atd. Další kapitoly tvoří 
východisko pro tvorbu uvedeného softwaru na podporu rozvrhování výroby. Nejdříve se 
zaměřím na teoretickou koncepci operativního plánování výroby. Poté rozeberu různé 
aspekty a principy fungování systémů APS včetně příkladů konkrétních produktů na 
našem trhu. Poté následuje kapitola věnovaná teorii genetických algoritmů, které budou 
využity při tvorbě aplikace. Velice důležitá je další kapitola, která uvádí vybrané 
důležité matematické optimalizační modely, které jsou využívány ve všech uvedených 
softwarových produktech. Následuje kapitola zabývající se klasifikací úloh ve smyslu 
jejich výpočetní náročnosti. Další dvě kapitoly se týkají softwaru Matlab a jeho 
toolboxu Genetic Algorithm and Direct Search používaného pro aplikaci genetických 
algoritmů a dále metody Switched Board Programming využívané k tvorbě 
uživatelského prostředí programované aplikace. Těžiště práce je pak v další kapitole, 
kde je uveden popis a princip tvorby dané aplikace. V závěrečné kapitole shrnuji 
dosažené výsledky ve vztahu ke stanoveným cílům práce. 
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2 Cíle práce a metody zpracování 
Hlavním cílem diplomové práce je příprava softwarového nástroje pro podporu 
rozhodování managementu v oblasti řízení výroby, který umožní efektivní, rychlé a 
zejména nenákladné řešení rozvrhování výroby určitého typu. Nicméně velmi důležitým 
cílem je rovněž vymezení vztahu tohoto nástroje k nabízeným softwarovým produktům 
na podporu plánování a rozvrhování výroby na našem trhu, zejména systémům 
pokročilého plánování APS. Záměrem je tedy nabídnout alternativu ke zmíněným 
softwarovým produktům, která sice nemůže být vzhledem k rozsahu diplomové práce 
komplexním systémem pro plánování výroby, nicméně pro jistou organizaci výrobního 
procesu ji lze snadno implementovat a výsledky využívat jako podpůrný nástroj při 
rozhodování o průběhu výroby. Proces budu ilustrovat na příkladu zvoleného 
strojírenského podniku, který implementoval systém APS, a bude tedy snadné porovnat 
charakteristiky těchto systémů s mojí aplikací.  
 Pro zpracování tohoto úkolu nelze využít standardních optimalizačních metod, 
neboť ty mají příliš velké výpočetní nároky. Proto je nutné použít prostředků umělé 
inteligence, přičemž nejvhodnější se jeví genetické algoritmy. Ty umožňují na základě 
analogie s přírodními systémy při nízkých výpočetních časech získat kvalitní výsledky, 
které se mnohdy shodují s optimálními nebo se jim alespoň přibližují. Aplikace byla 
připravena v softwaru Matlab 7.1, který je vhodným nástrojem pro implementaci 
genetických algoritmů a výpočtů tohoto typu. Je ovšem třeba využít mnoha poznatků i 
z oblasti teorie řízení výroby, operační a systémové analýzy i informatiky. Neméně 
významná je pro zpracování diplomové práce i oblast managementu informačních 
systémů, matematického programování a teorie řízení dodavatelských řetězců. To vše 
tvoří východiska, na jejichž základě byla uvedená aplikace připravena. 
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3 Charakteristika podnikatelského subjektu 
V této kapitole uvedu základní charakteristiky zvoleného podnikatelského subjektu, tj. 
akciové společnosti TOKOZ, a.s. s využitím informací z (8), (9) a (15). Po krátkém 
přehledu základních údajů o podniku se nejprve zaměřím na stručný nástin vývoje firmy 
od jejího vzniku až po současnost, popíši právní formu podnikání a výrobní sortiment 
společnosti. Další část je věnována obchodním aktivitám podniku a jeho ekonomickému 
a finančnímu řízení a krátce též personalistice společnosti. Následuje část zaměřená na 
informační systém podniku a systém plánování a řízení výroby. 
3.1 Obecné údaje o společnosti 
? Firma: TOKOZ, a. s.  
? Sídlo společnosti: Santiniho 20/26 
                               591 02  Žďár nad Sázavou 
? Výše základního kapitálu: 13,5 mil. Kč.  
? Společnost plně ve vlastnictví dvou majoritních akcionářů.  
? Držitel certifikátů ISO 9001 a ISO 16949. 
? Ryze česká firma, která funguje již 86 let.  
? Firma TOKOZ v květnu 2006 získala 2. místo v kategorii „Subdodavatel roku 
2005“ v rámci vyhlášení výsledků ankety Investor roku 2005. 
? Firemní heslo: „Plníme, co slíbíme.“ 
3.2 Historie firmy 
 V roce 1920 založil Jaroslav Josef Rousek ve Žďáře nad Sázavou firmu 
TOKOZ, což je zkratka slovního spojení TOvárna na KOvové Zboží. Zpočátku se zde 
vyrábělo drobné kovové zboží a první typy visacích zámků. Ve třicátých letech se 
výrobní program rozšířil o produkci rybářského náčiní. Po roce 1948 se výrobní 
program obměnil a firma se zaměřila především na výrobu visacích zámků, petlic, 
nábytkového kování a rybářského náčiní.  
 V roce 1992 se začala připravovat privatizace firmy TOKOZ. V té době se ve 
Žďáře nad Sázavou objevila firma Hettich, která měla o tento podnik velký zájem. 
Zpočátku to vypadalo, že se vše během půl roku rozhodne.  
 Ve stejné době působil v podniku poradce ze Spojených států amerických. Díky 
němu vedení podniku rozhodlo o ukončení výroby rybářského náčiní, neboť udržení 
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pozic produktů rybářské divize se zdálo být téměř beznadějné. To se během několika 
následujících let i potvrdilo. Nově založený Fishing sport, s. r. o. se snažil výrobu 
udržet, ale po čtyřech letech byla výroba plně zastavena.  
 Nyní ale zpět k privatizaci. Firma Hettich se nakonec rozhodla, že pro ni bude 
levnější postavit si ve Žďáře nad Sázavou svou vlastní halu, a tak se prodej tehdy ještě 
státního podniku TOKOZ podniku Hettich neuskutečnil. Za této situace bylo nutné, aby 
ředitel a celý management nějakým způsobem změnily privatizační projekt. V roce 
1994 proběhla první veřejná soutěž, která však neměla i vinou vleklých soudních sporů 
vítěze. Veřejná soutěž se opakovala v roce 1998. Podnik tak byl odkoupen od Fondu 
národního majetku současnými vlastníky v listopadu roku 1998. 
3.3 Právní forma organizace a její charakteristiky 
 Společnost TOKOZ, a.s. je akciovou společností v plném vlastnictví 
soukromých osob.  Statutárním orgánem společnosti je její představenstvo. Za 
představenstvo jednají navenek jménem společnosti samostatně předseda 
představenstva nebo samostatně místopředseda představenstva. Podepisovat se 
k vytištěnému nebo napsanému obchodnímu jménu společnosti může samostatně 
předseda nebo samostatně místopředseda představenstva. 
 Valnou hromadou bylo dne 19. 8. 1998 přijato rozhodnutí o zvýšení základního 
kapitálu z 1 mil. Kč na 13,5 mil. Kč formou upsání listinných akcií na jméno, které byly 
splaceny formou peněžitých vkladů. 
3.4 Předmět podnikání a výrobní sortiment společnosti 
 Předmětem podnikání firmy dle zápisu v obchodním rejstříku je v současnosti 
slévárenství, galvanizérství, kovoobráběčství, zámečnictví, nástrojářství, specializovaný 
maloobchod, velkoobchod, výroba plastových výrobků a pryžových výrobků, 
povrchové úpravy a svařování kovů a výroba spotřebního kovového zboží.   
 Výrobní sortiment firmy TOKOZ, a. s. je zaměřen na výrobu visacích zámků, 
okenního a stavebního kování a zakázkovou výrobu.  
 Visací zámky jsou konstruovány tak, aby byly odolné proti povětrnostním 
podmínkám. Z tohoto důvodu mají robustní provedení. Vyrábí se různé druhy těchto 
zámků dle stupně zabezpečení. Výrobkové řady visacích zámků, které se v současnosti 
vyrábí, zobrazuje Obrázek 1.  
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Obrázek 1: Výrobkové řady visacích zámků Tokoz 
 K nejznámějším a rovněž nejbezpečnějším typům zámků patří značky Golem a 
Pluto, které zobrazuje Obrázek 2. 
   
Obrázek 2: Visací zámky značek Golem a Pluto 
 S produkcí visacích zámků úzce souvisí výroba petlic, závor a řetězů, které lze 
s visacími zámky kombinovat. Příklady prezentuje Obrázek 3. 
   
Obrázek 3: Petlice Tokoz P a řetěz bez návleku 
 V oblasti okenního kování má firma dvojí produkci. Jednak se jedná o kování 
určené pro dřevěná a plastová okna. Tato část je postavena na licenční výrobě kování 
ROTO. A dále se jedná o vrchní kování TOKOZ V pro dřevěná zdvojená okna – 
otevíravě sklopná. Podnik zavedl do sériové výroby v oblasti okenního kování také 
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výrobek pod názvem Výklopné rameno. Tento produkt má významné využití jako 
bezpečnostní prvek u všech typů sklopných oken. Výrobek byl také prezentován na 
veletrhu Festerbau v Norimberku, což je veletrh zaměřený na okenní a dveřní systémy.  
Příklady těchto výrobků zejména pro dřevěná okna zobrazuje Obrázek 4. 
 Sortiment nábytkového kování sestává ze základních položek potřebných pro 
výrobu nábytku (např. nábytkové závěsy, magnetické sklapky, nábytková kolečka, 
úchytky polohovací prvky nebo spojovací kování – viz Obrázek 5).  
   
Obrázek 4: OS kování Tokoz V a Křídelní spojka 
   
Obrázek 5: Nábytkové kování a doplňky Tokoz a Závěs lomený NK 125/16 
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V oblasti zakázkové výroby poskytuje společnost především tyto služby: 
? vývojové práce 
? zhotovení nástrojů 
? technologická příprava výroby 
špičkové vybavení v oblasti kontrolní a měřící techniky 
 Obchodní sortiment podniku doplňují značkové výrobky zahraničních 
producentů, s nimiž společnost spolupracuje. Jde zejména o kola a rolny italské značky 
tellure Rota používané v průmyslu, institucích i domácnostech a dále o produkty 
americké firmy Master Lock: 
 
3.5 Obchodní situace podniku 
 Podnik se pohybuje jak na tuzemských, tak i na zahraničních trzích. TOKOZ, a. 
s. spolupracuje také s řadou významných zahraničních společností, z nichž můžeme 
jmenovat např. ROTO Frank (Německo), SAURER GROUP (Německo), ARVIN 
MERITOR (USA), MAKITA (Japonsko) a další. 
 Spolupráce s firmou Arvin Meritor Liberec byla zahájena v roce 2000, kdy tato 
firma vyhlásila soutěž na převod výroby ocelových výlisků a montážních podsestav 
určených pro spouštěče oken. Z oslovených 11 firem dostal TOKOZ, a. s. největší 
důvěru. Získal tak další objednávky na výrobu nástrojů a vlastních výrobků. Od počátku 
spolupráce těchto dvou firem byla učiněna řada opatření tak, aby byly splněny všechny 
požadavky zákazníka. Tento proces vyžaduje neustálé zlepšování.  
 Velkým zákazníkem a partnerem firmy TOKOZ, a. s. je pobočka (se sídlem v 
Anglii) japonské firmy MAKITA, která byla založena v roce 1915 jako výrobce motorů 
a transformátorů. V roce 1938 byl podnik přejmenován na MAKITA elektronické 
závody.  První kontakt s firmou Makita Manufacturing Europe (Anglie) se uskutečnil na 
veletrhu japonských firem (JETRO) konaném v Praze v roce 2003. Důvodem hledání 
nového dodavatele firmy Makita bylo snížení cen ručního nářadí při zachování kvality. 
Po úspěchu v nabídkovém řízení v roce 2004 začal TOKOZ, a. s. dodávat první díly a 
v současné době společnosti MAKITA dodává dva druhy zinkových a 24 druhů 
hliníkových odlitků. TOKOZ, a.s. se řadí mezi deset nejdůležitějších dodavatelů firmy 
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MAKITA a do budoucna by chtěla společnost TOKOZ, a. s. nadále být dobrým a 
spolehlivým dodavatelem.  
 Společnost TOKOZ, a. s. spolupracuje s řadou dalších menších či větších firem a 
neustále věnuje pozornost vývoji trhu a získávání nových zakázek. V podniku TOKOZ, 
a. s. je proces získávání nových zakázek v byznysu zakázkových výrob začleněn do 
aktivit Obchodního úseku a v současné době se na něm podílí tři týmy: 
? Obchodní tým auto 
? Obchodní tým zakázkových komponent 
? Obchodní tým stavební kování 
Výše uvedené týmy jsou tvořeny samostatnými obchodníky a techniky týmů. Účelem 
vytvoření těchto týmů bylo zkvalitnit nabídkovou činnost a zahájit intenzivní práci na 
cíleném získávání nových zakázek. Pro dosažení cílů ve zpracovávání nabídek je pak 
velmi důležitá spolupráce jak ve vlastních týmech obchodních skupin, tak i spolupráce a 
podpora ostatních – z tohoto pohledu podpůrných týmů.  
 Z pohledu plnění plánu byl skutečný stav oproti plánovanému stavu přeplněn 
především u stávajících zákazníků. Naopak byly vidět ještě rezervy v získávání nových 
zakázek od nových zákazníků. 
3.6 Podnikání společnosti z hlediska ekonomického a finančního 
 Zisk firmy se pohybuje v posledních letech mezi 5 – 10 % výše tržeb. 
Financování investic je převážně prováděno z vlastních zdrojů, v menší míře jsou 
využívány bankovní úvěry. Pro financování zásob jsou využívány krátkodobé úvěry. 
V posledních čtyřech letech se podařilo významným způsobem snížit obrátku všech 
druhů zásob.  
 Schopnost platit závazky vůči dodavatelům je též na dobré úrovni. Smluvní 
úpravou vztahů s odběrateli je dosažena velmi dobrá platební morálka odběratelů, a tím 
zajištěno dobré financování všech firemních činností. Investováním do moderních 
technologií se podařilo dosáhnout vysoké technické úrovně vyráběných produktů, čímž 
se získali stabilní a perspektivní odběratelé zvláště v automobilovém průmyslu.  
 Před třemi lety se firma rozhodla přejít na procesní model řízení ekonomiky 
podniku. Zaměstnanci prošli cílenými školeními, kde si osvojili zásady a postupy, které 
lze uplatňovat v procesním řízení. Změnila se celková organizační a řídící struktura 
společnosti. Koncem roku 2004 byl navržen nový číselník controllingových objektů 
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společnosti TOKOZ, a. s. V tomto číselníku je ve vysoké míře využito metody ABC. 
V procesním controllingu byla navržena hierarchická struktura controllingových 
objektů. Základními objekty jsou:  
A) Nákladová střediska 
B) Zisková střediska 
C) Střediska zakázek, příp. projektů 
A) Nákladová střediska 
 Nákladová střediska zachycují oblast režijních nákladů firmy. Mají stálý 
charakter z pohledu časového ohraničení a zobrazují režijní náklady na pracovníky a 
majetek včetně spotřebovávaných zdrojů pro zajištění jejich činnosti. Výstupem je 
realizovaný výkon (činnost, produkt) či předání nákladů v plánované výši k odběrateli. 
Dále uvedu typické příklady nákladových středisek ve společnosti TOKOZ, a. s.: 
? Nákladová střediska přímé výroby – výrobní nákladová střediska zobrazují 
náklady na sestavy výrobních zařízení (výrobní linky) a pracovníky realizující 
výrobu. Výstupem střediska jsou minuty nebo hodiny spotřebovávané 
v operacích výrobních pracovních postupů vázaných na kalkulace a výrobní 
zakázky. Na výrobní střediska se neúčtuje přímý materiál (nevstupuje do 
zakázek) a náklady související s provozem výrobních zařízení.  
? Nákladová střediska podpůrných procesů – výstupem nákladových středisek 
podpůrných procesů bývá zpravidla poskytovaný produkt ve fyzikálních 
jednotkách, hodiny poskytované služby nebo měrný náklad služby na jednotku 
(např. na pracovníka).  
? Nákladová střediska štábních procesů (procesy řízení) – nákladová střediska 
procesů řízených zpravidla neposkytují pevné produkty v ekonomickém 
vyjádření adresně na odběratele, ale náklady kryjí realizované tržby hlavních 
procesů. Náklady se rozúčtovávají v plánované výši na zisková střediska 
realizující produkty externě. Na střediscích se vyhodnocují odchylky, které se 
z důvodu výsledné kalkulace produktu rozúčtovávají pod samostatným účtem na 
zisková střediska dle tržeb obdobně jako plánované náklady.  
B) Zisková střediska 
 Zisková střediska zobrazují v plánu a skutečnosti externí hospodářský výsledek. 
Na zisková střediska se přímo účtují realizované tržby, přímé náklady produktu a 
    19
sekundárně se rozúčtovávají náklady spojené s odbytem a náklady kryté tržbou 
produktu – krycí příspěvky. Z pohledu krycích příspěvků se jedná o náklady vázané na 
produkty budoucích období (např. výzkum), náklady procesů řízení společnosti a 
náklady nesouvisející s produkty. Krycí příspěvky snižují hospodářské výsledky za 
jednotlivé výstupní produkty společnosti. Příklady ziskových středisek:  
? Zisková střediska hlavních procesů – zobrazují hospodářský výsledek za cíleně 
poskytované portfolio firmy. Na zisková střediska se účtují tržby za realizované 
výrobky, nákladová cena výrobků vyjádřená počtem realizovaných výrobků ve 
standardních cenách. Zisková střediska zobrazují strukturu výsledné kalkulace 
na produkt.  
? Zisková střediska podpůrných a štábních procesů – zobrazují hospodářský 
výsledek za externě poskytované produkty a služby, které mají charakter 
vytížení zbývajících volných kapacit procesů. Zisková střediska se plánují, kdy 
dovytížení kapacit s realizovanými tržbami vstupuje do celofiremního plánu 
společnosti TOKOZ, a. s. 
C) Střediska projektů a zakázek 
 Projekty se využívají pro řízení, pořízení a obnovy investic a pro řízení 
libovolných vnitropodnikových činností – projekty marketingu, projekty technického 
rozvoje, projekty zvyšování výkonnosti procesů apod. Projekty se položkově plánují a 
absolutně rozpočtují. Zahrnují externí vnitropodnikové náklady. Sledují se fáze, termíny 
projektu, připojuje se relevantní dokumentace. Projekty se zúčtovávají na majetek, 
vnitropodnikovému odběrateli nebo jsou kryty tržbami za realizované produkty 
(rozúčtování projektu na relevantní zisková střediska). 
 Zakázky zobrazují plánované a skutečné náklady na produkty výroby, detail 
majetku nebo činnosti. Zakázky na produkty a činnosti jsou časově ohraničeny na 
výrobní dávku nebo prováděnou akci. Vybrané příklady zakázek ve společnosti: 
? Výrobní zakázky – zakázka zobrazuje porovnání plánovaných, cílových a 
skutečných nákladů na výrobní dávku polotovaru nebo hotového výrobku. 
Cílové náklady zobrazují přepočtené plánované náklady na skutečně vyrobené 
množství. Odchylky výrobních zakázek se rozúčtovávají k tržbám za 
realizované produkty na relevantní zisková střediska procesu. 
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? Zakázky na opravy a udržování – zobrazují náklady na údržbu a opravy 
jednotlivých zařízení pracovišť. Zakázky se zakládají na jednotlivé akce 
k objektům technické evidence oprav a udržování. Zakázky se zúčtovávají 
v plánu a skutečnosti na nákladová střediska, ke kterým je majetek, který je 
opravován a udržován, přiřazen. 
3.7 Personalistika podniku 
 Ve společnosti je zaměstnáno přibližně 650 pracovníků na různých úrovních 
řízení. Lze říci, že firma má liniově - štábní organizační strukturu. Na jednotlivá 
pracovní místa si společnost klade různorodé pracovní požadavky. Střední a TOP 
management tvoří lidé středoškolsky a vysokoškolsky vzdělaní, kteří mají potřebné 
znalosti a zkušenosti pro vykonávání dané práce. Na TOP managery je dále kladen 
důraz na jazykové znalosti, jelikož firma spolupracuje s několika zahraničními 
(především německými) společnostmi. Velké uplatnění zde najdou samozřejmě 
dělnické profese, které jsou dnes často problematicky obsazovány s ohledem na 
nedostupnost kvalifikované pracovní síly (např. nástrojař) a bez nichž by nemohl 
podnik fungovat. Společnost řeší tuto situaci i prostřednictvím personálních agentur. 
Nabízí však nadstandardní podmínky, a tak se prozatím daří tuto potřebu víceméně 
vykrývat. 
 V letech 2006/2007 realizovala firma také vzdělávací aktivity, které byly 
financovány z prostředků ESF a státního rozpočtu ČR. 
3.8 Informační systém podniku 
 Až do sedmdesátých let využívala firma výhradně ručního zpracování informací 
formou kartoték, apod. V této době začala společnost využívat nově vznikajících 
prostředků informačních technologií (sálových počítačů a programovacího jazyka 
Cobol). Postupně si vytvořila vlastní informační systém na zpracování technologických 
postupů, kalkulací, zápisů práce a zpracování mezd. V roce 1988 byl dokoupen 
ekonomický modul firmy Digitis. Následně bylo využití rozšířeno na sledování všech 
činností ve firmě. Údržbu informačního systému zabezpečovalo vlastní podnikové 
výpočetní středisko. V druhé polovině devadesátých let se začaly projevovat nedostatky 
původního systému především v oblasti omezenosti grafiky (znakové, stejné písmo, bez 
rámečků), slabší integrace, velké segmentace a redundance dat. Proto bylo rozhodnuto o 
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nákupu modernější verze informačního systému. Ve výběrovém řízení byl vybrán 
systém SM21, který se ve firmě používá dodnes. Dále byly dokoupeny další systémy, 
které podporují určité specifické činnosti ve firmě. 
 V současné době firma využívá několika softwarových produktů, které plní 
různé účely. Nejdůležitější je již zmíněný systém SM21, který je využíván pro finance, 
distribuci a výrobu. Přístup do tohoto systému je chráněn uživatelským jménem a 
heslem. Informační systém je omezen počtem licencí. Systém se skládá z jednotlivých 
modulů, mezi které patří: 
• V oblasti účetnictví a financí – hlavní kniha, saldokonto dodavatelů, saldokonto 
odběratelů, řízení financí, finanční integrátor, investiční majetek 
• V oblasti distribuce a logistiky – řízení prodeje, analýza prodeje, řízení nákupu, 
požadavky na nákup, skladové hospodářství 
• V oblasti výroby – technická příprava výroby, plánování materiálových 
požadavků, řízení výroby 
Dalším systémem, který firma využívá, je automatizovaný systém pro tvorbu a změnu 
technologických postupů ASEPO. Ten pracuje v grafickém prostředí technologií 
Client-Server. Využívá všech možností práce pod Windows, hierarchického přístupu 
k datům, kusovníkům, technologickým postupům, uživatelsky definovaného 
vícekriteriálního vyhledávání dat na bázi SQL dotazů. Standardní modul technologie je 
rozdělen do čtyř částí: 
• Kusovníkový strom 
• Oblast pro operace, materiál a dokumenty 
• Oblast pro zobrazení podrobností nebo při změnách pro vstup a opravu 
• Oblast pro texty operací (návodky) a pomůcky 
V ASEPO vznikají pouze vyráběné položky, které se přenášejí do SM21. Naopak 
ASEPO z SM21 bere veškeré číselníky (pracovišť, měrných jednotek, daní, atd.) a ceník 
materiálu (nakupované položky). Pro přetažení hotových technologických postupů do 
SM21 se používá Interface ASEPO-S21. 
Dále firma používá marketingový informační systém Leonardo, který má za úkol 
sledovat jak stávající tak i potenciální zákazníky. Systém má následující moduly: 
• Customer management (zákazníci – obchodní údaje, saldokonto, kontakty) 
• Marketing management (trh, konkurence, ostatní účastníci trhu) 
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Z informačního systému SM21 jsou prováděny tyto přenosy: 
? Pravidelný import prodejních obchodních případů 
? Pravidelný import platební morálky 
Oblast mzdovou a personální představuje systém NUGGET, který má tyto moduly: 
• Mzdy – MZDY/400 
• Personalistika – PERS/400 
• Lidské zdroje – LZ/400 
NUGGET je napojen na informační systém SM21 přes dvě oblasti: 
? Výroba – přebírání jednicových mezd 
? Finance – zaúčtování mezd do hlavní knihy 
? Přes standardní rozhraní jsou přebírána data ze stravovacího systému. 
Firma rovněž využívá systém Docházka pro sledování docházky do zaměstnání a 
manažerský informační systém MIS, který čerpá informace z ostatních systémů pro 
zpracování a přípravu podkladů pro rozhodování managementu firmy. 
3.9 Plánování a řízení výroby 
 Od roku 2005 využívá společnost Tokoz, a. s. pro plánování a 
řízení výroby americký systém pokročilého plánování (APS) i2 
Factory Planner, který v podniku implementovala společnost Logis, s. 
r. o. Jedná se o špičkovou technologii, která umožňuje řízení zakázek 
v čase, podává informace o disponibilních kapacitách a umožňuje 
optimalizaci kapacit. Na základě výsledků získaných z tohoto systému se zlepšilo 
dodržování termínů zakázek, snížil se počet zakázek se skluzy oproti slíbeným 
termínům i množství zásob (materiálu i nedokončené výroby). Je to samozřejmě 
podmíněno kvalitními a objektivními vstupními daty systému a také zaškolenými 
uživateli. Nejvýznamnější služby, které APS systém nabízí, jsou následující: 
? Včasná identifikace problémů v řízení zakázek, 
? Řešení materiálových problémů, signalizace při skluzu zakázky, přetermínování 
zakázek dle skutečné potřeby materiálu, 
? Optimalizace vytížení kapacit a řazení zakázek, 
? Prověření proveditelnosti a určení termínu dodání zákaznické objednávky, 
vyhodnocení úzkých míst, 
? Harmonogram výrobní zakázky respektující skutečnou dostupnost zdrojů. 
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4 Koncepce operativního plánování výroby 
Tato kapitola tvoří teoretická východiska pro operativní plánování a řízení výroby. 
Nejdříve popíši faktory udávající profil podnikového výrobního plánování. Dále zde 
vymezím soustavu operativních plánů, jejich vazbu na taktickou plánovací úroveň, 
uvedu metodiku postupu při operativním plánování výroby i pravidla pro určení pořadí 
jednotlivých výrobních zakázek. Vycházím zejména z (3) a (4). 
4.1 Faktory určující profil podnikového výrobního plánování 
 Předmětem podnikového výrobního plánování je tvorba podmínek pro zajištění 
technicky bezporuchového hospodárného výrobního procesu při souběžném zajištění tří 
principů: zvyšování hodnoty pro zákazníka, přísné kázně a jednoduchosti zabezpečující 
vysokou pružnost. 
 Hlavní faktory udávající profil podnikového výrobního plánování dle (3) patří: 
? Produkt – jeho velikost, hmotnost, konstrukční provedení (a výrobní postupy) i 
postavení ve struktuře výrobního programu. Určuje se též výrobní tok skládající se 
z materiálového, energetického, personálního a informačního toku. 
? Výrobní prostředky – ovlivňují svou velikostí, hmotností a technologickým 
dimenzováním layout, zajišťují i přísun a odsun všech materiálových prvků. 
? Výrobní proces – ovlivňuje tvorbu výrobních postupů i výběr období a 
střediska, kde se má co vyrábět, důležitá je i logistická typologie výroby. 
? Pracovní síly (zaměstnanci) – je třeba zajistit humánní konfiguraci a 
uspořádání pracovních míst. Důležité je i barevné provedení pracovišť, klimatizace, 
omezení hlučnosti i konfigurace pracovišť. 
? Zákonná ustanovení – zejména týkající se zástavby pozemků, konfigurace 
provozních budov, ochrany pracovního prostředí a zdravotních podmínek. 
4.2 Soustava operativních plánů 
 Pro operativní plánování výroby je charakteristické, že vychází z reálných 
známých zdrojů pro dané období (obvykle krátké – max. jeden rok). Operativní 
plánování je systémovou součástí podnikového plánování a má přímé vazby na 
plánování taktické i strategické. Odpovídá poslání podniku a musí vést k realizaci 
požadavků trhu při optimalizaci zdrojů. Stanovuje plánované úkoly (z věcného 
časového i prostorového hlediska) a zajištění zdrojů. Určuje i průběh zakázek výrobou. 
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Zajišťuje též lhůtovou návaznost jednotlivých částí výrobků. Stanovuje i požadavky na 
zajištění výroby materiálem, nářadím, energií, výrobní kapacitou a pracovními silami. 
Bezprostředně z něho vychází též požadavky na pomocné a obslužné procesy. 
Operativní plánování je třeba aplikovat na plánování odbytu – výroby – zásobování. 
Soustava operativních plánů pak dle (3) sestává obvykle z následujících plánů: 
? Čtvrtletní operativní plán: odbytu x výroby x zásobování 
? Měsíční operativní plán: výroby x zásobování 
? Dekádní, týdenní, denní, směnový operativní plán: výroby 
Základem celé soustavy je plán odbytu – odváděná výroba, plán výroby – zadávaná 
výroba, plán zásobování. Vychází se přitom z cílů, zásad a opatření určených plány 
taktickými (tj. střednědobými – hlavní výrobní plán, Master Production Plan) a 
strategickými, které jsou plány operativními konkretizovány a upřesňovány. Rovněž 
musí být zabezpečena kontrola plnění zadaných úkolů. 
4.3 Metodika postupu operativního plánování výroby 
 Postup operativního plánování výroby sestává z následujících navazujících 
postupných kroků (viz (3)): 
? výpočet spotřeby komponent na výrobek 
? stanovení ekonomických výrobních dávek 
? bilancování potřeby výrobních dávek 
? stanovení termínů odvádění a zadávání 
? bilance kapacit strojů a zařízení, pracovníků 
? výpočet spotřeby nářadí 
? lhůtový plán dílny 
Východiskem pro plánování je kusovník (Bill of Material). Udává složení výrobků a 
jejich částí ze sestav, podsestav, dílů i materiálů. Určuje i spotřebu materiálů. 
 Podstatou operativního plánování ve výrobě je pak plánování množství a 
termínů. Za základ se považuje vytvoření výrobní zakázky vycházející z výrobní dávky. 
Na závěr lhůtového plánování je třeba určit pořadí jednotlivých výrobních zakázek, což 
je náplní i této diplomové práce. K tomu je třeba zvolit některé z následujících 
prioritních pravidel: 
? „First come – first served“ – nejvyšší prioritu má první příchozí zakázka 
? nejvyšší zbývající čas práce – první se řadí zakázka s nejdelším časem  
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? nejkratší zbývající čas práce 
? nejvíce/nejméně zbývajících operací k provedení 
? nejdelší/nejkratší operační čas (na daném stroji) 
? nejdřívější termín požadovaného dohotovení 
? nejmenší skluz zakázky 
? hodnotové pravidlo priority (rozhoduje hodnota zakázky) 
Je třeba vždy použít pouze a zásadně jedno pravidlo, jinak je nutné využít bodování či 
vážení jednotlivých pravidel. Výsledkem jejich použití pak může být např. 
minimalizace průběžné doby výroby (což je s využitím pravidla „First come – first 
served“ řešeno i v této diplomové práci) nebo plné využití strojů. 
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5 Systémy APS 
V této kapitole se budu zabývat charakteristikou systémů pokročilého plánování 
(Advanced Planning and Scheduling – APS). Uvedeme jejich východiska, zmíním se o 
problematice jejich implementace, vymezím jejich vztah k dřívějším systémům pro 
řízení výroby a vztah k plánování a řízení dodavatelských (logistických) řetězců 
(Supply Chain Management – SCM). Dále uvedu charakteristiky vybraných APS 
systémů nabízených na našem trhu a srovnám je se systémem i2, který využívá 
společnost Tokoz, a. s. Ucelený pohled na informační systém podniku a jeho řízení lze 
nalézt v (5). 
5.1 Historický vývoj systémů pro řízení výroby 
 Systémy APS se začaly objevovat ve druhé polovině 90. let. Jsou nástupci metod 
jako MRP nebo JIT. Přináší však značně odlišný způsob myšlení a přístupu k celé 
koncepci řízení výroby. V následujícím textu proto uvedu stručný přehled vývoje 
předchozích systémů pro stanovení odlišnosti a významu systémů APS pro moderní 
plánování a rozvrhování výroby. 
 Metoda MRP I (Material Requirements Planning) vznikla před více než 30 lety. 
Změnila zcela pohled na řízení a plánování nákupu materiálu, neboť požadavky na 
materiál se začaly kalkulovat zpětně dle zákaznické poptávky či prognózy. Využívala 
dat z kusovníku, stavu skladů či technologických postupů. Výsledkem pak byly termíny 
na objednání materiálů a zadávání do výroby. Vycházelo se přitom z předpokladů, že 
průběžná doba výroby je daná, známá a neměnná, zdroje jsou neomezené a zákazníci, 
výrobky a materiál mají stejnou preferenci. Výsledky ale nebylo možné revidovat a celý 
proces byl dosti zdlouhavý. 
 Metoda MRP I byla dále vylepšována a vznikl tak např. systém Closed Loop 
MRP, který umožňoval efektivnější iterační práci s vytvořeným plánem. Zásadní 
průlom ve vývoji ovšem nastal až na začátku 80. let, kdy vznikla metoda MRP II 
(Manufacturing Resource Planning). Ta umožnila plánování výroby ve vztahu 
k omezeným výrobním kapacitám. Celý proces byl ale stále velmi zdlouhavý a byly 
proto vyvinuty např. systémy Fast MRP II, jež ovšem představovaly pouze 
technologickou, nikoli koncepční změnu. V devadesátých letech pak byly tyto systémy 
rozšířeny o moduly dopředného plánování s uvažováním kapacit (Finite Forward 
Scheduling – FFS) a moduly Just in Time (JIT). 
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 Nicméně zásadní průlom a změna v chápání procesu tvorby výrobního plánu 
přichází až s využitím prvků umělé inteligence, matematické logiky a heuristických 
přístupů. S jejich využitím byly vytvořeny systémy APS, které respektují požadavky 
kladené na systémy MRP a JIT (tj. přesné a spolehlivé dodávky produktu zákazníkovi 
při maximální eliminaci neproduktivních činností) a přitom plánování netrvá obvykle 
déle než několik minut a omezená dostupnost kapacit je zohledněna v celém procesu 
plánování materiálových zdrojů. Plány jsou navíc optimalizované, čili reálné a 
dosažitelné. 
 Další vývoj APS systémů samozřejmě směřuje k celému logistickému řetězci 
(SCM) a zahrnutí dodavatelů a jejich kapacit i časů transportu do tvorby 
optimalizovaného výrobního plánu. 
  Řešení APS nelze ovšem aplikovat vždy a i ono má své nevýhody. Předně se 
jedná o poměrně nákladnou záležitost a mnohým podnikům vyhovuje i řešení na bázi 
MRP. Dále je nezbytné, aby obsluha systému APS byla náležitě zaškolena a 
motivována k jeho používání. Implementace systému musí být odpovědí na konkrétní 
problémy. Je vhodná zejména pro podniky, jež potřebují optimální vytížení svých 
omezených kapacit, a podniky, které mají problémy s umisťováním poptávky do 
výrobních kapacit. V neposlední řadě vede též ke snížení zásob materiálu a 
rozpracované výroby. (17) 
5.2 Systémy APS a SCM 
 Jak již bylo uvedeno, rozdíly mezi tradičním přístupem k plánování výroby a 
plánováním pomocí systémů APS lze shrnout následovně: 
Tradiční plánování: 
? Lokální optimalizace a sekvenční plánování 
? Omezené zobrazení reality produkce 
? Plánování bez ohledu na omezení 
? Sledování změn jen v jednom směru a vícenásobné opakování 
Plánování APS: 
? Globální pohled a simultánní plánování 
? Přesné zobrazení dodavatelského řetězce 
? Restrikčně zaměřené plánování 
? Sledování vícefaktorových změn a vysoká rychlost 
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Plánování pomocí systémů APS rozšiřuje plánování a rozvrhování integrací všech 
klíčových zdrojů (materiálu, výrobních kapacit a postupů). Jeho cílem je dodržování 
dohodnutých termínů dodávek, optimalizace sledu operací, zkracování průběžné doby 
výroby, snížení skladových zásob a rozpracované výroby a obecně zlepšení a 
zkvalitnění služeb zákazníkům. Celý plánovací proces se zkracuje a vede k přesnému 
rozvrhování výroby a spolehlivým výrobním plánům. Je umožněna i „what – if“ 
analýza. Návratnost investice do systému APS je poměrně rychlá. 
 Řízení dodavatelských řetězců (SCM) úzce souvisí s logistikou. Jde o to, aby se 
správný produkt dostal za správný čas při přiměřených nákladech na správné místo. 
SCM přitom umožňuje automatizaci těchto činností, přesnější předpovědi, rychlejší 
výměnu informací i snížení zásob. Jako dodavatelský řetězec se přitom označuje síť 
podniků, jež s cílem spolupráce tvoří finální produkt pro zákazníka. SCM má pak za cíl 
řízení spolupráce mezi těmito podniky za účelem zefektivnění všech materiálových, 
informačních a finančních toků. Hlavními cíli SCM jsou zejména snížení nákladů, 
úspora času, zvýšení spokojenosti zákazníků a zvýšení transparentnosti plnění úkolů. 
Systémy APS jsou pak spolu se systémy ERP (Enterprise Resource Planning) a 
optimalizačními či simulačními softwary jednou ze základních informačních 
technologií, která umožňuje zavedení a úspěšné využívání systému SCM. Některé 
systémy APS jsou přitom vyvíjeny jako samostatné řešení, které pouze čerpá data ze 
systému ERP, jiné softwary byly vyvíjeny jako aplikace uvnitř systému ERP. (1) 
5.3 Klíčové faktory úspěšné implementace APS systémů 
 Je třeba zdůraznit fakt, že samotná implementace systému APS nevyřeší ihned 
všechny problémy, které podnik má. Bez změny v myšlení zaměstnanců a jejich 
aktivního přístupu nelze očekávat pozitivní výsledky ve smyslu zlepšení dodržování 
dodacích termínů či snížení zásob. V první řadě je nutné si uvědomit, že systém APS 
nemůže sám provádět rozhodnutí za odpovědné zaměstnance. Může dát doporučení, ale 
pouze člověk může posoudit, zda je možné danou zakázku posunout či posílit kapacitu 
úzkého profilu. 
 Dále je nutné zavést a udržovat kvalitní datovou základnu, je třeba udržovat 
neustále aktuální informace o zdrojích a parametrech jednotlivých podnikových 
procesů. Nezbytné je zapojení a dostatečná motivace všech klíčových pracovníků a 
manažerů do celého procesu implementace. Po výběru dodavatele je třeba odladit 
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všechny parametry systému, připravit kvalitní vstupní data a stanovit, kdo bude jaká 
data do systému zadávat. Rovněž se musí porovnávat výstupy APS s dosavadními 
systémy plánování, aby se zajistilo, že systém APS a model zdrojů je správně nastaven. 
Uvedené poznatky lze shrnout do následujících bodů: 
? APS systém je komplexní přístup k plánování a řízení výroby a do projektu jeho 
zavedení je třeba zapojit všechny zainteresované pracovníky, a to co nejdříve 
? při implementaci není nutné mít čistá data, k jejich čištění dojde průběžně 
? nesmí se podcenit fáze vzdělávání odpovědných pracovníků 
? projekt implementace systému APS je třeba hodnotit na základě měřitelných 
ukazatelů (spolehlivost dodávek, výše zásob, průběžná doba výroby) nikoli na 
základě subjektivního hodnocení (14) 
5.4 Charakteristika vybraných softwarových produktů na našem trhu 
 V této části se zaměřím na charakteristiku některých systémů APS/SCM, které 
jsou nabízeny na českém trhu. Budu je porovnávat dle (12) na základě kritérií jako jsou 
funkčnost systému, používané metody, vhodnost pro jednotlivé typy výroby či typy 
podniků a zaměřím se samozřejmě i na reference, tj. uvedu příklady podniků, kde byl 
daný systém implementován. Zajímavé bude zejména srovnání se systémem i2, který je 
využíván ve společnosti Tokoz, a. s. 
? Planning Wizard 
o Výrobce:  Logio s.r.o. (http://www.logio.cz/) 
o Dodavatel v ČR: Logio s.r.o. 
o Optimalizace:  dle úzkých míst a volitelných kritérií 
o Plánování:  operativní, taktické i strategické 
o Architektura systému: klient/server, InterNEt enabled, modulární  
o Používaná implementační metodologie: --- 
o Doba implementace u středního podniku: 1,5 měsíce 
o Počet instalací: 15 (pouze v ČR) 
o Odvětví průmyslu: automobilový, strojírenský, stavebnictví a další 
o Reference:  Toyota Tsusho Europe, KH Trading s.r.o., atd. 
? Informační systém K2 
o Výrobce:  K2 atmitec s.r.o. (http://www.k2atmitec.cz/) 
o Dodavatel v ČR: K2 atmitec s.r.o. 
    30
o Optimalizace:  dle úzkých míst, volitelných kritérií i závislých 
   seřizování 
o Plánování:  operativní, taktické i strategické 
o Architektura systému: klient/server  
o Používaná implementační metodologie: ano 
o Doba implementace u středního podniku: 2-3 měsíce 
o Počet instalací: 465 (pouze v ČR) 
o Odvětví průmyslu: automobilový, strojírenský, stavebnictví a další 
o Reference:  ČTK, PILANA TOOLS a.s., atd. 
? IFS aplikace 
o Výrobce:  IFS AB (http://www.ifsworld.com/) 
o Dodavatel v ČR: IFS Czech s.r.o. 
o Optimalizace:  dle úzkých míst, volitelných kritérií i závislých 
   seřizování 
o Plánování:  operativní, taktické i strategické 
o Architektura systému: klient/server, třívrstvá  
o Používaná implementační metodologie:  
AIM (Application Implementation Methodology) 
o Doba implementace u středního podniku: 3-6 měsíců 
o Počet instalací: více než 3000 (z toho 30 v ČR) 
o Odvětví průmyslu: automobilový, strojírenský, stavebnictví a další 
o Reference:  Best Business, United Energy, Bonatrans, atd. 
? DCI+ 
o Výrobce:  AIMTEC a.s. (http://www.aimtec.cz/) 
o Dodavatel v ČR: AIMTEC a.s. 
o Optimalizace:  dle úzkých míst a volitelných kritérií 
o Plánování:  dle dodávky 
o Architektura systému: klient/server, intranet, komponentová 
o Používaná implementační metodologie: vlastní štíhlá metodologie 
o Doba implementace u středního podniku: 1,5 měsíce 
o Počet instalací: 32 (z toho 21 v ČR) 
o Odvětví průmyslu: automobilový, strojírenský, potravinářský 
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o Reference: Pivovary Staropramen, KOITO CZECH, Faurecia  
? i2 SCM 
o Výrobce:  i2 Technologies, Inc. (http://www.i2.com/) 
o Dodavatel v ČR: LOGIS, s.r.o.  
o Optimalizace:  dle úzkých míst, volitelných  
   kritérií i závislých seřizování 
o Plánování:  operativní, taktické i strategické  
o Architektura systému: klient/server, web 
o Používaná implementační metodologie: Business Release Methodology 
o Doba implementace u středního podniku: 6 měsíců 
o Počet instalací: více než 9000 (z toho 18 v ČR) 
o Odvětví průmyslu: automobilový, strojírenský, stavebnictví a další 
o Reference: Tokoz, a. s., ŽĎAS, a. s., Třinecké železárny, a. s. a další 
Systém i2 SCM vychází z uvedeného srovnání velmi pozitivně. Jde o jeden 
z nejrozšířenějších softwarových produktů tohoto typu. U nás byl zatím implementován 
převážně ve strojírenských podnicích. Je vhodný pro všechny typy výrob (zakázkové, 
kontinuální i diskrétní), pro výrobu sériovou, kusovou i hromadnou, obsahuje všechny 
podstatné metody optimalizace i plánování. Předpokládá operační systém serveru 
Windows 2000, Windows XP, Windows NT4 i další, operační systém klienta pak 
Windows 2000 nebo Windows XP. Možné platformy systému (databáze) se uvažují 
Oracle či DB2. Lze ho ovšem doporučit spíše středně velkým až velkým podnikům.  
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6 Úvod do teorie genetických algoritmů 
Teorie genetických algoritmů vychází z mechanismů Darwinova přirozeného výběru a 
Mendlovy teorie dědičnosti. Řadí se do širší skupiny tzv. evolučních algoritmů (ty lze 
rozdělit na genetické algoritmy, genetické programování a evoluční strategie), které 
využívají poznatků přírodní genetiky a jejích zákonů. Genetické algoritmy dnes tvoří 
významnou třídu heuristických metod využívaných pro hledání řešení složitých 
optimalizačních problémů, které nelze klasickými metodami vyřešit v přijatelném 
výpočetním čase (viz (11)). V literatuře lze nalézt mnoho různých modifikací těchto 
postupů vycházejících z různých více nebo méně komplexních modelů evoluce a 
přírodního výběru. V následující části se zaměřím na detailní popis základních principů 
genetických algoritmů, popis používaných operátorů a zmíním též některé speciální 
postupy, které lze mnohdy použít pro řešení jen vybraných problémů, ale vedou např. 
k rychlejší konvergenci algoritmu. V zásadě lze konstatovat, že genetické algoritmy 
jsou významným nástrojem operační analýzy, který obvykle nevede k nalezení 
optimálního řešení, nýbrž řešení, jež je optimálnímu dostatečně blízké při racionální 
spotřebě výpočetního času. Následující text vychází zejména z (2), (6) a (10). 
6.1 Vznik genetických algoritmů 
Základy genetiky a teorie přírodního výběru položili již v 19. století J. Mendel a 
Ch. Darwin. To, že by tyto principy bylo možné využít pro řešení optimalizačních úloh, 
poprvé zmiňoval americký matematik Friedman v souvislosti s počítačovými programy 
na hraní hry šachy. Dále byly v průběhu 60. let publikovány články o evolučním 
programování a evoluční strategii. Genetické algoritmy byly poprvé popsány J. 
Hollandem a dále rozpracovány jeho žákem D. Goldbergem v knize Genetic Algorithms 
in Search, Optimization and Machine Learning, jež je považována za základní pramen 
informací o genetických algoritmech a vycházejí z ní veškeré další publikace. Byl v ní 
popsán základní princip algoritmů včetně používaných operátorů a postupů řešení. 
V současnosti patří genetické algoritmy k základním prostředkům umělé inteligence a 
užívají se v mnoha aplikacích při řešení problémů z rozličných vědních oborů. 
6.2 Obecné zásady genetických algoritmů 
V této podkapitole popíši základní principy aplikace genetických algoritmů a 
podám obecný přehled o jejich fungování a používaných operátorech. 
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6.2.1 Základní princip genetických algoritmů 
Z teorie genetiky vyplývá, že při evolučním vývoji se prosazují jedinci, kteří mají 
jisté výhodné vlastnosti dané složením jejich rodičovských chromozomů, které jim 
umožňují snadnější přežití v přírodě a zvýhodňují je vůči ostatním jedincům téhož 
druhu (analogicky v konkurenčním boji na trhu dlouhodobě přežívají podniky, které 
mají určitou konkurenční výhodu). 
Při popisu klasického genetického algoritmu lze využít buď biologické 
terminologie, nebo počítačové terminologie. V prvním případě pak hovoříme o 
chromozomech, které se skládají ze sekvenčně uspořádaných genů, které řídí dědičnost 
jednoho nebo více znaků či vlastností jedince. Ve druhém případě potom využíváme 
pojmů jako např. bitový řetězec skládající se z posloupnosti nul a jedniček 
reprezentujících již zmiňované geny. Bitový řetězec pak v sobě nese určitým způsobem 
zakódovanou informaci o vlastnostech daného jedince. Z výše uvedeného vyplývá, že 
aplikace genetického algoritmu na zadaný optimalizační problém sestává ze dvou 
následujících kroků (viz (10)): 
1. Přiřazení řešeného problému k chromozomům a jeho zakódování pomocí genů 
2. Ocenění každého chromozomu (jedince) pomocí tzv. fitness (účelové) funkce, na 
jejímž základě lze provést výběr jedinců pro další populaci 
 
Obrázek 6: Schematické znázornění průběhu genetického algoritmu (zdroj: (2)) 
Samotný genetický algoritmus se poté skládá ze šesti kroků (viz (10)): 
1. Náhodné vytvoření počáteční populace n  jedinců 
2. Ocenění kvality všech jedinců (chromozomů) dané populace pomocí fitness funkce 
Ano 
Ne
Selekce Inicializace 
Mutace Křížení 
Ukončení 
Konec? 
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3. Tvorba nových chromozomů aplikací operátorů selekce, mutace a křížení (proces 
reprodukce, rekombinace) 
4. Odstranění starých jedinců z původní populace pro vytvoření prostoru pro jedince 
nové 
5. Vložení nových jedinců do populace a jejich ocenění 
6. Je-li splněna ukončující podmínka, označí se nejlepší chromozom jako řešení 
problému, jinak se pokračuje krokem 3. 
Schematicky znázorňuje průběh genetického algoritmu Obrázek 6. 
 Velmi důležitým krokem v celém procesu je zejména vytvoření počáteční 
populace n  jedinců a vhodné zakódování informací o řešeném problému. Je třeba 
vytvořit takovou populaci jedinců, aby co nejlépe postihovala řešenou úlohu a přitom se 
zamezilo tvorbě nefunkčních chromozomů, které nesplňují některou z omezujících 
podmínek (např. duplicitní chromozomy v problému obchodního cestujícího – TSP). 
V opačném případě je nutné do fitness funkce zabudovat tzv. penalty function, která 
vyjadřuje postih za nesplnění daného omezení. 
Symbolicky lze pak celý proces popsat následovně. Chromozom x  chápeme jako 
abstraktní matematický objekt, který je obvykle tvořen řetězcem symbolů nebo reálných 
či celých čísel. Konečná množina všech možných chromozomů se označuje jako X: 
}{ nxxxX ,,, 21 K=  
Fitness funkce pak každému Xx∈  přiřazuje reálné číslo )(xf , tj. RXf →: . 
Optimalizační problém má poté strukturu: 
)(minarg xfx
Xxopt ∈= . 
Cílem genetického algoritmu je nalezení takového chromozomu x , který má hodnotu 
fitness funkce )(xf  blízkou nebo dokonce rovnu )( optxf . 
6.2.2 Operace selekce 
Tento stochastický operátor (označený jako )(POselect , kde P  představuje určitou 
populaci, tj. konečnou podmnožinu jedinců z X ) umožňuje výběr chromozomů, které 
se stanou rodiči pro vytvoření jedinců následující generace s pravděpodobností závislou 
na hodnotě fitness funkce. Nejjednodušší způsob výběru udává následující Tabulka 1, 
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kde chromozom 101011 s hodnotou fitness funkce 43 je vybrán na úkor chromozomu 
011010, který má hodnotu fitness funkce rovnu 26. 
101011 > 011010 
43 > 26 
Tabulka 1: Operace selekce 
Důležité je, aby selekční princip preferoval na jedné straně jedince s dobrou hodnotou 
fitness funkce, ale na druhé straně zachovával populaci dostatečně různorodou, aby 
nedocházelo k předčasné konvergenci. Tento fakt lze dle (10) popsat pomocí tzv. 
selekční intenzity (selekčního tlaku) I : 
σ
MMI −=
∗
, 
kde ∗M  označuje průměrnou hodnotu fitness funkce po selekci, M  průměrnou 
hodnotu fitness funkce před selekcí a σ  rozptyl fitness hodnot před selekcí. Čím vyšší 
je hodnota selekčního tlaku, tím rychleji algoritmus konverguje, ale hrozí nebezpečí 
předčasné konvergence. Nejčastější používanou metodou selekce je výběr pomocí 
rulety (roulette wheel selection), tj. pravděpodobnost výběru jedince je úměrná hodnotě 
jeho fitness funkce. Metody výběru jedinců jsou dle (10) tedy následující: 
? Proporcionální selekce (metoda rulety) – zde pravděpodobnost výběru i -tého 
jedince je v závislosti na hodnotě fitness funkce if  dána pravděpodobností  
∑
=
= n
j
j
i
i
f
fp
0
. 
 Při výrazně vyšší hodnotě fitness funkce určitého jedince ale dochází k jeho 
preferenci a celá populace se postupně nahrazuje tímto jedincem a ztrácí se 
původní diverzita populace. 
? Truncation selekce – celá populace se setřídí sestupně dle hodnoty fitness 
funkce a do další generace je vybrán pouze určitý počet nejlepších jedinců. Opět 
ovšem dochází k vysoké ztrátě genetického materiálu během selekce. 
? Lineární ranking – vychází ze setříděné populace, kde nejhorší jedinec je 
označen indexem 1 a nejlepší N . Pravděpodobnost výběru i -tého jedince je: 
( ) ,
1
11 ⎟⎠
⎞⎜⎝
⎛
−
−⋅−+= −+−
N
i
N
pi ηηη  { }Ni ,,2,1 K∈ , 
    36
 kde 
N
−η  (resp. 
N
+η ) udává pravděpodobnost výběru nejhoršího (resp. nejlepšího) 
jedince dané populace. 
? Exponenciální ranking – pravděpodobnost výběru je rozložena exponenciálně 
a nikoli lineárně jako v předchozím případě, tj. 
,
1
∑
=
−
−
= N
j
jN
iN
i
c
cp  { }Ni ,,2,1 K∈ , 
kde konstanta c  se volí v rozsahu ( )1;0∈c . 
? Tournament selekce – zde se vybere z N  jedinců v populaci t  soutěžících, 
z nichž do další generace přejde ten nejlepší, což se opakuje právě N -krát, aby 
byla vytvořena nová populace o N  jedincích. 
6.2.3 Operace křížení 
 Operátor křížení lze symbolicky zapsat ve tvaru 22: XXOcross →  (pro dva 
rodiče a dva potomky). Jedná se o operátor, který dvěma rodičovským chromozomům 
Xxx ∈21 ,  přiřazuje stochasticky nový pár chromozomů ( ) ( )2121 ,, xxOxx cross=′′ . Tento 
proces představuje obvykle výměnu částí rodičovských chromozomů, což způsobuje 
modifikaci původních chromozomů při zachování části genetické informace obou 
rodičů. Obvykle se tato operace neprovádí se 100% pravděpodobností, ale s cca 95% 
pravděpodobností. Nejčastější jsou dle (10) tyto způsoby křížení: 
? Bodové křížení – nejjednodušší přístup, kdy k rekombinaci genů dochází 
v jednom či více bodech chromozomu. Příklady jedno- a dvoubodového křížení 
udává Tabulka 2. Bodové křížení může být ale realizováno i jiným způsobem, 
jak je tomu např. u řešení problému obchodního cestujícího, kdy křížení sestává 
z náhodného výběru dvou pozic v chromozomu a seřazení hodnot genů mezi 
těmito pozicemi v opačném sledu (při jednom rodiči). 
Rodiče Potomci  Rodiče Potomci 
011|0111 1010111 01|1011|1 0111011 
101|1010 0111010 10|1101|0 1010110 
Tabulka 2: Jednobodové a dvoubodové křížení 
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? Jednotné křížení - v tomto případě se prochází celý chromozom o délce n  genů 
a s pravděpodobností ucp  dojde k výměně příslušného genu. Je dobrým 
postupem pro zamezení předčasné konvergence, neboť do populace vnáší 
potřebnou různorodost, naopak dle teorie stavebních bloků vede k přílišnému 
rozvracení kódu. 
6.2.4 Operace mutace 
 Operátor mutace lze symbolicky zapsat ve tvaru XXOmut →: . Přiřazuje 
stochasticky každému chromozomu Xx∈  nový chromozom ( ) XxOx mut ∈=′ . Spolu 
s operátorem křížení pak tvoří tzv. operátor reprodukce, který lze chápat jako složení 
obou zmiňovaných operátorů. Nejčastější je bitová negace, k níž dochází 
s pravděpodobností cca 0.0005 až 0.01. Jiným případem je např. operátor inverze, který 
invertuje pořadí bitů mezi dvěma náhodně zvolenými body chromozomu. Mutace je 
důležitá jakožto zdroj nových informací v populaci, přičemž příliš častá mutace může 
vyvolat nestabilitu populace a příliš nízká úroveň mutace nedokáže vnášet do populace 
nutné informace pro její další vývoj. Příklad mutace uvádí následující Tabulka 3. 
před mutací po mutaci 
0110111 1110011 
Tabulka 3: Operace mutace 
6.3 Další varianty genetických algoritmů 
 Klasický genetický algoritmus lze modifikovat různými způsoby. Cílem je 
obvykle zlepšení vlastností výpočetního procesu, a to zejména jeho urychlení a nalezení 
řešení co možná nejblíže optimálnímu. Velice významným rozšířením základních 
variant genetických algoritmů jsou tzv. paralelní genetické algoritmy a s nimi 
související operátor migrace. V tomto případě jde o využití genetických algoritmů pro 
řešení v několika menších populacích, přičemž někteří jedinci předávají svoje genetické 
informace do společné populace, což urychluje konvergenci k cílovému řešení. Na 
některé vybrané metody paralelních genetických algoritmů se nyní zaměřím podrobněji, 
přičemž pod pojmem procesor budeme rozumět jednotku provádějící určitý proces nad 
populací či její částí bez ohledu na používaný způsob (nikoli tedy hardwarové zařízení). 
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6.3.1 Farming model 
 Jedná se o klasický genetický algoritmus, kdy ovšem některé jeho části jsou 
prováděny („farmed out“) na pomocných procesorech (např. křížení, mutace a výpočet 
fitness funkce), které tyto výsledky a vzniklé jedince posílají zpět hlavnímu procesoru 
(host master), kde jsou prováděny globální výpočty na celé populaci. 
6.3.2 Migrační model 
 Pod pojmem migrace se rozumí smísení určité populace s jinou populací. Tím 
dochází k rozšíření stávajících genetických informací o nové. Migrace je buď 
jednosměrná, nebo vzájemná; jednorázová periodická nebo trvalá. Migrační modely 
mnohem lépe simulují skutečný vývoj v přírodě než klasické genetické algoritmy. 
Fungují tak, že se původní populace rozdělí na určitý počet podpopulací, které si 
vyměňují po jisté době určitý počet jedinců. V každé podpopulaci přitom probíhá vývoj 
dle klasického sekvenčního genetického algoritmu s místním řízením. Po jistém počtu 
generací pak dojde k migraci, čili výměně genetické informace mezi podpopulacemi. 
Opět to ve svém důsledku vede ke snížení rizika předčasné konvergence. Spojení 
podpopulací se děje prostřednictvím komunikační sítě, která může mít rozdílný 
charakter (např. ostrovní model, „stepping-stone“ model nebo žebříkový model). 
6.3.3 Difusní model 
 Jedná se o model, kdy celá populace je rozdělena do velkého počtu procesorů. 
Bývá také nazýván model sousedů, přičemž hlavní roli hraje zejména propojení 
sousedů. Všichni jedinci jsou zde aktivní a hledají si partnery k reprodukci mezi svými 
sousedy. Využívá se model se čtyřmi sousedy i dvourozměrné mřížky s 9, 25 nebo 49 
sousedy. Již u 25 jedinců jsou získané výsledky velice příznivé. Často se také navíc 
provádí tzv. hill-climbing. Výrazně se takto zejména zvyšuje rychlost výpočtu. 
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7 Vybrané matematické modely v řízení výroby 
Tato kapitola se věnuje problematice vybraných optimalizačních metod a modelů pro 
plánování, řízení a rozvrhování výroby. V odborné literatuře lze nalézt velké množství 
těchto modelů s různým zaměřením a větší či menší mírou abstrakce, obecnosti a 
podrobnosti. Mnohé z nich jsou implementovány v různých softwarových produktech 
pro plánování a rozvrhování výroby, zejména stále frekventovanějších APS systémech. 
Zde se zaměřím především na modely deterministické pro rozvrhování výroby na 
strojních pracovištích a dále na modely řízení dodavatelských řetězců v rámci Supply 
Chain Managementu (SCM). 
7.1 Deterministické rozvrhování výroby 
 V této podkapitole se zaměřím na modely pro deterministické rozvrhování 
výroby na strojních zařízeních. Budu se zabývat třídou úloh, kdy každý úkol (výrobní 
zakázka) nebo aktivita vyžaduje v daném okamžiku nejvýše jeden zdroj a půjde tedy o 
rozvrhování výroby na jednotlivých strojích, které mají limitovanou kapacitu a 
dostupnost (tzv. problémy typu „machine scheduling“). Zakázku lze chápat jako 
uspořádanou množinu operací, přičemž každá z nich vyžaduje zpracování na určitém 
stroji po určitou dobu. Každý stroj přitom může zpracovávat v daném okamžiku nejvýše 
jednu zakázku a je dostupný v čase 0 a dále. Zakázka může být zpracovávána v daném 
okamžiku nejvýše na jednom stroji. Cílem je nalézt rozvrh, který určuje, kdy je která 
zakázka na kterém stroji (pracovišti) zpracovávána, a který optimalizuje určitou 
účelovou funkci. Při formulaci následujících modelů vycházím z (16). 
7.1.1 Rozvrhování výroby na samostatném stroji 
 Tento problém lze popsat následovně. Máme stroj, který dokáže zpracovávat 
najednou nejvýše jednu zakázku a je spojitě dostupný v čase 0 a dále. Má být rozvržena 
množina n  zakázek { }nJJJ ,,1 K= . Každá zakázka jJ  ( nj ,,1K= ) sestává z jedné 
operace vyžadující zpracování na tomto stroji po dobu jp . Každá zakázka jJ  může být 
zpracovávána pouze v určitém předem stanoveném časovém intervalu určeném 
okamžikem uvolnění zakázky pro výrobu jr  a okamžikem, do kdy musí být zakázka 
hotova jd  (deadline). Může být zadána rovněž precedenční relace mezi jednotlivými 
zakázkami reprezentovaná acyklickým orientovaným grafem G  s množinou vrcholů 
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{ }nJJ ,,1 K . Pokud graf obsahuje cestu z jJ  do kJ , pak jJ  musí být vykonána před 
kJ . Navíc může být každé zakázce přiřazena kladná váha jw  vyjadřující její důležitost 
ve vztahu k ostatním zakázkám a okamžik jd , do něhož by daná zakázka měla být 
dokončena. Tyto údaje se obvykle též využívají ke specifikaci účelové funkce. Uvedené 
pojmy si ukážeme na následujícím příkladě. 
 Uvažujme případ, který udává Tabulka 4, kde nepředpokládáme precedenční 
relaci, časy uvolnění všech zakázek jsou nastaveny na 0 a časy jd  jsou rovny 
nekonečnu. Můžeme pak zvolit např. takové rozvržení zakázek, jaké uvádí Obrázek 7 
s využitím zobrazení pomocí Ganttova diagramu. 
 1J  2J  3J  4J  5J  6J  
jp  4 2 5 4 6 3 
jw  5 4 4 3 3 1 
Tabulka 4: Pracnosti a váhy – rozvrhování na jednom stroji 
Obrázek 7: Ganttův diagram pro rozvrhování výroby na 1 stroji 
 Z hlediska kapacity a dostupnosti stroje se jedná o přípustný rozvrh výroby, 
který pro každou zakázku jednoznačně určuje čas dokončení daného výrobního úkolu 
na tomto pracovišti jC  tak, že se jednotlivé úkoly nepřekrývají a platí 0≥− jj pC  pro 
nj ,,1K= . Každý úkol je přitom zpracováván bez přerušení. 
? Sekvenční problém 
 Uvažujeme opět problém rozvrhování výroby na samostatném stroji tak, jak byl 
popsán výše. Dále předpokládejme, že účelová funkce minimalizuje součet vážených 
časů dokončení, tj.  
min
1
→∑
=
n
j
jjCw . 
Tato účelová funkce bývá často interpretována jako míra rozpracovanosti výroby a také 
rychlosti, jakou výrobce odpovídá na přání zákazníků. Platí následující věta (viz (16)): 
24211511640
2J 4J  3J  6J  5J  1J  
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Věta 1: Problém rozvrhování výroby na samostatném stroji při minimalizaci součtu 
vážených časů dokončení je řešen řazením zakázek podle nerostoucích hodnot jj pw . 
 Situace se začne komplikovat v okamžiku, kdy do hry vstoupí precedenční 
relace mezi jednotlivými zakázkami. V souladu s (16) budeme uvažovat následující 
příklad, který popisuje problém s deseti zakázkami, které udává Tabulka 5. Precedenční 
relaci zobrazuje Obrázek 8.  
 1J  2J  3J  4J  5J  6J  7J  8J  9J  10J  
jp  6 9 1 3 9 5 7 7 6 2 
jw  2 5 9 6 5 4 9 3 8 5 
Tabulka 5: Pracnosti a váhy – sekvenční problém s precedenční relací 
 
Obrázek 8: Graf precedenční relace 
 
 Pokud bychom aplikovali pravidlo, které určuje Věta 1, obdrželi bychom rozvrh 
( )18526794103 ,,,,,,,,, JJJJJJJJJJ  s hodnotou účelové funkce 1055. Tento rozvrh 
ovšem není přípustný. Nyní by bylo možné využít postup dle uvedené věty s tím, že 
budeme vybírat pouze mezi zakázkami, které nemají nerozvržené předchůdce. Tím 
bychom obdrželi rozvrh ( )10697185423 ,,,,,,,,, JJJJJJJJJJ  s hodnotou účelové 
3J  
1J  
2J  
8J  
10J
6J  
4J  
5J  
7J  
9J  
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funkce 1644. Ten je sice přípustný vzhledem k precedenční relaci, není ale přitom 
optimální. Optimální je totiž rozvrh ( )10869571423 ,,,,,,,,, JJJJJJJJJJ  s hodnotou 
účelové funkce 1530. 
 Jako přirozený postup se tedy jeví algoritmus úplné enumerace, tj. procházení 
všech přípustných řešení a vybraní toho s nejmenší hodnotou účelové funkce. Tento 
přístup však vede k prohledávání přibližně !n  přípustných permutací a čas výpočtu tak 
roste exponenciálně s počtem rozvrhovaných zakázek. Tuto metodu lze tedy použít jen 
pro úlohy malého rozsahu. 
 Alternativním přístupem je využití postupů dynamického programování, které 
vycházejí z Bellmanova principu optimality: posloupnost σ  je optimální právě tehdy, 
když zakázky na prvních k  pozicích ( nk ,,2K= ) tvoří optimální podposloupnost. 
Vhodným přístupem pro rozsáhlejší úlohy se pak jeví využití prostředků umělé 
inteligence, např. genetických algoritmů. 
? Rozdělovací problém 
 Nechť jU  označuje výskyt zpoždění ve zpracování zakázky jJ , tj. 1=jU , 
pokud jj dC > , a 0=jU  jinak. Předpokládejme, že cílem je minimalizovat vážený 
součet zpožděných zakázek, čili: 
min
1
→∑
=
n
j
jjUw . 
Bez újmy na obecnosti dále předpokládejme, že platí ∑ =≤ nk kj pd 1  pro všechna j . Lze 
ukázat, že platí: Existuje optimální rozvrh, v němž včas dokončené zakázky jsou řazeny 
jako první v pořadí neklesajících hodnot jd  následovány zpožděnými zakázkami 
v libovolném pořadí. Jde tedy o rozdělení zakázek do dvou skupin: včas dokončené 
zakázky x zpožděné zakázky. Poté se již snadno určí optimální sekvence a rozvrh.  
 Případ, kdy váhy všech zakázek jsou shodné, lze řešit dle následující věty (viz 
(16)): 
Věta 2: Řešení problému minimalizace váženého součtu zpožděných zakázek při 
rozvrhování výroby na samostatném stroji lze stanovit tak, že uspořádáme zakázky 
v pořadí neklesajících hodnot jd  a poté aplikujeme následující postup pro nj ,,1K= : 
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přidáme zakázku jJ  do množiny včas dokončených zakázek, a pokud jj dC > , pak 
odstraníme zakázku s nejvyšší pracností z množiny včas dokončených zakázek. 
Pro úlohu s obecnými hodnotami vah neexistuje žádné takové pravidlo a výpočetní čas 
roste exponenciálně s počtem zakázek při aplikaci principu úplné enumerace. Je tedy 
nutné využít buď dynamického programování, nebo heuristických metod. 
7.1.2 Flow-shop scheduling 
 Tento problém lze popsat následovně. Je dáno m  strojů, přičemž každý z nich 
může zpracovávat najednou nejvýše jednu zakázku v daném okamžiku a je dostupný 
v čase 0 a dále. Mějme množinu n  zakázek { }nJJJ ,,1 K= , kde každá z nich sestává 
z řetězce m  operací, tj. ( )1+i -tá operace na zakázce jJ  nemůže začít, dokud není 
dokončena i -tá operace ( ( )1,,1 −= mi K ). Přitom i -tá operace na zakázce jJ  musí být 
provedena na stroji iM  za nezáporný čas (pracnost) ijp  ( mi ,,1K= , nj ,,1K= ). To 
znamená, že zakázky procházejí přes jednotlivé stroje ve stejném pořadí. Jde ve své 
podstatě o úlohu na vyvažování taktu a rytmu linky, ale může být zobecněna i na jiné 
případy. Příklad na tuto úlohu při uvažování dvou strojů (pracovišť) a šesti zakázek 
udává Tabulka 6. Následující Obrázek 9 pak zobrazuje jedno z možných rozvržení 
výroby s celkovou průběžnou dobou výroby rovnou 26. 
 1J  2J  3J  4J  5J  6J  
jp1  4 2 5 4 6 3 
jp2  3 4 3 5 2 2 
Tabulka 6: Pracnosti - Flow-shop scheduling 
Obrázek 9: Ganttův diagram Johnsonovy úlohy 
Cílem je v tomto typu úloh minimalizace průběžné doby výroby (makespan), tzn.: 
20147 23 24 26211511640
2J 4J  3J  6J  5J  1J  
5J1J  2J  3J  4J  6J
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minmax
1max
→=
≤≤ jnj
CC . 
Při úloze se dvěma stroji (Johnsonově úloze) lze pak tento výraz přepsat do tvaru: 
minmax
1
211max
→⎟⎟⎠
⎞
⎜⎜⎝
⎛ += ∑ ∑
= =≤≤
k
j
n
kj
jjnj
ppC  
a platí následující věta: 
Věta 3: Optimální řešení úlohy minimalizace průběžné doby výroby v problému flow-
shop scheduling se dvěma stroji lze nalézt tak, že se nejprve rozvrhují zakázky s 
jj pp 21 ≤  v pořadí neklesajícího jp1  a poté zbývající zakázky v pořadí nerostoucího 
jp2 . 
Pro počet strojů 3≥m   již neexistuje jednoduché pravidlo pro řešení tohoto problému. I 
stejná úloha se dvěma stroji pouze s jinou účelovou funkcí (např. součet časů dokončení 
jednotlivých zakázek, tj. ∑ =nj jC1 ) nemůže být řešena s využitím klasických postupů 
nebo dynamického programování v přiměřeném čase, neboť výpočetní čas a paměťová 
náročnost rostou exponenciálně s počtem zakázek. Je proto nutné využít prostředků 
umělé inteligence. 
7.1.3 Rozvrhování výroby na paralelních strojích 
 Tato úloha je zaměřena na rozvrhování výroby na m  paralelních strojích, které 
jsou k dispozici pro zpracování n  nezávislých zakázek { }nJJJ ,,1 K= , přičemž každý 
stroj může zpracovávat opět najednou nejvýše jednu zakázku. Nepřetržité zpracování 
zakázky jJ  ( nj ,,1K= ) na stroji iM  ( mi ,,1K= ) vyžaduje časový interval délky ijp  
(pracnost). Každá zakázka je přitom přiřazena právě jednomu stroji. Dále budeme 
uvažovat, že mn ≥ . 
 Úlohu si ilustrujme na následujícím příkladě. Budeme řešit problém se sedmi 
zakázkami a třemi stroji (pracovišti), kde pracnosti ve vztahu k jednotlivým strojům 
udává Tabulka 7. Pracnost zadaná jako nekonečno znamená, že na daném stroji se daná 
zakázka nemá (nebo nesmí) zpracovávat. Jeden z přípustných rozvrhů výroby ukazuje 
Obrázek 10. Ten je vytvořen jednoduše přiřazením dané zakázky na stroj, který ji 
zpracuje nejrychleji. Není to ovšem rozvrh optimální. Například přesunem zakázky 6J  
na stroj 1M  bychom obdrželi rozvrh s celkovou hodnotou průběžné doby výroby 50.  
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  1J  2J  3J  4J  5J  6J  7J  
1M  40 10 30 40 10 30 10 
2M  30 15 10 20 15 ∞ 20 
3M  20 20 ∞ 20 25 20 20 
Tabulka 7: Pracnosti - Parallel machine scheduling 
Obrázek 10: Ganttův diagram pro úlohu Parallel machine scheduling při třech strojích 
Cílem je tedy nalézt rozvrh výroby nejkratší délky. Tím lze úlohu redukovat na 
přiřazovací problém. Využití úplné enumerace není opět vhodné, neboť pro n  zakázek 
a m  strojů by bylo obecně nutné zkoumat nm  přípustných řešení, což by vedlo znovu 
k nepřípustnému nárůstu výpočetního času a požadavků na paměť počítače. Pro určité 
typy účelových funkcí lze pro tuto úlohu odvodit na základě dynamického 
programování algoritmus pro její řešení, jehož časová náročnost roste lineárně s počtem 
zakázek. Nicméně i zde roste výpočetní čas exponenciálně s počtem strojů. 
7.2 Vybrané optimalizační modely pro plánování výroby v dodavatelských řetězcích 
 Řízení dodavatelských řetězců (Supply Chain Management) se dle (18) skládá 
z pěti základních komponent, a to strategie, kapacitního plánování zdrojů, taktického 
plánování výroby, rozvrhování, výkonné složky a zpětné vazby. Zde se zaměřím 
zejména na optimalizační modely pro taktické plánování výroby. Uvedu dva modely, 
jež nabízejí vhodný náhled na celou problematiku. První model vychází z koncepce 
MRP (Material Requirements Planning) a uvádím ho zejména pro vysvětlení základních 
principů sestavování optimalizačních úloh v této oblasti. Druhý komplexní model 
zahrnuje vliv různých faktorů a omezení na optimální řešení a může být základem (po 
3M : 
30 6010 40200
2J
4J  
7J  3J
1J  
5J
6J  
1M : 
2M : 
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nutných rozšířeních a úpravách) pro vývoj komplexních optimalizačních softwarových 
produktů, např. APS systémů. Modely byly převzaty z (18). 
7.2.1 Optimalizační model MRP 
 Nejprve tedy uvedu optimalizační model založený na MRP. Samotná metoda 
MRP nevyžaduje optimalizaci, ale jako výchozí model pro sestavení složitějších modelů 
je vhodné ho doplnit o účelovou funkci. Cílem MRP je vytvářet věci tak pozdě, jak jen 
to je přípustné, ale nikoli později, což vyjadřuje následující účelová funkce 
( ) min
1 1
, →−∑∑
= =
P
i
T
t
tixtT . 
Přípustná řešení pak musí splňovat tato omezení 
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P  Počet skladových položek 
T  Počet časových period (plánovací horizont) – typicky týdny nebo dny 
( )iLT  Lhůta mezi zadáním zakázky na výrobu nebo dodání a jejím skutečným 
obdržením 
( )jiR ,  Počet kusů i -té položky potřebných k výrobě jednoho kusu položky j  
( )tiD ,  Externí poptávka po i -té položce v časové periodě t  
( )0,iI  Počáteční skladová zásoba položky i  
( )iLS  Minimální velikost dávky pro položku i  
M  Dostatečně velké číslo 
Tabulka 8: Vstupní data pro optimalizační model MRP 
Data vstupující do výpočtu udává Tabulka 8. Klíčovým vstupem MRP je kusovník, jenž 
udává, jaké komponenty a v jakém počtu jsou třeba k výrobě jiných komponent a 
koncových produktů. Tak získáme data ( )jiR ,  určující, kolik kusů skladové položky i  
je třeba k výrobě jednoho kusu skladové položky j . Tento zápis předpokládá, že 
    47
jednotlivé položky jsou jistým způsobem očíslovány, přičemž celkový počet skladových 
položek značíme P . Čas je rozdělen na určité úseky, obvykle dny nebo týdny, jejichž 
počet T  označujeme jako plánovací horizont a nejčastěji se uvažuje délka několika 
měsíců i roků. ( )iLT  pak značí (vágně řečeno) čas, jenž lze očekávat mezi zadáním 
zakázky na výrobu či dodání i -té položky a jejím skutečným obdržením (lead time).  
 Velikosti dávek jsou standardní součástí MRP. Ve složitějších modelech se 
obvykle vyskytují jako pevně zadaná externí data. Zde ponecháme jejich zadání pouze 
ve formě minimální požadované velikosti dávky ( )iLS  pro i -tou položku. Je možné 
samozřejmě doplnit i další požadavky na velikosti dávek, např. požadavek na produkci 
v násobcích velikosti dávky, apod. Je rovněž třeba zadat externí poptávku po 
jednotlivých skladových položkách. Poptávka je samozřejmě po koncových produktech, 
ale pro potřeby údržby, oprav, výměny či servisu se vyskytuje i poptávka po 
komponentách. Někdy jsou prodávány i konkurenci. Celkově bývá stanovení těchto 
poptávek označováno jako hlavní výrobní plán. Velké číslo M  je třeba zavést 
v souvislosti s rozhodnutími počítače o zajištění minimálních velikostí dávek. Může se 
jednat o libovolné číslo větší než je velikost jakéhokoli možného výrobního množství. 
Aby ovšem nedocházelo k nepřiměřeným zaokrouhlovacím chybám, mělo by se 
používat M  řádově stokrát až tisíckrát vyšší. 
 Ve skutečnosti obsahuje model jen jedinou rozhodovací proměnnou tix , , jež 
popisuje množství skladové položky, které je třeba zadat do výroby nebo objednat v 
periodě t . Proměnná ti,δ  indikuje to, že se i -tá položka začne vyrábět nebo objedná 
v čase t  (v tom případě je rovna jedné, jinak je nulová). Souvisí tak s proměnnou tix , .  
 Nyní popíši omezení, která model obsahuje. První omezení vyjadřuje fakt, že 
součet počáteční zásoby jisté skladové položky a její produkce až do periody t  musí být 
alespoň roven celkové externí poptávce po této položce a poptávce po sestavách, které ji 
používají. Sumace musí být do ( )iLTt − , neboť práce musí začít přesně LT  period 
před tím, než je možné uspokojit poptávku. Omezení velikosti dávky vyjadřuje, že 
výroba musí proběhnout alespoň v dané výši. Ostatní omezení jsou zřejmá. 
 Model nevyžaduje celočíselnost výrobních proměnných. Výsledky budou 
celočíselné v případě, že poptávky a minimální velikosti dávek budou celočíselné. 
V opačném případě tak můžeme obdržet neceločíselný výstup, což ovšem nepředstavuje 
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(s výjimkou malých objemů výroby) problém, neboť lze snadno tyto výstupy 
zaokrouhlit na nejbližší celá čísla, přičemž se dopustíme chyby, která je obvykle 
mnohem menší než velikost chyby vstupních dat. Nedostatky modelu jsou následující: 
? skutečný čas pro vyřízení objednávky je obvykle spíše funkcí nahromadění 
zakázek než položek samotných, 
? problémy může způsobit stanovení velikostí dávek, 
? nejsou zde zahrnuta kapacitní omezení. 
7.2.2 Optimalizační model SCPc 
 Tento model se věnuje otázce minimalizace nákladů v plánování výroby 
v dodavatelském řetězci (cost minimization model for supply chain production planning 
- SCPc). Jde o model, jenž vychází z MRP II (tj. Manufacturing Resource Planning) a 
rozšiřuje ho o další prvky, které nabízí využití optimalizace. Účelová funkce je tvaru: 
( ) ( ) ( )( ) ( ) min,
1 1 1
,,,, →⎥⎦
⎤⎢⎣
⎡ +++∑ ∑ ∑
= = =
+−T
t
P
i
K
k
tktititi ytkOiCIiHIiA δ . 
Jde o funkci, která má za cíl minimalizaci nákladů. Náklady na držení skladových zásob 
( )iH  položky i  na jednu periodu jsou vyjádřeny pomocí součinu diskontní míry a 
nákladů na pořízení dané položky. Diskontní míra by přitom měla být vyšší než 
podnikové vážené náklady na kapitál (WACC). Stojí-li například jeden kus vybrané 
skladové položky 200 Kč, uvažujeme-li 52 týdnů za rok a roční diskontní sazbu ve výši 
26 %, obdržíme náklady ( )iH  ve výši 1 Kč na týden skladování. 
 Náklady ( )iC  vyjadřují náklady spojené se změnou seřízení pro výrobu položky 
i . Zahrnují zejména mezní přímé mzdové náklady, náklady spojené s odpadem 
(kapacita se ale řeší proměnnou ( )jiW , ) a energií. Seřizování může vyvolat i zpoždění 
zakázek, popř. držení vysokých zásob. Ty se ale většinou zahrnují do ( )iA , resp. ( )iH . 
 Oblast nákladů ( )iA  spojených se zpožděním externích dodávek je poměrně 
složitá. Cílem by samozřejmě mělo být, aby zpožděných dodávek bylo co nejméně. U 
koncových produktů pro nejdůležitější zakázky se tak stanovují konečné termíny 
(deadlines), dokdy musí být zakázka hotova. Ostatní zakázky mohou být ve skluzu, 
ovšem za cenu dodatečných nákladů ( )iA  na periodu. Abychom umožnili zpoždění 
zakázky, je třeba připustit záporné hodnoty skladových zásob (položky se zápornými 
hodnotami pak nazýváme zpětně objednávané), přičemž záporné hodnoty mohou 
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maximálně dosáhnout výše externí poptávky. Značíme potom symbolem −I  hodnotu 
I− , pokud 0<I  a symbolem +I  hodnotu I , pokud 0>I . Problémem členu ( )iA  je 
to, jakým způsobem ho odhadnout. Jeho hodnota by měla vycházet z oportunitních 
nákladů a měla by reflektovat také ztrátu dobré pověsti firmy a eventuální ztrátu 
zákazníka či obecně podílu na trhu, což může být komplikované. Dalším problémem 
může být to, že chceme, aby určitá zakázka byla dokončena včas, jelikož se jedná o 
nového zákazníka, kterého nechceme ztratit. Zatímco tedy obecně stanovená úroveň 
( )iA  je vyhovující, může tato hodnota být příliš nízká ve vztahu k této konkrétní 
zakázce. Jedním z možných řešení je pak rozšíření členu ( )iA  o faktor času, tj. na 
( )tiA , , čímž můžeme dosáhnout výrazné penalizace zpožděných důležitých zakázek. 
 Člen ( )tkO ,  vyjadřuje mezní náklady na přidání další dodatečné jednotky 
kapacity určitého zdroje (např. práce přesčas). Obvykle se vyjadřuje pro zdvojení 
využití. Proměnná tky ,  pak vyjadřuje podíl zdroje, který přidáváme, ve vztahu 
k běžnému využití zdroje. Omezení na jednotlivé proměnné jsou potom následující: 
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První z nich zachycuje podmínku na maximální přípustnou zápornou hodnotu zásob, jak 
bylo již popsáno dříve. Druhá nerovnice vyjadřuje omezení kapacitních zdrojů i 
s uvažováním eventuálního využití zdroje nad běžnou úroveň (např. prací přesčas). 
Další omezení se týká maximální přípustné míry „přesčasového“ využití zdrojů. Ostatní 
omezení jsou zřejmá nebo korespondují s těmi z předchozího MRP modelu. Zbývá ještě 
vyjádřit člen ( )δ,, xI ti . K tomu použijeme tzv. makro zásob: 
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Toto přiřazení určuje výši zásob skladové položky i  v čase t . Oproti modelu pro MRP 
je zde navíc jen zahrnut člen ( )jiW ,  vyjadřující odpad položky i  při změně výroby na 
položku j . Přehled vstupních dat a proměnných modelu udává Tabulka 9 a Tabulka 10. 
P  Počet skladových položek 
T  Počet časových period (plánovací horizont)  
K  Počet zdrojů 
( )iLT  Lead time pro položku i  
( )0,iI  Počáteční skladová zásoba položky i  
( )jiR ,  Počet kusů i -té položky potřebných k výrobě jednoho kusu položky j  
( )tiD ,  Externí poptávka po i -té položce v časové periodě t  
( )kiU ,  Podíl zdroje k  potřebný k výrobě jednoho kusu položky i  
( )tkF ,  Maximální podíl zdroje k , který lze přidat v periodě t  
( )kiS ,  Podíl zdroje k , který je třeba k seřízení zařízení pro výrobu položky i  
( )jiW ,  Odpad položky i  při změně výroby na položku j  
( )iH  Skladovací náklady na periodu pro skladovou položku i  
( )iC  Celkové náklady na změnu seřízení pro položku i  
( )tkO ,  Mezní náklady na podíl kapacity přidané ke zdroji k  
( )iA  Náklady na periodu spojené se zpožděním externí dodávky pro položku i  
M  Dostatečně velké číslo 
Tabulka 9: Vstupní data pro optimalizační model SCPc 
tix ,  Množství položky i  v uvolněné zakázce v čase t  
tky ,  „Přesčasový“ podíl zdroje k  v čase t  
ti,δ  Binární indikátor produkce položky i  v čase t  
+
tiI ,  Zásoba položky i  během periody t  
−
tiI ,  Množství položky i  zpětně objednávané v čase t  
Tabulka 10: Množina proměnných pro model SCPc 
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8 Problémy třídy P, NP a NP-hard 
V této kapitole uvedu některé pojmy a tvrzení týkající se klasifikace úloh na 
rozvrhování výroby a dále se budeme věnovat problematice výpočetní náročnosti 
různých typů těchto úloh, přičemž lze ukázat, že mnohé z nich jsou velmi podobné 
úloze obchodního cestujícího (Travelling Salesman Problem – TSP, viz (7)). Dále 
budeme vycházet zejména z (16). 
8.1 Klasifikace úloh 
 Z důvodu velkého množství různých typů jednotlivých úloh na rozvrhování 
výroby je vhodné je určitým způsobem klasifikovat. V souladu s (16) budu používat 
značení γβα || , kde α  označuje strojní vybavení, tj. 1=α  v případě rozvrhování 
výroby na samostatném stroji, F=α  pro Flow-shop scheduling a v případě paralelních 
strojů může být { }RQP ,,∈α , kde P  označuje případ jij pp =  pro každé jJ  a iM  (tj. 
stroje jsou identické), Q  označuje případ, kdy ijij spp /=  ( is  značí rychlost stroje 
iM ), tj. stroje jsou uniformní, a R  obecný případ, kdy mezi stroji (a jejich výkonem) 
není žádný vztah. Pokud za symbolem α  následuje přirozené číslo, vyjadřuje počet 
strojů, se kterými v úloze počítáme. 
 Symbol β  označuje charakteristiku zakázek. Je-li vynechán, znamená to 
uvažování implicitních parametrů úlohy, tj. předpoklad, že jednotlivé zakázky se 
zpracovávají bez přerušení, není zadána precedenční relace, 0=jr  a ∞=jd  pro 
všechny zakázky a pracnosti operací jsou zadány jako libovolná nezáporná celá čísla. 
Obvykle se pak pro β  používají symboly pmtn , prec , jr  nebo jd  vyjadřující, že 
zpracování zakázky může být přerušeno a dokončeno později, že je zadána precedenční 
relace, jsou zadány okamžiky uvolnění zakázek nebo je stanoven deadline pro 
dokončení jednotlivých zakázek. 
 Třetí pole vyjadřuje typ účelové funkce. Pokud například maxC=γ , účelová 
funkce vyjadřuje minimalizaci průběžné doby výroby, ∑ == nj jjCw1γ  znamená 
minimalizaci váženého součtu časů dokončení jednotlivých zakázek. Dále lze uvažovat 
například účelovou funkci popisující vážený počet zpožděných zakázek, tj. 
∑ == nj jjUw1γ . 
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8.2 Výpočetní náročnost 
 Úlohy na deterministické rozvrhování výroby spadají do oblasti kombinatorické 
optimalizace, kde cílem je vybrat nejlepší řešení z konečné množiny přípustných řešení. 
Například pro rozvrhování výroby na samostatném stroji se omezujeme na prohledávání 
prostoru !n  permutací zadaných n  zakázek, pro úlohu rozvrhování výroby na 
paralelních strojích maxR C||  je možných 
nm  přípustných řešení. Množina všech řešení 
je tedy konečná a bylo by tedy možné přiřadit každému přípustnému řešení odpovídající 
hodnotu účelové funkce a zvolit řešení s nejlepší hodnotou účelové funkce (metoda 
úplné enumerace). Nicméně tento přístup vede k vysokým výpočetním nárokům na 
paměť počítače a čas výpočtu a je použitelný pouze pro úlohy malého rozsahu. Je tedy 
vhodné odvodit algoritmy, které by tyto úlohy řešily efektivněji. Takové algoritmy lze 
využít pro řešení úloh typu ∑ jjCw||1 , ∑ jU||1  a maxCF ||2 , kde stačí zakázky 
seřadit v určitém pořadí. Ostatní úlohy jsou mnohem komplikovanější. 
 Náročnost řešení dané úlohy vyjadřuje úsilí, které je třeba vynaložit k nalezení 
jejího optimálního řešení. Vzrůstá přirozeně s velikostí úlohy. Ta závisí rovněž na 
zvolené reprezentaci (kódování) úlohy. To může být např. unární, binární nebo 
decimální. Výpočetní čas algoritmu pro daný problém lze měřit jako horní mez počtu 
elementárních kroků algoritmu při daném platném vstupu vyjádřenou jako funkci 
velikosti vstupu. Lze poté zavést následující definici. 
Definice 1: Problém je řešitelný v polynomiálním čase vzhledem ke zvolenému 
kódování, existuje-li algoritmus pro jeho řešení, jehož výpočetní čas je shora ohraničen 
polynomiální funkcí v proměnné, kterou je délka daného kódování. 
Obdobnou definici je možné zavést i pro paměťovou náročnost úlohy. Problémy 
∑ jjCw||1 , ∑ jU||1  a maxCF ||2  jsou řešitelné v polynomiálním čase a paměťová 
náročnost algoritmů pro jejich řešení je rovněž polynomiálně ohraničená. Naproti tomu 
algoritmy pro řešení úloh jjCwprec ∑||1 , jjUw∑||1  nebo maxCR ||  založené na 
dynamickém programování polynomiálně ohraničené nejsou. 
8.3 Třídy P a NP 
 Zde se budu zabývat tzv. rozhodovacími úlohami, tj. úlohami, jež hledají 
odpověď na zadanou otázku ve tvaru „ano“ nebo „ne“. Každý optimalizační problém 
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lze chápat jako konečnou posloupnost rozhodovacích úloh (např. pokud 
minimalizujeme účelovou funkci ( )xf  přes všechna x  z nějaké množiny, bude 
příslušný rozhodovací problém hledat odpověď na otázku: existuje přípustné řešení x , 
které splňuje ( ) kxf ≤ ?; k  je přitom voleno z předem daného intervalu). Pokud je 
určitý rozhodovací problém řešitelný v polynomiálním čase, pak odpovídající 
optimalizační problém je řešitelný v polynomiálním čase, pokud jeho optimální řešení 
je celé číslo, jehož logaritmus je polynomiálně ohraničený ve smyslu velikosti vstupu. 
Definice 2: Třída P obsahuje všechny rozhodovací problémy, které jsou řešitelné 
v polynomiálním čase. 
Například rozhodovací varianta problému ∑ jjCw||1  bude následující: existuje pro 
zadané celé číslo k  rozvrh, který splňuje kCw jj ≤∑ ? Pokud bude odpověď kladná, 
pak správnost odpovědi je možné ověřit při daném rozvrhu v polynomiálním čase. 
Rozvrh přitom slouží k výpočtu časů dokončení zakázek, které představují přesný vstup 
(certifikát) pro kontrolní algoritmus ověřující výše uvedenou relaci.  
Definice 3: Třída NP sestává ze všech rozhodovacích problémů, které v případě kladné 
odpovědi mají přesný certifikát a polynomiální kontrolní algoritmus. 
Poznamenejme, že NPP ⊆ . Otázkou je ovšem, zda NPP = , tj. zda všechny problémy 
v NP  jsou řešitelné v polynomiálním čase. Předpokládá se, že nikoli, neboť třída NP  
obsahuje takové problémy, jako je úloha obchodního cestujícího a další, u nichž nebyl 
doposud nalezen algoritmus pro jejich řešení v polynomiálním čase. Dále zavedeme 
pojem polynomiální reducibilnosti problému. 
Definice 4: Problém A je polynomiálně reducibilní na problém B právě tehdy, když 
existuje funkce τ  vyhodnotitelná v polynomiálním čase, která transformuje vstupy 
problému A na vstupy pro B tak, že x  je vstupem „ano“ pro A právě tehdy, když je ( )xτ  
vstupem „ano“ pro problém B. 
Definice 5: Problém je NP-complete, jestliže je prvkem třídy NP a jestliže každý 
problém z NP je na něj polynomiálně reducibilní. 
Pojem NP -complete problémů spojuje nejobtížnější úlohy v třídě NP  v tom smyslu, že 
pokud by existoval algoritmus pro řešení libovolného jednoho NP -complete problému 
v polynomiálním čase, pak by bylo možné ho transformovat na řešení všech ostatních 
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NP -complete úloh. Je ovšem velmi nepravděpodobné, že by takový algoritmus 
existoval, a tudíž lze předpokládat, že NPP ≠ . V (16) lze nalézt důkaz následující věty. 
Věta 4: Rozhodovací varianta problému maxCR ||  je NP -complete dokonce i pro dva 
identické stroje. 
Rovněž problém jjUw∑||1  je NP -complete. Samotné optimalizační problémy nejsou 
prvky třídy NP , ale nazývají se NP -hard úlohami. Ty jsou přitom přinejmenším tak 
obtížné jako problémy z NP . 
 Dále je třeba se zabývat reprezentací úlohy zvoleným kódováním, neboť některé 
NP -complete problémy v binárním kódování jsou řešitelné v polynomiálním čase 
v unárním kódování. Jsou tedy řešitelné v tzv. pseudopolynomiálním čase a budeme je 
nazývat normálními NP -complete úlohami. Úlohy, které jsou NP -complete v obou 
kódováních, budeme nazývat silně NP -complete úlohami. 
 Lze například ukázat, že úloha maxCR ||  je normální NP -complete úloha pro 
pevně stanovený počet strojů, ale silně NP -complete úloha pro libovolný počet strojů. 
Lze ukázat, že rozhodovací varianty problémů maxCF ||3  a ∑ jCF ||2  jsou NP -
complete v silném smyslu. Rovněž rozhodovací varianta úlohy ∑ jjCwprec ||1  je 
NP -complete problémem v silném smyslu. 
 Uvedené úlohy jsou svým charakterem výpočetně značně náročné a je tedy 
nutné nalézt postupy, jak se vyhnout úplné enumeraci a zkrátit tak čas výpočtu a 
zmenšit paměťovou náročnost algoritmu. K tomu lze využít metod dynamického 
programování, metodu větví a mezí, metodu řezné roviny nebo heuristických metod, 
jako jsou genetické algoritmy, simulované žíhání nebo tabu-search. 
 Úloha, která je řešena v této diplomové práci, je úlohou typu Flow-shop 
programming při uvažování navíc možnosti paralelních strojů. Počet pracovišť přitom 
není omezen. Spadá tedy rovněž do kategorie NP -complete úloh v silném smyslu a je ji 
třeba řešit např. s využitím genetických algoritmů, jak bude uvedeno dále. 
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9 Využití softwaru Matlab pro aplikaci genetických algoritmů 
V této části se budu zabývat popisem toolboxu Genetic Algorithm and Direct Search, 
který je součástí softwaru Matlab 7.1, a zejména jeho částí Genetic Algorithm Tool. 
Tento nástroj lze otevřít pomocí příkazu gatool z prostředí Matlabu nebo přes tlačítko 
Start a volbou výše zmíněného toolboxu. Po otevření se zobrazí okno, kde lze 
nastavovat různé parametry řešitele, volit kritéria pro zastavení výpočtu, vybírat 
grafické výstupy průběhu výpočtu, atd. (viz Obrázek 11).  
 
Obrázek 11: Okno nástroje gatool softwaru Matlab 7.1 
9.1 Zadání fitness funkce a omezení 
Do levé části okna se zadává odkaz na fitness funkci ve tvaru @fitnessf, kde 
fitnessf.m je soubor typu M-file, který vrací hodnotu účelové funkce v zadaném bodě 
(pro zadaný vektor). Dále je nutné specifikovat počet nezávislých proměnných fitness 
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funkce, které jsou reprezentovány jednotlivými chromozomy a mají se optimalizovat. 
Lze zadat i omezení na proměnné ve tvaru soustavy lineárních (ne)rovnic bxA =⋅  
(resp. bxA ≤⋅ ). Rovněž je možné vymezit dolní a horní hranice hodnot, které mohou 
nezávislé proměnné nabývat ve tvaru vektoru. Pokud bychom chtěli použít nelineární 
omezení, je třeba vytvořit M-file s názvem např. nelomez.m, na který se v příslušném 
poli odkážeme přes handle @nelomez. Funkce popsaná v tomto souboru musí vracet 
vektory C  a eqC , které odpovídají nelineárním omezením tvaru 0C ≤  a 0C =eq . 
9.2 Vykreslení průběhu výpočtu 
V další části okna lze zadávat, které funkce si přejeme vykreslovat v průběhu 
výpočtu: 
? Best fitness – zobrazuje hodnotu fitness funkce nejúspěšnějšího jedince dané 
generace a průměrnou hodnotu fitness funkce v dané generaci (viz Obrázek 12). 
 
Obrázek 12: Hodnota fitness funkce v jednotlivých generacích 
? Expectation – zobrazuje očekávaný počet potomků jednotlivých jedinců dané 
populace v závislosti na jejich „skóre“ (hodnotě fitness funkce). 
? Score diversity – zobrazuje histogram četností jednotlivých hodnot fitness funkce 
v dané generaci (viz Obrázek 13). 
? Stopping – určuje aktuální úroveň kritérií při ukončení výpočtu (viz Obrázek 16). 
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? Best individual – zobrazuje hodnotu nezávislých proměnných pro nejúspěšnějšího 
jedince dané generace. 
? Genealogy – zobrazuje genealogii jedinců (černé linie označují elitní jedince, kteří 
přecházejí do následující generace, červené úsečky indikují jedince, kteří vznikli 
mutací a modré úsečky spojují jedince, kteří vznikli křížením, s jejich rodiči). 
? Scores – určuje hodnoty fitness funkce pro jedince dané generace (viz Obrázek 14). 
 
Obrázek 13: Histogram skóre jednotlivých jedinců dané generace 
 
Obrázek 14: Hodnota fitness funkce jednotlivých jedinců dané generace 
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? Max constraint – znázorňuje maximální vzdálenost (míru nesplnění) nelineárního 
omezení pro danou generaci. 
? Distance – zobrazuje průměrnou vzdálenost mezi jedinci v dané generaci. 
? Range – znázorňuje minimální, maximální a průměrnou hodnotu fitness funkce 
v dané generaci (viz Obrázek 15). 
? Selection – zobrazuje histogram počtu potomků připadajících na jednotlivé třídy 
rodičů v dané generaci. 
 
Obrázek 15: Hodnota fitness funkce nejlepšího, nejhoršího jedince a střední hodnota 
0 10 20 30 40 50 60 70 80 90 100
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Time
Generation
% of criteria met
Stopping Criteria
 
Obrázek 16: Úroveň kritérií pro ukončení výpočtu 
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Do pole Custom lze jinak zadat libovolnou námi definovanou kreslící funkci formou M-
file. Pole Plot interval popisuje frekvenci vykreslování výše popsaných grafických 
výstupů. 
9.3 Specifikace dalších parametrů 
V pravé části okna lze zadávat další parametry výpočtu týkající se zejména 
funkce křížení, mutace a selekce. Lze využít již předdefinovaných funkcí nebo si opět 
formou M-file vytvořit své vlastní. Najdeme zde následující rolety:  
? Population - zde zadáváme parametry týkající se námi zvolené populace, tj. typ 
populace (double, bit string, custom - vlastní), velikost populace (počet jedinců), 
vytvořující funkci (uniform – pomocí rovnoměrného rozdělení, custom – vlastní 
vytvořující funkce), počáteční populaci, počáteční skóre a interval, z něhož se 
mají vybírat hodnoty pro počáteční populaci.  
? Fitness scaling – zde zadáváme způsob, jakým budou hodnoceni jedinci dané 
populace (lze volit: rank – vychází z pořadí jedinců, proportional – 
proporcionálně odpovídá hodnotě fitness funkce, top – zadává se počet 
nejlepších jedinců, kteří budou produkovat potomky, shift linear – zadává se 
konstanta očekávání pro nejlepšího jedince, custom – vlastní typ hodnocení). 
? Selection – zde se zadává, jakým způsobem se budou vybírat rodiče pro vznik 
další generace (stochastic uniform – náhodný rovnoměrný výběr vzhledem k 
očekávání, remainder – deterministický výběr s užitím rulety, uniform – 
náhodný výběr z rovnoměrného rozdělení s ohledem na očekávání a počet 
rodičů, roulette – simuluje kolo rulety, kde jednotlivá pole odpovídají očekávání 
jednotlivých segmentů rodičů, tournament – náhodně vybere určitý počet 
jedinců a z nich toho nejlepšího, custom – vlastní funkce selekce). 
? Reproduction – do pole elite count se zadává počet nejlepších jedinců, kteří 
automaticky přecházejí do další generace, a dále zde zadáváme, kolik procent 
jedinců bude kromě těchto elitních vytvořeno křížením (crossover fraction), 
zbývající počet vznikne mutací. 
? Mutation – zde zadáváme, jakým způsobem bude probíhat mutace (Gaussian – 
na základě Gaussova rozdělení, uniform – na základě rovnoměrného rozdělení, 
adaptive feasible – adaptivně s ohledem na dodržení omezení, custom – 
uživatelem definovaná mutace). 
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? Crossover – zde zadáváme způsob křížení (scattered – zobecněné křížení, 
single point – jednobodové křížení, two point – dvoubodové křížení, 
intermediate – vážený průměr rodičů, heuristic – uvažuje i účelovou funkci, 
arithmetic – vážený aritmetický průměr rodičů s ohledem na přípustnost, custom 
– uživatelem definované křížení). 
? Migration – migrací se rozumí pohyb jedinců mezi subpopulacemi a používá 
se, zadáme-li velikost populace ve tvaru vektoru délky alespoň 2. Nejlepší 
jedinci jedné subpopulace tak nahrazují nejhorší jedince druhé subpopulace. 
Může jít o migraci dopřednou (forward), kdy jedinci přecházejí z n-té do (n+1)-
té populace nebo o migraci oběma směry (both), tj. i zpětně do (n-1)-té 
populace. Počet přecházejících jedinců se zadává zlomkem fraction a frekvence 
migrace číslem interval. 
? Algorithm settings – initial penalty – počáteční penalizace algoritmu (větší než 
1), penalty factor – zvyšuje hodnotu parametru penalizace, není-li problém 
vyřešen s požadovanou přesností a omezení nejsou splněna (větší než 1). 
? Hybrid function – zde lze nastavit další optimalizační funkci, která se spustí po 
ukončení genetického algoritmu (fminsearch, patternsearch, fminunc, fmincon). 
? Stopping criteria – zde se zadávají kritéria pro ukončení výpočtu (počet 
generací, časový limit, fitness limit, počet generací, po které nedojde 
k významné změně fitness funkce, čas, po který nedojde k významné změně 
fitness funkce, kumulativní změna fitness funkce, maximální tolerance porušení 
nelineárního omezení). 
? Output function – zde si můžeme nechat vypisovat historii algoritmu. 
? Display to command window – zde si zadáváme, jaké informace si přejeme 
zobrazovat v příkazovém okně (iterative – v každé iteraci výpočtu, diagnose – 
navíc se zobrazí další informace, final – důvod pro ukončení se zobrazí). 
? Vectorize – vektorizace udává, zda se fitness funkce volá pro každého jedince 
zvlášť. 
Po zadání všech parametrů algoritmu spustíme výpočet stiskem tlačítka Start. 
Výpočet lze kdykoli pozastavit stiskem tlačítka Pause, resp. zastavit tlačítkem 
Stop. V příkazovém okně se pak objeví popis průběhu výpočtu a na závěr 
výsledné hodnoty nezávisle proměnných. 
    61
9.4 Výpočet 
 Po zadání parametrů, funkcí a počtu nezávisle proměnných lze spustit samotný 
výpočet. Pro získání co nejlepšího výsledku je třeba volit vyšší počet jedinců. Závisí to 
ovšem na výkonu počítače, který je k dispozici, neboť s přibývajícím počtem jedinců se 
výpočet zpomaluje. Je rovněž možné zadat limit fitness funkce pro ukončení výpočtu. 
Průběh samotného výpočtu lze pak sledovat pomocí uvedených grafických výstupů. 
 Po ukončení výpočtu lze výsledky získat tím, že se exportují do pracovní plochy 
softwaru Matlab 7.1 (viz Obrázek 17). V pracovní ploše je lze zobrazit příkazem 
garesults, čímž se vypíší hodnoty nejlepšího nalezeného řešení a hodnota fitness funkce 
pro tento bod. Lze zobrazit i genealogii výpočtu, tj. kteří jedinci byli vybráni jako 
rodiče, kteří jedinci vznikli křížením, kteří mutací a kteří přešli do další generace jako 
elitní jedinci. (viz Obrázek 18 - pro přehlednost byl volen nízký počet jedinců). 
 
Obrázek 17: Export výsledků do pracovní plochy 
 
Obrázek 18: Genealogie (černě - elitní jedinci, modře - křížení, červeně - mutace) 
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10 Programování aplikací v softwaru MATLAB 
V této kapitole se zaměřím na vysvětlení základních programovacích technik v softwaru 
MATLAB®. Popíši způsob programování pomocí M-souborů, vysvětlím rozdíl mezi 
scriptem a funkcí a ukáži, jakým způsobem lze v MATLABu programovat aplikace. 
Zaměřím se zejména na metodu Switched Board Programming, ale zmíním i nástroj pro 
tvorbu aplikací GUIDE. Vycházet budu zejména z (19). 
10.1 Programování pomocí M-souborů 
 Systém MATLAB nabízí několik možností, jak lze zadávat příkazy, vytvářet 
grafické výstupy či programovat své vlastní aplikace. Po spuštění softwaru lze zadávat 
příkazy přímo do příkazového okna (Command Window). Potvrdí se stiskem klávesy 
ENTER, tím se vykonají a zobrazí se výsledek, popř. chybové hlášení. To je možné 
samozřejmě použít pouze u jednoduchých příkazů, kde nechceme s výsledkem později 
pracovat nebo příkazy modifikovat. Pro klasické programovací techniky se využívá 
předem připravený editor, kterým se vytváří zdrojový kód podobně jako v jiných 
vývojových prostředích (např. Borland Delphi). Soubory se poté ukládají s příponou 
*.m a spouští se z hlavního okna MATLABu. Před spuštěním je třeba je vždy uložit. Je 
rovněž třeba pamatovat na to, že spouštěný soubor je třeba mít umístěný ve složce, která 
je MATLABu dostupná, implicitně jde o složku work. Jinak je třeba v hlavním okně 
MATLABu si zvolenou složku nastavit jako aktuální adresář. 
 Důvody pro tvorbu M-souborů jsou podle (19) následující: 
? uložení posloupnosti příkazů a povelů na disk 
? možnost spustit najednou celý M-soubor 
? možnost spouštění jednoho nebo několika M-souborů z jiného M-souboru 
? tvorba grafických objektů, apod. 
Rozlišujeme dva základní typy M-souborů, a to scripty nebo funkce. Scripty jsou 
jednoduché M-soubory obsahující posloupnost příkazů MATLABu. Funkce jsou rovněž 
M-soubory, ale na rozdíl od scriptů je lze volat s jedním či několika vstupními 
parametry a naopak můžou předávat jeden či více parametrů výstupních. 
10.2 Systém Handle Graphics 
 Chceme-li využívat možností, které MATLAB nabízí pro tvorbu grafických 
uživatelských rozhraní, je zapotřebí pochopit strukturu jednotlivých grafických objektů 
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v MATLABu. Práce s těmito objekty je možná pomocí systému Handle Graphics, což je 
grafický systém implementovaný v MATLABu, který umožňuje efektivně pracovat 
s grafickými objekty, zahrnuje příkazy pro dvou- i třírozměrnou vizualizaci dat, 
zpracování signálů, animaci, atd. Vzájemné vztahy mezi jednotlivými grafickými 
objekty v softwaru MATLAB dle systému Handle Graphics udává Obrázek 19. Nejvýše 
je v hierarchii grafických objektů tedy postaven objekt Root, jemu jsou podřízeny 
ostatní. Přitom se využívá tzv. dědičnosti vlastností jednotlivých objektů, tzn. 
využíváme vztahu Parent – Children. Vlastnosti všech potomků jednoho rodičovského 
objektu lze tak měnit buď individuálně, nebo najednou prostřednictvím vyšší úrovně 
v dané hierarchii. 
 
Obrázek 19: Hierarchie základních grafických objektů systému MATLAB (Zdroj: (19)) 
 Nejdůležitějším objektem pro nás dále bude objekt Figure, který lze vytvořit 
jednoduše příkazem h=figure například v hlavním okně MATLABu. Tím se vytvoří 
nové okno s názvem Figure No.1. Přiřazení do proměnné h má zásadní význam. 
Takovou proměnnou označujeme jako Handle daného objektu. Obsahuje jisté číslo, 
které jednoznačně identifikuje daný grafický objekt. Nikdy tedy dva různé grafické 
objekty nemají stejný Handle.  
 Vlastnosti grafických objektů lze měnit na základě příkazů get a set. Příkaz 
get(h) zapsaný v hlavním okně MATLABu způsobí výpis vlastností daného grafického 
objektu (např. obrázku, tlačítka, menu, atd.), tedy parametrů, které lze měnit. Příkazem 
set pak tyto vlastnosti modifikujeme. Je třeba vždy zadat Handle vybraného objektu, 
vlastnost, kterou chceme změnit, a její novou hodnotu (např. změníme barvu pozadí 
Root 
Figure 
Axes UicontextmenuUimenuUicontrol
Image Light Text Line Patch Surface Rect 
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obrázku, velikost tlačítka, apod.). Nejvýše stojící grafický objekt Root má Handle vždy 
roven 0. Chceme-li získat Handle právě aktivního obrázku, využijeme k tomu příkaz gcf 
(get current figure). 
 Chceme-li vytvářet grafické objekty jako tlačítka, textová pole nebo posuvníky, 
použijeme příkaz uicontrol, kde specifikace parametru Style určuje, o jaký typ objektu 
se jedná. Možné jsou varianty Push, Edit, Text, Slider, List a další. Pro tvorbu menu se 
použije příkaz uimenu. 
10.3 Nástroj pro tvorbu grafického uživatelského prostředí GUIDE 
 Grafické uživatelské prostředí GUI (Graphical User Interface) lze kromě výše 
uvedeného přímého postupu vytvářet také pomocí nástroje GUIDE (Graphical User 
Interface Development Environment), který lze spustit příkazem guide z hlavního okna 
MATLABu. 
 
Obrázek 20: Okno nástroje GUIDE v softwaru Matlab 7.1 
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Okno nástroje zobrazuje Obrázek 20. Lze zde interaktivně tvořit uživatelské prostředí 
budoucí aplikace i nastavovat parametry jednotlivých grafických objektů. Jde o 
relativně rychlé a univerzální řešení, ovšem výsledný zdrojový kód programu obvykle 
není optimální a působí dosti komplikovaně.  
 Jednotlivé objekty na plochu je možné umístit jednoduše přetažením 
z Component Palette myší. Poté lze snadno měnit jeho vlastnosti v Property Inspectoru.  
 Pokud chceme, aby došlo k vykonání určité části zdrojového kódu poté, co dojde 
k určité události (např. stisku tlačítka nebo posunu posuvníku uživatelem), je třeba 
využít příkazů zpětné vazby (Callback). Parametr Callback je třeba přitom nastavit 
přímo u jednotlivých objektů jako odkaz na funkci, která se má vykonat. 
10.4 Programování metodou Switched Board Programming 
 Využívání programovací metody Switched Board Programming pro tvorbu 
aplikací spočívá na využívání příkazů Switch a Case. Ty tvoří dvojici a využívají se 
v případě, že chceme větvit algoritmus podle hodnoty určité proměnné. Je možné využít 
též příkazu otherwise, který provede posloupnost za ním uvedených příkazů v případě, 
že sledovaná proměnná nabyla hodnoty odlišné, než jaké jsou uvedeny předem u 
příkazů case. Příkaz switch je třeba ukončit příkazem end. 
 Další důležitou charakteristikou metody je využívání možnosti funkce volat ve 
svém kódu sebe sama. Funkce je pak volána s určitým parametrem, podle jehož hodnoty 
se vykoná příslušná část zdrojového kódu. Při prvním spuštění funkce obvykle funkci 
voláme bez parametru, tuto variantu testujeme v programu pomocí příkazu if 
nargin==0, tedy testujeme, s kolika parametry byla funkce volána. Při této variantě 
(bez vstupních parametrů) pak dojde obvykle k vytvoření uživatelského prostředí a 
jednotlivých grafických prvků pomocí příkazů figure a uicontrol. Objekty, které mají 
vykonávat určitou funkci, dojde-li k jejich aktivaci (např. stisku tlačítka), pak mají 
nastavenu vlastnost Callback (tedy zpětnou vazbu) na původní funkci s příslušným 
vstupním parametrem. Tím dojde k opětovnému volání funkce s tímto parametrem a 
vykoná se ta část kódu funkce, která odpovídá dané hodnotě parametru, k čemuž se 
právě využije výše zmíněných příkazů Switch a Case. Uvedená metoda programování 
byla využita i pro vytvoření aplikace pro rozvrhování výroby, která je popsána 
v následující kapitole. 
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11 Využití genetických algoritmů v úloze Flow-shop Programming 
Tato kapitola představuje vlastní těžiště diplomové práce. Popisuje software, který byl 
připraven v programu Matlab 7.1 s využitím toolboxu Genetic Algorithm and Direct 
Search. Využívám zde poznatků uvedených v předchozích kapitolách s cílem nalezení 
řešení zobecněné verze problému Flow-shop Programming. Uvádím též případovou 
studii pro ilustraci možného využití softwaru. 
11.1 Východiska pro tvorbu aplikace a formulace problému 
 Úloha Flow-shop Programming byla detailně popsána v podkapitole 7.1.2. 
Úloha, kterou se zde budu zabývat, je zobecněním tohoto problému v tom smyslu, že 
uvažuji n  zakázek a m  pracovišť, kterými každá zakázka postupně prochází a je na 
nich zpracovávána po čas ijp  ( mi ,,1K= , nj ,,1K= ). Přitom na každém pracovišti je 
k dispozici právě ik  ( mi ,,1K= ) paralelních totožných strojů, které lze pro zpracování 
zakázek využít (lze samozřejmě volit i variantu s jedním strojem na všech pracovištích, 
pak se úloha shoduje s problémem maxCFm || ). Schematické znázornění řazení strojů 
(při pěti pracovištích) zobrazuje Obrázek 21. 
 
Obrázek 21: Příklad řazení strojů  
 K řazení zakázek, resp. jejich výběru z fronty na daném pracovišti, využívám 
v souladu s podkapitolou 4.3 pravidla „First come – first served“. Aplikace jiného 
pravidla je přímým zobecněním dále uvedeného postupu. Z hlediska tvorby programu 
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nepřináší zásadní změnu, ale výsledky optimalizace mohou být značně odlišné. Cílem je 
(při daném prioritním pravidle) minimalizace celkové průběžné doby výroby, tj. 
minmax
1max
→=
≤≤ jnj
CC , 
kde jC  označuje okamžik dokončení j -té zakázky. Pokud se zakázka na určitém 
pracovišti nemá zpracovávat, přejde ihned do fronty na dalším následujícím pracovišti. 
 Uvedená úloha patří mezi NP -complete úlohy v silném smyslu (viz podkapitola 
8.3) a její řešení je tak s užitím klasických optimalizačních postupů pro vysoký počet 
zakázek a pracovišť z důvodu neúnosné časové a paměťové výpočetní náročnosti takřka 
vyloučené. Je tedy třeba hledat alternativní postupy výpočtu, které by snížily výpočetní 
náročnost a přitom dosahovaly uspokojivých výsledků. Jak bylo již uvedeno, jeví se 
jako rozumná varianta využití heuristických metod a prostředků umělé inteligence. Zde 
využiji genetických algoritmů, které umožňují poměrně rychlý výpočet při velmi 
dobrých výsledcích (velmi blízkých optimálnímu řešení). Princip jejich aplikace byl 
uveden v kapitole 6. Využiji přitom toolboxu Genetic Algorithm and Direct Search 
softwaru Matlab 7.1, který byl popsán v kapitole 9. Program byl vytvořen na základě 
metody Switched Board Programming, které jsem se věnoval v podkapitole 10.4. 
11.2 Popis softwaru 
 Základním souborem softwaru, který je programován metodou Switched Board 
Programming (využívám příkazů switch – case) a který po zadání jeho názvu v hlavním 
okně softwaru Matlab spustí hlavní okno aplikace, je soubor Vyroba.m (zdrojový kód 
viz Příloha 3).  V tomto souboru jsou nadeklárovány hlavní procedury, ovládající 
aplikaci. V hlavním okně aplikace (viz Obrázek 22) lze zadávat typy a počty výrobků a 
počty strojů. Po stisku příslušného tlačítka se zobrazí příslušné dialogové okno, kam 
zadáme druhy a počty výrobků (zakázek) ve tvaru, který uvádí Obrázek 23 (pro 
jednoduchost zde značíme výrobky V1, V2, atd., názvy musí korespondovat označení 
uvedeném v souboru vyroba1.xls, jinak dojde k chybovému hlášení). Obdobně lze 
měnit počty strojů na jednotlivých pracovištích. Zadáváme je v pořadí po sobě 
následujících operací v uvedeném formátu (viz Obrázek 24). Po stisku tlačítka 
„Pracnosti“ se otevře soubor vyroba1.xls, v němž lze měnit pracnosti jednotlivých 
operací, zadání nuly přitom znamená, že daná operace se pro tento výrobek (zakázku) 
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neprovádí. Vzorový příklad tohoto souboru ukazuje Tabulka 11. Aplikaci lze ukončit 
stiskem tlačítka „Konec“. Příkazy lze volit i v menu na horní liště okna aplikace. 
 
Obrázek 22: Hlavní okno aplikace Výroba 
 
Obrázek 23: Dialogové okno pro zadání počtu výrobků 
 
Obrázek 24: Dialogové okno pro zadání počtu strojů na pracovištích 
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  Výrobky:    
  V1 V2 V3 V4 V5 
Pracoviště: P1 0,1 0,2 1,5 0,7 0,6
 P2 0,2 0,3 2 0,6 0,3
 P3 0,3 0,4 2,5 0,5 0,4
 P4 0,2 0,3 2 0,4 0,5
 P5 0,3 0,2 1,5 0,8 5
 P6 0,2 0,1 1 0,3 0,8
Tabulka 11: Zadání pracností operací v souboru vyroba1.xls 
 Tlačítko „Výpočet“ pak uloží zadaná data a spustí samotný výpočet. Využití 
toolboxu Genetic Algorithm and Direct Search zde spočívá v příkazu ga, který provádí 
vlastní genetický algoritmus. K tomu je třeba zadat příslušnou účelovou funkci, která je 
zde reprezentována souborem prace.m, jehož zdrojový kód je následující: 
function z=prace(x) 
casy_vyroby=get(findobj('Tag','Tlacitko'),'Userdata'); 
pocet_pracovist=get(findobj('Tag','List2'),'Userdata'); 
pocet_vyrobku=get(findobj('Tag','Edit1'),'Userdata'); 
pocet_stroju=get(findobj('Tag','Edit2'),'Userdata'); 
z = zeros(size(x,1),1); 
for j = 1:size(x,1) 
 poradi = x{j}; 
     z(j) = vypocet(poradi,casy_vyroby,pocet_pracovist,   
 pocet_stroju,pocet_vyrobku); 
end 
Cílem účelové funkce je určit hodnoty průběžné doby výroby pro jednotlivé jedince 
aktuální populace, tj. různé posloupnosti zakázek. Tato funkce ve zdrojovém kódu volá 
funkci vypocet, jejíž zdrojový kód je obsažen v souboru vypocet.m (viz Příloha 2). Ta 
má za cíl samotný výpočet průběžné doby výroby pro daného jedince. Další funkce 
konec je volána ze zdrojového kódu funkce vypocet a má za cíl určit, zda již pro daného 
jedince bylo nalezeno rozvržení dle prioritního pravidla „First come – first served“: 
function k=konec(pocet_pracovist,ve_fronte,pocet_stroju,zakazka) 
for i=1:pocet_pracovist 
 if ve_fronte(i)~=0 
       k=false; 
       return 
 end 
 for j=1:pocet_stroju(i) 
      if zakazka(i,j)~=0 
            k=false; 
             return 
       end 
 end 
end 
k=true; 
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Genetický algoritmus ke svému průběhu dále vyžaduje zadání vytvořující funkce 
počáteční populace, funkci křížení a mutace. Vytvořující funkce je deklarována 
v souboru vytvor.m: 
function pop = create_permutations(NVARS,FitnessFcn,options) 
totalPopulationSize = sum(options.PopulationSize); 
n = NVARS; 
pop = cell(totalPopulationSize,1); 
for i = 1:totalPopulationSize 
 pop{i} = randperm(n);  
end 
Ten náhodně vytvoří pro zadaný počet a typy zakázek permutace daných n -tic. Funkce 
mutace je obsažena v souboru mutace.m, jehož zdrojový kód je následující: 
function mutationChildren = mutate_permutation(parents,options, 
NVARS,FitnessFcn,state,thisScore,thisPopulation,mutationRate) 
mutationChildren = cell(length(parents),1); 
for i=1:length(parents) 
 parent = thisPopulation{parents(i)}; 
 p = ceil(length(parent) * rand(1,2)); 
 child = parent; 
 child(p(1)) = parent(p(2)); 
 child(p(2)) = parent(p(1)); 
 mutationChildren{i} = child; 
end 
Tato funkce má za úkol pro vybraného jedince náhodně pozměnit pořadí zakázek. 
Zbývající funkce krizeni obsažená v souboru krizeni.m provádí speciální dvoubodové 
křížení při jednom rodiči, které spočívá v obrácení pořadí zakázek mezi náhodně 
zvolenými pozicemi v posloupnosti zakázek. Její zdrojový kód má tuto strukturu: 
function xoverKids  = crossover_permutation(parents,options, 
NVARS,FitnessFcn,thisScore,thisPopulation) 
nKids = length(parents)/2; 
xoverKids = cell(nKids,1); 
index = 1; 
for i=1:nKids 
  parent = thisPopulation{parents(index)}; 
   child = parent; 
    if length(parent)>1 
      index = index + 2; 
      p1 = ceil((length(parent) -1) * rand); 
      p2 = p1 + ceil((length(parent) - p1- 1) * rand); 
      child(p1:p2) = fliplr(child(p1:p2)); 
     end 
    xoverKids{i} = child; 
end 
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Průběh výpočtu můžeme sledovat pomocí grafu zobrazujícího hodnotu fitness funkce 
nejlepšího jedince a její průměrnou hodnotu v dané populaci. Výpočet lze kdykoli 
přerušit stiskem tlačítka „stop“. 
 Po skončení výpočtu dojde k vypsání nejlepší nalezené sekvence zakázek a 
odpovídající hodnoty fitness funkce v hlavním okně aplikace. Zároveň se zobrazí 
Ganttův diagram, který přehledně ukazuje, kdy je která zakázka na kterém pracovišti (a 
stroji) zpracovávána. Jednotlivá pracoviště a zakázky jsou navzájem barevně odlišeny. 
Je zde uvedeno i procentuální využití daného stroje vzhledem ke zjištěné celkové délce 
minimální průběžné doby výroby. Tato hodnota slouží spíše k orientačnímu porovnání 
využití jednotlivých strojů, neboť lze očekávat, že po skončení zpracování těchto 
zakázek bude stroj využit pro další výrobu. Vykreslení tohoto diagramu provádí funkce 
Gantt obsažená v souboru Gantt.m (viz Příloha 1). Výpočet lze opakovat se stejnými 
nebo pozměnými vstupními daty a sledovat změnu ve výstupu („what – if“ analýza). 
 
Obrázek 25: Výstup ve formě Ganttova diagramu 
11.3 Případová studie 
 Nejprve uvažujme příklad, kdy výrobky 5 druhů (V1 až V5) procházejí 6 po 
sobě jdoucími pracovišti, kde počty strojů na jednotlivých pracovištích a počty 
požadovaných výrobků jednotlivých druhů ukazuje Obrázek 22. Pracnosti operací uvádí 
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Tabulka 11 (normohodiny). Cílem je minimalizace průběžné doby výroby. Po skončení 
výpočtu obdržíme doporučenou posloupnost řazení zakázek: 
V3 – V3 – V1 – V5 – V1 – V1 – V1 – V1 – V2 – V1 – V4 – V2, 
která má za následek celkovou průběžnou dobu výroby v délce 12 normohodin. Ganttův 
diagram této varianty udává Obrázek 25. Odtud plyne, že stroje č.4 a č.5 na 5. pracovišti 
a stroj č.4 na 4. pracovišti nejsou využity a lze je užít pro zpracování jiných zakázek. 
Pokud se sníží počet strojů na 4. a 5. pracovišti (na 3 a 2 stroje) a naopak přidáme jeden 
stroj na 1. pracoviště, je výsledná průběžná doba výroby ještě kratší, a to 11,1 
normohodin. Pořadí zakázek se poté změní na: 
V2 – V5 – V1 – V2 – V3 – V3 – V1 – V1 – V1 – V1 – V1 – V4. 
Ganttův diagram pak zobrazuje Obrázek 26. 
 
Obrázek 26: Ganttův diagram pro změněné počty strojů 
 Další příklad bude založen na reálných datech z uvedeného výrobního podniku. 
Máme určit nejvhodnější pořadí výrobních zakázek týkajících se pěti druhů výrobků 
označených GRIFF 3HE 64571-016, GRIFF 4HE 64571-017, GRIFF 6HE 64571-018, 
19"WINKEL 4HE 64571-014 a 19"WINKEL 6HE 64571-015 s cílem co nejrychlejší 
produkce. V kusovníku jsou vedeny pod čísly 033330, 033331, 033332, 033334 a 
033335. Mají se postupně zpracovávat na pěti pracovištích: 
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? 42102  Licí stroj CLOO 160   2 stroje 
? 42204  Tryskání CM L50   1 stroj 
? 42901  Ulamování vtoků odlitků ruční 3 paralelní prac. 
? 42902  Apretace odlitků ruční  8 paralelních prac. 
? 42904  Balení     2 paralelní prac. 
Dle výrobního plánu (čtrnáctidenního) je třeba vyrobit výrobky: 
? 033330 (V1)  1600 ks 8 výrobních dávek po 200 ks 
? 033331 (V2)  300 ks  2 výrobní dávky po 150 ks 
? 033332 (V3)  200 ks  2 výrobní dávky po 100 ks 
? 033334 (V4)  1400 ks 7 výrobních dávek po 200 ks 
? 033335 (V5)  700 ks  7 výrobních dávek po 100 ks 
Pracnosti operací přepočtené na velikosti výrobních dávek udává Tabulka 12. 
 Výr. 033330 Výr. 033331 Výr. 033332 Výr. 033334 Výr. 033335
Prac. 42102 342 0 0 344 0 
Prac. 42204 0 33 26 44 26 
Prac. 42901 36 27 0 36 0 
Prac. 42902 332 321 232 404 225 
Prac. 42904 0 75 55 100 55 
Tabulka 12: Pracnosti operací (normominuty) 
Nuly znamenají, že daný výrobek se na daném pracovišti nemá zpracovávat. Po 
provedení výpočtu s využitím uvedené aplikace lze obdržet rozvrh s celkovou 
průběžnou dobou výroby v délce 3104 minut (viz Obrázek 27): 
033334-033330-033332-033330-033335-033334-033330-033334-033330-033334- 
033330-033334-033330-033335-033334-033335-033332-033330-033334-033335- 
033335-033331-033330-033335-033335-033331. 
Přitom průměrná průběžná doba výroby při náhodném zadávání zakázek do výroby je 
asi 3210 a výrobu tak zkrátíme o téměř dvě hodiny. Přitom na pracovišti 42901 
využijeme jen jeden „stroj“ a na pracovišti 42902 jich z osmi využijeme pět jen v první 
čtvrtině průběžné doby výroby (a stejně tak jeden „stroj“ na pracovišti 42904). 
 V APS systému i2 používaném společností Tokoz, a. s. je přitom možné volit 
pevné termíny pro určité zakázky a ostatní vzhledem k nim rozvrhnout optimálně. To 
lze využít v našem případě tak, že uvedené zakázky zařadíme dle výše uvedeného 
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rozvrhu, abychom umožnili jejich co nejrychlejší výrobu, a ostatní vzhledem k nim 
zaplánujeme optimálně (vzhledem k nákladům) dle systému i2. 
 
Obrázek 27: Ganttův diagram pro skutečná vstupní data 
11.4 Zhodnocení ekonomických přínosů 
 Zhodnocení ekonomického přínosu implementace jakýchkoli softwarových 
produktů na podporu plánování a rozvrhování výroby je poměrně komplexním 
problémem, který je ovlivněn mnoha faktory. Je třeba zdůraznit, že vyhodnocování by 
se mělo vždy opírat zejména o měřitelné ukazatele a pokud možno nepoužívat 
subjektivní hodnocení. Z hlediska explicitních nákladů mají tyto softwary dopad 
zejména na výši zásob, a to jak materiálu, tak i rozpracované výroby. Lze rovněž 
detailně sledovat průběh zakázky výrobou a flexibilně reagovat na negativní odchylky 
od optimálního průběhu procesů. To vše vede k úspoře nákladů přímo ve výrobním 
systému. Nicméně dochází i ke zlepšování dodržování termínů zakázek a ke zkvalitnění 
služeb zákazníkům. Zde vstupují do hry potom též oportunitní náklady ve smyslu 
ušlého zisku, o který bychom přišli v případě, že uvedené softwarové produkty 
nepoužijeme, zakázky tak budou ve skluzu a zákazník bude nespokojený (a v krajním 
případě přejde ke konkurenci). Dále je třeba vzít v úvahu fakt, že změny ve výrobním 
procesu nebudou okamžité. Je třeba, aby se příslušní zaměstnanci naučili výstupů těchto 
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aplikací využívat, pochopili jejich význam a byli k jejich používání dostatečně 
motivováni ze strany svých vedoucích. Vyhodnocení je tedy třeba provést s jistým 
časovým odstupem od implementace takového systému a porovnat stav zásob, plnění 
termínů zakázek a další ukazatele ve vztahu k jejich dřívějším hodnotám. Implementace 
takových softwarů vyžaduje obvykle několik měsíců a teprve poté je možné činit 
konkrétní závěry, přičemž i po jejím skončení je nezbytné procesy dále monitorovat a 
parametry systému neustále přizpůsobovat měnícím se podmínkám. 
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12 Závěr 
Diplomová práce se zabývala problematikou plánování a zejména rozvrhování výroby 
ve strojírenském podniku. Byla připravena softwarová aplikace umožňující nalezení 
vhodného rozvrhu výroby v zobecněné úloze Flow-shop Programming, která je 
typickým problémem řešeným v rámci managementu výroby v mnoha výrobních 
podnicích. S využitím prostředků umělé inteligence a programovacího prostředí 
softwaru Matlab lze tak obdržet optimální rozvrh výroby (nebo rozvrh velmi blízký 
optimálnímu) ve vztahu k průběžné době výroby. Výstupy softwaru pak vedou ke 
snížení množství zásob materiálu i rozpracované výroby, což má za následek úspory 
nákladů. Dalším přínosem je zlepšení dodržování termínů zakázek, snížení počtu 
zakázek ve skluzu i lepší kontrola nad celým výrobním procesem. Aplikace představuje 
jistou alternativu ke komerčním softwarovým produktům pro podporu plánování a 
rozvrhování výroby typu systémů APS pro specifický typ organizace výroby. 
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Příloha 1: Zdrojový kód souboru Gantt.m 
function []=Gantt(vysledek,fval,oznaceni) 
casy_vyroby=get(findobj('Tag','Tlacitko'),'Userdata'); 
pocet_pracovist=get(findobj('Tag','List2'),'Userdata'); 
pocet_vyrobku=get(findobj('Tag','Edit1'),'Userdata'); 
pocet_stroju=get(findobj('Tag','Edit2'),'Userdata'); 
suma_stroje=sum(pocet_stroju); 
figure('Units','normalized','Name','Ganttův diagram','Tag', 
'Gantt','Menubar','None','NumberTitle','off','Resize','off', 
'Position',[0.1 0.1 0.75 0.8]);     
set(gca,'Visible','off'); 
paleta=([1 0 0; 0 1 0; 0 0 1; 1 1 1; 0 0 0; 0 1 1; 1 1 0; 1 0 1; 0.5 
0.5 0.5; 1 0 0.5; 0.5 0.5 0; 0 1 0.5; 0.5 0 0.5; 0 0.5 1; 0 0.5 0.5; 
0.5 0 1; 0.5 1 0; 1 0.5 0]); 
cislo=floor(pocet_vyrobku/18); 
if pocet_vyrobku>17 
 for i=0:(cislo-1) 
  for j=1:18 
             for k=1:3 
                   barvy(i*18+j,k)=paleta(j,k); 
                end 
            end 
      end 
end 
if (pocet_vyrobku-18*cislo)~=0 
 for i=1:(pocet_vyrobku-18*cislo) 
       for k=1:3 
             barvy(cislo*18+i,k)=paleta(i,k); 
            end  
      end 
end 
axis([0 fval 0 suma_stroje+0.5]); 
cFigure=[1,1,0.7]; 
set(gcf,'Color',cFigure); 
barva=true; 
for i=1:pocet_pracovist 
 for j=1:pocet_stroju(i) 
       stroj=0; 
            for k=1:(i-1) 
             stroj=stroj+pocet_stroju(k); 
            end 
            stroj=stroj+j; 
            text(-fval/6.5,suma_stroje-stroj+1,strcat('Pr.:',  
  num2str(i),', Str.:',num2str(j)),'FontWeight','bold'); 
            if barva==true 
             rectangle('Position',[0,suma_stroje-stroj+0.75, 
   fval,0.5],'FaceColor',[0 0.4 0]); 
            else 
             rectangle('Position',[0,suma_stroje-stroj+0.75, 
   fval,0.5],'FaceColor',[0 0.8 0]); 
            end 
 end 
      barva=~(barva); 
end 
for i=1:pocet_vyrobku 
 rectangle('Position',[(i-1)*fval/pocet_vyrobku,0, 
 fval/pocet_vyrobku/2,0.5],'FaceColor', [barvy(vysledek(i),1) 
 barvy(vysledek(i),2) barvy(vysledek(i),3)]); 
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 text((i-1)*fval/pocet_vyrobku,-0.3,strcat(num2str(vysledek(i)), 
 ':',char(oznaceni(vysledek(i)))),'FontWeight','bold'); 
end 
celk_cas=0; 
for i=1:pocet_pracovist 
 for j=1:pocet_vyrobku 
       fronta(i,j)=0;  
      end 
      ve_fronte(i)=0; 
      prvni(i)=1; 
      posledni(i)=1; 
      for j=1:pocet_stroju(i) 
       zakazka(i,j)=0; 
       casy(i,j)=0;  
      end 
end 
for i=1:pocet_vyrobku 
 posun=0; 
      for r=1:pocet_pracovist 
       if casy_vyroby(vysledek(i),r)~=0 
             posun=r; 
                 break; 
            end 
      end 
      if posun~=0 
       fronta(r,posledni(r))=vysledek(i);  
            posledni(r)=posledni(r)+1; 
            ve_fronte(r)=ve_fronte(r)+1; 
      end 
end 
prvni(1)=1; 
for i=1:pocet_pracovist 
 for j=1:pocet_stroju(i) 
       vyuziti(i,j)=0; 
      end 
end 
while not(konec(pocet_pracovist,ve_fronte,pocet_stroju,zakazka))  
 for i=1:pocet_pracovist  
       if ve_fronte(i)~=0  
             for j=1:pocet_stroju(i)  
                  if (zakazka(i,j)==0) && (ve_fronte(i)~=0)  
                      zakazka(i,j)=fronta(i,prvni(i));  
     vyuziti(i,j)=vyuziti(i,j)+   
     casy_vyroby(zakazka(i,j),i); 
                      casy(i,j)=casy_vyroby(zakazka(i,j),i);  
                      ve_fronte(i)=ve_fronte(i)-1;  
                      stroj=0; 
                     for k=1:(i-1) 
                          stroj=stroj+pocet_stroju(k); 
                      end 
                      stroj=stroj+j; 
                      rectangle('Position',[celk_cas,  
     suma_stroje-stroj+0.75,casy(i,j),0.5], 
     'FaceColor',[barvy(zakazka(i,j),1)  
     barvy(zakazka(i,j),2)    
     barvy(zakazka(i,j),3)]); 
                      if prvni(i)~=posledni(i) 
                          prvni(i)=prvni(i)+1;  
                          if prvni(i)>pocet_vyrobku 
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                              prvni(i)=1; 
                          end 
                     end 
                  end 
             end 
  end 
      end 
      mincas=1e+30; 
      mini=0; 
      minj=0; 
      for i=1:pocet_pracovist  
       for j=1:pocet_stroju(i) 
             if zakazka(i,j)~=0 
                   if casy(i,j)<mincas 
                    mincas=casy(i,j); 
                    mini=i; 
                    minj=j; 
                   end 
             end 
           end 
      end 
      if (mini~=0)&&(minj~=0) 
       if mini~=pocet_pracovist  
             posun=0; 
               for r=1:(pocet_pracovist-mini) 
                   if casy_vyroby(zakazka(mini,minj),mini+r)~=0 
                    posun=r; 
                    break; 
                   end 
               end  
               if posun~=0 
                 fronta(mini+posun,posledni(mini+posun))  
    =zakazka(mini,minj);  
                   ve_fronte(mini+posun)=ve_fronte(mini+posun)+1; 
                   posledni(mini+posun)=posledni(mini+posun)+1; 
                   if posledni(mini+posun)>pocet_vyrobku 
                       posledni(mini+posun)=1; 
                   end 
               end  
           end 
            zakazka(mini,minj)=0 
            casy(mini,minj)=0; 
            celk_cas=celk_cas+mincas; 
            for i=1:pocet_pracovist 
             for j=1:pocet_stroju(i) 
                   if zakazka(i,j)~=0 
                         casy(i,j)=casy(i,j)-mincas;  
                       end 
                  end 
            end 
      end 
end 
for i=1:pocet_pracovist 
 for j=1:pocet_stroju(i)    
       stroj=0; 
            for k=1:(i-1) 
             stroj=stroj+pocet_stroju(k); 
            end 
            stroj=stroj+j; 
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            text(fval+fval/70,suma_stroje-stroj+1,    
  strcat(num2str(round(vyuziti(i,j)/celk_cas*100)),'%'), 
  'FontWeight','bold');    
    end 
end 
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Příloha 2: Zdrojový kód souboru vypocet.m 
function z=vypocet(poradi,casy_vyroby,pocet_pracovist, pocet_stroju, 
pocet_vyrobku) 
celk_cas=0; 
for i=1:pocet_pracovist 
 for j=1:pocet_vyrobku 
       fronta(i,j)=0; 
      end 
      ve_fronte(i)=0;  
      prvni(i)=1; 
      posledni(i)=1; 
      for j=1:pocet_stroju(i) 
       zakazka(i,j)=0; 
       casy(i,j)=0;  
      end 
end 
for i=1:pocet_vyrobku 
 posun=0; 
      for r=1:pocet_pracovist 
       if casy_vyroby(poradi(i),r)~=0 
             posun=r; 
             break; 
            end 
      end 
      if posun~=0 
       fronta(r,posledni(r))=poradi(i);  
            posledni(r)=posledni(r)+1; 
            ve_fronte(r)=ve_fronte(r)+1; 
      end 
end 
prvni(1)=1; 
while not(konec(pocet_pracovist,ve_fronte,pocet_stroju,zakazka))  
 for i=1:pocet_pracovist           
  if ve_fronte(i)~=0  
        for j=1:pocet_stroju(i)  
              if (zakazka(i,j)==0) && (ve_fronte(i)~=0)                  
     zakazka(i,j)=fronta(i,prvni(i));  
                      casy(i,j)=casy_vyroby(zakazka(i,j),i);  
                      ve_fronte(i)=ve_fronte(i)-1;  
                      if prvni(i)~=posledni(i) 
                          prvni(i)=prvni(i)+1;  
                          if prvni(i)>pocet_vyrobku 
                               prvni(i)=1; 
                          end 
                      end 
                  end 
             end 
       end 
 end 
 mincas=1e+30; 
 mini=0; 
 minj=0; 
 for i=1:pocet_pracovist  
  for j=1:pocet_stroju(i) 
        if zakazka(i,j)~=0 
              if casy(i,j)<mincas 
                    mincas=casy(i,j); 
                        mini=i; 
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                        minj=j; 
                   end 
             end  
       end 
 end 
 if (mini~=0)&&(minj~=0) 
  if mini~=pocet_pracovist 
        posun=0; 
            for r=1:(pocet_pracovist-mini) 
              if casy_vyroby(zakazka(mini,minj),mini+r)~=0 
                    posun=r; 
                        break; 
                   end 
             end  
             if posun~=0 
                   fronta(mini+posun,posledni(mini+posun))=  
    zakazka(mini,minj);  
                   ve_fronte(mini+posun)=ve_fronte(mini+posun)+1; 
                   posledni(mini+posun)=posledni(mini+posun)+1; 
                   if posledni(mini+posun)>pocet_vyrobku 
                    posledni(mini+posun)=1; 
                   end 
             end 
  end 
       zakazka(mini,minj)=0; 
       casy(mini,minj)=0; 
       celk_cas=celk_cas+mincas; 
       for i=1:pocet_pracovist 
        for j=1:pocet_stroju(i) 
              if zakazka(i,j)~=0 
                    casy(i,j)=casy(i,j)-mincas;  
                   end 
             end 
       end 
      end 
end 
z=celk_cas; 
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Příloha 3: Zdrojový kód souboru Vyroba.m 
function Vyroba(vstpar) 
if nargin==0 
 pocty_stroju=[1 2 3 4 5 2]; 
 pocet_vyrobku=12; 
      pocet_pracovist=6; 
      Monitor=get(0,'ScreenSize'); 
      figure('Units','Pixels','Name','Výroba','Position',
 [0.3*Monitor(3) 0.2*Monitor(4) 0.5*Monitor(3) 0.55*Monitor(4)], 
     'Tag','MainFigure','Color',[0.3 0.5 0.8],'NumberTitle','off', 
 'Resize','off','Menubar','none'); 
      uicontrol('Units','normalized','Position',[0.4 0.05 0.2 0.1],
 'Style','Push','String','Konec','FontUnits','normalized', 
 'FontSize',0.4,'FontWeight','bold','Callback','Vyroba zavri', 
 'Tag','TlacitkoK'); 
      uicontrol('Units','normalized','Position',[0.4 0.17 0.2 0.1], 
 'Style','Push','String','Výpočet','FontUnits','normalized', 
 'FontSize',0.4,'FontWeight','bold','Callback','Vyroba vypocet', 
 'Tag','Tlacitko'); 
      uicontrol('Units','normalized','Position',[0.75 0.8 0.2 0.1], 
 'Style','Push','String','Změnit','FontUnits','normalized', 
 'FontSize',0.4, 'FontWeight','bold','Callback','Vyroba 
 zadani_typu_vyrobku','Tag','Tlacitko2'); 
      uicontrol('Units','normalized','Position',[0.75 0.66 0.2 0.1], 
 'Style','Push','String','Změnit','FontUnits','normalized', 
 'FontSize',0.4,'FontWeight','bold','Callback','Vyroba 
 zadani_pracovist','Tag','Tlacitko3'); 
      uicontrol('Units','normalized','Position',[0.4 0.29 0.2 0.1], 
 'Style','Push','String','Pracnosti','FontUnits','normalized', 
 'FontSize',0.4,'FontWeight','bold','Callback','Vyroba casy', 
 'Tag','Tlacitko4'); 
      uicontrol('Units','normalized','BackGroundColor',[0.3 0.5 0.8], 
 'ForeGroundColor',[1 1 0.3],'Position',[0.05 0.9 0.7 0.07], 
 'Style','Text','String','Zadání výrobků:','FontUnits', 
 'normalized', 'FontSize',0.65,'FontWeight','bold', 
 'HorizontalAlignment','Left','Tag','Text1');  
      uicontrol('Units','normalized','BackGroundColor',[0.3 0.5 0.8], 
 'ForeGroundColor',[1 1 0.3],'Position',[0.05 0.74 0.7 0.07], 
 'Style','Text','String','Zadání pracovišť:', 
 'FontUnits','normalized','FontSize',0.65,'FontWeight','bold', 
 'HorizontalAlignment','Left','Tag','Text2');  
      uicontrol('Units','normalized','BackGroundColor',[0.3 0.5 0.8], 
 'ForeGroundColor',[1 1 0.3],'Position',[0.05 0.57 0.7 0.07], 
 'Style','Text','String','Výrobky:','FontUnits','normalized', 
 'FontSize',0.65,'FontWeight','bold','HorizontalAlignment', 
 'Left','Tag','Text3');  
     uicontrol('Units','normalized','BackGroundColor',[0.3 0.5 0.8], 
 'ForeGroundColor',[1 1 0.3],'Position',[0.33 0.48 0.7 0.07], 
 'Style','Text','String','Výsledný čas:',    
 'FontUnits','normalized','FontSize',0.65,'FontWeight','bold', 
 'HorizontalAlignment','Left','Tag','Text4'); 
      uicontrol('Units','normalized','BackGroundColor',[0.3 0.5 0.8], 
 'ForeGroundColor',[1 0 0],'Position',[0.5 0.4 0.4 0.07], 
 'Style','Text','String','', 'FontUnits','normalized', 
 'FontSize',0.65, 'FontWeight','bold','HorizontalAlignment', 
 'Left','Tag','Text5'); 
      uicontrol('Units','normalized','BackGroundColor',[0.3 0.5 0.8], 
 'ForeGroundColor',[1 1 0.3],'Position',[0.6 0.57 0.7 0.07], 
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  'Style','Text','String','Výsledné pořadí:',    
 'FontUnits','normalized','FontSize',0.65,'FontWeight','bold', 
 'HorizontalAlignment','Left','Tag','Text6'); 
      uicontrol('Units','normalized','Position',[0.05 0.82 0.55 0.07], 
 'Style','Edit','String','6xV1 2xV2 2xV3 1xV4 1xV5',    
 'FontUnits','normalized','FontSize',0.5,'FontWeight','bold', 
 'HorizontalAlignment','Left','Tag','Edit1','Enable','off');  
     uicontrol('Units','normalized','Position',[0.05 0.66 0.55 0.07], 
 'Style','Edit','String','1;2;3;4;5;2','FontUnits','normalized', 
 'FontSize',0.5,'FontWeight','bold','HorizontalAlignment','Left',
 'Tag','Edit2','Enable','off'); 
     uicontrol('Units','normalized','Callback','Vyroba 
 zadani_vyrobku','Position',[0.03 0.05 0.29 0.5],'Style','List', 
 'String','Výrobek_1:V1|Výrobek_2:V1|Výrobek_3:V1|Výrobek_4:V1| 
 Výrobek_5:V1|Výrobek_6:V1|Výrobek_7:V2|Výrobek_8:V2|Výrobek_9:V3
 |Výrobek_10:V3|Výrobek_11:V4|Výrobek_12:V5','FontUnits', 
 'normalized','FontSize',0.08,'FontWeight','bold', 
 'HorizontalAlignment','Left','Tag','List1'); 
      uicontrol('Units','normalized','Position',[0.69 0.05 0.29 0.5], 
 'Style','List','String','','FontUnits','normalized', 
 'FontSize',0.08, 'FontWeight','bold','HorizontalAlignment', 
 'Left','Tag','List2','Visible','off'); 
     menu1=uimenu('Label','Zadání'); 
     uimenu(menu1,'Tag','menu1_stroje','Label','Zadání počtu 
 strojů','Callback','Vyroba zadani_pracovist'); 
     uimenu(menu1,'Tag','menu1_vyrobky','Label','Zadání 
 výrobků','Callback','Vyroba zadani_typu_vyrobku'); 
     uimenu(menu1,'Tag','menu1_pracnosti','Label','Zadání 
 pracností','Callback','Vyroba casy'); 
   menu2=uimenu('Label','Výpočet'); 
     uimenu(menu2,'Tag','menu2_vypocet','Label','Spustit 
 výpočet','Callback','Vyroba vypocet'); 
     menu3=uimenu('Label','Konec'); 
 uimenu(menu3,'Tag','menu3_konec','Label','Zavřít', 
 'Callback','Vyroba zavri'); 
     set(findobj('Tag','Edit1'),'Userdata',pocet_vyrobku); 
     set(findobj('Tag','List2'),'Userdata',pocet_pracovist); 
     set(findobj('Tag','Edit2'),'Userdata',pocty_stroju); 
else 
 switch(vstpar) 
       case('casy') 
             winopen('vyroba1.xls'); 
          case('zavri')  
             close all; 
          case('vypocet') 
             set(findobj('Tag','List1'),'Enable','off'); 
             set(findobj('Tag','Tlacitko'),'Enable','off'); 
             set(findobj('Tag','Tlacitko2'),'Enable','off'); 
             set(findobj('Tag','Tlacitko3'),'Enable','off');  
             set(findobj('Tag','Tlacitko4'),'Enable','off'); 
             set(findobj('Tag','TlacitkoK'),'Enable','off'); 
             set(findobj('Tag','menu1_vyrobky'),'Enable','off'); 
             set(findobj('Tag','menu1_pracnosti'),'Enable','off'); 
              set(findobj('Tag','menu1_stroje'),'Enable','off'); 
              set(findobj('Tag','menu3_konec'),'Enable','off'); 
              set(findobj('Tag','menu2_vypocet'),'Enable','off'); 
             pocet=get(findobj('Tag','Edit1'),'Userdata'); 
              text=get(findobj('Tag','Edit1'),'String'); 
              [casy,txt]=(xlsread('vyroba1','Casy_vyroby')); 
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              casy=casy'; 
              rozmery=size(txt); 
                 j=1; 
                 for i=1:length(text) 
                   if double(text(i))==32 
                         pozice(j)=i; 
                         j=j+1; 
                     end 
                 end 
                 j=1; 
                 for i=1:length(text) 
                   if double(text(i))==120; 
                         pozicex(j)=i; 
                         j=j+1; 
                     end 
                 end 
                pocty_vyrobku(1)=str2num(text(1:(pozicex(1)-1))); 
                if length(pozicex)>1 
                   for i=1:length(pozice) 
            oznaceni_vyrobku(i)=cellstr(   
     text((pozicex(i)+1):(pozice(i)-1))); 
           pocty_vyrobku(i+1)=str2num(   
     text((pozice(i)+1):(pozicex(i+1)-1))); 
                    end 
                end 
   oznaceni_vyrobku(length(pozicex))=cellstr(  
   text((pozicex(length(pozicex))+1):length(text))); 
                k=1; 
                for j=1:length(pocty_vyrobku) 
                   for i=1:pocty_vyrobku(j) 
                         oznaceni(k)=oznaceni_vyrobku(j); 
                         for s=3:rozmery(2) 
                             if      
      length(char(oznaceni_vyrobku(j))) 
      ==length(char(txt(2,s))) 
                                 if char(oznaceni_vyrobku(j)) 
       ==char(txt(2,s)) 
                                     casy_vyroby(k,:)=casy(s-2,:); 
                                 end 
                             end 
                         end 
                         k=k+1; 
                    end 
                end 
              set(findobj('Tag','Tlacitko'),'Userdata',  
   casy_vyroby); 
              options = gaoptimset('PlotFcns',@gaplotbestf,  
   'CreationFcn',@vytvor,'CrossoverFcn',@krizeni,  
   'MutationFcn',@mutace,'PopulationSize',100); 
              [x, fval]=ga(@prace,pocet,options); 
              vystup=''; 
              vysledek=cell2mat(x); 
              for i = 1:pocet 
                   vystup=strcat(vystup,'Výrobek_',   
    num2str(vysledek(i)),':',    
    char(oznaceni(vysledek(i))),'|'); 
              end 
              Gantt(vysledek,fval,oznaceni); 
              set(findobj('Tag','List2'),'Visible','on'); 
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              set(findobj('Tag','List2'),'String',vystup); 
              set(findobj('Tag','Text5'),'String',num2str(fval)); 
              set(findobj('Tag','List1'),'Enable','on'); 
              set(findobj('Tag','Tlacitko'),'Enable','on'); 
              set(findobj('Tag','Tlacitko2'),'Enable','on'); 
              set(findobj('Tag','Tlacitko3'),'Enable','on');  
              set(findobj('Tag','Tlacitko4'),'Enable','on'); 
              set(findobj('Tag','TlacitkoK'),'Enable','on'); 
              set(findobj('Tag','menu1_vyrobky'),'Enable','on'); 
              set(findobj('Tag','menu1_pracnosti'),'Enable','on'); 
              set(findobj('Tag','menu1_stroje'),'Enable','on'); 
              set(findobj('Tag','menu3_konec'),'Enable','on'); 
              set(findobj('Tag','menu2_vypocet'),'Enable','on'); 
        case('zadani_pracovist') 
              stroje=get(findobj('Tag','Edit2'),'String'); 
              Monitor=get(0,'ScreenSize'); 
              figure('Position',[0.15*Monitor(3) 0.6*Monitor(4) 
   0.4*Monitor(3) 0.25*Monitor(4)],'Color',  
   [0.5 0.9 0.3],'Menubar','none','Name', 'Zadání počtu 
   strojů','NumberTitle','off','Units','normalized', 
   'Resize','off','CloseRequestFcn','Vyroba   
   Konec_stroje','Tag','zadani'); 
              set(findobj('Tag','List1'),'Enable','off'); 
              set(findobj('Tag','Tlacitko'),'Enable','off'); 
              set(findobj('Tag','Tlacitko2'),'Enable','off'); 
              set(findobj('Tag','Tlacitko3'),'Enable','off'); 
              set(findobj('Tag','Tlacitko4'),'Enable','off'); 
              set(findobj('Tag','TlacitkoK'),'Enable','off'); 
              set(findobj('Tag','menu1_vyrobky'),'Enable','off'); 
              set(findobj('Tag','menu1_pracnosti'),'Enable','off'); 
              set(findobj('Tag','menu1_stroje'),'Enable','off'); 
              set(findobj('Tag','menu3_konec'),'Enable','off'); 
              set(findobj('Tag','menu2_vypocet'),'Enable','off'); 
              uicontrol('Units','normalized','Position', 
   [0.55 0.2 0.3 0.15],'Style','Push','String','Ulož', 
             'FontUnits','normalized','FontSize',0.6,'FontWeight', 
   'bold','Callback','Vyroba Konec_stroje','Tag',  
   'Tlacitko_zadani'); 
              uicontrol('Units','normalized','Position', 
   [0.15 0.5 0.4 0.15],'Style','Edit','String',stroje, 
             'FontUnits','normalized','FontSize',0.6,'FontWeight', 
   'bold','Tag','Edit_vyrobek',     
   'HorizontalAlignment','Left'); 
              uicontrol('Units','normalized','Position', 
   [0.15 0.67 0.7 0.15],'Style','Text','String','Zadání 
   počtu strojů:','FontUnits','normalized','FontSize', 
   0.6, 'FontWeight','bold','HorizontalAlignment', 
   'Left','Tag','Text_vyrobek','ForeGroundColor', 
   [0 0 1],'BackGroundColor',[0.5 0.9 0.3]); 
          case('Konec_stroje') 
             stroje=get(findobj('Tag','Edit_vyrobek'),'String'); 
             delka=length(stroje); 
             test=true; 
             if delka>0 
                  j=1; 
                  for i=1:delka 
                      if double(stroje(i))==59 
                          pozice(j)=i; 
                          j=j+1; 
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                      end 
                  end 
                  if length(pozice)>0 
                      poz=1; 
                      for j=1:length(pozice) 
                          if isscalar(str2num(stroje(  
      poz:pozice(j)))) & str2num(  
      stroje(poz:pozice(j)))>0 & round( 
      str2num(stroje(poz:pozice(j))))
      -str2num(stroje(poz:pozice(j)))==0 
                               pocty_stroju(j)=str2num( 
       stroje(poz:pozice(j))); 
                          else 
                               test=false; 
                              msgbox('Zadán nulový počet 
       strojů nebo nesmyslné  
       zadání!','Chybné zadání', 
       'error','replace'); 
                          end 
                          poz=pozice(j)+1; 
                      end 
                      if isscalar(str2num(stroje(poz:delka))) & 
     str2num(stroje(poz:delka))>0 & 
                        round(str2num(stroje(poz:delka)))- 
     str2num(stroje(poz:delka))==0 
                          pocty_stroju(length(pozice)+1)=
       str2num(stroje(poz:delka)); 
                      else 
                          test=false; 
                          msgbox('Zadán nulový počet strojů 
      nebo nesmyslné zadání!','Chybné 
      zadání','error','replace'); 
                      end                     
                  else 
                      if isscalar(str2num(stroje)) &  
     str2num(stroje)>0 &  round(str2num( 
     stroje))-str2num(stroje)==0 
                          pocty_stroju(1)=str2num(stroje); 
                      else 
                          test=false; 
                          msgbox('Zadán nulový počet strojů 
      nebo nesmyslné zadání!','Chybné 
      zadání','error','replace'); 
                      end 
                  end 
   else 
              msgbox('Je třeba zadat počty strojů!','Chybné 
    zadání','error','replace'); 
                  test=false; 
             end 
             if test==true 
              set(findobj('Tag','Edit2'),'String',stroje); 
              set(findobj('Tag','Edit2'),'Userdata',  
    pocty_stroju); 
               set(findobj('Tag','List2'),'Userdata',  
    length(pozice)+1); 
             end 
             set(findobj('Tag','List1'),'Enable','on'); 
             set(findobj('Tag','Tlacitko'),'Enable','on'); 
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             set(findobj('Tag','Tlacitko2'),'Enable','on'); 
             set(findobj('Tag','Tlacitko3'),'Enable','on');  
             set(findobj('Tag','Tlacitko4'),'Enable','on'); 
             set(findobj('Tag','TlacitkoK'),'Enable','on'); 
             set(findobj('Tag','menu1_vyrobky'),'Enable','on'); 
             set(findobj('Tag','menu1_pracnosti'),'Enable','on'); 
             set(findobj('Tag','menu1_stroje'),'Enable','on'); 
             set(findobj('Tag','menu3_konec'),'Enable','on'); 
             set(findobj('Tag','menu2_vypocet'),'Enable','on'); 
             delete(findobj('Tag','zadani'));     
          case('zadani_typu_vyrobku') 
             vyrobky=get(findobj('Tag','Edit1'),'String'); 
             Monitor=get(0,'ScreenSize'); 
             figure('Position',[0.15*Monitor(3) 0.6*Monitor(4) 
   0.4*Monitor(3) 0.25*Monitor(4)],'Color',  
   [0.5 0.9 0.3],'Menubar','none','Name','Zadání typů 
   výrobků','NumberTitle','off','Units', 'normalized', 
   'Resize','off','CloseRequestFcn','Vyroba Konec', 
   'Tag','zadani'); 
             set(findobj('Tag','List1'),'Enable','off'); 
             set(findobj('Tag','Tlacitko'),'Enable','off'); 
             set(findobj('Tag','Tlacitko2'),'Enable','off'); 
             set(findobj('Tag','Tlacitko3'),'Enable','off'); 
             set(findobj('Tag','Tlacitko4'),'Enable','off'); 
             set(findobj('Tag','TlacitkoK'),'Enable','off'); 
             set(findobj('Tag','menu1_vyrobky'),'Enable','off'); 
             set(findobj('Tag','menu1_pracnosti'),'Enable','off'); 
             set(findobj('Tag','menu1_stroje'),'Enable','off'); 
             set(findobj('Tag','menu3_konec'),'Enable','off'); 
             set(findobj('Tag','menu2_vypocet'),'Enable','off'); 
             uicontrol('Units','normalized','Position', 
   [0.55 0.1 0.3 0.15],'Style','Push','String','Ulož',           
   'FontUnits','normalized','FontSize',0.6,'FontWeight', 
   'bold', 'Callback','Vyroba Konec','Tag',   
   'Tlacitko_zadani'); 
             uicontrol('Units','normalized','Position', 
   [0.1 0.5 0.8 0.15],'Style','Edit','String',vyrobky,           
   'FontUnits','normalized','FontSize',0.6,'FontWeight', 
   'bold','Tag','Edit_vyrobek',     
   'HorizontalAlignment','Left'); 
             uicontrol('Units','normalized','Position', 
   [0.1 0.7 0.4 0.15],'Style','Text','String','Zadání 
   výrobků:','FontUnits','normalized','FontSize',0.6, 
   'FontWeight','bold','HorizontalAlignment','Left',
   'Tag', 'Text_vyrobek','ForeGroundColor',[0 0 1], 
   'BackGroundColor',[0.5 0.9 0.3]);     
           case('Konec') 
             vyrobky=get(findobj('Tag','Edit_vyrobek'),'String'); 
             delka=length(vyrobky); 
             [num,txt]=xlsread('vyroba1'); 
             rozmery=size(txt); 
             test=true; 
             if delka>0 
                  j=1; 
                  pozice=''; 
                  for i=1:delka 
                      if double(vyrobky(i))==32 
                          pozice(j)=i; 
                          j=j+1; 
    93
                      end 
                  end 
                  j=1; 
                  for i=1:delka 
                      if double(vyrobky(i))==120 
                          pozicex(j)=i; 
                          j=j+1; 
                      end 
                  end 
                  if length(pozice)==length(pozicex)-1 
                      poz=1; 
                      for j=1:length(pozice) 
                          if isscalar(str2num(vyrobky(  
      poz:(pozicex(j)-1))))& pozicex(j)< 
      pozice(j) & str2num(vyrobky(poz:( 
      pozicex(j)-1)))>0 & round(str2num( 
      vyrobky(poz:(pozicex(j)-1))))-
      str2num(vyrobky(poz:(pozicex(j)-
      1)))==0                            
       pocty_vyrobku(j)=str2num( 
       vyrobky(poz:(pozicex(j)-1))); 
                              oznaceni_vyrobku(j)=cellstr( 
       vyrobky((pozicex(j)+1): 
       (pozice(j)-1))); 
                          else 
                               test=false; 
                               msgbox('Zadán nulový počet 
       výrobků nebo nesmyslné  
       zadání!','Chybné zadání', 
       'error','replace'); 
                          end 
                          poz=pozice(j)+1; 
                      end 
                      if isscalar(str2num(vyrobky(poz:(  
     pozicex(length(pozicex))-1)))) & str2num( 
     vyrobky(poz:(pozicex(length(pozicex))-
     1)))>0 & round(str2num(vyrobky(poz:( 
     pozicex(length(pozicex))-1))))- 
     str2num(vyrobky(poz:(pozicex(  
     length(pozicex))-1)))==0 
                          pocty_vyrobku(length(pozice)+1)= 
      str2num(vyrobky(poz:(pozicex( 
      length(pozicex))-1))); 
                          oznaceni_vyrobku(length(pozice)+1)= 
      cellstr(vyrobky((pozicex(length( 
      pozicex))+1):delka)); 
                      else 
                          test=false; 
                          msgbox('Zadán nulový počet výrobků 
      nebo nesmyslné zadání!','Chybné 
      zadání','error','replace'); 
                      end                     
                  else 
                      if length(pozicex)==1 & isscalar(str2num( 
     vyrobky(1:(pozicex(1)-1)))) &  
     str2num(vyrobky(1:(pozicex(1)-1)))>0 & 
       round(str2num(vyrobky(1:(pozicex(1)-1)))) 
     -str2num(vyrobky(1:(pozicex(1)-1)))==0 
                          pocty_vyrobku(1)=str2num(stroje); 
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                          oznaceni_vyrobku(1)=cellstr(  
      vyrobky((pozicex(1)+1):delka)); 
                      else 
                          test=false; 
                          msgbox('Zadán nulový počet výrobků 
      nebo nesmyslné zadání!','Chybné 
      zadání','error','replace'); 
                      end 
                  end 
             else 
                  test=false; 
                  msgbox('Je třeba zadat počty výrobků!','Chybné 
    zadání','error','replace'); 
             end 
             if test==true 
              for j=1:length(oznaceni_vyrobku) 
                   test1=false; 
                   for i=3:rozmery(2) 
                       if      
      length(char(oznaceni_vyrobku(j))) 
      ==length(char(txt(2,i))) 
                           if char(oznaceni_vyrobku(j)) 
       ==char(txt(2,i)) 
                                test1=true; 
                           end 
                       end 
                   end 
                   if test1==false 
                       test=false; 
                      msgbox('Nenalezen odpovídající 
      výrobek!','Chybné zadání',  
      'error','replace'); 
                   end 
              end 
             end 
             if test==true 
                  pocet=0; 
                  for i=1:length(pocty_vyrobku) 
                      pocet=pocet+pocty_vyrobku(i); 
                  end 
                  set(findobj('Tag','Edit1'),'String',vyrobky); 
                  set(findobj('Tag','Edit1'),'Userdata',pocet); 
                  seznam=''; 
                  k=1; 
                  for j=1:length(pocty_vyrobku) 
                      for i=1:pocty_vyrobku(j)                       
      seznam=strcat(seznam, 
            
      'Výrobek_',num2str(k),':',  
      char(oznaceni_vyrobku(j)),'|'); 
                          i=i+1; 
                          k=k+1; 
                      end 
                  end 
                  set(findobj('Tag','List1'),'String',seznam); 
             end 
             set(findobj('Tag','List1'),'Enable','on'); 
             set(findobj('Tag','Tlacitko'),'Enable','on'); 
             set(findobj('Tag','Tlacitko2'),'Enable','on'); 
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             set(findobj('Tag','Tlacitko3'),'Enable','on');  
             set(findobj('Tag','Tlacitko4'),'Enable','on'); 
             set(findobj('Tag','TlacitkoK'),'Enable','on'); 
             set(findobj('Tag','menu1_vyrobky'),'Enable','on'); 
             set(findobj('Tag','menu1_pracnosti'),'Enable','on'); 
             set(findobj('Tag','menu1_stroje'),'Enable','on'); 
             set(findobj('Tag','menu3_konec'),'Enable','on'); 
             set(findobj('Tag','menu2_vypocet'),'Enable','on'); 
             delete(findobj('Tag','zadani'));         
      end 
 end 
 
 
