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Zadání 
1. Prostudujte problematiku OLAP a možnosti reportů nad OLAP databázemi.  
2. Navrhněte popis metadat reportu a způsob jejích editace.   
3. Po konzultaci s vedoucím, navrhněte architekturu a design aplikace, která umožní získaní 
metadat z databáze a jejích editaci.  
4. Po konzultaci s vedoucím, implementujte aplikaci, která získá metadata z databáze, umožní 
jejích editaci a uplatnění do reportu. Metadata určí, které dimenze je možné vedle sebe 
zobrazovat, agregační atributy a možnosti zobrazení.  



















Důležitou součástí znalostí tvůrce reportů je i znalost databázového schématu, z kterého jsou čerpány 
údaje pro report a dotazovacího jazyka databáze. V oblasti reportovacích služeb pro analytické 
databázové systémy a systémy Business Intelligence vzniká iniciativa, oddělit pozici databázového 
specialisty od pozice tvůrce reportů. Jedním z řešení se nabízí využití metadatové mezivrstvy mezi 
databázovým schématem a reportem. Tato mezivrstva se nazývá report model. Její využití není 
v současné době v procesu reportingu podporované, nebo jenom velmi omezeně. Cílem této práce je 






An important part of knowledge of report creator is knowledge of database schema and database 
query language, from which the data for report are extracted.  In the reporting services for database 
systems and Business Intelligence systems initiative arises to separate the position of database 
specialist from the position of reports maker. One of the solutions offers using metadata interlayer 
between the database schema and report. This interlayer is called the report model. Its use is not 
currently supported in the process of reporting, or is only very limited. The aim of this thesis is to 
suggest the possibility of using the report model in the process of building reports with an emphasis 
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Pri nasadzovaní transakčných systémov pre zber a spracovanie údajov hlavne v podnikovej oblasti, 
dochádza k zhromažďovaniu veľkého množstva údajov. Tieto údaje sú vstupmi či výstupmi rôznych 
technologických a administratívnych procesov prebiehajúcich v podniku. Údaje však nie sú statické 
a často sa v časovom priebehu menia, prípadne vznikajú či zanikajú. Keďže žijeme v informačnej 
spoločnosti, informácie predstavujú v súčasnosti hlavnú konkurenčnú výhodu podnikov. Spoločnosti 
v podnikovej oblasti sa v rámci vysokej konkurencie snažia na trhu presadiť pomocou vlastného 
know-how, ktoré je reprezentované nielen technologickým zázemím a postupmi ale hlavne 
informačnou hodnotou podniku. Podniky disponujú vďaka moderným databázovým systémom 
obrovským množstvom údajov. Úspešnosť firiem však nezaistí ich množstvo ale rýchlosť a presnosť, 
s akou sa im darí z týchto údajov získavať kľúčové informácie pre riadenie podniku. Riešením týchto 
problémov sa zaoberá Business Intelligence, ktorého súčasťou sú aj nástroje pre OLAP analýzu 
a reporting.  
Novou výzvou v oblasti reportingu a OLAP analýzy je umožniť tvorcom reportov reportovanie 
bez znalostí databázových schém, z ktorých údaje pre reporty čerpajú. Preto vzniká v súčasnosti 
iniciatíva vytvoriť  medzistupeň medzi databázovou schémou a reportom, ktorá by definovala dátové 
predpisy pre tvorcu reportov v intuitívnej, prehľadnej a pre neho porozumiteľnej forme. Ako riešenie 
sa ponúka využitie report modelov, ktoré bude bližšie predstavené v tejto práci. 
1.1 Rozvrhnutie kapitol 
Diplomová práca má za úlohu uviesť čitateľa do problematiky OLAP analýzy a reportingu (kapitola 
2) a poskytnúť mu teoretický základ pre OLAP analýzu (kapitola 3). Kapitola 4 mapuje súčasné 
technológie využívajúce OLAP analýzu a reporting a kapitola 5 sa následne zaoberá využitím report 
modelu v procese budovania reportov. Kapitola 6 obsahuje návrh aplikácie na vytváranie report 
modelov a záverečná kapitola 7 sa zaoberá jej implementáciou.  
Práca nadväzuje na výsledky  semestrálneho projektu, ktorý obsahuje vypracovanie prvých 














2 Prechod od transakčných systémov 
k analytickým 
Táto kapitola má za cieľ uviesť čitateľa do  problematiky a umožní mu pochopiť súvislosti a rozdiely 
medzi operatívnym a analytickým spracovaním údajov a ich použitím [1,2]. 
2.1 Operačné a analytické spracovanie údajov 
Operačné spracovanie údajov sa vzťahuje na systémy, ktoré zabezpečujú fungovanie biznis procesov 
v rámci podnikov. Ide napr. o spracovanie objednávok, skladové hospodárstvo, účtovníctvo atď. 
V praxi sa pre operačné spracovanie údajov zaužíval pojem OLTP t.j. on-line transakčné spracovanie. 
Systémy, ktoré pracujú na operačnej úrovni nazývame transakčné systémy. Tie obvykle pracujú nad 
databázou, pre ktorú sa v praxi zaužíval pojem  OLTP databázový systém. 
Analytické spracovanie údajov, taktiež nazývané informačné, je spracovanie využité pre 
podporu strategického a taktického  rozhodovania podniku. Údaje použité pri analytickom spracovaní 
sú často historické a umožňujú užívateľom analyzovať trendy a vzory nad veľkými objemami dát 
v rôznych časových rozsahoch. V praxi sa pre analytické spracovanie údajov používa pojem OLAP 
t.j. on-line analytické spracovanie. Systémy pracujúce na analytickej úrovni nazývame DSS, čiže 
systémy pre podporu rozhodovania. Tieto systémy obvykle pracujú nad dátovým úložiskom 
nazývaným dátový sklad. 
2.2 Klasifikácia informačných úrovní z hľadiska 
podpory rozhodovania 
Organizácie a spoločnosti v podnikovej oblasti sa neustále snažia vysporiadať s problémom, ako 
získať a správne využiť informácie, ktorými disponujú. Súčasná situácia v oblasti využívania údajov 
pre podporu rozhodovania je podmienená neustále sa meniacimi biznis požiadavkami, pričom 
operatívne údaje uschovávané jednotlivými systémami podnikovej informatiky nedokážu tieto 
požiadavky splniť. Aby boli informácie pre podporu rozhodovania relevantné, musia byť 
poskytované v reálnom čase a požadovanom formáte, a to na strategickej, taktickej a operačnej 
úrovni.   
Na každej z týchto úrovní pracujeme s iným typom informácie. Údaje, ktorými podniková sféra 
disponuje je nutné transformovať na informácie, ktoré môže  ďalej využiť pre svoj strategický rozvoj. 
Z informácií je následne možné získavať znalosti, ktoré  sú využité pri riadení organizácie 
a umožňujú uskutočňovať rozhodnutia. Premenu dát na informácie, informácií na znalosti 
a budovanie múdrosti na základe znalostí je možné ilustrovať na hierarchickej pyramíde 
informačných potrieb (viď obrázok 2.1).  
Najnižšiu úroveň tvoria dáta, ktoré reprezentujú údaje. Údaje sú získavané a spracovávané 
transakčnými systémami. Údaje neposkytujú žiadne možnosti pre podporu plánovania 
a rozhodovania. Máme však možnosť z nich získať informácie. Tie dávajú údajom určitý zmysel, 
ktorý vyplýva z odhalenia rôznych súvislostí existujúcich medzi týmito údajmi. Informácie nám 
poskytujú možnosti pre podporu rozhodovania na operatívnej úrovni. Využívajú ich systémy MIS, 
ktoré čerpajú údaje z tradičných OLTP databázových systémov. OLTP databázy poskytujú úložisko 
pre údaje a zároveň poskytujú aj možnosti pre získavanie informácií z týchto údajov. Preto sa v praxi 
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rozdiely medzi prvými dvoma úrovňami stierajú. Keď dokážeme informáciám nájsť pomocou 
tvorivej inteligencie ďalší význam alebo zmysel,  hovoríme o znalostiach. Znalosti poskytujú 
možnosti pre podporu rozhodovania opäť na vyššej úrovni informačnej hierarchie – taktickej. Tu 
nachádzajú využitie systémy DSS, ktoré sú určené pre podporu rozhodovania a plánovania, kde  
nadobúda uplatnenie aj analýza OLAP. Pokiaľ dokážeme znalosti zovšeobecniť, hovoríme 
o múdrosti. Zovšeobecnenie znamená presné zhodnotenie daných znalostí a ich správne uplatnenie 
v reálnej praxi. Jedná sa o strategickú formu rozhodovania.       
 
Obrázok 2.1: Hierarchická pyramída informačných potrieb 
2.3 Klasifikácia informačných systémov 
z hľadiska podpory rozhodovania 
Rozhranie medzi tradičnými transakčnými systémami a analytickými systémami nie je ostré 
a jednoznačné. Keďže OLAP systémy sú systémy pre analýzu dát s využitím pri podpore plánovania 
a rozhodovania, je nutné istým spôsobom vymedziť ich využitie v rámci informačnej hierarchie. 
informačných systémov z hľadiska podpory rozhodovania nám umožní vymedziť využitie OLAP 
systémov pre spracovanie dát z pohľadu úrovní rozhodovania. Každú úroveň reprezentuje istý typ 
systému, ktorý využíva danú techniku spracovania dát pre účely vhodné na danej úrovni. Podľa [2] je 
možné tieto systémy rozdeliť do nasledujúcich kategórií. 
2.3.1 Systémy TPS  
Pod pojmom TPS systém si je možné predstaviť informačný systém typu ERP alebo CRM. Ich 
dôležitou súčasťou je relačná databáza, ktorá zabezpečuje perzistentné uloženie údajov 
a vykonávanie jednoduchých on-line operácií - transakcií nad týmito dátami. Cieľom transakčných  
systémov je automatizácia každodenných činností, ktoré sú predmetom podnikania v oblastiach ako 
napr. bankovníctvo, účtovníctvo, predaj atď. Jedná sa napr. o skladové hospodárstvo, mzdy, nákup, 
predaj, prípadne riadenie a monitorovanie technologických procesov v reálnom čase. 
Návrh OLTP databáz je zameraný na efektívne spracovanie veľkého množstva operácií 
prebiehajúcich v reálnom čase, a to aj paralelne bežiacich a zabezpečenie dátovej konzistencie. Jedná 
sa o operácie, vykonávajúce jednoduché transakcie – dopytovanie jedného alebo niekoľkých 
záznamov tabuľky, pridávanie a vymazávanie záznamov a pod. Dáta v databáze nesmú obsahovať 
redundantné informácie, preto sa využíva technika normalizácie dát v tabuľkách.  
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Využitie týchto systémov pre OLAP analýzy alebo pre podporu rozhodovania je možné, ale je 
neefektívne. Návrh aplikácií pre analýzu týchto dát je zložitý. Je to najmä z dôvodu normalizovaného 
uloženia dát v databázových tabuľkách. 
2.3.2 Systémy MIS  
Hlavnou úlohou systémov MIS je podpora riadenia a rozhodovania pre potreby výkonného 
manažmentu firiem. Tieto systémy poskytujú kvalitné informácie pre riadiacich pracovníkov a tie 
potom slúžia ako podklady pre riadenie.  
Informácie pre systémy MIS sú čerpané z  transakčných databáz. V hierarchii informačných 
potrieb sa však svojím účelom tieto informácie zaraďujú  na operačno-taktickú úroveň. MIS systémy 
totiž poskytujú informácie tvorené rôznymi prehľadmi a zostavami, agregovanými podľa časových, 
geografických, organizačných, prípadne ďalších hľadísk.  
Tieto systémy sa primárne využívajú pre podporu riadenia. Z hľadiska ich využitia je dôležitá 
rýchla dostupnosť informácií pre výkonný manažment, a to vo vhodne vizualizovanej  podobe. Z toho 
dôvodu obsahujú aj základné dopytovacie a reportovacie nástroje, prípadne aj jednoduché moduly pre 
vizualizáciu údajov.  
2.3.3 Systémy DSS  
DSS systémy, čiže systémy pre podporu rozhodovania, poskytujú riadiacim pracovníkom informácie, 
ktoré sú výsledkom zložitejších analýz ako v predchádzajúcich prípadoch a slúžia pre podporu 
rozhodovania riadiacemu a vrcholovému manažmentu. Podľa [3] je možné DSS systémy 
charakterizovať ako systémy, ktoré poskytujú také informácie pre užívateľov, ktoré im umožňujú 
analyzovať situácie a robiť efektívne rozhodnutia. Môže sa jednať o rozhodnutia dlhodobého 
charakteru tzv. strategické ale aj krátkodobého charakteru tzv. taktické. Z toho vyplýva, že DSS 
systémy boli nasadené na rozhraní  takticko-strategickej úrovne v hierarchii informačných potrieb. 
Využívať ho môžu aj užívatelia mimo oblasť IT ako napr. vrcholový manažment. Príkladom takýchto 
systémov môžu byť aplikácie pre analýzu príjmov z predaja alebo marketingových informácií. 
2.3.4 Systémy EIS  
Na najvyššej úrovni hierarchie informačných potrieb, na strategickej úrovni, sa nachádzajú systémy 
určené pre vrcholový manažment. Hlavným cieľom týchto systémov je prostredníctvom 
jednoduchého užívateľského rozhrania sprístupňovať dôležité informácie pre vrcholový manažment, 
ktoré mu pomáhajú identifikovať obchodné príležitosti, problémy a strategické napredovanie 
organizácie. V obchodnej praxi sa  často pojem EIS systém zamieňa s pojmom DSS systém, prípadne 
sú EIS systémy považované za špecializovanú časť DSS systémov. V súčasnosti nadobudol              
na význame pojem Business Intelligence (BI), ktorý nahrádza pojem EIS systém. 
2.3.5 Business Intelligence  
Účelom BI je spracovanie podnikových dát, ich pretváranie na informácie s pridanou hodnotou 
a zároveň sprostredkovávanie týchto informácií koncovým používateľom za účelom podpory riadenia 
spoločnosti. Podľa [3] je úlohou procesov BI transformácia údajov na informácie  a prevod týchto 
informácií na poznatky prostredníctvom objavovania. Vo všeobecnosti je možné povedať, že BI 
zabezpečuje komplexnú IT podporu pre riadenie biznisu. 
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Ako prvý použil pojem BI Howard Dresner1. Definoval ho nasledovne: „BI je definovaný ako 
množina konceptov a metodík, ktoré zlepšujú rozhodovací proces za použitia metrík alebo systémov 
založených na metrikách.“ Aj keď táto definícia hovorí o zlepšovaní procesu rozhodovania, 
historicky sa BI dostával k podpore tohto procesu postupne. Spočiatku sa BI zameriaval na reporting 
a poskytovanie ďalších dôležitých prehľadov fungovania biznis procesov podniku. V súčasnosti 
dochádza k presunu od tradičného zamerania na reporting k funkcionalitám kladúcim dôraz na 
podporu rozhodovania.  To znamená prechod od  statických reportovacích nástrojov k analytickým, 
ktoré zahŕňajú okrem iných aj podporu pre OLAP analýzu.  Nástroje BI v súčasnosti zahŕňajú 
nástroje pre OLAP analýzu, dolovanie dát, dashboardy2, reportovacie a dopytovacie nástroje 
a tabuľkové procesory. 
2.4 Analytické spracovanie dát z OLTP 
databázových systémov 
Z údajov môžeme získavať informácie a vykonávať ich analýzu aj v operačnom prostredí, kde tieto 
údaje vznikajú. Tento postup je však doporučený len pre málo vyťažené transakčné systémy. Inak 
môže dochádzať k neúmernému znižovaniu výkonu týchto systémov. Uvedený problém je možné 
čiastočne riešiť výberom (extrakciou) a prenesením údajov do iného prostredia, v ktorom môžu byť 
spracované bez zaťažovania transakčného systému alebo systémov. Vyextrahované údaje sú následne 
k dispozícií dátovým analytikom. Proces extrakcie je logickým krokom pri prechode od systémov 
TPS k systémov DSS. Extrakcia údajov však so sebou prináša aj mnohé nevýhody: 
 Dochádza k mnohonásobnému vetveniu údajov, pretože extrahované údaje sa môžu stať 
zdrojom pre ďalšie extrakcie.  
 Dochádza k duplicitám, pretože pri extrakcii sa môže pristupovať k rovnakým údajom.  
 Nízka flexibilita extrakcie. 
 Absencia metadát pre údaje obsiahnuté v extraktoch.  
 Nekonzistentný prístup k externým údajom. 
 Nejednotná časová základňa algoritmov pre transformáciu údajov. 
2.4.1 Nevýhody OLTP databázových systémov pre analytické 
spracovanie dát 
Extrakcia údajov je čiastkovým riešením, ako možno vykonávať analýzy dát v operačnom prostredí 
transakčných systémov. Toto riešenie však  nevyhovuje dnešným potrebám moderných analytických 
nástrojov, pretože mnohé nevýhody nedokáže eliminovať. Riešenie nižšie uvedených problémov 
spočíva v použití špeciálneho úložiska dát – dátového skladu.  
2.4.1.1 Databázová štruktúra OLTP databáz 
Keďže sú údaje v OLTP databáze  uložené v normalizovaných tabuľkách, ich štruktúra je komplexná 
a vysoko štruktúrovaná. Takéto systémy dosahujú vysoké výkony hlavne pri on-line transakciách. 
Komplexná analýza údajov však vyžaduje iné techniky návrhu databáz. 
                                                     
1 Definoval pojem  Business Intelligence v roku 1989 počas pôsobenia v spoločnosti Gartner Inc, kde pracoval ako dátový 
analytik. 
2 Angl. dashboards – zobrazovanie kľúčových podnikových parametrov v prehľadnej forme vhodnej pre manažérov.  
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2.4.1.2 Decentralizácia  OLTP databáz 
Najväčšou prekážkou pre použitie OLTP databázových systémov pre OLAP analýzu je fakt, že tieto 
systémy nedisponujú integrovaným zdrojom údajov zo všetkých informačných systémov v rámci 
podniku. Keďže sa pri vykonávaní analýz zameriavame na získanie globálneho obrazu o stave 
podnikania, podmienka integrácie údajov je veľmi dôležitá. Časová náročnosť prípadných analýz je 
závislá na čase vykonania integrácie údajov z rôznych OLTP databázových zdrojov.  
Z technického hľadiska vykonávaniu OLAP analýz nad viacerými OLTP databázami nič 
nebráni. Moderné databázové systémy dokonca takéto analýzy umožňujú. Dôležitým predpokladom 
je však správne navrhnutá databázová architektúra. Limitujúcim faktorom v tomto prípade môže byť 
výkon sieťového prepojenia databázových systémov. Výpočet zložitých analytických údajov taktiež 
môže neúmerne zaťažovať OLTP databázu, čo môže mať za následok predĺženie doby odozvy 
transakčného systému.    
2.4.1.3 Uloženie historických dát 
OLTP systémy nie sú prispôsobené na ukladanie dát za dlhšie časové obdobie. Je to najmä z dôvodu 
nedostatočnej diskovej kapacity, prípadne nekoncepčného návrhu databázy, ktorý s historickými 
dátami nepočíta. Preto v takýchto databázach často chýbajú historické údaje, ktoré sú potrebné  
na vykonávanie komplexných analýz.  
2.4.1.4 Nehomogénna štruktúra dát 
Keďže údaje môžu byť v rámci podniku rozptýlené v rôznych zdrojových databázach, môže nastať 
problém nekonzistencie údajov. Z tohto dôvodu je nutná transformácia údajov pred samotným 
zahájením analýzy. 
2.5 Dátové sklady 
Dátový sklad je analytická databáza, ktorá slúži ako základ pre systémy na podporu rozhodovania. Je 
navrhnutý pre prácu s veľkým objemom dát a  zabezpečuje intuitívny prístup k informáciám, ktoré 
budú využité pri rozhodovaní. Bill Inmon1 definoval dátový sklad takto: „Dátový sklad je podnikovo 
štruktúrovaný depozitár subjektovo orientovaných, integrovaných, časovo premenlivých, historických 
dát použitých na získavanie informácií a podporu rozhodovania. V dátovom sklade sú uložené 
historické a sumárne dáta.“ Z tejto definície vyplývajú štyri najdôležitejšie vlastnosti dátových 
skladov: 
1) Subjektová orientácia – Pri orientácii na subjekt sú dáta v dátovom sklade kategorizované 
podľa subjektov, ako napr. zákazník, dodávateľ, výrobok atď. To je hlavný rozdiel oproti 
transakčným OLTP databázam, ktoré obsahujú údaje uložené podľa jednotlivých aplikácií, 
ako napr. údaje pre odbyt, fakturovanie, personalistiku a pod. 
2) Integrácia – Dátový sklad obsahuje integrované údaje vkladané do dátového skladu iba 
jedenkrát. Preto je nutné zavedenie jednotnej terminológie, jednotných a konzistentných 
veličín. Údaje musia pred samotným zavedením do dátového skladu prejsť etapou prípravy, 
vyčistenia, zjednotenia a transformácie.  
3) Časová variabilita – Na rozdiel od operačného prostredia, kde sú údaje platné pre určitý 
časový okamžik prístupu, v dátových skladov sú údaje platné po určitý časový interval – 
časový snímok. Tento interval typicky reprezentuje dlhšie časové obdobie (niekoľko 
mesiacov až rokov) v porovnaní s platnosťou dát v operačnom prostredí (niekoľko dní až 
                                                     
1 Americký počítačový expert považovaný za otca data warehousingu. 
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mesiacov). Kľúčovým atribútom údajov v dátovom sklade je atribút času, ktorý sa v OLTP 
databázach typicky neuvažuje. 
4) Nemennosť – V OLTP databázach transakčných systémov je stálosť dát veľmi nízka. Časté 
sú operácie vkladania, modifikácie a mazania dát.  Naproti tomu údaje v dátovom sklade sa 
obvykle nemenia ani neodstraňujú. Údaje sa však neustále pridávajú a to v pravidelných 
intervaloch. V zásade pri dátových skladoch uvažujeme len dva typy operácií – zavedenie  
údajov do dátového skladu a prístup k týmto údajom. Preto je dátová manipulácia v dátovom 
sklade omnoho jednoduchšia. Takisto nie je nutné uvažovať optimalizácie a normalizácie 
údajov, či transakčný prístup k týmto údajom.    
 
   
OLTP OLAP 
Účel 
Typ databázy OLTP databáza Dátový sklad 
Hlavná funkcia 
automatizácia obchodných 
transakcií v reálnom čase 
analýza informácií pre podporu 
rozhodovania  
Činnosti procesy analýza 











Čas odozvy zlomky sekúnd až sekundy sekundy až hodiny 
Operácie nad 
dátami 
DML operácie operácie pre čítanie 
Optimalizácia 
bežné transakcie hlavne 
dopytovanie a manipulovanie 
so záznamami tabuliek 
hromadné spracovanie údajov, 
komplexné ad-hoc dopyty, ktoré 
zasahujú mnohé záznamy 
tabuliek 
Veľkosť 100 MB - GB 100 GB -TB 







nutná validácia údajov pri 
vkladaní do tabuliek 
konzistentné, valídne dáta 




podpora veľkého množstva 
paralelne vykonávaných 
transakcií 
malé množstvo paralelne 
pracujúcich transakcií 
Zdroje dát operačné, interné operačné, interné, externé 
Tabuľka 2.1:  Zhrnutie rozdielov medzi OLTP a OLAP 
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2.6 Analytické spracovanie dát z dátových 
skladov 
Dátové sklady poskytujú informácie vhodné pre analyzovanie problémov a situácií a pre podporu 
rozhodovania. Analytické spracovanie sa vykonáva hlavne prostredníctvom porovnávania alebo 
analyzovaním vzorov a trendov. Dáta v dátovom sklade nemusia byť nutne aktuálne ale môžu 
obsahovať aj historické údaje. Návrh dátového skladu nepočíta s nutnosťou optimalizácie dát pre 
spracovanie v reálnom čase a nepočíta ani s veľkým množstvom paralelne prebiehajúcich transakcií. 
Viac sa zameriava na sprístupnenie dát v takej forme, aby boli vhodné pre analýzu. Tento typ 
databázy sa môže využívať v rovnakých oblastiach zamerania ako OLTP databázy, ale ich primárnym 
užívateľom nie je zákazník ale dátový analytik.  
Analytické systémy sú navrhované ako read-only1 databázy. To znamená, že transakcie 
spracúvajúce dáta, môžu tieto dáta čítať, nejakým spôsobom ich spracovávať a manipulovať s nimi 
ale nemôžu meniť ich hodnoty. Transakcie sú obvykle náročné na čas a systémový výkon 
a spracovávajú veľké množstvo údajov. Dáta sa ďalej vyznačujú vysokou granularitou – obsahom 
agregovaných dát na rôznych úrovniach abstrakcie. 
2.7 Porovnanie OLTP a OLAP systémov 












                                                     




V predchádzajúcej kapitole sme načrtli rozdiely medzi operačným a analytickým spracovaním dát. 
V tejto kapitole bude predstavená technológia OLAP, ktorá slúži pre analytické účely. Najskôr sa 
pozrieme na kompletnú fyzickú architektúru systémov DSS, následne ukážeme využívaný dátový 
model, schémy tohto modelu, a takisto operácie nad OLAP databázou. Informácie som čerpal           
zo zdrojov [1, 2].  
3.1 Fyzická architektúra systémov DSS 
V tejto kapitole je naznačená kompletná architektúra systémov DSS a postavenie OLAP v tejto 
architektúre. Vlastnosti architektúry DSS systémov  sú: 
 Dáta sú získané zo zdrojových systémov, databáz a súborov. 
 Dáta zo zdrojových systémov sú pred samotným nahratím do dátového skladu integrované 
a transformované. 
 Dátový sklad je oddelená read-only databáza, vytvorená za účelom podpory pri rozhodovaní. 
 Užívatelia pristupujú k údajom z dátového skladu prostredníctvom front-end1 nástrojov alebo 
aplikácií. 
Fyzická architektúra dátového skladu pozostáva z troch vrstiev (obrázok 3.1). Najnižšia vrstva 
je tvorená serverom dátového skladu. Dáta sú získané z operačných databáz a ďalších externých 
zdrojov.  
 
Obrázok 3.1: Trojvrstvová architektúra systémov DSS 
Pred samotným vložením dát sa uskutočňujú operácie výberu, čistenia a transformácie dát. 
Dátový sklad môže obsahovať nadstavby vo forme dátových trhov, ktoré sa zameriavajú na určitú 
analytickú oblasť, napr. finančné údaje. Súčasťou tejto vrstvy je aj úložisko metadát. Úlohou tejto 
vrstvy je logická konsolidácia dátových zdrojov do jednotného modelu. Ďalšia úloha metadátovej 
vrstvy je zabezpečiť konzistenciu prezentovaných informácií, a to definovaním metrík a kľúčových 
ukazovateľov na jednotnom mieste, s možnosťou ich využitia pre rôzne koncové nástroje. Strednú 
vrstvu tvorí OLAP server, ktorý môže byť implementovaný podľa ROLAP, MOLAP alebo HOLAP 
modelu implementácie.  Najvyššou vrstvou je klient, ktorý obsahuje dopytovacie a reportovacie 
nástroje, nástroje pre analýzu a dolovanie dát.  
                                                     
1 Z angl. - klientské nástroje zahŕňajúce rozhranie pre prístup užívateľa k danému systému. 
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3.2 Teoretický úvod do OLAP 
Termín OLAP zaviedol Dr. E. F. Codd1 pre popis technológie, ktorá by pomohla preklenúť medzery 
medzi využitím osobných počítačov a riadením podnikových dát: „OLAP je voľne definovaná 
množina princípov, ktoré poskytujú dimenzionálny rámec pre podporu rozhodovania.“ Dr. E. F. Codd 
definoval aj 12 charakteristických vlastností pre OLAP: 
 Multidimenzionálny konceptuálny pohľad – OLAP by mal poskytovať užívateľovi 
multidimenzionálny model zodpovedajúci jeho podnikateľským potrebám tak, aby tento 
model mohol využívať pre analýzu zhromaždených údajov. 
 Transparentnosť – OLAP, podriadená databáza a architektúra výpočtov by mali byť          
pre užívateľov transparentné, aby mohol naplno využívať svoju produktivitu a odbornosť    
pri použití front-end nástrojov a prostredí. 
 Dostupnosť – Systém OLAP by mal pristupovať len k tým údajom, ktoré sú potrebné        
pre analýzu, a to nezávisle na tom, z ktorého heterogénneho podnikového zdroja údaje 
pochádzajú, ako často sú obnovované a pod. 
 Konzistentné vykazovanie – Užívateľ by napriek neustále rastúcej veľkosti dát v databáze 
nemal pociťovať zníženie výkonu. 
 Architektúra klient/server  
 Generická dimenzionalita – Každá dimenzia údajov musí byť ekvivalentná v štruktúre aj 
operačných schopnostiach. 
 Dynamické ošetrenie riedkych matíc – Systém OLAP by mal byť schopný adaptovať svoju 
fyzickú schému na konkrétny analytický model, ktorý optimalizuje ošetrenie riedkych matíc, 
pričom dosiahne a udrží požadovanú úroveň výkonu. 
 Podpora viacerých užívateľov – Systém OLAP musí podporovať pracovnú skupinu 
užívateľov pracujúcich súčasne na konkrétnom modeli. 
 Neobmedzené krížové dimenzionálne operácie – OLAP musí dokázať rozoznať 
dimenzionálne hierarchie a automaticky vykonať asociované kumulované kalkulácie v rámci 
dimenzií a medzi nimi. 
 Intuitívna manipulácia s údajmi – Užívateľské rozhranie musí podporovať manipuláciu 
s dátami,  ako napr. preorientovanie ciest na detailnú úroveň a späť (roll-up, drill-down).  
 Flexibilné vykazovanie – Musí existovať spôsob ako usporiadať stĺpce a bunky spôsobom, 
ktorý umožňuje analýzu a intuitívne vizuálne prezentácie analytických zostáv. 
 Neobmedzené dimenzie a úrovne agregácie – V závislosti na požiadavkách môže 
analytický model disponovať viacerými dimenziami, pričom každá z nich môže mať 
viacnásobné hierarchie. Systém OLAP nesmie zavádzať žiadne obmedzenia počtu dimenzií 
alebo úrovní agregácie. 
Tieto pravidlá stanovujú základné vlastnosti OLAP technológie. Nie sú však záväzné              
a  nepokrývajú kompletný zoznam vlastností OLAP.  
3.3 Multidimenzionálny dátový model 
OLAP aplikácie sú založené na multidimenzionálnom modelovaní dát. Potreba vzniku tohto modelu 
vychádzala z potreby efektívnej a rýchlej vizualizácie OLAP analýz. Keďže je dátový sklad 
vybudovaný podľa relačného modelu, neposkytuje z hľadiska OLAP analýzy ten správny dátový 
                                                     
1 Edgar Frank Codd bol britským počítačovým vedcom. Známym sa stal hlavne vďaka definovaniu relačného modelu dát 
pre relačné databázy. 
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model. Preto vznikla potreba vybudovania nadstavby nad dátovým skladom, ktorá by reprezentovala 
údaje intuitívne tak, ako sú následne prezentované užívateľovi. Preto poskytuje multidimenzionálny 
model dvojakú výhodu. Na jednej strane je intuitívny z pohľadu myslenia dátových analytikov         
pre dobré pochopenie dát. Na druhej strane podporuje zvýšenie výkonnosti, keďže jednoduchá 
štruktúra multidimenzionálneho modelu umožňuje návrhárom odhadovať zámery užívateľov. 
3.3.1 Dátová kocka 
Multidimenzionálny  model  reprezentuje dáta vo forme dátovej kocky. Štruktúra dátovej kocky 
umožňuje pohľad na agregované dáta z niekoľkých perspektív. Jednotlivé bunky dátovej kocky 
korešpondujú s mernými jednotkami – meradlami (faktami, veličinami) podnikovej domény. Každé 
meradlo je kvantifikované pomocou sady metrík. Každá hrana kocky korešponduje s príslušnou,       
pre analýzu relevantnou bázovou dimenziou. Každá bázová dimenzia je obvykle asociovaná 
s konceptuálnou hierarchiou atribútov, ktoré dimenziu ďalej opisujú.  
3.3.1.1 Typy údajov dátovej kocky 
Každá dátová kocka teda obsahuje dva typy údajov. Meradlá – body vnútri dátovej kocky obsahujúce 
numerické merné jednotky obchodovania a bázové dimenzie – hrany dátovej kocky, logicky alebo 
hierarchicky usporiadané údaje. Každé z týchto meradiel závisí od množiny dimenzií, ktoré dodávajú 
meradlu príslušný kontext. 
Na obrázku 3.2 vidíme príklad troj-dimenzionálnej dátovej kocky. Obsahuje tri bázové 
dimenzie – Výrobca, Miesto predaja, Dátum predaja. Bunky kocky reprezentujú meradlo, tomto 
prípade celkový počet predaných automobilov značiek Ford (224) a Fiat (430) v Poľsku v roku 2004. 
3.3.1.2 Konceptuálny model dátovej kocky 
Konceptuálne sa dátová kocka skladá zo základného kuboidu1 obklopeného kolekciou kuboidov, 
ktoré reprezentujú agregáciu základného kuboidu pre jednu alebo viaceré dimenzie. Zjednotením 
všetkých k-dimenzionálnych kuboidov údajov nad n dimenziami ( )  dostaneme  
n-dimenzionálnu dátovú kocku.   
 
Obrázok 3.2: Dátová kocka 
Príklad dátovej kocky reprezentovanej 3-D základným kuboidom (Výrobca, Miesto predaja, 
Dátum predaja) je na obrázku 3.2. Tento kuboid je asociovaný s tromi 2-D kuboidmi – (Miesto 
predaja, Výrobca), (Výrobca, Dátum predaja), (Miesto predaja, Dátum predaja). Bázové dimenzie 
Dátum predaja, Výrobca a Miesto predaja tvoria 1-D kuboidy.  
                                                     
1 Kuboid je zoskupenie podmnožín dimenzií bázových dát, získaných agregovaním všetkých n-tíc týchto dimenzií. 
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Obecne je d-dimenzionálny základný kuboid asociovaný s 2d kuboidmi.  Pomocou siete 
kuboidov môžeme vyjadriť závislosti medzi jednotlivými kuboidmi na rôznych dimenzionálnych 
úrovniach. Príklad siete kuboidov je na obrázku 3.3. 
 
Obrázok 3.3: Sieť kuboidov 
3.3.1.3 Hierarchie dimenzií 
V multidimenzionálnom dátovom modeli sú dáta organizované do niekoľkých dimenzií, pričom 
každá dimenzia môže obsahovať niekoľko úrovní abstrakcie, ktoré sú definované konceptuálnou 
hierarchiou. Každá dimenzia reprezentuje unikátny pohľad na dáta na danej úrovni abstrakcie. 
Dimenzia môže mať týchto úrovní niekoľko, ale aj nijakú.  OLAP operácie roll-up a drill-down sú 
využívané pre posun v hierarchii nahor (zovšeobecňovanie) resp. nadol (špecifikácia). Na príklade    
na obrázku 3.4 vidíme hierarchiu atribútov dimenzie Produkt. Tá obsahuje štyri konceptuálne úrovne. 
Každý produkt môže byť vnímaný v rámci kategórie alebo podkategórie, prípadne môže vystupovať 
ako samostatný produkt. 
OLAP analýzy využívajú často hierarchie dimenzií napr. pre časovú a geografickú dimenziu, 
kde je následne možné zobrazovať výsledky analýzy pre rôzne časové intervaly a geografické oblasti.   
 
Obrázok 3.4: Konceptuálna hierarchia dimenzie 
Vo všeobecnosti je posun z jednej úrovne hierarchie na inú vykonávaný pomocou mapovania 
hodnôt domény jednej úrovne na hodnoty domény inej úrovne. Toto mapovanie môže byť kompletné 
alebo nekompletné. Kompletné mapovanie znamená, že každý potomok v hierarchii musí mať práve 
jedného predka a každý predok musí mať aspoň jedného potomka. V prvom prípade hovoríme 
o klasifikačnej hierarchii, v druhom o agregačnej hierarchii. 
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3.3.2 Výhody použitia multidimenzionálneho modelu pre 
analytické spracovanie oproti relačnému modelu 
Multidimenzionálny model dát vďaka použitiu multidimenzionálnych polí, poskytuje efektívnejší 
spôsob uloženia dát vhodný pre analytické spracovanie. Tento model poskytuje výstup vo formáte 
reportov, ktoré sú intuitívne z pohľadu využitia užívateľom. Tieto reporty nie sú výsledkom zložitých 
SQL dopytov, ako by to bolo v prípade použitia relačnej databázy. Spracovanie dát je jednoduchšie, 
pretože dáta sú uložené v takej forme, v akej sú aj prezentované. Preto nie sú potrebné žiadne 
dodatočné výpočty pri dopytovaní údajov. V relačnej databáze je nutnosťou, využívať pri dopytovaní 
vo veľkej miere indexovanie a operácie JOIN1, čo vyžaduje dodatočnú obsluhu a spracovanie. 
Ďalšími výhodami multidimenzionálneho modelu sú vysoká výkonnosť prístupu k dátam a analýza 
veľkého objemu súvislých dát v rôznych aplikáciách, využívaných v rôznych častiach podnikov. 
Medzi nevýhody multidimenzionálneho modelu patria hlavne problémy pri zmene dimenzií,           
bez prispôsobenia časovej dimenzii a vyššie nároky na kapacitu úložiska. 
3.4 OLAP operácie 
Multidimenzionálny dátový model umožňuje užívateľom OLAP databáz, čiže dátovým analytikom, 
intuitívne pochopiť zmysel uložených dát. Dôvod spočíva vo vhodnom uložení údajov, ktoré je  
prispôsobené mysleniu dátového analytika, a ktoré mu umožňuje vykonávať analytické operácie. 
Analytik môže vyberať a zobrazovať určitú podmnožinu údajov, meniť orientáciu dát a definovať 
analytické výpočty. Medzi najbežnejšie operácie OLAP nad multidimenzionálnou databázou patria 
slice, dice, roll-up, drill-down, pivot, push a pull [7, 8]. 
3.4.1 Roll-up 
Multidimenzionálne databázy obsahujú vo všeobecnosti dimenzie s definovanými konceptuálnymi 
hierarchiami. Pri prechode hierarchiami o úroveň vyššie je vykonávaná agregácia, čiže konsolidácia 
údajov. Roll-up (drill-up) operácie teda transformujú detailné meradlá na ich agregované hodnoty, 
napr. denné predaje produktu na mesačné predaje a pod. Vykonaním operácie roll-up až na najvyššiu 
úroveň konceptuálnej hierarchie dimenzií spôsobí redukciu danej dimenzie, čo znamená jej 
odstránenie z dátovej kocky a zníženie dimenzionality pohľadu na dátovú kocku.  
 
Obrázok 3.5: Operácia roll-up (prevzaté z [8]) 
 
                                                     




Operácia drill-down je opačná k operácií roll-up. Ide o posun v hierarchii o úroveň nižšie, teda posun 
od sumárneho zobrazenia dát k detailnému. Poskytuje teda detailnejší pohľad na danú dimenziu. Táto 
operácia môže byť realizovaná buď posunom konceptuálnou hierarchiou smerom nadol alebo 
pridaním ďalšej dimenzie, prípadne dimenzií.  
 
Obrázok 3.6: Operácia drill-down (prevzaté z [8]) 
3.4.3 Slice 
Operácia slice slúži pre výber dát nad jednou dimenziou dátovej kocky. Operácia vezme                    
d-dimenzionálnu kocku a vráti ( )-dimenzionálnu kocku. Parametrom operácie slice je atribút 
dimenzie, nad ktorou operáciu vykonávame. Výsledkom operácie je teda podmnožina dát, daná  
rezom kockou. Rez má zníženú dimenzionalitu o dimenziu, nad ktorou sme ho vykonali. Pri tejto 
operácii nie je nutné vykonávať žiadne operácie pre agregáciu dát. Hlavným cieľom tejto operácie je 
totiž poskytnúť užívateľovi možnosť zamerania sa na údaje, ktoré sú pre neho podstatné. 
 
Obrázok 3.7: Operácia slice (prevzaté z [8]) 
3.4.4 Dice 
Pri výbere dát nad dvomi prípadne viacerými dimenziami hovoríme o operácií dice (select). 
Výsledkom operácie je podkocka dátovej kocky. Špecifikovaním hodnôt atribútov nad dvoma alebo 




Obrázok 3.8: Operácia dice (prevzaté z [8]) 
3.4.5 Pivot 
Operácia pivot je taktiež nazývaná rotate, čiže rotácia. Je to vizualizačná operácia, ktorá umožňuje 
rotáciu dátových osí a tým poskytuje užívateľovi alternatívny pohľad na údaje uložené v dátovej 
kocke. Rotácia môže zahrňovať vzájomnú výmenu riadkov a stĺpcov  alebo výmenu riadkovej 
dimenzie za stĺpcovú dimenziu.  
 
Obrázok 3.9: Operácia pivot (prevzaté z [8]) 
3.4.6 Push 
Operátor Push sa používa pre konverziu dimenzií na meradlo, čo umožňuje jej manipuláciu ako 
s novým meradlom. Spolu s operátorom Pull umožňuje výmenu dimenzie a meradla. 
3.4.7 Pull 
Pull je opakom operátora Push. Umožňuje vytvoriť novú dimenziu transformáciou meradla, na ktoré 
tento operátor aplikujeme. 
3.5 Implementácia OLAP  
V tejto podkapitole sa zameriame na typy implementácie pre OLAP systémy. Najskôr si predstavíme 




Relačný OLAP (ROLAP) vychádza z úspešnej relačnej paradigmy, ktorá sa výrazne presadila pri 
OLTP databázach. Dátová kocka ROLAP je implementovaná ako kolekcia 2d relačných tabuliek (kde 
d znamená počet dimenzií), kde každá z nich reprezentuje príslušný kuboid alebo pohľad. Pretože 
kuboidy sú reprezentované obvyklými relačnými tabuľkami, môžu byť spracovávané a dopytované 
pomocou tradičných techník relačných SRBD napr. indexovania a spájania tabuliek. Nástroje pre 
spracovanie dát môžu vychádzať z tradičných SQL reportovacích nástrojov.  
3.5.1.1 Výhody ROLAP  
ROLAP je považovaný za lepšie škálovateľný pre dátové sklady s veľkým množstvom dátových 
položiek, hlavne v prípadoch dimenzií s veľkou kardinalitou (milión a viac členov). Dostupnosť 
veľkého množstva nástrojov pre nahrávanie dát umožňuje významne skrátiť nahrávacie časy dát do 
dátového skladu. ROLAP nástroje sú takisto efektívnejšie pri spracovávaní neagregovaných dát. 
3.5.1.2 Nevýhody ROLAP 
Medzi nevýhody patrí výkonnosť ROLAP nástrojov, ktorá je nižšia oproti ostatným modelom             
a implicitne nepodporuje vkladanie agregovaných dát. Taktiež dopytovanie agregovaných dát je 
neefektívne z dôvodu prechádzania veľkého množstva údajov v tabuľkách. Tento problém je možné 
čiastočne vyriešiť pridaním ďalších tabuliek s agregovanými údajmi, nie je však praktické vytvárať 
agregované tabuľky pre všetky kombinácie dimenzií a atribútov. Keďže ROLAP nástroje využívajú 
SQL pre všetky druhy výpočtov, nie sú vhodné v prípade, že model obsahuje mnoho výpočtov, ktoré 
sú obtiažne transformovateľné na SQL príkazy.  
3.5.2 MOLAP 
Keďže dátová kocka reprezentuje multidimenzionálny dátový model, niektoré aplikácie OLAP 
servera prebrali tento model aj fyzicky a implementovali dátovú kocku ako multidimenzionálne pole. 
Tieto systémy poskytujú nízke doby odozvy OLAP dopytov, pretože je možné priamo indexovať 
dátovú štruktúru dátovej kocky pre získanie podmnožín a agregovaných dát. Na druhej strane nie sú 
tieto systémy dobre škálovateľné pre rozsiahle databázy obsahujúce dátové množiny s vysokou 
dimenzionalitou. Stúpajúci počet dimenzií spôsobuje problém zvyšovania riedkosti uloženia dát 
v dátovej kocke – mnoho kombinácií atribútov reprezentovaných štruktúrou dátovej kocky 
neobsahuje žiadne agregované dáta. Multidimenzionálne polia potom obsahujú mnoho prázdnych 
buniek, čo vytvára neakceptovateľné  nároky na ich uloženie. Je síce možné použiť niektoré techniky 
kompresie, ale tieto techniky čiastočne obmedzujú použitie prirodzeného indexovania, ktoré vytvára 
hlavnú výhodu pri použití MOLAP.  
3.5.2.1 Výhody MOLAP 
MOLAP poskytuje vysokú výkonnosť dopytov vďaka optimalizovanému uloženiu  
a multidimenzionálnemu uloženiu dát. Ďalej poskytuje možnosť pre automatický výpočet 
agregovaných dát. Je veľmi kompaktný pre nízko dimenzionálne dátové množiny. Model 
multidimenzionýlnych polí umožňuje použitie techniky prirodzeného indexovania. 
3.5.2.2 Nevýhody MOLAP 
Nevýhody MOLAP spočívajú hlavne v slabej škálovateľnosti pre databázy s veľkým množstvom 





Hybridný OLAP je kombináciou MOLAP a ROLAP, pričom sa využívajú výhody jednotlivých typov 
úložísk a do značnej miery sa eliminujú nevýhody. Údaje zostávajú v relačných databázach 
a predpočítané agregácie sa ukladajú do multidimenzionálnych štruktúr. Pri dopytovaní sa údaje 
vyberajú do multidimenzionálnej pamäte cache. U hybridného riešenia relačná databáza ukladá 
množstvo detailných údajov a multdimenzionálny model rieši sumárne údaje. 
3.5.4 Schémy tabuliek ROLAP 
Konceptuálne modely reprezentujú dáta na najvyššej úrovni abstrakcie. Vychádzajú 
z multidimenzionálneho dátového modelu reprezentovaného dátovou kockou. Pri konceptuálnom 
modelovaní dátového skladu sa rozoznávajú tri druhy schém. 
3.5.4.1 Schéma hviezdy 
Schéma hviezdy je základnou schémou, z ktorej vychádzajú aj schémy ostatné. Obsahuje dva typy 
tabuliek – tabuľky faktov a tabuľky dimenzií. Každej tabuľke faktov prislúcha množina tabuliek 
dimenzií. Každá tabuľka faktov obsahuje zložený primárny kľúč pozostávajúci z cudzích kľúčov 
odkazujúcich na jednoduché primárne kľúče tabuliek dimenzií  spojených s danou tabuľkou faktov. 
Ďalej tabuľka faktov obsahuje aj jednotlivé metriky pre konkrétne kombinácie dimenzií. Tabuľka 
faktov je obvykle udržiavaná v tretej normálnej forme. Tabuľky dimenzií sú obvykle v druhej 
normálnej forme. Istý stupeň redundancie je žiadúci z dôvodu nižšej zložitosti dopytovania údajov 
v tabuľkách dimenzií. 
Schéma hviezdy môže obsahovať aj viacero tabuliek faktov. Táto potreba vzniká napríklad 
z dôvodu vzájomne nesúvisiacich faktov alebo z dôvodu rozdielnej periodicity nahrávania údajov. 
Viaceré tabuľky faktov sú aj spôsobom ako udržiavať v databáze niekoľko stupňov agregovaných dát. 
Napríklad môže ísť o tabuľky vyjadrujúce denný predaj, mesačný predaj a ročný predaj určitého 
výrobku. Vytváranie rôznych tabuliek pre rôzne stupne agregácie je bežný návrhový postup            
pre databázu dátového skladu. Potom je každý dopyt je asociovaný s príslušnou tabuľkou na danej 
úrovni. 
Schéma hviezdy je využívaná pre implementáciu multidimenzionálnej databázy s použitím 
relačnej databázy. Dopyty nad touto schémou zahrňujú operácie JOIN a selekcie nad tabuľkou faktov 
a jedným stupňom tabuliek dimenzií, bez ďalších nepriamych závislostí na ďalších tabuľkách 
dimenzií, ako je to typické pre schému snehovej vločky. 
 
Obrázok 3.10: Schéma hviezdy 
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3.5.4.2 Schéma snehovej vločky 
Schéma snehovej vločky je variáciou schémy hviezdy. Je charakteristická snahou udržiavať tabuľky 
dimenzií v tretej normálnej forme podobne ako tabuľky faktov.  Tento systém vytvára nové závislosti 
medzi tabuľkami dimenzií ale odstraňuje redundanciu v týchto tabuľkách. Tabuľky faktov sú             
v porovnaní  so schémou hviezdy bez zmeny.  
 
 
Obrázok 3.11: Schéma snehovej vločky 
 
Normalizácia zvyšuje počet tabuliek, ktoré musia byť spojené za účelom vykonania dopytu ale 
redukuje priestor potrebný pre uloženie dát a počet miest, kde musia byť aktualizované zmeny 
v dátach. Z pohľadu výhodnosti tohto modelu z hľadiska šetrenia dátového priestoru je potrebné brať        
do úvahy aj fakt, že tabuľky dimenzií sú obvykle malé v porovnaní s tabuľkami faktov. Potom je 
úžitok z úspory priestoru veľmi malý.  
Rozhodnutie, či uprednostniť schému hviezdy alebo schému snehovej vločky, môžu ovplyvniť 
najmä možnosti dopytovacích nástrojov, ktoré budú použité. Schéma hviezdy by mala byť použitá 
v prípade použitia nástrojov, ktoré nútia užívateľa pracovať s tabuľkami na najnižšej úrovni a vtedy 
keď je väčšina dopytov jednoduchá.  Schéma snehovej vločky je vhodná v prípade, že sú dostupné 
sofistikovanejšie nástroje pre dopytovanie, ktoré odbremeňujú užívateľov od nutnosti pracovať 
priamo so štruktúrami tabuliek a v prípade použitia zložitých komplexných dopytov s viacerými 
kritériami.  
3.6 OLAP reporty 
Pre vizualizáciu OLAP reportov nevystačíme s klasickými formami tabuliek. Dôvod spočíva v použití 
multidimenzionálneho dátového modelu. Či už pracujeme s technológiou OLAP na relačnej alebo 
multidimenzionálnej úrovni implementácie, konceptuálne sa jedná o multidimenzionálnu analýzu dát, 
založenú na zobrazovaní agregovaných údajov podľa viacerých dimenzií. Aby sme boli schopní 
vizualizovať dátovú kocku, reprezentujúcu multidimenzionálny dátový model OLAP, je nutné využiť 
špeciálnu formu tabuliek, ktorá dokáže vizuálne interpretovať viacdimenzionálny pohľad na dáta 
v dvojrozmernom zobrazení tabuľky. V praxi sa stretávame s dvoma druhmi takýchto tabuliek [22]: 
 Dynamické tabuľky Vena.  
 Kontingenčné tabuľky Microsoft. 
Jedná sa o interaktívne tabuľky, ktoré poskytujú užívateľovi možnosti využitia OLAP operácií 
intuitívnym spôsobom a prehľadne zobrazovať výsledky týchto operácií.  
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3.6.1 Kontingenčné tabuľky 
Kontingenčné tabuľky umožňujú tvorbu dynamických OLAP reportov. Hodnoty OLAP analytickej 
kocky sú zobrazované v štruktúre tabuľky. Každá bunka tabuľky so súradnicami (x,y) zodpovedá 
agregovanej hodnote tabuľky faktov a to pre hodnotu dimenzie x a dimenzie y. Štruktúra 
kontingenčnej tabuľky je na obrázku 3.12. Obsahuje tri bázové dimenzie – Reseller ako riadková 
dimenzia tabuľky, Calendar Quarter of Year ako stĺpcová dimenzia  a dimenzia Geography ako 
stránková dimenzia. Hodnoty tabuľky predstavujú meradlo z tabuľky faktov reprezentujúcej sumy 
predajov.  
 
Obrázok 3.12: Kontingenčná tabuľka 
 Kontingenčné tabuľky sú významne využívané v tabuľkových procesoroch. V produkte 
Microsoft Excel 2007 nájdeme priamu podporu pre ich vytváranie. Údaje pre tabuľku je možné získať 
aj z OLAP databáz, napr. Microsoft SQL Server 2008. Následne je možné vkladať dimenzie a fakty 
do tabuľky výberom príslušných tabuliek z OLAP databázy. Takto môžeme vytvárať rôzne druhy 
reportov a prispôsobovať ich našim potrebám. Pre prehľadnejšie zobrazovanie agregovaných údajov 
je možné využiť aj možnosti ich zobrazenia vo forme kontingenčných grafov, ktoré nám môžu 
poskytnúť alternatívny pohľad na údaje v reporte. Príklad kontingenčnej tabuľky a kontingenčného 
grafu vytvorených v produkte Microsoft Excel 2007 je na obrázku 3.13 . Tabuľka obsahuje súčtové 
hodnoty predaja tovaru zobrazené podľa miesta predaja a doby ich predaja. Kontingenčný graf  
vo forme koláčového grafu zobrazuje súčtové hodnoty v prehľadnej forme. 
3.6.1.1 OLAP operácie nad kontingenčnou tabuľkou 
Nad kontingenčnou tabuľkou môžeme vykonávať všetky najznámejšie OLAP operácie. 
Samozrejmosťou je podpora hierarchického zobrazenia dimenzií, a teda operácií roll-up a drill-down. 
Pomocou týchto operácií tabuľka zobrazuje agregované údaje na rôznej úrovni granularity dimenzie. 
Na  obrázku 3.14 vidíme kontingenčnú tabuľku s riadkovou dimenziou Product. Táto dimenzia je 
zobrazená na hierarchickej úrovni Subcategory t.j. podkategória produktov. Pomocou tlačidiel  a – 
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je možné prechádzať medzi úrovňou Subcategory a Category alebo sa zanoriť  hlbšie v hierarchii 
produktov až ku konkrétnym typom produktov. 
Operácia pivot vykonáva presun dimenzií x a y, prípadne umožňuje vykonať zmenu ich poradia 
v hierarchii.  
 
Obrázok 3.13 Kontingenčná tabuľka a kontingenčný graf 
Slice & dice operácie je možné špecifikovať využitím filtrov pre redukciu počtu zobrazovaných 
údajov, prípadne priamou redukciou dimenzionality tabuľky.  
 
Obrázok 3.14: Roll-up a drill-down v kontingenčnej tabuľke 
3.6.2 Jazyk MDX 
Kontingenčná tabuľka nie je jediný spôsob, akým možno pre OLAP databázy generovať reporty. 
Ďalšou možnosťou je využitie jazyka MDX (MultiDimensional eXpressions). Ide o dopytovací jazyk 
podobný jazyku SQL. Bol však vytvorený ako jazyk pre definíciu a dopytovanie 
multidimenzionálnych dát OLAP databáz. Pomocou syntaxe jazyka je možné dopytovať tabuľky 
dimenzií a faktov a vytvárať statické OLAP reporty. Dopyt nad OLAP databázou môže vyzerať 
nasledovne:  
SELECT NON EMPTY { [Measures].[Reseller Sales Amount] } ON COLUMNS, NON EMPTY { 
([Date].[Calendar].[Calendar Year].ALLMEMBERS * [Reseller].[Reseller 
Bank].[Reseller].ALLMEMBERS ) } DIMENSION PROPERTIES MEMBER_CAPTION, 
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MEMBER_UNIQUE_NAME ON ROWS FROM ( SELECT ( { [Reseller].[Business Type].&[Specialty 
Bike Shop] } ) ON COLUMNS FROM [Adventure Works]) WHERE ( [Reseller].[Business 
Type].&[Specialty Bike Shop] ) CELL PROPERTIES VALUE, BACK_COLOR, FORE_COLOR, 
FORMATTED_VALUE, FORMAT_STRING, FONT_NAME, FONT_SIZE, FONT_FLAGS 
 
Obrázok 3.15: Query Builder v produkte MS Visual Studio 2008 
Dopyt uvedený v príklade, špecifikuje, aké dimenzionálne tabuľky a k nim prislúchajúcu 
tabuľku faktov, chceme z databázy získať pre report. V tomto prípade sa jedná o tabuľku faktov 
Resseler Sales Amout a dimenzie Reseller s definovaným filtrom pre typ predajcu Specialty Bike Shop 
a dimenziu Date so zobrazením Calendar Year.  
 






Nástroje umožňujúce tvorbu reportov z OLAP databáz, často obsahujú nástroj pre vytváranie 
MDX dopytu formou grafického výberu príslušných tabuliek. Ide o tzv. Query Builder. Tento nástroj 
uľahčuje užívateľom definíciu dát, ktoré chcú zahrnúť do reportov. Jedná sa nielen o špecifikáciu 
tabuliek, ale taktiež napríklad filtrov nad jednotlivými tabuľkami. Príklad nástroja Query Builder 
využitého v produkte MS Visual Studio 2008 je na obrázku 3.15. Nástroj vygeneruje po špecifikácii 
príslušný MDX dopyt, a ten sa použije pre získanie dát uplatnených v reporte.  
Po vytvorení príslušného MDX dopytu je následne možné vygenerovať statický report. 
Statický report môže mať podobu obrázku, pdf súboru alebo môže byť uložený vo formáte vhodnom 
pre využitie v tabuľkových a textových procesoroch.  Príklad vygenerovaného statického reportu je 


































4 Produkty pre OLAP analýzu 
a reporting 
V tejto kapitole sa zameriame na produkty, ktoré v sebe integrujú nástroje, umožňujúce vykonávať 
OLAP analýzy a tvorbu reportov. Všeobecne sa jedná o nástroje Business Intelligence, ktoré sú 
integrované do produktov, ktoré obsahujú nástroje pre data warehousing, reporting, OLAP analytical 
processing, data mining atď. V tejto kapitole objasníme architektúru nástrojov BI pre produkty, ktoré 
majú najväčšie zastúpenie na trhu s riešeniami BI. Jedná sa o Microsoft SQL Server, Oracle Business 
Intelligence a IBM Cognos BI. 
4.1 MS SQL Server 
Microsoft po viacerých akvizíciách produktov vytvoril konsolidovanú platformu BI. Tá je postavená 
na databázovom serveri MS SQL Server 2008 a je sprístupnená prostredníctvom produktov súpravy 
Microsoft SharePoint Server 2007, do ktorého boli integrované aj analytické a prezentačné 
funkcionality dostupné v produktoch Microsoft Office PerformancePoint Server. Implementáciu BI 
na platforme MS SQL Serveru môžeme na najvyššej hierarchickej úrovni rozdeliť na tri čiastočne 
nezávislé a čiastočne na seba nadväzujúce bloky: 
 Integračné služby, 
 analytické služby, 
 reportovacie služby. 
Podrobnejšie si predstavíme analytické a reportovacie služby, keďže integračné služby 
nesúvisia priamo s témou diplomovej práce. 
4.1.1 Architektúra reportovacích služieb 
Architektúra reportovacích služieb sa skladá z niekoľkých vrstiev. Základnú vrstvu tvorí MS SQL 
Server Catalog, čo je databáza pod správou MS SQL Servera. Dáta v tejto databáze využíva Report 
Server pre ukladanie metadát, definícií reportov a pod. Nad vrstvou Report Server je vrstva 
primárnych aplikačných rozhraní. Ide o rozhranie webových služieb, ktoré zabezpečuje interakciu 
užívateľa s Report Serverom prostredníctvom komponentu Report Manager. Pomocou Report 
Managera užívatelia môžu prehliadať, vytvárať reporty, ale aj spravovať dátové zdroje 
a bezpečnostné nastavenia. Bezpečnostná politika je založená na systéme rolí, ktoré môžu byť 
priradené napr. reportom, dátovým zdrojom, adresárom a pod. Okrem webových služieb je možné 
pristupovať k Report Server Catalogu aj prostredníctvom WMI rozhrania, ktoré je sprístupnené 
pomocou technológie RPC (Remote Procedure Call). Umožňuje správu nastavení a konfigurácie 
reportovacích služieb.  
Reportovacie služby MS SQL servera sprístupnené nástrojmi MS Visual Studio 2008 alebo 
Business Inteligence Development Studio 2008 sa skladajú z nasledujúcich komponentov: 
 Report Server – Serverový komponent, ktorý zahŕňa webové a reportovacie služby. 
 Report Model Designer – Nástroj umožňujúci tvorbu modelov reportov. 
 Report Designer – Vizuálny nástroj umožňujúci tvorbu reportov.  
 Report Manager – Nástroj pre správu a prehliadanie reportov. 
 Report Builder – Komponent zabezpečujúci vytvorenie a uverejnenie reportu. 
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Z týchto nástrojov je dôležité spomenúť nástroj Report Model Designer, ktorý umožňuje 
tvorbu modelov reportov, ktoré budú podrobnejšie popísané v nasledujúcej kapitole. 
 
 
Obrázok 4.1: Architektúra reportovacích služieb MS SQL Server (prevzaté z [11]) 
4.1.1.1 Metadáta reportov 
Metadáta o návrhovej štruktúre reportu sú uložené vo formáte XML dokumentu v špeciálnom 
definičnom jazyku RDL (Report Definition Language) – jazyku pre návrh reportov. Tento XML 
dokument obsahuje nasledujúce typy informácií: 
 Dáta a dátové zdroje – Obsahuje štruktúru dát a informácie ako požadované dáta získať 
(najčastejšie vo forme SQL dopytov). 
 Návrhová schéma – Obsahuje informácie, v akej forme sa budú dáta prezentovať. 
 Vlastnosti – Obsahuje vlastnosti reportov a jednotlivých prvkov. 
4.1.2 Architektúra analytických služieb 
Jadrom architektúry analytických služieb MS SQL Server je komponent AMO (Analysis Management 
Objects), ktorý zabezpečuje prístup k zdrojovým súborom obsahujúcim definície OLAP objektov. 
Tieto zdrojové súbory sú uložené vo formáte XML. K správe databáz, analytických služieb a 
objektov BI slúži aplikácia MS SQL Server Management Studio. Pre vytváranie objektov BI slúži 
aplikácia MS Visual Studio 2008 alebo Business Intelligence Development Studio 2008. AMO 
knižnica analytických objektov posiela požiadavky na Analysis Server, ktorý zabezpečuje analytické 
služby. Obsahuje podporu pre všetky druhy uloženia OLAP údajov – MOLAP, ROLAP, HOLAP. 
Obsahuje taktiež modul pre MDX1 dopytovanie.  
Rozhranie zabezpečujúce interakciu užívateľa so serverom zabezpečuje systémové rozhranie 
XML/A (XML for Analysis). Jeho úlohou je odosielať požiadavky XML/A na analytické služby MS 
SQL Serveru a interpretovať XML/A odpovede. Staršie verzie obsahovali aj podporu rozhrania 
ODBO (OLE DB for OLAP), ktorého transformáciu na XML/A je možné na strane klienta zabezpečiť 
pomocou špeciálneho ovládača pre zabezpečenie kompatibility so staršími aplikáciami využívajúcimi 
toto rozhranie. Výhoda XML/A rozhrania spočíva najmä v jeho nezávislosti na platforme a na 
operačnom systéme, keďže pracuje s tenkým klientom a s využitím protokolov HTTP (Hypertext 
Transfer Protocol) a SOAP (Simple Object Access Protocol). Medzi nevýhody ale patrí pracnosť pri 
zostavovaní príkazov a interpretáciách odpovedí. Pre zostavovanie príkazov sa používajú objektové 
                                                     
1 Skratka pre Multidimensional Expressions – dopytovací jazyk obsahujúci špecializovanú syntax pre dopytovanie  
a manipuláciu multidimenzionálnych dát uložených v dátových OLAP kockách.  
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knižnice AMO (Analysis Management Objects) pre správu servera a ADOMD.NET1 pre získavanie 
dát. ADOMD.NET využíva menný priestor Microsoft.AnalysisServices.Adomd.Client.  
4.2 Oracle Business Intelligence 
Oracle okrem poskytovania významného OLTP databázového systému Oracle 11g, vytvoril novú 
platformu BI, ktorá zahŕňa celú šírku nástrojov, potrebných pre vybudovanie dátového skladu, 
možnosti OLAP analýz a ďalších. Táto súprava produktov je prepojená s nástrojmi Oracle Hyperion 
zameranými na Enterprise Performance Management. Jej súčasťou je aj Hyperion Essbase. Jedná sa    
o   multidimenzionálny databázový systém, ktorý poskytuje multdimenzionálnu databázovú platformu 
pre budovanie analytických aplikácií. 
4.2.1 Architektúra Oracle BI 
Architektúra produktu Oracle Business Intelligence je založená na trojvrstvovom modeli. Najnižšiu 
vrstvu tvoria dátové zdroje. Riešenie Oracle poskytuje pre potreby BI databázový systém Oracle, 
v súčasnosti vo verzii 11g. Tento systém v sebe integruje technológie, potrebné pre vybudovanie 
dátových skladov (Oracle Warehouse Builder), OLAP databáz (Oracle OLAP), prípadne data 
miningu. Samozrejmosťou je aj možnosť využitia alternatívnych databázových systémov na trhu. 
Strednú vrstvu tvorí Oracle BI Server. Podobne ako produkt MS SQL Server obsahuje zjednodušený 
a unifikovaný dimenzionálny model. Úložisko metadát obsahuje unifikované metadáta pre dáta 
získané z rôznych dátových zdrojov. Tento model zabraňuje redundantnému ukladaniu údajov 
a umožňuje ich jednotné spracovanie užívateľmi na vyššej úrovni abstrakcie dimenzionálneho 
modelu. Oracle BI Server takisto zabezpečuje spracovanie užívateľských  požiadaviek                      
na reportovacie služby. Reportovacie služby sú zabezpečené poslednou vrstvou architektúry. 
Možnosti pre vizualizáciu a publikovanie výsledkov OLAP analýz sú rôznorodé a poskytované 
niekoľkými nástrojmi – Oracle BI Publisher, Oracle Interactive Dashboards a Oracle Answers: 
 Oracle BI Publisher – Tvorba reportov a ich publikovanie.  
 Oracle Interactive Dashboards – Tvorba personalizovaných dashboardov. 
 Oracle Answers – Tvorba grafov, pivot tabuliek na základe ad-hoc analýz. 
 
 
Obrázok 4.2:  Architektúra Oracle BI (prevzaté z [12]) 
                                                     
1 Skratka pre ActiveX® Data Objects Multidimensional – nástroj implementujúci protokol medzi OLAP serverom a 
klientskou aplikáciou využívajúcou OLAP analýzu. 
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4.2.1.1 Oracle OLAP 
Oracle OLAP prináša do databázového systému nasledujúce rozšírenia: 
 Možnosti pre ukladanie multidimenzionálnych dát. Multidimenzionálne dátové typy sú 
uložené v databáze v LOB1 dátových štruktúrach.  
 Multidimenzionálny výpočtový model. 
 JAVA vývojový rámec. 
 Rozšírenie jazyka SQL pre prácu s multidimenzionálnymi dátovými typmi. 
 Rozšírenie vrstvy metadát o špeciálnu vrstvu OLAP špecifických metadát – OLAP Catalog. 
Oracle OLAP umožňuje spracovanie dát podľa ROLAP aj MOLAP dátového modelu. ROLAP  
využíva databázovú schému hviezdy a sumárne dáta sú ukladané prostredníctvom materializovaných 
pohľadov tzv. materialized views. MOLAP využíva špeciálne dátové štruktúry nazvané Analytic 
Workspace Cubes. Tieto dátové kocky sú uložené v databáze vo forme viacrozmerných polí, 
vyhľadávanie prebieha pomocou jednoduchej operácií násobenia a sčítania, čo umožňuje rýchly 
prístup k sumarizovaným údajom. Aplikácia Analysis Workspace Manager umožňuje vytváranie a 
manipuláciu s multidimenzionálnymi dátami uloženými v Analytic Workspace (AW). Takisto 
umožňuje ukladanie AW do súborov XML.  Alternatívou je využitie jazyka OLAP DML language, 
ktorý umožňuje vytvoriť a  analyzovať dáta v AW bez nutnosti použitia SQL, Javy prípadne iných 
nástrojov. 
4.3 IBM Cognos BI 
Spoločnosť IBM zvýraznila svoju pozíciu v oblasti BI rozšírením svojich služieb v oblasti OLTP 
databáz (DB2, Informix) o platformu nástrojov BI Cognos. Ide o integrovaný produkt postavený          
na jednotnej, univerzálnej a otvorenej SOA (Service Oriented Architecture) architektúre. Umožňuje 
nasadenie v podnikovom prostredí s dostupnosťou používateľských webových rozhraní a je možné ho 
integrovať do širokého spektra riešení ponúkaných na trhu [15]. 
4.3.1 Architektúra IBM Cognos 8 BI 
Architektúra webových služieb umožnila vytvoriť spoločný škálovateľný model architektúry, 
pozostávajúci z troch vrstiev – dátovej, aplikačnej a prezentačnej vrstvy (obrázok 4.3). 
Dátová vrstva prináša otvorený prístup k spracovaniu dát. Umožňuje kombinácie rôznych 
dátových zdrojov a ich spracovanie vďaka spoločnému metadátovému modelu. Pracuje 
s najrozšírenejšími databázovými systémami ako Oracle Database, MS SQL Server, IBM DB2, ale 
takisto pracuje aj so zdrojmi z externých súborov napr. XML. Model metadát taktiež obsahuje 
podporu pre viacjazyčné spracovanie výstupu, či už vo forme reportov alebo analýz OLAP, kde         
na základe užívateľových jazykových preferencií pripraví výstup v príslušnom jazyku. 
Aplikačná vrstva obsahuje komponent Query engine, ktorý spracúva požiadavky                   
od užívateľov pre potreby reportingu, analýz, manažmentu udalostí atď. Tento komponent umožňuje 
unifikovaný prístup k dátam, či už relačných alebo multidimenzionálnych databáz, a to aj vďaka 
využitiu spoločného modelu metadát.  
Prezentačná vrstva je založená na princípe tenkého klienta. Tá umožňuje vykonávať všetky 
úkony v rámci webového prehliadača. Prezentačná vrstva obsahuje totiž používateľské aj správcovské 
rozhrania, vrátane nástrojov pre tvorbu obsahu, ako napr. analýza dát alebo tvorba komplexných 
zostáv a reportov.  
                                                     
1 Skratka pre Large Object – jedná sa o dátový typ Oracle databáz, určený pre ukladanie neštruktúrovaných dát. 
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Reportovacie a analytické služby sú dostupné prostredníctvom aplikácie Framework Manager, 
ktorá je zložená z niekoľkých nástrojov: 
 Query Studio – Ide o nástroj pre jednoduché reportovanie vďaka možnostiam použitia šablón 
na vytvárané dopyty. Dopytovacie možnosti dopĺňa aj použitie filtrov a možnosti ich 
reťazenia. 
 Report Studio – Umožňuje tvorbu reportov nad relačnými aj multidimenzionálnymi 
databázami a aj OLAP dátovými zdrojmi. Poskytuje rôzne možnosti vizualizácie ako napr. 
krížové tabuľky, dynamické reporty s využitím drill-through, dashboardy a rôzne typy grafov.  
 Analysis Studio – Je výhradne určené pre OLAP analýzu dát. Poskytuje možnosti pre analýzu 
ako napr. porovnávacia analýza, rozšírené triedenie a zoraďovanie, možnosť vytvárania 
filtrov a ich kombinácie atď. 
 
 
Obrázok 4.3: Architektúra IBM Cognos 8 BI (prevzaté z [21]) 
4.4 Porovnanie produktov  
Spoločným znakom opisovaných produktov je snaha o zjednotenie reportovacích a analytických 
služieb a vytvorenie unifikovanej metadátovej vrstvy, ktorá by umožňovala jednotné spracovanie 
reportov z klasických databáz, dátových skladov alebo multidimenzionálnych databáz. Všetky tri 
produkty podporujú tieto služby od fázy uloženia údajov v databázach rôznych typov, až po efektívne 
možnosti ich spracovania a výslednej prezentácie dát v rozličných formách. Čo sa týka použitia 
report modelu, zatiaľ je jeho použitie umožnené iba v produkte MS SQL Server. IBM Cognos 
poskytuje niektoré funkcionality, ako napr. viacjazyčné spracovanie, ktoré by mohli byť 

















5 OLAP report model 
V tejto kapitole si objasníme význam pojmu OLAP report model. Ukážeme si jeho použitie 
v produkte MS SQL Server a  vytvoríme návrh metamodelu report modelu, ktorý bude využitý 
v implementačnej časti diplomovej práce. Objasníme si nástroje a postupy potrebné pre vytvorenie 
metamodelu pomocou jazyka XML a využitie databázových metadát pre návrh metamodelu reportu. 
5.1 Definícia report modelu 
Report model je možné definovať ako užívateľsky prívetivý popis dát získaných z databázových 
zdrojov s preddefinovanými dátovými vzťahmi a automaticky generovanými dopytmi. Podľa [16] je 
model reportu  kolekcia entít a ich vzťahov (rolí), ktoré korešpondujú s entitami a  vzťahmi medzi 
procesmi a biznis funkciami reálneho sveta. Entity je možné charakterizovať ako logické zoskupenie 
atribútov a dátových vzťahov. Príkladom môže byť entita Produkty a jej vzťah napr. k entite Predaje. 
Report model teda vytvára nadstavbovú, na databázovej vrstve nezávislú vrstvu, obsahujúcu metadáta 
pre samotné reporty, ktoré obsahujú informácie o mapovaní databázových tabuliek a pohľadov          
na koncepty zrozumiteľné koncovým biznis užívateľom. Dobre navrhnutý model reportu by potom  
mal obsahovať vhodné informácie, ktoré biznis užívatelia chcú do reportu zahrnúť. 
Zmysel report modelu je zbaviť návrhárov reportov potreby znalosti danej databázovej schémy 
a dopytovacieho jazyka nad databázou. Preto report modely spracúvajú dopyty nad dátami, 
konektivitu a autentifikáciu pre dátové zdroje, výrazy a funkcie, dátové filtre a rôzne doplňujúce 
parametre. Využitie modelu reportu môže spočívať aj v jeho využití ako medzivrstvy, ktorá špecifikuje 
obmedzenia pre prístup k dátovým zdrojom a objektom na základe systému bezpečnostných rolí 
užívateľov, ktorí  daný report model využívajú. Potom je možné obmedziť užívateľov v reportovaní 
len takých údajov, ktoré spadajú do ich kompetencií, napr. údaje o predaji dostupné len pre manažéra 
predaja a pod.  
5.2 Report model v produkte MS SQL Server 
2008 
Produkt MS SQL Server obsahuje v rámci aplikácie Business Intelligence Development Studio 
(BIDS), ktorá je súčasťou MS SQL Servera, nástroje pre tvorbu modelov reportov. Tieto nástroje 
umožňujú tvorbu, editáciu, publikovanie modelov reportov a ich následné využitie pre tvorbu 
samotných reportov. Umožňujú vytváranie modelov nad rôznymi databázovými zdrojmi, či už 
relačnou databázou, ale aj pre multidimenzionálne OLAP databázy. Zahrňuje aj podporu tvorby 
modelov reportov pre konkurenčný databázový systém  Oracle, a to od verzie 9i. Report model 
vytvorený týmito nástrojmi pozostáva z týchto troch častí: 
1. Sémantický model – Obsahuje biznis model dát reprezentovaný pojmami reálneho sveta, ako 
napr. Produkt, Zákazník a pod. 
2. Fyzický model – Obsahuje fyzický popis databázy s voliteľnými transformáciami. 
3. Mapovací model – Mapuje sémantický model na fyzický – prepája sémantické objekty 
s korešpondujúcimi fyzickými objektmi. 
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5.2.1 Nástroje pre tvorbu report modelov v produkte MS SQL 
Server 
Databázoví špecialisti môžu pre tvorbu report modelov v rámci produktu MS SQL Server využiť 
nástroje BIDS Model Designer, Report Manager prípadne SharePoint Services. Model Designer 
umožňuje jednoduché vytváranie modelov reportov nad relačnými databázami. Report Manager 
pridáva možnosti pre generovanie modelov reportov z multidimenzionálnych OLAP databáz MS SQL 
Servera, prípadne z databáz Oracle.  
Model Designer je aplikácia pre definovanie, editovanie a publikovanie report modelov. Postup 
tvorby modelu zahŕňa tri kroky: 
1. Definícia zdroja dát (Data Sources) – Definuje databázový zdroj, z ktorého budeme 
získavať dáta pre report model. Je možné využiť aj viacero dátových zdrojov súčasne. 
2. Definícia pohľadu na dáta (Data Source Views) – Definuje databázové objekty z dátového 
zdroja, ktoré budú využité v rámci report modelu. Dátový pohľad poskytuje jednotné a 
unifikované metadáta tabuliek a pohľadov, ktoré využívame pre tvorbu report modelu. 
3. Vytvorenie report modelu (Report Models) – Po výbere pohľadu na dáta, z ktorého 
budeme report model generovať, nasleduje  výber pravidiel pre generovanie metadát reportu. 
Množina pravidiel obsahuje možnosti pre výber entít, ktoré sa vytvoria z databázových 
tabuliek, a ktoré budú zahrnuté do modelu. Ďalej je možné zvoliť pravidlá pre vytvorenie 
agregačných funkcií pre numerické atribúty entít, pravidlá pre tvorbu rolí a pod. 
Po vytvorení reportu modelu je možné model ďalej editovať a pridávať pre jednotlivé entity 
bezpečnostné filtre, výrazy, prípadne definovať nové vzťahy čiže roly medzi entitami. Bezpečnostné 
filtre umožňujú selektívny výber položiek pre zobrazenie užívateľom s rôznymi biznis rolami. Takto je 
možné definovať bezpečnostnú politiku zobrazovania údajov z modelu reportu pre tvorcov reportov, 
ktorí daný model využívajú. Výrazy umožňujú definovať odvodené atribúty entít na základe SQL 
výrazu, ktorý definuje akým spôsobom bude odvodený atribút vytvorený. Výhoda v ich použití 
spočíva v možnosti definovať dodatočné atribúty, bez modifikácie podriadených databázových 
tabuliek a dátových zdrojov. Vzťahy sú obvykle definované podľa vzťahov definovaných                 
na databázovej úrovni, kde sú reprezentované cudzími a primárnymi kľúčmi. V modeli reportu je 
možné dodatočne špecifikovať ďalšie vzťahy prípadne niektoré z nich zneplatniť. Vzťahy sú 
definované aj kardinalitami. Všeobecne sa jedná o kardinality typu 1:1, 1:M, M:M. 
Po uložení modelu je možné ho umiestniť do repozitáru Report Serveru. Užívatelia následne 
môžu prostredníctvom webového rozhrania aplikácie Report Manager pristupovať k tomuto 
repozitáru a pracovať s modelom reportu.  Pre tvorbu samotných reportov sa využíva nástroj Report 
Builder, ktorý umožňuje tvorbu reportov aj z modelov reportov. 
5.3 Klasifikácia report modelov 
Z hľadiska využívania report modelov v produktoch pre analýzu a reporting môžeme modelovanie 
reportov a ich využitie pre tvorbu reportov rozdeliť do niekoľkých kategórií [17]: 
 Ad-hoc reporting – Všeobecné možnosti pre reporting, bez definovaných obmedzení      
na zobrazované údaje, bez existencie report modelu.  
 Microsoft Report model – špecifikuje report model, ktorý je však podstatou príliš všeobecný 
a umožňuje nad jedným modelom reportu vybudovať množstvo reportov. 





Obrázok 5.1: Schéma rozdelenia report modelov (prevzaté z [17])  
5.4 Návrh metamodelu OLAP report modelu 
V aplikácii Report Model Designer  v produkte od firmy Microsoft, je pre reprezentáciu a ďalšie 
spracovanie využitá reprezentácia report modelu vo formáte XML. Tento štandard poskytuje dobré 
možnosti pre štruktúrovaný popis dát, ich prenositeľnosť, prípadne transformáciu.  
Keďže vhodnou formou reprezentácie report modelu je formát XML, použijeme pre tvorbu 
metamodelu report modelu jazyk pre popis metadát XML dokumentov – XML  Schema. XML 
Schema poskytuje možnosti pre reprezentáciu metadát databázy, ktoré budú obsiahnuté v rámci report 
modelu. Jedná sa o databázové tabuľky a ich stĺpce, ale aj integritné obmedzenia, ako napr. 
referenčná integrita. Takisto nám umožní špecifikovať metadáta pre OLAP a ďalšie metadáta report 
modelu, ako  napr. špecifikácia užívateľských rolí, dátových kategórií a pod.  
Kompletný návrh report modelu si ukážeme na príklade vzorového XML súboru. Metamodel 
daného XML vo formáte XSD a kompletný report model vo formáte XML je možné nájsť           
v prílohe D. 
5.4.1 Reprezentácia metadát databázovej schémy 
Metadáta databázovej schémy tvoria základnú časť report modelu. Obsahuje databázové tabuľky 
reprezentované v modeli pod pojmom entita, ktoré chceme v modeli reportu využívať. Jedná sa o tie 
tabuľky, ktoré budú použité pri samotnej tvorbe reportu. Stĺpce tabuľky sú v modeli reprezentované 
ako atribúty entít. Takisto bude model obsahovať len tie atribúty, ktoré sú potrebné pre daný report 
model. Každá databázová tabuľka môže obsahovať integritné obmedzenia. Tie sú v modeli takisto 
zahrnuté. Sú reprezentované špeciálnymi atribútmi entít.  
Databázové tabuľky sú v modeli reprezentované značkami <entity>. Obsahujú vnorené 
značky <attribute>, ktoré reprezentujú stĺpce príslušných tabuliek. Pre reprezentáciu integritných 
obmedzení a teda primárnych a cudzích kľúčov, sú využité atribúty elementu <attribute> 
isPrimaryKey, isUniqueKey, foreignKey. Prvé dva atribúty sú dátového typu boolean. 
Atribút foreignKey je dátového typu IDREF1 a obsahuje odkaz na atribút s primárnym kľúčom 
odkazovanej entity. Každá entita a jej atribúty sú identifikovateľné na základe atribútu id, ktorý je 
dátového typu ID a je v rámci dokumentu pre každý element unikátny.   
 
                                                     
1 Dátový typ špecifikovaný v jazyku SGML pre definíciu typov dokumentov DTD (Document Type Definition). V DTD 
špecifikuje ID  dátový typ atribútu elementu, kde tento atribút určuje unikátnosť elementu v rámci dokumentu. Atribút 
IDREF špecifikuje odkazovanie na unikátny atribút. 
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<entity id=”EProducts1001” name="TProducts"> 
<attributes> 
 <attribute id=”IDProductNumber01” name="ProductNumber" dataType="string"       
 isPrimaryKey="true"/> 
 <attribute name="ProductName" dataType="string"/> 
 <attribute name="ProductWeight" dataType="float"/> 
 <attribute name="ProductRating" dataType="float"/> 
 <attribute name="Subcategory" dataType="int" foreignKey="IDSubcategoryNumber" /> 
</attributes> 
</entity> 
5.4.2 Zástupný názov 
Po získaní metadát z databázy prevezmú entity názvy podľa názvu príslušných tabuliek v databáze. 
Tvorcovi reportu však report model môže poskytnúť názov, ktorý výstižnejšie popisuje biznis entitu, 
ktorú daná tabuľka reprezentuje.  Pri tvorbe modelu reportu by malo byť preto umožnené definovať 
zástupný názov entity. Možnosti premenovania sa týkajú aj atribútov entít. Túto funkcionalitu nám 
zabezpečí atribút alias elementov <entity> a <attribute>. 
<entity name="TProductsSubcategory" alias = "Products Subcategory"> 
5.4.3 Dátové filtre 
Pri tvorbe reportov môže užívateľ požadovať preddefinované možnosti dátových filtrov. Tie mu 
umožnia nad tabuľkami zobrazovať rôzne podmnožiny údajov obsiahnuté v tabuľke, nad ktorou filter 
aplikujeme. Jedná sa o podmienku dopytu SQL, nad tabuľkou pre danú entitu, ktorá sa špecifikuje za 
klauzulou WHERE. V report modeli ich môžeme pre každú entitu definovať ľubovoľné množstvo. 
Vždy je dôležité, aby daný filter poskytoval význam z hľadiska biznis logiky danej entity.  
Dátový filter špecifikujeme v rámci elementu <entity> ako jeho subelement. Obsahuje 
atribút name, ktorý by mal reprezentovať význam daného filtra. Ďalej obsahuje atribút condition, 
ktorý špecifikuje podmienku, ktorá sa pripojí za klauzulu WHERE dopytu pre danú databázovú 
tabuľku. 
<dataFilter id="DataFilter01" name="Low_Weight" condition="< 1" onAttribute= 
"IDProductWeight" /> 
5.4.4 Agregačné funkcie 
Pokiaľ tvoríme report model nad databázou, ktorá neobsahuje predpočítané hodnoty agregovaných 
údajov, môžeme ich pomocou report modelu špecifikovať explicitne. Agregačné funkcie report 
modelu slúžia pre špecifikáciu typu funkcie, ktorá sa použije pre ľubovoľný numerický atribút. 
Týmto spôsobom môžeme špecifikovať pre reporty rôzne druhy prehľadov, obsahujúcich agregované 
údaje špecifikované danou funkciu nad určeným atribútom entity. 
Funkcie je možné špecifikovať pre entity obsahujúce numerické atribúty. Element 
<function> špecifikujúci danú funkciu obsahuje atribút name pre pomenovanie funkcie. Ďalej 
obsahuje atribút typeOfFunction, ktorý špecifikuje typ agregačnej funkcie. Jedná sa                 
napr. o funkcie sčítanie SUM alebo aritmetického priemeru AVG. Ďalším atribútom je 
groupByColumn, ktorý špecifikuje, ktorý atribút bude použitý pre zoskupovanie. Atribút 
onAttribute slúži ako odkaz na príslušný atribút entity, na ktorý sa má funkcia aplikovať. 
Posledným atribútom je groupByAttribute, ktorý špecifikuje agregačný atribút. 
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<function name="AvgProductsRating" typeOfFunction="AVG" 
groupByAttribute="ProductType" onAttribute="IDProductRating" /> 
5.4.5     Radenie položiek  
V report modeli môžeme určiť, podľa ktorých stĺpcov sa budú primárne radiť položky pre danú 
entitu.  Elementy <entity> preto môžu obsahovať atribúty orderByPrimary                                   
a orderBySecondary, ktoré obsahujú odkazy na príslušné atribúty entít, podľa ktorých sa vykoná 
operácia radenia. 
<entity name="TProducts" orderByPrimary="Weight" orderBySecondary“Type“ /> 
5.4.6 Vzájomné zobrazovanie dimenzií 
Pokiaľ vytvárame report model nad dátovým skladom, budú tabuľky v ňom obsiahnuté dvojakého 
typu – tabuľky  dimenzií a faktov. Tvorca reportu však nemusí nutne poznať, ktoré dimenzie 
vzájomne spolu súvisia. Preto report model umožní vytvoriť preddefinované štruktúry, obsahujúce 
dimenzie, ktoré vzájomne spolu tvoria zmysluplný kontext. Užívateľ tak má zjednodušenú prácu pri 
tvorbe OLAP reportov, keďže nemusí poznať vzťahy medzi jednotlivými tabuľkami.  
Entity umožňujú v takomto prípade možnosť definovať typ entity – entita dimenzie prípadne 
entita faktov. Pre tento prípad sa využíva atribút entity s názvom type, ktorý môže obsahovať hodnoty 
dimension prípadne fact. Pomocou subelementov elementu <OLAPcube> špecifikujeme entity 
dimenzií <dimensionEntity> a k ním prislúchajúcu entitu faktov <factEntity>. Využijeme nato 
odkazy na identifikujúce atribúty príslušných entít. Pre špecifikáciu grafického vzájomného 
zobrazenia dimenzií v reporte slúži atribút dimensionAxis, ktorý špecifikuje umiestnenie 
jednotlivých entít v tabuľkách reportu. 
<OLAPcubes> 
    <OLAPcube id="IDOLAP1" name="OLAP1"> 
      <dimensionEntity entityRef="EProducts" dimensionAxis="x"/> 
      <dimensionEntity entityRef="EGeography" dimensionAxis="y"/> 
      <dimensionEntity entityRef="EDate" dimensionAxis="z"/> 
      <factEntity entityRef="EAnnualSales"/> 
    </OLAPcube> 
</OLAPcubes> 
5.4.7 Konceptuálna hierarchia dimenzií 
Pomocou konceptuálnej hierarchie dimenzií je možné vytvárať hierarchické štruktúry tabuliek pre 
jednotlivé dimenzie, ktoré reprezentujú údaje na určitom stupni granularity. Pre možnosti report 
modelu môžeme špecifikovať explicitne, ktoré tabuľky danej dimenzie chceme do hierarchie zahrnúť. 
Takto môžeme pre jednotlivé dimenzie špecifikovať niekoľko možných hierarchických usporiadaní. 
Takéto vzťahy môžeme definovať iba pre entity dimenzionálneho typu.  
Každá hierarchia reprezentovaná elementom <hierarchy>, bude obsahovať informácie 
o entitách, ktoré do nej patria a informácie o ich vzájomnom prepojení. Entity budú pre jednotlivé 
hierarchie identifikované pomocou odkazu do elementu <entities>, kde sa nachádza príslušná 
entita. Vzťahy medzi tabuľkami budú reprezentované atribútmi rollUp a drillDown, ktoré budú 
špecifikovať, ktorá entita bude platná po vykonaní danej OLAP operácie. 
<hierarchy id="IDProductHierarchy" name="ProductHierarchy"> 
  <hierarchyEntity entityRef="EProductCategory"  
 rollUpEntityRef="EProductSubcategory" />            
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  <hierarchyEntity entityRef="EProductSubcategory" rollUpEntityRef=   
 "EProductCategory" drillDownEntityRef="EProducts" /> 
  <hierarchyEntity entityRef="EProductCategory" drilldownEntityRef=   
 "EProductSubcategory"/> </hierarchy> 
5.4.8 Užívateľské roly a dátové kategórie 
Jednou z možných aplikácií report modelu je aj špecifikácia užívateľských rolí a dátových kategórií. 
Užívateľské roly špecifikujú, ku ktorým entitám má tvorca reportu patriaci do danej roly prístup. 
Špecifikujeme ich v špeciálnom elemente <userRoles>, ktorý obsahuje odkazy na všetky entity, 
ktoré sú pre danú užívateľskú rolu prístupné. Dátové kategórie umožňujú logické zoskupenie entít, 
podľa potrieb tvorcov reportov. Sú špecifikované v elemente <dataCategories>, ktorý obsahuje 
jednotlivé kategórie obsahujúce odkazy na entity patriace do príslušnej kategórie. Systém 
odkazovania funguje obojsmerne, to znamená, že z modelu reportu je možné zistiť aj do ktorej 
kategórie daná entita patrí. Využíva sa nato atribút dátového typu xs:IDREFS, ktorý obsahuje 
zoznam všetkých kategórií, do ktorých daná entita patrí. Tento systém je aplikovaný aj pre ďalšie 
funkcie report modelu, ako sú hierarchie, dátové kocky a pod. 
<userRoles> 
    <userRole id="IDSalesManagement" name="SalesManagement"> 
      <userRoleEntity entityRef="EProducts"/> 
      <userRoleEntity entityRef="EAnnualSales"/> 
    </userRole>     
</userRoles> 
<dataCategories> 
    <dataCategory id="IDProductSales" name="ProductSales"> 
      <dataCategoryEntity entityRef="EProducts"/> 
      <dataCategoryEntity entityRef="EAnnualSales"/> 
    </dataCategory> 
</dataCategories>   
5.4.9 Dátové zdroje 
Report model obsahuje taktiež údaje o spôsobe prístupu k databáze, z ktorej budeme vytvárať report. 
Pomocou elementu <dataSource> a jeho atribútov špecifikujeme názov, verziu servera ale taktiež 
pripájací reťazec. 
<dataSource id = "IDOracleDataSource" name="OracleDataSource" 
databaseServer="Oracle11g" databaseCatalog="AdventureWorksDW" connectionString 














6 Návrh aplikácie 
Pred samotným popisom návrhu aplikácie bude ozrejmené postavenie vytváranej aplikácie z hľadiska 
nástrojov, potrebných pre kompletné vytvorenie reportu pomocou report modelu. Ďalšie časti kapitoly 
obsahujú návrh aplikácie pre vytváranie OLAP modelov reportov. 
6.1 Proces reportingu s využitím report modelu 
Na začiatku celého procesu je aplikácia Basic Model Creator, ktorá má za úlohu vytvorenie report 
modelu na základe metadát získaných z databázy. Report model je potom možné editovať aplikáciou 
Model Editor, prípadne ho pomocou aplikácie Report Creator využiť pre tvorbu samotného reportu, 
či už vo forme statického alebo dynamického reportu (obrázok 6.1). Aplikácia, ktorá bude 
implementovaná v rámci diplomovej práce bude reprezentovať aplikáciu Basic Model Creator. Ide 
teda o úvodnú fázu v procese budovania reportov nad report modelmi. 
 
Obrázok 6.1: Schéma nástrojov procesu vytvárania reportov z report modelov (prevzaté z [17]) 
6.2 Neformálna špecifikácia aplikácie 
Aplikácia, ktorá bude implementovaná v rámci diplomovej práce, má za cieľ vytvorenie report 
modelu na základe metadát, ktoré aplikácia získa z databázy. Report model bude vytvorený vo 
formáte XML, ktorý bude spĺňať špecifikáciu danú v jeho metamodeli. Metamodel je reprezentovaný 
dokumentom XML schema, ktorý bol vytvorený za účelom jednotnej reprezentácie report modelov 
vytvorených aplikáciou. Aplikácia po pripojení k databáze získa príslušné metadáta. Vykoná taktiež 
niekoľko automatických operácií, ktoré pomôžu tvorcovi report modelu pri jeho tvorbe. Ide napríklad 
o predikciu rozdelenia tabuliek na tabuľky faktov a dimenzií prípadne doplnenie vzťahov medzi 
tabuľkami na základe referenčnej integrity. Po úspešnom vykonaní týchto krokov ponúkne 
užívateľovi možnosť editácie týchto metadát a ich zahrnutie do report modelu. Taktiež ich môže 
využiť pre špecifikáciu ďalších metadát report modelu. Po vytvorení report modelu má užívateľ 
možnosť uložiť daný report model do súboru XML. Aplikácia daný súbor vytvorí a naplní ho dátami 
report modelu presne podľa špecifikácie užívateľa.  
6.3 Analýza požiadaviek na aplikáciu 




Obrázok 6.2: Use Case diagram 
6.3.1 Špecifikácia prípadov použitia 
6.3.1.1 Prípad použitia „Pripojenie k databáze“ 
ID: 1 
Názov: Pripojenie k databáze 
Popis: Aplikácia vytvorí pripojenie k zvolenému databázovému systému. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Aplikácia bola spustená. 
Následné podmienky: 1. Aplikácia zobrazí v informačnom paneli informácie o  databáze a 
pripojení – typ JDBC drivera, typ databázového systému a pod. 
Akcia pre spustenie: Užívateľ zvolí v hlavnom menu položku „File“ → „Create Report Model“ 
alebo v okne „Report Model Tree“ klikne pravým tlačidlom myši na hlavný 
uzol a zvolí z menu položku „Add“. 
Hlavný tok: 1. Kým nie sú korektne zadané vstupné textové reťazce: 
1.1. Užívateľ vyplní užívateľské meno, heslo, prihlasovací reťazec 
a zvolí typ databázového servera. 
1.2. Užívateľ zvolí tlačidlo „Connect“ 
2. Aplikácia vytvorí pripojenie k databázovému systému a umožní 




3. V informačnom paneli zobrazí aplikácia informáciu o úspešnom 
priebehu pripojenia spolu s informáciami o databáze. 
Alternatívny tok: Nevyplnenie vstupného poľa 
Nesprávne zadaný vstupný reťazec 
Výnimky: Storno 
Zlyhanie pripojenia k databázovému systému 
Frekvencia: Ojedinele 
Špeciálne požiadavky: Užívateľ musí poznať správny formát prihlasovacieho JDBC reťazca pre 
zvolený typ databázy, aplikácia zobrazuje pre dané vstupné textové pole 
pomocný reťazec s informáciou o správnom formáte vstupného reťazca. 
Alternatívne toky prípadu použitia „Pripojenie k databáze“ 
ID: 1-a1 
Názov: Pripojenie k databáze: Nevyplnenie vstupného poľa 
Popis: Aplikácia informuje užívateľa o dôvode nemožnosti pripojenia k databáze. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Jedno alebo viaceré vstupné polia boli nevyplnené. 
Následné podmienky: 1. Databázové pripojenie nebolo vytvorené. 
Akcia pre spustenie: Užívateľ zvolí tlačidlo „Connect“. 
Alternatívny tok: 1. Aplikácia informuje v informačnom paneli užívateľa o nemožnosti 




Názov: Pripojenie k databáze: Nesprávne zadaný vstupný reťazec 
Popis: Aplikácia informuje užívateľa o dôvode nemožnosti pripojenia k databáze. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Jedno alebo viaceré vstupné polia boli nesprávne zadané. 
Následné podmienky: 1. Databázové pripojenie nebolo vytvorené. 
Akcia pre spustenie: Užívateľ zvolí tlačidlo „Connect“. 
Alternatívny tok: 1. Aplikácia informuje v informačnom paneli užívateľa o nemožnosti 
pripojenia z dôvodu nesprávneho zadania vstupného poľa a navrhne 
postup nápravy. 
Výnimky prípadu použitia „Pripojenie k databáze“ 
ID: 1-v1  
Názov: Pripojenie k databáze: Storno 
Popis: Užívateľ ukončí prípad použitia. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Užívateľ nezvolil tlačidlo „Connect“. 
Následné podmienky: 1. Databázové pripojenie nebolo vytvorené. 
Akcia pre spustenie: Užívateľ zvolí tlačidlo „Cancel“. 






Názov: Pripojenie k databáze: Zlyhanie pripojenia k databázovému systému 
Popis: Aplikácia informuje užívateľa o dôvode nemožnosti pripojenia k databáze.  
Primárny aktér: Užívateľ 
Predpoklady: 1. Vstupné textové polia boli zadané korektne. 
2. Databázový systém nie je spustený. 
3. Sieťové pripojenie k databázovému systému je blokované. 
4. Neexistuje sieťové pripojenie k databázovému systému. 
Následné podmienky: 1. Databázové pripojenie nebolo vytvorené. 
Akcia pre spustenie: Užívateľ zvolí tlačidlo „Connect“. 
Tok: 1. Aplikácia informuje užívateľa o vzniknutej výnimke v informačnom 
paneli a navrhne postup nápravy.  
Frekvencia: Ojedinele 
6.3.1.2 Prípad použitia „Výber databázových tabuliek pre report model“ 
ID: 2 
Názov: Výber databázových tabuliek pre report model 
Popis: Aplikácia umožní zvoliť databázový katalóg/schému a následne všetky 
alebo vybrané databázové tabuľky pre zvolený databázový katalóg/schému. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Pripojenie k databázovému systému bolo úspešne vytvorené. 
Následné podmienky: 1. Metadáta vybraných databázových tabuliek budú zahrnuté do report 
modelu ako entity report modelu s príslušnými stĺpcami 
reprezentovanými ako atribúty. 
Akcia pre spustenie: Užívateľ zvolí tlačidlo „Next“ v dialógovom okne „Connect to Database“.   
Hlavný tok: 1. Aplikácia zobrazí dialógové okno „Select Tables“. 
2. Užívateľ vyberie zo zoznamu názvov katalógov/schém príslušnú 
položku. 
3. Aplikácia zobrazí v ďalšom zozname položky obsahujúce názvy 
tabuliek príslušného zoznamu/schémy. 
4. Kým nie sú vybrané tabuľky pre report model: 
4.1. Ak užívateľ zvolí tlačidlo „>>“: 
4.1.1. Aplikácia vyberie všetky databázové tabuľky a presunie 
ich do zoznamu vybraných tabuliek pre report model. 
4.2. Inak ak užívateľ vyberie zo zoznamu tabuliek jednu alebo 
viaceré položky a zvolí „>“. 
4.2.1. Aplikácia presunie do zoznamu vybraných tabuliek len 
tabuľky zvolené užívateľom. 
4.3. Inak ak užívateľ vyberie zo zoznamu vybraných tabuliek pre 
report model jednu alebo viaceré tabuľky a klikne na tlačidlo 
„<“.  
4.3.1. Aplikácia presunie vybrané tabuľky zo zoznamu 
vybraných tabuliek do zoznamu všetkých tabuliek 
katalógu/schémy. 
5. Užívateľ zvolí tlačidlo „Finish“. 




7. Aplikácia zavrie dialógové okno „Select Tables“. 
Alternatívny tok: Nebol vybraný databázový katalóg/schéma 
Nebola vybraná žiadna tabuľka pre zahrnutie do report modelu 
Špeciálne požiadavky: Aplikácia zobrazí v prvom zozname položky databázových katalógov 
v prípade, že ich databáza podporuje, inak zobrazí zoznam databázových 
schém. 
Zoznam katalógov/schém umožňuje výber len jednej položky, ostatné dva 
zoznamy umožňujú výber viacerých položiek súčasne. 
Alternatívne toky prípadu použitia „Výber databázových tabuliek pre report model“ 
ID: 2-a1 
Názov: Výber databázových tabuliek pre report model: Nebol vybraný 
databázový katalóg/schéma 
Popis: Aplikácia informuje užívateľa o dôvode nemožnosti pokračovať. 
Primárny aktér: Užívateľ 
Predpoklady: 1. V danej databáze existuje aspoň jeden katalóg/schéma. 
2. Užívateľ nezvolil z daného zoznamu žiadnu položku. 
Následné podmienky: 1. Dokončenie výberu tabuliek nebolo úspešné. 
Akcia pre spustenie: Užívateľ zvolí tlačidlo „Finish“. 
Alternatívny tok: 1. Aplikácia informuje v chybovom okne o dôvode nemožnosti 
dokončenia výberu tabuliek. 
 
ID: 2-a2 
Názov: Výber databázových tabuliek pre report model: Nebola vybraná žiadna 
tabuľka pre zahrnutie do report modelu 
Popis: Aplikácia informuje užívateľa o dôvode nemožnosti pokračovať. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Užívateľ zvolil databázový katalóg/schému. 
2. Aplikácia zobrazila v ďalšom zozname položky obsahujúce názvy 
tabuliek príslušného zoznamu/schémy. 
3. Nebola vybraná a  presunutá do zoznamu vybraných ani jedna 
položka zo zoznamu dostupných databázových tabuliek daného 
katalógu/schémy. 
Následné podmienky: 1. Dokončenie výberu tabuliek  nebolo úspešné. 
Akcia pre spustenie: Užívateľ zvolí tlačidlo „Finish“. 
Alternatívny tok: 1. Aplikácia informuje v chybovom okne o dôvode nemožnosti 
dokončenia výberu tabuliek. 
 
6.3.1.3 Prípad použita „Odstránenie nepotrebného stĺpca tabuľky“ 
ID: 3 
Názov: Odstránenie nepotrebného stĺpca tabuľky 
Popis: Aplikácia odstráni stĺpec tabuľky, ktorý bol zvolený užívateľom. 
Primárny aktér: Užívateľ 
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Predpoklady: 1. Report model obsahuje databázové metadáta. 
Následné podmienky: 1. Stĺpec bol odstránený z report modelu. 
Akcia pre spustenie: Užívateľ vyberie pravým tlačidlom myši stĺpec, ktorý si želá odstrániť a 
z menu zvolí  „Delete“. 
Hlavný tok: 1. Užívateľ vyberie tabuľku.  
2. V tabuľke zvolí stĺpec na odstránenie. 
3. Aplikácia odstráni stĺpec z príslušnej tabuľky. 
Alternatívny tok: Odstránenie posledného stĺpca tabuľky 
Výnimky: Storno 
 
Alternatívne toky prípadu použitia „Odstránenie nepotrebného stĺpca tabuľky“ 
ID: 3-a1 
Názov: Odstránenie nepotrebného stĺpca tabuľky: Odstránenie posledného 
stĺpca tabuľky 
Popis: Aplikácia informuje užívateľa o dôvode nemožnosti pokračovať. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Entita reprezentujúca tabuľku obsahuje jediný atribút reprezentujúci 
stĺpec tabuľky. 
Následné podmienky: 1. Vymazanie stĺpca tabuľky nebude umožnené. 
Akcia pre spustenie: Užívateľ zvolí z menu položku „Delete“. 
Alternatívny tok: 1. Aplikácia informuje v chybovom okne o dôvode nemožnosti 
zmazania stĺpca tabuľky. 
Výnimky prípadu použitia „Odstránenie nepotrebného stĺpca tabuľky“ 
ID: 3-v1  
Názov: Odstránenie nepotrebného stĺpca tabuľky : Storno 
Popis: Užívateľ ukončí prípad použitia. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Užívateľ nezvolil z menu položku „Delete“. 
Následné podmienky: 1. Vybraný stĺpec nebol odstránený z report modelu. 
Akcia pre spustenie: Užívateľ klikne ľavým tlačidlom myši mimo otvorený zoznam s ponukou na 
vymazanie stĺpca. 
Tok: 1. Aplikácia odstráni zoznam s ponukou na vymazanie stĺpca.  
Frekvencia: Ojedinele 
6.3.1.4 Prípad použitia „Definícia ďalších metadát pre tabuľky“ 
ID: 4 
Názov: Definícia ďalších metadát pre tabuľky 
Popis: Aplikácia umožní nadefinovať ďalšie metadáta tabuliek reprezentovaných 
v report modeli ako entity a stĺpcov tabuliek reprezentovaných ako atribúty 
entít. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Report model bol naplnený databázovými metadátami. 
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Následné podmienky: 1. Metadáta boli pridané do report modelu. 
Akcia pre spustenie: Užívateľ vyberie z report modelu, reprezentovaného komponentom 
užívateľského rozhrania – strom, príslušnú položku, ktorú si želá upraviť. 
Hlavný tok: 1. Aplikácia zobrazí okno „Properties“ obsahujúce tabuľku 
s existujúcimi metadátami príslušnej položky.  
2. Užívateľ zvolí v tabuľke „Properties“ položku s metadátami, ktorú 
si želá editovať. 
3. Ak zvolený typ metadát vyžaduje výber z prednastavených hodnôt: 
3.1. Aplikácia zobrazí v tabuľke v príslušnej bunke menu                         
s  prednastavenými hodnotami a umožní výber jednej z nich. 
3.2. Užívateľ ukončí editáciu vybraním jednej z položiek. 
4. Inak ak zvolený typ metadát vyžaduje zadanie hodnoty: 
4.1. Aplikácia umožní zadanie hodnoty do príslušnej bunky. 
4.2. Užívateľ ukončí editáciu stlačením potvrdzujúcej klávesy 
„Enter“. 
5. Užívateľ ukončí editáciu. 
6. Aplikácia zaznamená zmeny metadát do report modelu. 
Výnimky: Storno 
Výnimky prípadu použitia „Definícia ďalších metadát pre tabuľky“ 
ID: 4-v1  
Názov: Definícia ďalších metadát pre tabuľky: Storno 
Popis: Užívateľ ukončí prípad použitia. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Užívateľ nezvolil z menu žiadnu položku, prípadne nevložil žiadne 
údaje. 
Následné podmienky: 1. Zmeny pre vybraný typ metadát neboli uložené. 
Akcia pre spustenie: Užívateľ klikne ľavým tlačidlom myši mimo oblasť označenú pre editáciu. 
Tok: 1. Aplikácia zruší možnosti pre editáciu príslušnej položky. 
Frekvencia: Ojedinele 
6.3.1.5 Prípad použitia „Definovanie OLAP kocky“ 
Pre prípady použitia „Definovanie užívateľských rolí a dátových kategórií“ a „Vytvorenie 
konceptuálnych hierarchií dimenzií“ je špecifikácia prípadov použitia obdobná ako pre nasledujúci 
prípad použitia. 
ID: 5 
Názov: Definovanie OLAP kocky 
Popis: Aplikácia umožní definovať metadáta pre OLAP analýzu. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Report model bol naplnený databázovými metadátami. 
2. Typy databázových tabuliek boli správne nastavené na tabuľky 
dimenzionálne a faktov. 
3. V report modeli je zahrnutý minimálny počet tabuliek potrebný pre 
vytvorenie OLAP kocky. 
Následné podmienky: 1. OLAP kocka bola vytvorená. 
Akcia pre spustenie: Užívateľ vyberie pravým tlačidlom myši z report modelu, reprezentovaného 
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komponentom užívateľského rozhrania – strom,  položku „OLAP Cubes“ a 
v menu klikne na tlačidlo „Add“. 
Hlavný tok: 1. Aplikácia zobrazí okno „Create OLAP Cube“ obsahujúce 
komponenty užívateľského rozhrania potrebné pre vytvorenie 
OLAP kocky.  
2. Užívateľ zvolí príslušné položky a zvolí tlačidlo „Create“. 
3. Aplikácia vytvorí OLAP kocku a okno uzavrie. 
4. Aplikácia zobrazí v report modeli príslušnú OLAP kocku. 
Alternatívny tok: Neúplne definovaná OLAP kocka 
Výnimky: Storno 
Alternatívne toky prípadu použitia „Definovanie OLAP kocky“ 
ID: 5-a1 
Názov: Definovanie OLAP kocky: Neúplne definovaná OLAP kocka 
Popis: Aplikácia informuje užívateľa o dôvode nemožnosti vytvoriť OLAP kocku. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Užívateľ nevyplní potrebné údaje pre vytvorenie OLAP kocky. 
Následné podmienky: 1. Vytvorenie OLAP kocky nebude umožnené. 
Akcia pre spustenie: Užívateľ zvolí tlačidlo „Create“. 
Alternatívny tok: 1. Aplikácia informuje v chybovom okne o dôvode nemožnosti 
vytvoriť OLAP kocku. 
Výnimky prípadu použitia „Definovanie OLAP kocky“ 
ID: 5-v1  
Názov: Definovanie OLAP kocky: Storno 
Popis: Užívateľ ukončí prípad použitia. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Užívateľ otvoril okno „Create OLAP cube“ pre vytvorenie novej 
OLAP kocky. 
Následné podmienky: 1. OLAP kocka nebola vytvorená. 
Akcia pre spustenie: Užívateľ klikol na tlačidlo „Cancel“. 
Tok: 1. Aplikácia nezaznamená do report modelu žiadne zmeny 
2. Aplikácia uzavrie príslušné okno. 
Frekvencia: Ojedinele 
6.3.1.6 Prípad použitia „Uloženie report modelu vo formáte XML“ 
ID: 6 
Názov: Uloženie report modelu vo formáte XML 
Popis: Aplikácia umožní uložiť vybraný report model do XML súboru. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Report model bol naplnený databázovými metadátami. 
Následné podmienky: 2. Report model bol uložený do súboru. 
Akcia pre spustenie: Užívateľ vyberie pravým tlačidlom myši zo stromu report modelov ten, 
ktorý si želá uložiť do XML súboru a z menu vyberie „Save as XML“. 
Hlavný tok: 1. Aplikácia zobrazí okno „Save Report Model“ s možnosťou pre 
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uloženie súboru na lokálnom diskovom priestore. 
2. Užívateľ zvolí názov XML súboru a klikne na tlačidlo „Save“. 
3. Aplikácia vytvorí XML súbor a okno uzavrie. 
Alternatívny tok: Nebol vložený názov súboru 
Výnimky: Storno 
Alternatívne toky prípadu použitia „Uloženie report modelu vo formáte XML“ 
ID: 6-a1 
Názov: Uloženie report modelu vo formáte XML: Nebol vložený názov súboru 
Popis: Aplikácia neumožní vytvoriť súbor bez zadania mena súboru. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Užívateľ nevyplní položku pre názov súboru. 
Následné podmienky: 1. Vytvorenie súboru nebude umožnené. 
Akcia pre spustenie: Užívateľ zvolí tlačidlo „Save“. 
Alternatívny tok: 1. Aplikácia neumožní vytvorenie súboru. 
Výnimky prípadu použitia „Uloženie report modelu vo formáte XML“ 
ID: 6-v1  
Názov: Uloženie report modelu vo formáte XML: Storno 
Popis: Užívateľ ukončí prípad použitia. 
Primárny aktér: Užívateľ 
Predpoklady: 1. Užívateľ otvoril okno „Save report model“ pre uloženie report 
modelu do súboru XML. 
Následné podmienky: 1. OLAP kocka nebola vytvorená. 
Akcia pre spustenie: Užívateľ klikol na tlačidlo „Cancel“. 
Tok: 1. Aplikácia neuloží report modelu do súboru. 
2. Aplikácia uzavrie príslušné okno. 
Frekvencia: Ojedinele 
6.3.2 Nefunkčné požiadavky na aplikáciu 
6.3.2.1 Generovanie identifikátorov 
Pre každý element report modelu je aplikáciou pri jeho vzniku vytvorený identifikátor. Tento 
identifikátor následne slúži pre možnosť odkazovať sa na jednotlivé elementy report modelu. Túto 
možnosť využijeme v rámci vygenerovaného report modelu vo formáte XML, kde bude odkazovanie 
na objekty reprezentované odkazom IDREF, tak ako to bolo naznačené v kapitole o tvorbe 
metamodelu report modelu. Pre generovanie jednoznačných hodnôt  bude použitý generátor 
java.util.UUID. Táto trieda obsahuje statickú metódu randomUUID(), ktorá vracia 128-bitový 
pseudonáhodne generovaný identifikátor. 





6.3.2.2 Metadáta entít  
Zástupné pomenovanie 
Entite je možné prideliť zástupný názov, ktorý je následné uplatnený do report modelu ako alias. 
Alias môže byť využitý v reporte pre ľahšiu orientáciu a lepšie pochopenie, čo daná entita 
reprezentuje. 
Radenie prvkov entity 
Pre každú entitu je možné nastaviť primárne a sekundárne radenie podľa atribútov danej entity.       
Aplikácia prednastaví výber z atribútov príslušnej entity, a to na základe  nastavenia vlastnosti 
atribútu Order na hodnotu true. Po výbere atribútov   pre primárne a sekundárne radenie, budú tieto 
vlastnosti uplatnené do report modelu pre danú entitu.  
Predikcia typu entít   
Pri tvorbe OLAP report modelu predpokladáme, že dátovým zdrojom pre jeho tvorbu bude dátový 
sklad. Pre dátový sklad je typické rozdelenie tabuliek na tabuľky dimenzionálne a tabuľky faktov.  
V rámci aplikácie je preto implementovaný jednoduchý prediktor, ktorý pri vytváraní report modelu 
pridelí jednotlivým entitám ich typ. Funguje na princípe výpočtu počtu cudzích kľúčov, ktoré daná 
entita obsahuje. Pre tabuľky faktov je typické, že obsahujú veľké množstvo cudzích kľúčov 
odkazujúcich sa na tabuľky dimenzií. Tento predikčný systém uľahčuje orientáciu tvorcovi report 
modelu, a umožňuje mu  v prípade nesprávnej predikcie typ entity zmeniť. Ďalším faktorom pri 
určovaní typu entít je dátový typ atribútov, ktorý obsahuje. Tabuľka faktov obsahuje údaje, ktoré je 
možné agregovať, preto musia byť jedine číselných dátových typov – int, float, prípadne double. Pre 
oba prípady je nutné nastaviť koeficienty, ktoré znamenajú hraničné hodnoty pre zaradenie do 
jedného z typov. Tieto koeficienty budú určené empiricky, a nie       je možné ich v aplikácii 
manuálne zmeniť. Prediktor bude schopný správne určiť všetky typy entít    pre testovaciu databázu, 
ktorou je AdventureWorksDW2008 dostupnou pre produkt MS SQL Server 2008. 
Zmyslom rozdeľovania entít na entity dimenzionálne a faktov je, že umožňujú aplikácii         
pri definovaní OLAP metadát ich správne zaradenie a uľahčujú užívateľovi prácu. 
6.3.2.3 Metadáta atribútov entít 
Zástupný názov 
Podobne ako pre entity, aj pre atribúty entít je možné špecifikovať zástupný názov. Jeho funkcia je 
zhodná s funkciou u entít. 
Povolenie radenia 
Táto vlastnosť typu boolean  umožňuje povolenie radenia entity nad daným atribútom. V prípade, že 
je vlastnosť nastavená na false, nie je možné pre entitu, do ktorej daný atribút patrí, nastaviť radenie 
nad týmto atribútom. Vlastnosť je implicitne nastavená na true. Na počiatku je teda nastavené 
radenie pre všetky atribúty. Užívateľ môže túto vlastnosť zmeniť explicitne.  
Smer radenia 
Vlastnosť špecifikuje smer radenia a to buď vzostupný smer alebo zostupný smer. Implicitne je 
nastavený vzostupný smer radenia a užívateľ ho môže zmeniť explicitne. V prípade, že pre daný 





Vlastnosť špecifikuje, či je možné daný atribút využívať pre agregačné funkcie  a hodnoty daného 
atribútu agregovať. Táto vlastnosť je implicitne povolená len pre číselné dátové typy, s výnimkou 
číselných kľúčových atribútov. Užívateľ môže túto vlastnosť explicitne zakázať, a tým aj zakázať 
vytváranie agregačných funkcií nad týmto atribútom. 
Formát atribútu typu Date 
Pri atribúte typu Date je možné v rámci report modelu špecifikovať, v akom formáte má byť dátum 
zobrazovaný vo výslednom reporte. Užívateľ má možnosť voľby z najčastejšie využívaných formátov 
dátumov, ktoré sa v praxi využívajú. 
6.3.2.4 Metadáta agregačných funkcií  
Každá agregačná funkcia obsahuje okrem vygenerovaného identifikátoru aj názov, ktorý zadáva 
užívateľ. Názov slúži pre identifikáciu účelu danej funkcie. Pre funkciu je nutné vybrať agregačný 
atribút, ktorý sa vyberá z atribútov, ktoré majú nastavenú vlastnosť Aggregable na hodnotu true. 
Takisto sa vyberá atribút group-by, ktorý určuje, podľa ktorého atribútu sa budú hodnoty 
zoskupovať. Poslednou vlastnosťou agregačnej funkcie je typ tejto funkcie – je možné vybrať 
z piatich základných typov – SUM (súčet hodnôt), COUNT (počet hodnôt), AVG (priemer hodnôt), MIN 
(minimálna hodnota), MAX (maximálna hodnota). 
6.3.2.5 Metadáta dátových filtrov 
Užívateľ pri vytváraní dátového filtru špecifikuje názov tohto filtru a takisto je mu pridelený aj 
jednoznačný identifikátor. Ďalej sa špecifikuje atribút, ktorý sa použije pre selekciu a hodnota 
podmienky, ktorá sa naň aplikuje. Podmienku je možné špecifikovať spôsobom použitým  pre jazyk 
SQL.  
6.4 Konceptuálny návrh aplikácie 
Na obrázku 6.3 je znázornený konceptuálny návrh aplikácie. Obsahuje všetky dátové entity, ktoré 
budú súčasťou výsledného report modelu. Uchovávanie dát v aplikácii nebude riešené perzistentne, 
pretože z hľadiska funkčnosti aplikácie to nie je potrebné. Výsledný dátový model je možné 
perzistentne uložiť v rámci vytvoreného XML súboru, ktorý presne korešponduje s dátovým 
modelom navrhnutým v rámci konceptuálneho diagramu. 
6.5 Diagram návrhových tried 
V prílohe A sa nachádza diagram návrhových tried aplikácie. Aplikácia je logicky rozdelená do troch 
balíčkov – presentation, control, domain. Presentation balíček obsahuje triedy potrebné                    
pre vytvorenie grafického užívateľského rozhrania aplikácie. Obsahuje komponenty grafických 
frameworkov swing a awt. Balíček control bol navrhnutý pre riešenie riadenia aplikácie a                
pre prepojenie s balíčkom domain. Balíček domain obsahuje triedy dátového modelu aplikácie a je 
zodpovedný za uchovávanie dát aplikácie. 
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6.5.1 Použité návrhové vzory 
6.5.1.1 Facade Controller 
Keďže počet systémových operácií v rámci aplikácie nie je vysoký, bol použitý tento návrhový vzor 
pre riadenie činnosti celej aplikácie. Ide o statickú triedu ReportModelController, ktorá 
poskytuje rozhranie do doménovej časti aplikácie pre všetky prvky užívateľského rozhrania. Tento 
komponent sa stará o delegáciu činností na ďalšie triedy z balíčku control, prípadne volá objekty 
doménového modelu a sprístupňuje ich.  
6.5.1.2 Observer 
Tento návrhový vzor bol použitý pre návrh funkcionality zobrazovania tabuľky vlastností pre prvky 
report modelu. Jedná sa o realizáciu vzťahu vydavateľ-odberateľ s cieľom minimalizovať väzbu 
vydavateľa na odberateľa. V návrhu aplikácie predstavuje vydavateľa strom report modelu                 
a odberateľa tabuľka vlastností.  
6.5.1.3 Abstract Factory 
Pre realizáciu JDBC pripojenia k nezávislým databázovým systémom je využitý návrhový vzor 
Abstract Factory. Ide o rozhranie, ktoré deklaruje metódu pre získanie objektu s databázovým 
pripojením. Rozhranie implementujú triedy pre každý typ databázového pripojenia a to formou 
návrhového vzoru Factory. 
6.5.1.4 Singleton 
Návrhový vzor singleton sa používa v prípade, že potrebujeme získať globálny bod prístup k istému 
objektu, ktorý je jedinou inštanciou danej triedy v aplikácii. V tomto prípade sa jedná o hlavné okno 
užívateľskej aplikácie, ktoré sprístupňuje ďalšie komponenty, ako napríklad strom report modelu        
a tabuľku vlastností. 
 






































































6.5.2 Diagramy sekvencie pre prípady použitia 
V prílohe A sa nachádzajú diagramy sekvencie vybraných prípadov použitia „Pripojenie k databáze“    











































7 Implementácia aplikácie 
Pre implementáciu aplikácie bol zvolený programovací jazyk Java a jeho verzia J2SE. Ako vývojové 
prostredie bolo použité NetBeans IDE s použitím JDK 1.6. Jazyk Java som zvolil pre jeho nezávislosť 
na platforme  a pre možnosť využitia aplikačného rozhrania JDBC. Informácie k tejto kapitole som 
čerpal z [20]. 
7.1 Rozhranie JDBC pre prístup k databáze 
JDBC (Java Database Connectivity) je rozhranie umožňujúce Java aplikáciám prístup 
k databázovému serveru a interakciu s týmto serverom. Pre pripojenie ku konkrétnemu databázovému 
serveru je vyžadovaný ovládač, ktorý sa pre každý databázový server líši. JDBC ovládač 
implementuje protokol pre spracovanie databázových dopytov a odpovedí medzi klientom 
a databázovým serverom. Architektúra JDBC je znázornená  na obrázku 7.1. 
 
 
Obrázok 7.1: Architektúra JDBC 
7.1.1 Pripojenie k databáze 
Pre pripojenie prostredníctvom JDBC API (Application Programming Interface) je nutné disponovať 
špeciálnou Java triedou – JDBC ovládačom. V súčasnosti je k dispozícii JDBC ovládač pre každého 
významného dodávateľa databázových systémov, takže je možné takýmto spôsobom spracovávať 
metadáta rôznych databázových systémov.  Postup pre pripojenie k databáze s využitím JDBC API    
je nasledovný: 
1. Získanie ovládača JDBC pre príslušný databázový systém – V aplikácii pre tvorbu report 
modelu využívame dva typy ovládačov, a to pre databázové systémy MS SQL Server 
a Oracle.  
2. Nahratie (registrácia) ovládača – Realizuje sa volaním statickej metódy 
java.lang.Class.forName(), ktorá obsahuje ako parameter reťazec s menom triedy 
obsahujúcej príslušný JDBC ovládač. Volanie tejto metódy automaticky vytvorí inštanciu 
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daného ovládača a registruje ju pre triedu java.sql.DriverManager. Táto trieda 
umožňuje samotné pripojenie k databáze.  
 Class.forName ("oracle.jdbc.driver.OracleDriver"); 
 Class.forName("com.microsoft.sqlserver.jdbc.SQLServerDriver"); 
3. Spojenie s databázovým systémom – Trieda java.sql.DriverManager umožňuje       
pri požiadavke od klienta vytvoriť JDBC spojenie s príslušnou databázou na základe 
uvedenia URL špecifikujúceho údaje potrebné pre vytvorenie spojenia. URL reťazec sa 
obvykle pre rôzne databázové systémy odlišuje. Ďalej je nutné špecifikovať užívateľské 
meno a heslo pre prístup k databázovým objektom danej databázovej schémy, prípadne 
katalógu. Toto už závisí od konkrétnej implementácie databázového servera. Všetky tieto 
údaje, teda prihlasovacie meno, heslo a prihlasovací reťazec URL slúžia ako parametre       
pre statickú metódu java.sql.DriverManager.getConnection(), ktorá vracia objekt, 
ktorý implementuje rozhranie java.sql.Connection. Typ objektu je závislý od ovládača, 
ktorý sa použil pre pripojenie. Tento objekt môžeme následne využiť pre získanie metadát 
a to volaním metódy getMetaData() tohto objektu.   
  String urlOracle =  jdbc:oracle:thin:@berta.fit.vutbr.cz:1521:stud; 
  String urlMsSqlServer =               
   jdbc:sqlserver://localhost;databaseName=AdventureWorks; 
  OracleConnection oracleConnection =       
   (OracleConnection) DriverManager.getConnection(urlOracle,login,password); 
     SQLServerConnection msSqlServerConnection  = (SQLServerConnection)   
    DriverManager.getConnection(urlMsSqlServer,login,password); 
  Pre potreby unifikovaného spracovania metadát z rôznych databázových systémov, 
bolo vytvorené rozhranie ConnectionFactory, ktoré je abstraktným továrnym rozhraním. 
Deklaruje metódu getConnection(String url, String login, String 
password). Táto metóda vracia objekt typu java.sql.Connection. Rozhranie následne 
implementujeme pre každý typ databázového systému, ktorý bude v aplikácii využívaný. Ide 
o triedy MSSQLFactory a OracleFactory. Tieto triedy implementujú rozhranie 
ConnectionFactory a vrátia objekt prislúchajúci ich databázovému systému. Následne je 
možné volať pre tieto objekty metódy pre získanie metadát. 
4. Spracovanie metadát – Volanie metódy getMetaData() vráti objekt implementujúci 
rozhranie java.sql.DatabaseMetaData. Toto rozhranie obsahuje metódy, ktoré 
umožňujú prístup k metadátam databázových objektov pre objekty, ku ktorým sme vyššie 
uvedeným spôsobom získali prístup pomocou JDBC spojenia.   
 DatabaseMetaData databaseMetadata = oracleConnection.getMetaData(); 
 DatabaseMetaData databaseMetadata = msSqlServerConnection.getMetaData(); 
7.1.2 Unifikované spracovanie metadát z databázy 
Rozhranie java.sql.DatabaseMetaData umožňuje unifikovaný prístup k metadátam 
databázových objektov uložených v databáze, bez ohľadu na implementáciu databázového servera. 
Aby boli demonštrované možnosti tohto prístupu, bola v rámci aplikácie implementovaná podpora 
pre spracovanie metadát z dvoch databázových systémov, a to MS SQL Server 2008 a Oracle 11g. 
Aplikáciu je možné rozšíriť aj o ďalšie databázové systémy, s iba malou nutnosťou úpravy aplikácie. 
Je to umožnené vďaka použitiu JDBC API. Pre spracovanie metadát boli použité nasledujúce metódy 
objektu implementujúceho rozhranie java.sql.DatabaseMetaData. 
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Metóda ResultSet getSchemas() – Metóda vracia zoznam databázových schém 
dostupných pre danú databázu. Táto metóda bola použitá pre získanie zoznamu dostupných        
schém databázového systému Oracle 11g. 
Metóda ResultSet getCatalogs() – Metóda vracia zoznam databázových katalógov 
dostupných pre danú databázu. Táto metóda bola použitá pre získanie zoznamu dostupných katalógov 
databázového systému MS SQL Server 2008. 
ResultSet rs = dm.getCatalogs(); 
while (rs.next() )   {  
  System.out.println("Catalog: "+ rs.getString(1));   
} 
Metóda ResultSet getTables(String catalog, String schemaPattern, String 
tableNamePattern, String[] types) – Metóda vracia zoznam obsahujúci záznamy 
o tabuľkách pre vybraný katalóg prípadne schému, ktoré špecifikujeme v rámci parametrov tejto 
metódy.  
String[] types = {"TABLE"}; 
ResultSet rsOracle = = ReportModelUtil.dm.getTables(null,schema,null,types); 
ResultSet rsMsSqlServer = = ReportModelUtil.dm.getTables(catalog,null,null,types); 
while ( rsOracle.next() )  { 
  System.out.println("Tablename:" + rsOracle.getString(3) + 
  "Tableschema:" + rsOracle.getString(2)); 
} 
Metóda ResultSet getColumns(String catalog,String schemaPattern, String 
tableNamePattern, String columnNamePattern) – Metóda vracia zoznam obsahujúci 
záznamy o stĺpcoch tabuľky, ktorú špecifikujeme v rámci parametrov tejto metódy. Umožňuje nám 
získať informácie o názvoch stĺpcov a ich dátových typoch. JDBC definuje sadu dátových typov 
definovaných v java.sql.Types. Tieto typy reprezentujú najčastejšie používané SQL dátové typy, 
ktoré sú využívané v rámci najznámejších databázových systémov. Keďže sa tieto typy v rámci 
týchto systémov mnohokrát syntakticky líšia, aplikácia vykoná konverziu týchto typov na typy známe 
z programovacieho jazyka Java. Táto konverzia nemusí byť nutne izomorfná. Dôležité je vykonať ju 
tak, aby bolo možné následne dané údaje v reportoch reprezentovať bez straty informácie [19]. 
Systém konverzie dátových typov, ktorý bol zvolený v aplikácii je naznačený v tabuľke 7.1 .  
rsAttributes= dm.getColumns(null,rsOracle.getString(2),rsOracle.getString(3),null); 
while ( rsAttributes.next() ) { 
 System.out.println("name:" + rsAttributes.getString(4) +     
      " datatype:"+rsAttributes.getString(6)); 
} 
Metóda ResultSet getImportedKeys(String catalog, String schema, String 
table) – Metóda vracia zoznam cudzích kľúčov danej tabuľky. Umožňuje nám získať údaje 
o stĺpcoch tabuľky, ktoré sú cudzími kľúčmi a informácie, na ktoré tabuľky sa tieto stĺpce odkazujú. 
Metóda ResultSet getPrimaryKeys(String catalog, String schema, String 
table) Metóda vracia zoznam  atribútov, ktoré sú súčasťou primárneho kľúča tabuľky. Umožňuje 








JDBC typ typ po konverzii 
int, number int 
bigint long 
varchar, longvarchar, name String 
float, double double 
real float 
char char 
binary, varbinary, longvarbinary byte[] 
bit boolean 
date, time DateTime 
numeric, decimal BigDecimal 
Tabuľka 7.1 Konverzia dátových typov 
7.2 Grafické užívateľské rozhranie aplikácie 
Grafické užívateľské rozhranie (GUI) aplikácie je možné rozdeliť na tri hlavné časti reprezentované 
vnorenými oknami aplikácie. Okná boli implementované ako triedy typu 
javax.swing.JInternalFrame. Hlavné okno aplikácie implementované ako trieda 
javax.swing.JFrame obsahuje grafický kontajner pre uloženie vnorených okien s názvom 
javax.swing.JDesktopPane.    Prvé okno aplikácie obsahuje strom report modelu, ktorý 
umožňuje prehľadné zobrazenie dát report modelu a navigáciu po report modeli. Ďalším okno            
je reprezentované tabuľkou vlastností elementov report modelu, ktorá sa generuje na základe 
aktuálneho označenia elementov report modelu. Posledným oknom je možné do report modelu 
vkladať ďalšie dáta. Možnosti pre zobrazenie pomocníka a základné funkcie programu sú dostupné 
prostredníctvom komponentu javax.swing.JMenuBar. GUI aplikácie je znázornené na obrázku 
7.2. 
 
Obrázok 7.2: GUI aplikácie 
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7.3 Grafická reprezentácia report modelu  
Štruktúru report modelu, ktorú sme si nadefinovali pri návrhu metamodelu report modelu,                 
je hierarchická. Preto bol pre účely aplikácie zvolený pre reprezentáciu report modelu komponent 
užívateľského rozhrania strom – javax.swing.JTree. JTree umožňuje prehľadne spravovať 
report model. Dátový model tohto komponentu nám umožňuje pokryť dátový model triedy 
diplomovyProjekt.model.ReportModel, ktorá reprezentuje vytváraný report model v aplikácii.  
Komponent JTree neobsahuje priamo údaje report modelu ale poskytuje  pohľad na dáta. Dáta sa 
špecifikujú v dátovom modeli definovanom pre daný objekt stromu JTree. Na obrázku 7.3                
je zobrazený komponent JTree reprezentujúci report model vytvorený aplikáciou. 
 
 
Obrázok 7.3: Strom report modelu 
7.3.1 Použitie komponentu JTree 
Pre vytvorenie stromu je v aplikácií využitý konštruktor JTree(TreeNode root). Tento 
konštruktor vytvorí dátový model podľa parametru root. Tento parameter obsahuje kompletnú 
stromovú štruktúru pre nami vytváraný report model, tak ako bola nadefinovaná pred volaním 
konštruktora: 
JTree tree = new JTree(new DefaultMutableTreeNode("Report Models")); 
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Pre vytvorenie uzlov stromu pre vytváraný strom využijeme komponentu 
javax.swing.tree.DefaultMutableTreeNode. Konštruktor pre vytvorenie uzlu stromu 
obsahuje ako parameter objekt, ktorý bude odkazovaný prostredníctvom tohto uzlu: 
DefaultMutableTreeNode node = new DefaultMutableTreeNode(reportModel); 
Pre prístup k objektu reprezentovaného daným uzlom stromu, je možné využiť metódu triedy 
DefaultMutableTreeNode so signatúrou getUserObject(). Táto metóda vráti objekt priradený 
danému uzlu. Objekt je typu java.lang.Object, preto je nutné pri volaní tejto metódy vrátený 
objekt pretypovať na správny typ objektu:  
ReportModel reportModel = (ReportModel) node.getUserObject();  
Pre vloženie nového uzlu do stromu je nutné volanie metódy getModel(), ktorá vráti dátový 
model javax.swing.tree.DefaultTreeModel prislúchajúci danému komponente strom.  
Následne je možné uzol vložiť s využitím metódy insertNodeInto(MutableTreeNode 
newChild, MutableTreeNode parent, int index). Prvým parametrom je novo-vkladaný 
uzol, druhým parametrom je existujúci uzol stromu, ktorý sa stane rodičovským pred novo-vložený 
uzol a tretím parametrom je pozícia, na ktorú sa má daný uzol vložiť: 
MyDefaultMutableTreeNode nodeParent =  
   (MyDefaultMutableTreeNode)tree.getLastSelectedPathComponent();  
DefaultTreeModel treeModel = (DefaultTreeModel) tree.getModel(); 
MyDefaultMutableTreeNode childNode = new MyDefaultMutableTreeNode(obj);  
treeModel.insertNodeInto(childNode, nodeParent,nodeParent.getChildCount());      
Pre získanie rodičovského uzlu zo stromu, voláme na príslušný objekt stromu tree metódu 
getLastSelectedPathComponent(), ktorá vráti aktuálne označený uzol stromu.  Synovský uzol 
childNode bude vložený ako posledný list uzlu parentNode, pretože posledný parameter metódy 
insertNodeInto() je nastavený na celkový počet listov v rámci rodičovského uzlu. Hodnotu       
pre tretí parameter sme získali volaním metódy getChildCount() na uzol parentNode, ktorá nám 
vráti hodnotu typu int, udávajúcu aktuálny počet synovských uzlov obsiahnutých v rámci 
rodičovského uzlu.  
Tento blok kódu teda vykoná prostredníctvom uzlu childNode vloženie nového objektu obj 
na pozíciu posledného listu uzlu aktuálne vyznačeného užívateľom. 
7.3.1.1 Implementácia reakcií na udalosti generované užívateľom 
Komponent JTree neslúži len účelom prehľadného zobrazovania a navigácie po report modeli, ale 
umožňuje užívateľovi aj ďalšie činnosti. Pre implementáciu reakcie na udalosti  vyvolané užívateľom 
je nutné pre komponent JTree zaregistrovať poslucháča – listener. Pri vyvolaní udalosti systém zašle 
správu poslucháčovi, ktorý ju spracuje na základe implementácie reakcie na vzniknutú udalosť.  
Pre spracovanie udalosti označenia jednotlivých uzlov stromu, je nutné pre komponent JTree 
zaregistrovať triedu, ktorá implementuje rozhranie javax.swing.event. 
TreeSelectionListener. Táto trieda špecifikuje obsluhu udalosti definíciou metódy 
valueChanged(javax.swing.event.TreeSelectionEvent e). V tejto metóde je 
implementovaný algoritmus pre vytvorenie tabuľky vlastností pre daný označený uzol stromu. 
Takýmto spôsobom má užívateľ možnosť prístupu k vlastnostiam jednotlivých elementov report 
modelu. 
Pre vytvorenie funkcionality pridávania a mazania uzlov bolo nutné pre komponent JTree 
zaregistrovať ešte jedného poslucháča java.awt.event.MouseListener, pre ktorého definujeme 
metódu mouseClicked(java.awt.event.MouseEvent.MouseEvent e). Pre uzly, kde je táto 
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funkcionalita potrebná, umožníme kliknutím pravého tlačidla myši vytvorenie menu pre dodatočné 
spracovanie uzlu. Menu sa bude generovať na základe typu uzla, na ktorý užívateľ klikol a v jazyku 
Java je dostupné prostredníctvom komponentu javax.swing.JPopupMenu. Týmto spôsobom         
je možné implementovať funkcionalitu pre pridávanie nových elementov do report modelu, prípadne 
ich zmazanie a ďalšie činnosti, napr. generovanie XML pre  označený report model. 
7.3.2 Grafická reprezentácia metadát report modelu 
Pre vlastnosti jednotlivých elementov report modelu je vhodnou reprezentáciou tabuľka vlastností 
tzv. properties table. Pre túto tabuľku je špecifické, že pre jeden stĺpec tabuľky môže byť 
definovaných viacero editorov buniek v rámci tohto stĺpca, a nie jeden, ako je to typické pre klasickú 
tabuľku. Tento prístup je výhodný z dôvodu rôznorodosti metadát definovaných pre jednotlivé 
elementy report modelu. Podľa spôsobu editácie buniek tabuľky ich môžeme rozdeliť nasledovne: 
a) Bunky s nemožnosťou editácie – Tieto bunky obsahujú metadáta, ktoré nie je možné v rámci 
aplikácie meniť (obrázok 7.4). 
 
Obrázok 7.4: Needitovateľné metadáta  
b) Bunky s možnosťou editácie formou výberu z prednastavených hodnôt – Bunky budú 
obsahovať dáta, pre ktoré je nutné vymedziť hodnoty, ktoré môžu obsahovať metadáta, ktoré 
tieto bunky reprezentujú. V tomto prípade bude výber riešený pomocou rozbaľovacieho menu 
(obrázok 7.5). 
 
Obrázok 7.5: Metadáta s editáciou formou prednastavených hodnôt  
c) Bunky s možnosťou editácie bez obmedzenia hodnôt– Pre tieto bunky bude k dispozícii 
možnosť vkladania ľubovoľných reťazcov podľa uváženia užívateľa. Pôjde o editor 
umožňujúci vkladanie textu do buniek tabuľky (obrázok 7.6). 
 
Obrázok 7.6: Editácia metadát bez obmedzenia hodôt  
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Pre grafickú reprezentáciu tabuľky bol zvolený komponent javax.swing.JTable. Podobne 
ako komponent JTree, aj komponent JTable poskytuje pohľad na dáta špecifikované v jeho 
dátovom modeli. Pre JTable je týmto modelom rozhranie javax.swing.table.TableModel.   
7.3.2.1 Dátový model tabuľky vlastností 
Pre potreby aplikácie bola vytvorená trieda MyTableModel, ktorá dedí z triedy 
javax.swing.table.DefaultTableModel.  Konštruktor tejto triedy rozširuje konštruktor 
rodičovskej triedy a pridáva parametre pre inicializáciu vlastností, potrebných pre správne nastavenie 
typu modelu tabuľky. Typ modelu bude závislý od elementu report modelu. Každý element totiž 
obsahuje vlastné typy metadát. Prvý parameter data  reprezentuje dáta tabuľky a je dátového typu 
pole polí objektov.  Ďalším parametrom je pole objektov columnNames, ktorým špecifikujeme názvy 
stĺpcov tabuliek. Nasledujúcim parametrom je nodeObject. Tento objekt reprezentuje element 
report modelu, pre ktorý sa bude vytvárať dátový model tabuľky, a ktorý bude slúžiť na jeho 
naplnenie dátami. Typy dátových modelov jednotlivých elementov report modelu a ich reprezentáciu 
vo forme tabuľky sa nachádza na obrázku 7.7. Posledným atribútom je uzol stromu, ktorý 
reprezentuje daný objekt v strome report modelu.  
public MyTableModel(Object[][] data, Object[] columnNames, Object 
nodeObject,MyDefaultMutableTreeNode node) { 
        super(data,columnNames); 
        this.nodeObject = nodeObject; 
        this.node = node;} 
 
 
Obrázok 7.7: Typy tabuliek vlastností 
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Prekrytie metódy isCellEditable(int row, int column), nám umožní zakázanie 
editácie buniek tabuľky. Takýmto spôsobom implementujeme prvú podmienku pre správne 
editovanie metadát tabuľky.  
@Override 
public boolean isCellEditable(int row, int column) { 
  if (column ==1 && this.nodeObject instanceof Attribute && (row >=6 && row <=10) ) 
    return true; 
  else if (column ==1 && this.nodeObject instanceof Entity && (row >=2 && row <=5)) 
    return true; 
  else if (column ==1 && this.nodeObject instanceof ReportModel && (row >=0 && row 
<=1)) 
    return true; 
  return false; 
} 
Vkladanie údajov do tabuľky sa uskutočňuje pomocou metódy fillModel() objektu triedy 
MyTableModel. Táto metóda využíva vkladanie dát do dátového modelu pomocou metódy triedy 
DefaultTableModel addRow(Vector rowData).  
Vector<Object> row = new Vector<Object>(); 
row.addElement("Name");           
row.addElement(reportModel.getName()); 
this.addRow(row); 
7.3.2.2 Editor buniek tabuľky vlastností 
Editor buniek je pre triedu JTable možné špecifikovať pomocou implementácie rozhrania 
javax.swing.table.TableCellEditor. V rámci aplikácie bola vytvorená trieda 
MyCellEditor, ktorá toto rozhranie implementuje. Táto trieda nám umožní prispôsobiť funkciu 
tabuľky takým spôsobom, aby bolo možné editovať bunky tabuľky spôsobmi prezentovanými          
na začiatku tejto podkapitoly. V rámci triedy je nutné implementovať funkcie 
getTableCellEditorComponent(JTable table, Object value, boolean 
isSelected, int row, int column) a getCellEditorValue().  
Prvá metóda je zodpovedná za správne generovanie editora pre príslušný stĺpec a riadok 
tabuľky. Metóda následne vráti komponent, ktorý reprezentuje editor pre danú bunku, špecifikovanú 
parametrami row a column. 
Druhá metóda vráti  hodnotu získanú editovaním danej bunky tabuľky, a to s využitím 
príslušnej funkcie pre daný komponent, ktorý je zodpovedný za editáciu bunky.   
7.3.3 Implementácia vzťahu vydavateľ – odberateľ 
Ako už bolo písané pri návrhu aplikácie, pre správnu funkcionalitu aplikácie bolo nutné 
implementovať návrhový vzor Observer, ktorý riadi spracovanie udalostí od vydavateľa 
k odberateľovi. Vydavateľom je v tomto prípade strom report modelu, konkrétne poslucháč 
TreeEventListener, ktorý implementuje reakciu na udalosť označenia uzlu stromu. Komponent 
JTree obsahuje navyše vnorenú triedu ObservableTree, ktorá dedí z triedy 
java.util.Observable. Táto trieda obsahuje metódy pre zaregistrovanie odberateľov 
addObserver(Observer o) a pre notifikáciu odberateľov, že je nutná ich reakcia na zmenu 
v odberateľovi notifyObservers(Object arg). Odberateľ implementuje rozhranie 
java.util.Observer. V aplikácii ho implementuje pre komponent obsahujúci tabuľku vlastností. 
Pre dané rozhranie sa implementuje jediná metóda update(Observable o, Object arg), ktorá 
zabezpečí správnu obsluhu a prekreslenie tabuľky vlastností v prípade, že vydavateľ, čiže strom 
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report modelu zašle správu o označení príslušného uzla. Vydavateľ poskytne informáciu 
o označenom uzle pre odberateľa v parametri funkcie notifyObservers(Object arg). Parameter 
arg tejto funkcie preto obsahovať príslušný uzol stromu, ktorý odberateľ obdrží ako parameter arg 
vo funkcii update(Observable o, Object arg). 
7.4 Generovanie XML 
Pre vytvorenie  XML dokumentu reprezentujúceho report model je možné v jazyku Java využiť 
niekoľko aplikačných rozhraní. V rámci vytvorenej aplikácie bol zvolený prístup s využitím rozhraní 
Java API for XML Processing (JAXP) a DOM API. JAXP umožňuje spracovávať a transformovať 
dokumenty XML použitím aplikačného rozhrania, ktoré je nezávislé od konkrétneho XML procesora. 
DOM rozhranie je súčasťou tohto rozhrania a je využívané pre vytváranie DOM reprezentácie XML 
dokumentu, a to buď spracovaním dát s existujúceho XML súboru  alebo vytvorením  dokumentu 
pomocou DOM API. Postup tvorby dokumentu XML s využitím týchto dvoch rozhraní je 
nasledujúci: 
1. Vytvorenie reprezentácie XML dokumentu s využitím DOM API. 
2. Transformácia DOM dokumentu do súboru XML s využitím JAXP.  
7.4.1 Vytvorenie dokumentu s využitím DOM API 
Rozhranie  DOM sa využíva pre vytvorenie stromovej štruktúry dokumentu, ktorá bude 
reprezentovať štruktúru výsledného XML súboru.  Stromová štruktúra je v jazyku Java 
reprezentovaná rozhraním Document. V rámci diplomovej práce bola použitá jeho implementácia 
org.w3c.dom.Document. Toto rozhranie deklaruje niekoľko metód, ktoré môžu byť využité        
pre navigáciu po dokumente, získavanie informácií z dokumentu a na ich modifikáciu. Metódy 
vyžadované v rámci aplikácie, zahrňujú metódy pre vytváranie nových uzlov dokumentu                     
a pre definíciu ich atribútov. Pre vytvorenie nového DOM dokumentu doc využijeme metódu objektu 
javax.xml.parsers.DomBuilderFactory s názvom newDocumentBuilder().Nasledujúci 
príkaz vytvorí objekt typu implementujúceho rozhranie Document a umožní nad ním vytvárať 
stromovú štruktúru:   
Document doc =  
 DocumentBuilderFactory.newInstance().newDocumentBuilder().newDocument(); 
Po vytvorení je možné objekt doc využiť pre budovanie samotnej stromovej hierarchie 
dokumentu. Pre pridanie nového elementu, ktorý bude reprezentovať uzol tejto stromovej štruktúry sa 
využíva metóda objektu doc createElement(String tagName). Táto metóda vytvorí element 
s názvom špecifikovaným v parametri tagName a vráti ho ako objekt typu org.w3c.dom.Element. 
Tento objekt implementuje rozhranie org.w3c.dom.Element, ktorého super-rozhraním je rozhranie 
org.w3c.dom.Node: 
Element root = doc.createElement("report-model");  
Pre zaradenie tohto elementu do stromovej štruktúry dokumentu doc, využijeme metódu 
deklarovanú v rozhraní  org.w3c.dom.Node so signatúrou appendChild(Node newChild): 
doc.appendChild(root); 
Ďalším krokom pri vytváraní dokumentu je definícia atribútov elementov dokumentu. Tieto 
atribúty budú vo výslednom dokumente XML reprezentovať príslušné atribúty jednotlivých XML 
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elementov. Pre nastavenie atribútu elementu sa používa metóda setAttribute(String name, 
String value). Metóda ako parametre obsahuje názov atribútu name a hodnotu atribútu value:  
root.setAttribute("name", reportModel.getName()); 
Vytvorený atribút bude vo výslednom dokumente reprezentovaný nasledovne: 
<tagName name=”value”/> 
Pre náš konkrétne uvedený príklad by teda vytvorený element mal tvar: 
<report-model author=”Zdenko Franek”/> 
7.4.2 Transformácia  DOM dokumentu na XML  
Po vytvorení dokumentu s využitím rozhrania DOM, môžeme tento dokument následne 
transformovať na dokument XML, ktorý následne uložíme na lokálnom disku ako súbor XML.        
Pre transformáciu využijeme objekt triedy javax.xml.transform.Transformer, ktorého metóda 
transform(Source xmlSource, Result outputTarget) vytvorí XML dokument dodaný 
v parametri xmlSource a uloží ho do objektu špecifikovaného v druhom parametri outputTarget. 
Pre vytvorenie objektu typu Transformer využijeme objekt triedu 
javax.xml.transform.TransformerFactory a jej statickú metódu newInstance(), ktorá 
vytvorí objekt typu TransformerFactory. Na tento objekt je následne volaná metóda 
newTransformer(), ktorá vracia objekt typu Transformer: 
Transformer transformer =  TransformerFactory.newInstance().newTransformer(); 
transformer.setOutputProperty(OutputKeys.INDENT, "yes");   
transformer.transform(new DOMSource(doc), new StreamResult(file)); 
Výsledný dokument je uložený do súboru špecifikovaného v premennej file typu 
java.io.File, ktorá obsahuje názov súboru a špecifikáciu umiestnenia tohto súboru na lokálnom 








Táto práca mala za cieľ naznačiť možnosti vývoja aplikácií pre vytváranie OLAP modelov reportov. 
Jedná sa o veľmi perspektívnu oblasť vývoja v procese tvorby reportov. Zmyslom jeho využitia je 
oddeliť tvorbu reportov založených na databázovej schéme od nutnosti znalosti tejto schémy tvorcami 
reportov.  
V prvej časti práce som teoreticky rozpracoval problematiku vymedzenia pozície OLAP 
v rámci systémov pre podporu rozhodovania a porovnanie týchto systémov zo systémami OLTP. 
V druhej časti som popísal technológiu OLAP – jej operácie, implementáciu a využitie v produktoch 
BI. Ďalej som opísal použitie report modelu v produkte MS SQL Server. Prakticky som navrhol  
podobu report modelu, ktorý bol využitý vo výslednej aplikácii. Výstupom návrhu report modelu je 
jeho metamodel, a to vo forme súboru XML Schema.  
Aplikácia, ktorú som implementoval v rámci diplomovej práce, bola zameraná na použitie 
report modelu v praxi. Umožňuje spracovať metadáta z databázy a pridávať dodatočné OLAP 
metadáta, presne podľa špecifikácie metamodelu report modelu, ktorý bol touto prácou navrhnutý. 
Výstupom aplikácie je XML súbor obsahujúci report model určený na ďalšie spracovanie aplikáciami 
pre tvorbu reportov. 
Vývoj tejto aplikácie je len počiatočnou fázou pri procese tvorby reportov z report modelov. 
Ďalšou fázou vo vývoji takéhoto systému je implementácia aplikácie, ktorá dokáže reporty z daného 
report modelu generovať. Hoci využitie report modelov je zatiaľ v procese tvorby reportov len na 
začiatku vývoja, určite dôjde k ďalšiemu rozšíreniu jeho aplikácie v tomto procese. Pokračovanie 
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Zoznam použitých skratiek a symbolov 
OLTP  (On-line Transaction Processing – on-line transakčné spracovanie)  
TPS   (Transaction Processing Systems – transakčné systémy) 
OLAP  (On-line Analytical Processing – on-line analytické spracovanie) 
DSS   (Decision Support Systems – systémy pre podporu rozhodovania) 
MIS   (Management Information Systems – manažérske informačné systémy) 
EIS   (Executive Information Systems – informačné systémy pre vrcholový manažment) 
BI   (Business Intelligence) 
ERP   (Enterprise Resource Planning – podnikové informačné systémy) 
CRM   (Customer Relationship Management – systémy pre správu stykov so zákazníkom) 
ROLAP  (Relational Online Analytical Processing – relačné on-line analytické spracovanie) 
MOLAP  (Multidimensional Online Analytical Processing – multidimenzionálne on-line  
  analytické spracovanie) 
HOLAP (Hybrid Online Analytical Processing – hybridné on-line analytické spracovanie)  
XML  (eXtensible Markup Language – rozšíriteľný značkovací jazyk) 
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Obrázok A.1: Diagram návrhových tried aplikácie 
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A.2      Diagramy sekvencie 








































B.1      Užívateľská príručka 
B.1.1      Požiadavky 
Pre beh aplikácie je vyžadovaná inštalácia Java Runtime Environment, ktorej aktuálnu verziu je 
možné stiahnuť na internetovej adrese http://java.com/en/download/manual.jsp. Je nutné stiahnuť 
súbor pre príslušný operačný systém a po stiahnutí tento súbor nainštalovať.  
B.1.2      Spustenie aplikácie 
Aplikáciu spustíme otvorením súboru v zložke dist s názvom diplomovyProjekt.jar. Prípadne 
v konzole v danom adresári napíšeme príkaz java -jar "diplomovyProjekt.jar". 
B.1.3      Ovládanie aplikácie 
B.1.3.1      Kde začať 
Po spustení aplikácie sa nám otvorí hlavné okno (obrázok B.1). 
 









Pre vytvorenie nového report modelu, klikneme v menu na File → Create new Report Model 
(obrázok B.2). 
 
Obrázok B.2: Položky menu File 
Alternatívne vyberieme pravým tlačidlom myši v okne Report Model Tree položku Report Models 
a z menu zvolíme Add (obrázok B.3). 
 
Obrázok B.3: Menu položky Report Models 
B.1.3.2      Pripojenie k databáze 
Pre pripojenie k databáze vyplníme všetky vyžadované polia dialógu Connecting to Database 
(obrázok B.4).  
 











Pre pokračovanie klikneme na tlačidlo Next > (obrázok B.5). 
 
Obrázok B.5: Dialógové okno pre pripojenie k databáze - úspešné pripojenie 
B.1.3.3      Výber tabuliek 
V dialógovom okne Selecting tables zvolíme z prvého menu príslušný katalóg/schému. (obrázok 
B.6). 
 







Následne vyberieme tabuľky, ktoré chceme použiť a presunieme ich do zoznamu vybraných tabuliek 
(obrázok B.7). 
 
Obrázok B.7: Dialógové okno pre výber tabuliek – Výber tabuliek 
Pre dokončenie výberu tabuliek klikneme na tlačidlo Finish (obrázok B.8). 
 




B.1.3.4      Editácia metadát 
Pre editáciu metadát, vyberieme príslušný uzol stromu a v tabuľke Properties sa nám zobrazia jeho 
vlastnosti. (obrázok B.9). 
 
Obrázok B.9: Editácia metadát 
B.1.3.5     Definovanie OLAP metadát 
Pre definovanie OLAP metadát, klikneme pravým tlačidlom na príslušný uzol a z menu vyberieme 
Add (obrázok B.10). 
 








Zobrazí sa nám okno pre vytvorenie príslušných dát pre report model (obrázok B.11). 
 
Obrázok B.11: Vnorené okno pre vytvorenie OLAP kocky 
Po vyplnení údajov zvolíme OK pre potvrdenie voľby. 
B.1.3.6      Vytvorenie XML 
Pre vytvorenie XML súboru, klikneme pravým tlačidlom na uzol report modelu, pre ktorý si želáme 
vytvoriť XML súbor a klikneme v menu na Create XML file (obrázok B.12). 
 









V dialógovom okne Save zvolíme umiestnenie na disku a vyplníme názov súboru. Voľbu potvrdíme 
kliknutím na tlačidlo Save. (obrázok B.13). 
 






























C.1      Adresárová štruktúra priloženého CD 
Adresárová štruktúra priloženého dátového média je nasledovná: 
 jre – inštalačné súbory Java Runtime Environment pre operačné systémy Windows 
a Linux, 
 application – projekt vývojového prostredia NetBeans s implementovanou aplikáciou, 
o  build – skompilované Java triedy aplikácie, 
o  dist – distribučná verzia aplikácie, 
o  help – manuál k aplikácii a javadoc, 
o  src – zdrojové kódy aplikácie, 
 report model – XML súbory obsahujúce metamodel report modelu a vzorový report 
model, 
 thesis – text diplomovej práce. 
