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Abstract
Service discovery is important in mobile and pervasive
computing environments, where the set of resources avail-
able to an entity changesdynamically over time. This paper
describes a novel context-sensitive approach to service dis-
covery, whereby queries and advertisements can be issued
in a context-sensitive manner by using techniques such as
query completion, query relaxation, preferences and query
persistence. We show how context-aware query comple-
tion and query result ranking, when considered together
with primitives deﬁned in a query language, allow the con-
structionof context-awareapplicationsandreducemessage
overhead by producing more relevant query results. The el-
ements of this context-sensitive service discovery protocol
are showcased within a shopping centre carpark assistant
application.
1. Introduction
The set of services available to a particular mobile ap-
plication changes over time. Furthermore, the contexts in
whichapplicationsandservicesexecutealteras timepasses.
Transmuting contexts provide a challenge to applications,
which must continue to behave sensibly in the face of these
changes. Applications that adapt to changing contexts are
said to be context-aware.
This paper extends Superstring [20,21], an existing ser-
vice discovery protocol for pervasive computing environ-
ments, with a set of context-sensitive features, which allow
query results to be tailored to the current situation of the
application or user.
Compared to traditional computing environments, mo-
bile and pervasive computing environments call for more
￿
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ﬂexibleservicediscoveryqueriesandadvertisementswhose
contents can dynamically adapt to the current situation.
For example, an application may wish to locate a resource
which isco-locatedwith someother resource,whereneither
of the resources’ locations are known at the time of query-
ing.
In service discovery it often occurs that a query will
match many resource descriptions. The name records for
all these descriptions will be returned to the querying ap-
plication. How does the application choose the best match
(or the set of best matches) from among these results? Must
this selection be left to the querying client, or can it be done
by the query resolvers? A bandwidth saving is achieved by
having only the required number of matches returned to the
querier rather than returning all matches.
This paper describes a context-sensitive framework for
service discovery, as well as a preference model that can
be used to rank query results. The paper is organised
as follows. Section 2 motivates the need for context-
sensitive resource discovery and a context-sensitive prefer-
ence model that can be used to rank query results accord-
ing to the current situation. Section 3 details the design of
the context-sensitiveextensionsand a preferencemodel and
language. In Section 4, an application that utilises the ex-
tended features introduced in this paper is presented. Sec-
tion 5 compares this context-sensitive framework with ex-
isting context-sensitiveservice discoveryprotocols. Finally,
conclusions are presented in Section 6.
2. Motivation
2.1. Context-sensitivity
Context is a major thread of research in the ﬁelds of per-
vasive computing and artiﬁcial intelligence. Context can be
deﬁned as any information pertaining to the environmentor
circumstance surrounding an entity (such as a person, soft-
ware component, application or device) [10]. A context-
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behaviour when the context changes.
Some context-aware applications, such as Cyber-
guide [5], gather and manage context information for them-
selves, from sources such as infra-red beacons and the
Global Positioning System.
Another approach is to store, manage and evaluate con-
text information in a shared repository. Henricksen et
al. [13] deﬁne one such framework. The repository gath-
ers context information from the environment by way of
sensors and other inputs and manipulates it into a higher
level abstraction called situations that can be used by appli-
cations.
Resource discovery protocols are well placed to pro-
vide a context gathering service for context-aware applica-
tions and frameworks. Knowledge of the availability of re-
sources in a pervasive computing environment is a form of
context information. Thus, Superstring and other resource
discovery protocols can play an important role in context-
awareness.
However, the utility of resource discovery protocols can
extend well beyond this. If resource discovery proto-
cols themselves were context-sensitive, then the results of
queries could be made dependent upon the context of the
querier or some other entity. Furthermore, if queries were
persistent-thatis,iftheyremainedinthenetworkwaitingto
be matched against new or updated resource advertisements
- then applications could be notiﬁed of these changes to the
environment. In this fashion, resource discovery protocols
can offer context-awareness in environments where tradi-
tional approaches are unsuitable. For instance, centralised
context frameworks are unsuitable for mobile ad hoc net-
works. This completely decentralised approach to context-
awareness is useful for creating novel applicationsin highly
mobile and ad hoc environments.
2.2. Preferences
Queries should support preferences that can be used to
rank query results in the case where multiple resources are
matched, and only the best (as deﬁned by some ranking
function) are required. The ranking function can reduce
bandwidth utilisation in the mobile network, since the un-
required results will be culled at the query resolver. Ideally,
preferencesshouldalsobecontext-sensitive,suchthatquery
result orderingscan differbased on the currentcontextof an
entity or entities.
3. Framework
Superstring already includes the following features:
￿ query routing layers for structured and heterogeneous,
unstructured networks;
￿ a rich but lightweight hierarchical description lan-
guage; and
￿ queryrelaxation(theprocesswherebyqueriesareauto-
matically and dynamically weakened in the event that
they do not match any resources).
It is unnecessary to have a complete appreciation of the
core Superstring protocol to understand the operation of the
extended features presented here. Due to space limitations,
the core Superstring protocol is not further described here.
In this section, Superstringis extendedwith a framework
forcontext-sensitiveservicediscoveryandpreferences. The
context-sensitive extensions provide additional routing pro-
tocol behaviour and description semantics, while the pref-
erence extensions provide result-ranking and user prefer-
ences. These are discussed below.
3.1. Additions to protocol behaviour
3.1.1 Persistent queries
TotheexistingprotocolbehaviourofSuperstring,theability
to persist queries in structured and unstructured networks
is added. Persistent queries are akin to subscriptions in
content-based routing protocols such as Elvin [22]. Like
Superstringadvertisements,persistent queriesare soft-state.
Therefore, querying entities are required to refresh persis-
tent queries on a regular basis. When a persistent query is
ﬁrst injected into the network, any existing advertisements
that match the query are returned in a synchronous fashion
(as a result of the query operation). Services that match the
query which are advertised after the query is ﬁrst persisted
are returned in an asynchronous fashion. The application is
notiﬁed, by callback, of the newly matching services.
3.1.2 Transient advertisements
Transient advertisements contain information which is
meaningful only at the time of advertisement. Transient
advertisements are not stored by resolvers in the network.
Instead, resolvers attempt to match them against persistent
queries, and then discard them immediately. In this respect,
they are similar to notiﬁcations in asynchronous messaging
systems such as Elvin. Transient advertisements are suit-
able for advertising frequently updated resource informa-
tion, such as sensor data.
3.2. Context-sensitive resource descriptions
The core Superstring query and advertisement features
provide a level of expressiveness and ﬂexibility not present
in other service discovery protocols. To these core features,
are added, in a simple and seamless manner, facilities to
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query is also context-sensitive.
(b) An advertisement that matches the
deepest sub-query in (a).
(c) The context-sensitive query after the
deepest sub-query has been resolved and
the speciﬁ ed components bound.
Figure 1. Context-sensitive query resolution.
provide context-sensitive aspects to the protocol. In addi-
tion, features that simultaneously conserve bandwidth even
furtherthanispossiblewith thecoreSuperstringdescription
language and that reduce processing burden on lightweight
clients are deﬁned.
3.2.1 Sub-queries
Context-sensitive queries and advertisements are realised
through the addition of two special attributes to the hierar-
chical description model. A context attribute appearing in a
query or advertisementsignals to the protocol that what fol-
lows is a sub-query that should be resolved ﬁrst, the result
of which should be bound to the super-query in place of the
sub-query. The precise information that should be bound in
place of the sub-query is controlled with a bind attribute.
Figure 1 demonstrates the use of the context and bind at-
tributes. This example speciﬁes a context-sensitive query in
which the sub-query is also context-sensitive. The deepest
bind elementspeciﬁesthat thesub-queryshouldbe replaced
bythelocationcomponentsthatappearintheresultreturned
by the sub-query. The other bind element dictates that the
name of any matching device should replace the sub-query.
In addition to the context and bind attributes, the size at-
tribute is also introduced. The size attribute can be coupled
with the context attribute such that the number of sub-query
results is bound instead of the results themselves.
3.2.2 Named queries
In lieu of specifying sub-queries in place, sub-queries may
be pre-deﬁned and associated with an identiﬁer. These are
known as named queries. Named queries allow context-
sensitive queries to be designed in a more modular fash-
ion. Thecontextattributemaytakea singleparametercalled
name. If this parameter is present, then its value is the name
of a pre-deﬁned query. Figure 2 shows a context-sensitive
query with a named sub-query.
Furthermore, named queries are utilised by the prefer-
ence language, described below, in circumstances requiring
context-sensitive preferences.
3.3. Preference model and language
Preferences can be used to rank query results, thereby
tailoring the results to a user’s needs and reducing band-
width usage. A query may match several advertisements.
Often, a queryingentity has use for only one result, or some
speciﬁc number of results. Result-ranking mechanisms al-
low theseresultstobe orderedaccordingtosomequalitative
or quantitative metric. For instance, the Google web search
engine [2] ranks query hits according to the popularity of a
page as deﬁned by the number of pages that link to it [7].
The result-rankingfacility draws on decision theory models
described by Fishburn [11]. A ranking function is used to
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named sub-query.
(b) The deﬁ nition of the Ploc named
query.
Figure 2. A named query.
assign a utility value to each result, thereby deﬁning a total
order over the result set. The utility of a result is calculated
by a user-deﬁned mathematical expression that is submit-
ted along with the query. The expression can reference any
value contained within an advertisement.
3.3.1 Basic preferences
Within expressions, attributes forming an advertisement are
referred to using a dot-separated notation, where a dot sep-
arates a parent attribute component from its child. Thus, to
create an expression involving the queue length attribute of
the printer described in Figure 3, one can write:
1/printer.queue.length
Figure 3. Part of a printer description.
The keywords ASC (order ascending), DESC (order de-
scending), LIMIT
￿ n
￿ (return only the ﬁrst n results) and
THRESHOLD
￿ t
￿ (return all the results the same or better
than the threshold t) may optionally appear after an expres-
sion. The ASC, DESC and LIMIT keywords play a sim-
ilar role to their namesakes in SQL [17]. In the absence
of either DESC or ASC, DESC is assumed. Specifying as-
cending order implies that smaller utility values are pre-
ferred over larger utility values. Conversely, the speciﬁca-
tion of descending order implies that larger utility values
are preferred over smaller ones. In the absence of LIMIT
or THRESHOLD, all results are returned in the speciﬁed or-
der. Note that an expression consisting entirely of the term
LIMIT
￿ n
￿ m a yb eu s e dt or e t u r na n yn matching results.
The behaviour of THRESHOLD is dependent on the order-
ing of results. In the absence of DESC and ASC, DESC is
assumed, and THRESHOLD will return any results with a
utility of t or greater.
The above expression may be equivalently written as:
printer.queue.length ASC
so that smaller values appear ﬁrst. Then, to limit the results
to exactly one, a LIMIT clause is speciﬁed:
printer.queue.length ASC LIMIT 1
In addition to the expression itself, a mapping of non-
numerical types to numerical types can be declared. This
allows non-numerical types, such as strings, to appear in
utility expressions. For instance, if there are several print-
ers, each loaded with paper of a different colour, one might
specify:
mapping (printer.paper.colour) {
case (‘‘blue’’) : 1;
case (‘‘red’’) : 0.5;
case (‘‘pink’’) : 0;
default : 0.1;
}
Expressions are then deﬁned like:
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3.3.2 Context-sensitive preferences
Occasionally, the desired order or number of results may be
dependent upon the current context of one or more entities,
including the context of the querier. For example, queriers
may wish results to be ordered differently depending upon
their current location, the time of day, the day of the week
or even the weather forecast for some particular location.
Therankingorderofresultscanbemadedependentupon
context through the use of named queries, deﬁned above.
Conditional rankings make use of the traditional if ...
then ... else if ... else programming construct with the fol-
lowing modiﬁcation: in place of a Boolean condition is one
or more named queries combined with the logical operators
￿
￿
(and),
￿
￿ (or)and
￿ (not). Thepresenceof a namedquery
qin theBooleanconditionis interpretedas theresult set ofq
is not empty. Thus, the context-sensitiverankingfor a query
p
if(q) {
<preference expression 1>
} else {
<preference expression 2>
}
is read “if the set of results yielded from q is not empty,
then rank the results yielded from p accordingto preference
expression 1, otherwise rank them according to preference
expression 2.”
The complete grammar for the preference language can
be found in [19]. An example utilising the preference lan-
guage and several context-sensitive queries is given in Sec-
tion 4.
4. Application: locating free parking spaces
with iCarpark
This section describes a hypothetical application called
iCarpark that demonstrates the context-sensitive facilities
described above. iCarpark is an application that enables
drivers to ﬁnd a free parking space within a multi-level
car park. iCarpark can be implemented by using a small
set of context-sensitiveSuperstringqueriesandpreferences.
iCarpark was designed speciﬁcally for the Indooroopilly
Shopping Centre car park; however, it could be reused for
any multi-levelcar park and trivially modiﬁedto be suitable
for a single-level sectioned car park.
A more orderly car parking system might reduce the in-
cidence of the phenomenon known as car park rage, park-
ing lot rage or simply parking rage [4]. By identifying free
parking spaces early, a driver can navigate to an area where
there is a high chance of acquiring a parking space.
4.1. Requirements
The Indooroopilly Shopping Centre has a multistory car
park of ﬁve levels, each assigned a colour (except the up-
permost level, which is called the rooftop level). Each level
is split into a southern zone and a northern zone,a n dt h e s e
are further divided into sections or aisles (the rooftop is less
uniform and is divided into areas instead).
The shopping centre management and consumer groups
wish to devise a solution to the free parking space prob-
lem: ﬁnding a free parking space within user speciﬁed con-
straints. Users should be free to utilise any preferences and
context information they see ﬁt.
One technological requirement that is obvious from the
outset is that vehicles participating in the scheme must be
equipped with a graphical console so that drivers can view
information about free parking spaces. Any car with a trip
computer, such as the Holden Astra CDX [3], already pos-
sesses the required interface.
With these requirements in place, a solution can be for-
mulated. The solution, in the form of iCarpark, is described
below.
4.2. Solution
The solution can be broken into several components.
Each of these components is described below.
4.2.1 Identifying and monitoring parking spaces
There are several possible alternatives for identifying park-
ing spaces, and each depends on the mechanism used to
monitor the state of parking spaces.
The solution documentedin [12] utilises a set of cameras
to monitor parking spaces. This solution is problematic be-
cause cameras are expensive, computer vision requires sig-
niﬁcant computational resources which may not be readily
available in ad hoc scenarios and it is difﬁcult to place the
cameras such that all parking spaces are covered.
Read-only,chip-lessRFID tags are, perhaps, the best op-
tion in terms of robustness, and potentially even in cost.
These tags sell for between $US0.25 and $US0.50 today,
and the price is expected to fall to $US0.05 in the near fu-
ture, as massproductionof tags begins. Eachvehicle partic-
ipating in the scheme must have an RFID reader installed.
Toppan Printing Co. recently announced that they will start
producing RFID readers that cost $US20 [1].
An RFID tag stores a 64 bit identiﬁer, and sends this
identiﬁer to an RFID reader when queried (using the power
afforded by electromagnetic waves emitted by the reader).
In this way, each parking space is uniquely identiﬁed.
The state of a parking space is adjusted by the car which
enters or leaves the parking space. A car entering a park-
ing space reads the ID of the embedded tag with its RFID
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the state of the advertisement for that parking space. When
it leaves, it sends another advertisement that changes the
state of the parking space to “free”.
4.2.2 Queries and advertisements
A device owned by the shopping centre management, such
as a small workstation, emits context-sensitive advertise-
ments for every parking space in the complex. These ad-
vertisements are stored by vehicles that are participating in
the scheme. An example of such an advertisement is shown
in Figure 4.
Figure 4. The iCarparkSpace advertisement.
The sub-query enables the status of the space to be up-
dated dynamically by parking and leaving cars.
In addition, it issues another context-sensitive advertise-
ment for each level of the car park. The purpose of these
advertisements is to aggregate the free parking spaces for
each level. Thus, an advertisement exists for each level of
the car park, and it includes the name (or number) of the
level and the number of free spaces in the level. Figure 5
shows the advertisement for Indooroopilly Shopping Cen-
tre’s pink level car park.
The sub-query in the above advertisement matches ad-
vertisements sent by parking and leaving cars. When a car
enters a free space, it reads the ID of the space from the em-
bedded RFID tag. It then issues a transient advertisement
that updates the status of the space. This advertisement is
matched by the sub-query in the advertisements shown in
Figure 4. This update is shown in Figure 6.
Upon approaching the shopping centre car park, the
iCarpark application running on the car’s computer issues
Figure 5. The iCarparkLevel advertisement
aggregates information about all the parking
spaces on a particular level.
Figure 6. The iCarparkSpaceNotif advertise-
ment is a notiﬁcation that updates the status
of a parking space.
the query shown in Figure 7.
The preferencepresentedbelow speciﬁesan orderingde-
pendent on the weather forecast.
MAPPING (iCarparkLevel.level) {
case(‘‘yellow’’): 1;
case(‘‘blue’’): 2;
case(‘‘green’’): 3;
case(‘‘red’’): 4;
case(‘‘pink’’): 5;
case(‘‘rooftop’’): 6;
}
PREF {
if(good-weather) {
abs(iCarparkLevel.level - 5) ASC;
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iCarparkLevel.level % 6 DESC THRESHOLD 1;
}
}
Figure 7. The iCarparkLevel query asks for
any level where there are currently more than
ten free parking spaces.
The preference states that the pink level is always pre-
ferred, followed by those levels above and below the pink
level, unless the weather is bad, in which case the rooftop
should be avoided completely.
The exact speciﬁcation of the good-weather named
query is not shown. However, that query details weather
conditions that are acceptable to the shopper.
Once the vehicle arrives at the chosen level, the query
can be reﬁned and reissued so that a speciﬁc zone and sec-
tion can be selected. This processcan be entirely automated
and combined with a car park mapping service to provide a
complete car park navigation service.
4.2.3 Communication between vehicles
Communication among vehicles and between vehicles
and the shopping centre infrastructure occurs via IEEE
802.11 [14]. In this fashion, a large, mobile, multi-hop
ad hoc network is formed between the vehicles partici-
pating in the iCarpark application. The query and adver-
tisement packets can be encapsulated directly by 802.11
frames, where the protocol retransmits after a timeout due
to dropped or corrupted packets. This scheme nulliﬁes the
requirement for separate network and transport layers to be
used. Since the service discovery protocol for unstructured
environments does not make use of end-to-end routing (its
utility is derived from its hop-by-hop nature), a network
routing layer only adds overhead and complexities. For ex-
ample, each mobile node would need to dynamically estab-
lish an IP address using a mechanism such as Zeroconf [9].
4.2.4 Onboard computer
As stated in Section 4.1, each participating vehicle requires
a small onboard computer, on which the iCarpark software,
including the Superstring protocol, will be installed.
Modern vehicles utilise controller area networks
(CANs) [15] to facilitate communication between comput-
erised components and to provide auto-mechanics with ac-
cess to diagnostic information. CANs are capable of data
rates up to 1Mbit/s [16], but only half that rate is used in
practice. iCarpark harnesses the CAN to provide commu-
nication between the RFID reader installed underneath the
car and the onboard computer.
5. Related work: a comparison to existing ap-
proaches
The work of Chen and Kotz [8] is most similar to the
context-sensitive service discovery protocol outlined in this
paper; however, there are several important differences that
will now be highlighted. The ﬁrst major divergence is that,
although Chen and Kotz deﬁne a context-sensitive naming
mechanism,thedesignissuchthattheauthorofthe context-
sensitive query must always have knowledge of the struc-
ture of those names. The hierarchical naming approach
employed by the protocol described in this paper places
no such restriction on the author. For example, a mobile,
location-sensitive application need not know the detailed
structure (physical, logical, geodetic or something else en-
tirely) of the location informationutilised by the current en-
vironment. Instead, the location component can be spec-
iﬁed in very abstract terms. Programmers using Chen’s
and Kotz’s solution must also learn a different abstraction
in order to utilise context-sensitive queries. In their work,
context-sensitive queries are speciﬁed using a graphing ab-
straction that combines INS [6] names with user deﬁned
functions and variable names. Thus users are expected to
program functions that ﬁlter, transform or aggregate adver-
tisements (or events). In contrast, the solution outlined in
this paper utilises the same language for queries and ad-
vertisements whether they are context-sensitive or not. The
preferencelanguageis differentto the descriptionlanguage;
however, this is acceptable given that preferences solve an
orthogonal problem.
Lee and Helal [18] augmented the Jini [23] lookup
service to consider dynamically changing local and re-
mote context-attributes. Services deﬁne relevant context at-
tributes and these are evaluated by the lookup service on
demand. Result-ranking expressions are also deﬁned by
the services. Although hiding context-attributes from the
clients means that existing Jini clients can operate with
the augmented lookup service and modiﬁed Jini services,
their solution exploits only a small portion of the power of
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leadstostatic contextattributesandresult-rankingfunctions
that are deﬁned at design-time. User preferences and other
kinds of dynamic preferences are altogether overlooked.
A further, and fundamental, problem with hiding context-
attributes and result-ranking functionsfrom users is that the
user has no way of knowing why the results were returned
in the order that they were returned. Result-ranking is a fu-
tile exercise if the semantics governingthat ranking are hid-
den from the user and client application. Superstring does
not suffer from any of these drawbacks. Instead, it enables
users to integrate arbitrary kindsof context informationinto
the discovery and result-ranking processes. It also allows
service advertisements to change dynamically as the con-
text changes.
Neither of the above solutions provide support for query
relaxation or infrastructureless environments.
6. Conclusions
Thispaperdescribeda set ofcontext-sensitiveextensions
to the coreSuperstringprotocol. These extensionsprovidea
lightweight, ﬂexible mechanism to endow applications with
context-awareness. This solution requires neither a cen-
tral context repository nor a monolithic design approach
whereby context management is built into the application.
Rather, context information remains in the network where
it is matched against resource discovery queries, making it
highly suitable for mobile ad hoc networks.
Superstring enables users to make advertisements and
queries dependent upon arbitrary contexts, and it provides
facilities for context-sensitive result-ranking. When these
features are combined with the core components of Su-
perstring, such as the rich description language and query
relaxation, powerful context-aware applications can be re-
alised.
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