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Povzetek
Naslov: Uporaba verige blokov za zagotavljanje zaupnosti in integritete
podatkov v obstojecˇih sistemih
Ko govorimo o zaupnosti in integriteti podatkov, smo uporabniki v tradi-
cionalnih sistemih vedno primorani zaupati centralni avtoriteti. S prihodom
prvih kripto-valut in hitrim porastom uporabe verig blokov tudi na ostalih
podrocˇjih se pojavi mozˇnost novega pristopa k resˇevanju te problematike.
V delu tako predlagamo nov nacˇin resˇevanja zaupanja in integritete podat-
kov, ki temelji na uporabi verige blokov in za svoje delovanje ne potrebuje
zaupanja vredne centralne avtoritete. Tekom naloge postopoma razvijemo
nacˇrt resˇitve, z implementacijo predlagane resˇitve izvedemo sˇtudijo izvedlji-
vosti taksˇnega sistema ter glede na omejitve implementirane resˇitve ocenimo
smiselnost uporabe v obstojecˇih sistemih.
Kljucˇne besede




Title: Using Blockchain to provide confidentiality and data integrity in ex-
isting systems
When it comes to confidentiality and data integrity, in traditional systems
users always need to trust central authorities. The arrival of first crypto-
currencies and the rapid increase in use of blockchains on non-financial areas
opens the possibility of a new approach to solving this problem. In this
work, we propose a new way of providing confidentiality and data integrity
based on blockchain, which does not require a trusted central authority. We
gradually develop an idea of solution and then make a proof of concept
by implementing the proposed solution. Considering the limitations of the
implemented solution we also evaluate where the integration of implemented
solution might be reasonable.
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S prihodom prve digitalne kripto valute Bitcoin se je pojavila nova po-
razdeljena podatkovna struktura imenovana veriga blokov (blockchain) [1].
Omogocˇa hranjenje podatkov v omrezˇju tipa vsak z vsakim, ter pri tem zago-
tavlja nespremenljivost podatkov, ne da bi za delovanje potrebovali centralno
avtoriteto, ki bi ji bilo potrebno zaupati. Zaradi teh lastnosti se je uporaba
verige blokov hitro razsˇirila tudi na podrocˇja, ki niso povezana z digital-
nimi valutami [2][3][4]. Hkrati uporaba verige blokov na ostalih podrocˇjih
predstavlja pomemben korak pri njenem nadaljnjem razvoju [5].
V magistrski nalogi tako zˇelimo uporabo verige blokov razsˇiriti na po-
drocˇje zaupnosti in integritete podatkov. V veliki vecˇini smo namrecˇ upo-
rabniki raznih spletnih storitev, ter samega interneta, primorani zaupati po-
nudnikom storitev, da z nasˇimi podatki upravljajo skladno s predpisi - da
objavljene vsebine ne spreminjajo in ne dopusˇcˇajo nepooblasˇcˇenih vpogle-
dov. V nalogi zˇelimo tako pokazati, da se resˇevanja taksˇne problematike
lahko lotimo tudi z uporabo te nove tehnologije.
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1.2 Predlog resˇitve
Da bi resˇili omenjeni problem, bomo pripravili dokaz izvedljivosti uporabe
verige blokov v namen zagotavljanja zaupnosti ter integritete podatkov v
okoljih, kjer z nasˇimi podatki upravlja ponudnik storitve. Pri tem bomo
ponudnikovo storitev zgolj nadgradili z verigo blokov ter s tem samo sto-
ritev pustili nespremenjeno. To bo omogocˇilo enostavno vkljucˇitev razvite
funkcionalnosti v zˇe obstojecˇe sisteme.
Ker gre pri zaupnosti in integriteti podatkov za precej sˇiroko podrocˇje,
se pri izdelavi resˇitve odlocˇimo za bolj specificˇni resˇitvi: pri zagotavljanju
integritete podatkov z uporabo verige blokov izdelamo resˇitev za shranje-
vanje izvlecˇkov vsebine, pri zagotavljanju zaupnosti pa razvijemo sistem za
dodeljevanje pravic vpogleda.
1.3 Prispevki
Predvideni prispevki magistrske naloge so:
• Predlog nacˇina uporabe verige blokov v namen povecˇanja zaupnosti in
integritete podatkov v zˇe obstojecˇih sistemih.
• Sˇtudija izvedljivosti predlaganega sistema ter implementacija taksˇne
resˇitve na primeru obstojecˇe spletne aplikacije druzˇabnega omrezˇja.
• Pregled prednosti, slabosti in omejitev predlagane resˇitve predvsem
glede na omejitve same verige blokov, ter posledicˇno smiselnost vpeljave
taksˇne resˇitve v obstojecˇ sistem.
1.4 Struktura naloge
V poglavju 2 na kratko predstavimo koncepte in tehnologije, uporabljene v
magistrskem delu, ne le verigo blokov, temvecˇ tudi tehnologije ki so kljucˇne
za razumevanje celotnega dela. V poglavju 3 predlagamo nacˇrt resˇitev za
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zagotavljanje zaupnosti ter integritete podatkov z uporabo verige blokov. V
poglavju 4 pregledamo ponudnike verige blokov ter izberemo verigo blokov, ki
jo bomo uporabili pri implementaciji. V poglavju 5 nato sledi implementacija
predlaganega nacˇrta, v poglavju 6 pa pregledamo omejitve implementirane
resˇitve.
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Poglavje 2
Teoreticˇno ozadje in sorodne
raziskave
V tem poglavju na kratko predstavimo in opiˇsemo koncepte, tehnologije in
orodja, katerih razumevanje je kljucˇnega pomena za razumevanje magistr-
skega dela. Zacˇnemo z verigo blokov, kjer predstavimo kljucˇne lastnosti, ki
so vodile k ideji o resˇitvi, ki jo predlagamo v nalogi. Nato predstavimo tehno-
logije, ki so se razvile na sami verigi blokov, kjer poudarimo predvsem pame-
tne pogodbe, ki so pomembno orodje pri realizaciji drugega dela magistrske
naloge. Poleg tehnologij opiˇsemo tudi principe zagotavljanja zaupnosti ter
integritete podatkov, na kratko predstavimo kriptografijo javnih kljucˇev, ter
pomembnejˇse zgosˇcˇevalne funkcije in sˇifrirne algoritme, ki jih uporabljamo
kasneje v nalogi.
Da bi zagotovili primerno stopnjo zaupnosti ter integritete podatkov, je
pomembno, da veriga blokov, s katero zˇelimo resˇevati problem, nudi zahte-
vano stopnjo varnosti. Ker vsaka veriga blokov ni tudi varna, prikazˇemo,
katere so varnostne pomanjkljivosti splosˇnih verig blokov in na kaksˇen nacˇin
jih resˇujemo.
Ob koncu poglavja naredimo strnjen pregled sorodnih raziskav, kjer prikazˇemo
dosedanje delo v sˇirsˇem pomenu uporabe verige blokov. Poudarimo tudi raz-
iskave, ki se dotikajo nasˇega problema - zagotavljanje zaupnosti in integritete
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podatkov z verigo blokov.
2.1 Veriga blokov
Zacˇetki verige blokov (ang. blockchain) segajo v leto 2008, ko je avtor, znan
pod psevdonimom Satoshi Nakamoto, objavil cˇlanek [1], v katerem podrobno
opiˇse inovativen sistem digitalnega denarja imenovanega Bitcoin. Deluje na
principu omrezˇja vsak z vsakim (ang. peer to peer) in omogocˇa spletna
placˇila brez potrebe po posredniku - centralni avtoriteti, ki bi ji bilo potrebno
zaupati. Zanimivo je, da sˇe danes ne vemo, kdo je oseba (ali morda skupina
ljudi), ki stoji za psevdonimom Satoshi Nakamoto.
Predlagan placˇilni sistem Bitcoin je bil revolucionaren in se je hitro pri-
jel, vendar je kmalu postalo jasno, da je pravzaprav nacˇin delovanja, ki stoji
za kripto valuto, tista novost, ki je zares revolucionarna. Razlog se skriva
predvsem v dejstvu, da je do takrat celotna digitalna ekonomija temeljila
na zaupanju dolocˇeni centralni avtoriteti. Sˇe vecˇ, v to lahko vkljucˇimo tudi
podrocˇja, ki niso povezana z ekonomijo. Vse spletne aktivnosti, ki jih kot
uporabniki izvajamo, temeljijo na zaupanju osebi ali organizaciji, za katere
predpostavimo, da so vredne zaupanja. To je lahko organ za potrjevanje
(ang. certification authority - CA), ki nam zagotavlja, da je nek digitalni
certifikat veljaven, ponudnik elektronske posˇte, ki zagotavlja, da je bilo nasˇe
elektronsko sporocˇilo poslano, ali pa ponudniki spletnih druzˇabnih omrezˇij,
kot je npr. Facebook, ki nam zagotavljajo, da so nasˇe objave vidne zgolj
skupini nasˇih prijateljev. Podobno so v vlogi tretje osebe tudi banke, ki nam
zagotavljajo, da je bil nasˇ denar nakazan v pravi meri in na pravi racˇun izbra-
nega naslovnika. Vse to nakazuje, da so vsa nasˇa dejanja v digitalnem svetu
zasnovana na zaupanju tretji osebi, predvsem, ko govorimo o dejanjih, za ka-
tera zˇelimo, da se izvajajo varno. Kljub temu, da so te tretje osebe pogosto
vecˇje organizacije, katerim zaupamo, pa obstaja dejstvo, da so lahko tudi
taksˇne organizacije manipulirane, ali morda tarcˇa hekerskih napadov, kar
ogrozi stopnjo zaupnosti, ki jo pricˇakujemo [2]. Tu nastopi tehnologija ve-
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rige blokov, ki nam z uporabo porazdeljenega soglasja vseh vpletenih vozliˇscˇ
omogocˇa, da za vsako izvedeno transakcijo, ki se je kdaj zgodila, kadarkoli
v prihodnosti enostavno preverimo njeno pravilnost. Cˇe tej lastnosti po-
razdeljenega soglasja dodamo sˇe anonimnost vpletenih vozliˇscˇ, dobimo dve
glavni lastnosti verige blokov, zaradi katerih je veriga blokov postala tako
priljubljena.
2.1.1 Kako deluje veriga blokov
Tehnicˇno gledano je veriga blokov neke vrste porazdeljena podatkovna baza,
prvotno namenjena knjizˇenju digitalnih transakcij. Veriga blokov je poraz-
deljena med vozliˇscˇi (ang. node), ki so racˇunalniki, na katerih je namesˇcˇena
programska oprema, s katero vozliˇscˇa preverjajo pravilnost vseh transakcij,
vkljucˇenih v verigi blokov in hkrati sodelujejo pri gradnji novega bloka, v
katerega vkljucˇijo nove transakcije. Pomembno je, da vsako izmed vozliˇscˇ
pri sebi hrani celotno verigo blokov.
Ker zaradi porazdeljenosti lahko pride do situacije, v kateri dve ali vecˇ
vozliˇscˇ hkrati v omrezˇje posˇljejo nov blok, se lahko zgodi, da del omrezˇja
gradi eno vejo, medtem ko drugi del omrezˇja gradi drugo vejo verige blokov,
odvisno od tega, kateri blok je po omrezˇju do njih pripotoval hitreje. Da bi
resˇili ta problem, v verigi blokov velja pravilo, da vozliˇscˇa vedno dodajajo
nove bloke na konec najdaljˇse verige. Verjetnost, da bo omrezˇje naslednji
blok na vsaki izmed vej ponovno zgradilo ob istem cˇasu, se manjˇsa s sˇtevilom
dodanih blokov, in posledicˇno bo vedno (obicˇajno zˇe z naslednjim blokom po
vejitvi) prevladala ena izmed vej, ki bo postala glavna, s tem pa se bodo
transakcije v drugi veji razveljavile.
Sodelovanje v verigi blokov je javno in prostovoljno, pri cˇemer je glavni
motiv sodelovanja v taksˇnem omrezˇju predvsem mozˇnost dobitka nagrade za
opravljeno delo. Vsa vozliˇscˇa, vkljucˇena v verigi blokov, namrecˇ tekmujejo
pri izdelavi novega veljavnega bloka, pri tem pa je potrebno resˇiti racˇunsko
zahtevno uganko, ter s tem dokazati, da je bilo v izdelavo novega bloka
vlozˇeno delo, kar podrobneje opiˇsemo v nadaljevanju.
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Slika 2.1: Primer poenostavljene verige blokov.
Zgradba verige blokov
Dejanska zgradba verige blokov je sicer odvisna od njene implementacije,
kar pomeni, da verige blokov razlicˇnih ponudnikov med seboj niso identicˇne.
Kljub vsemu v principu vse verige blokov delujejo na enak nacˇin. V na-
daljevanju predstavimo osnovno zgradbo verige blokov, pri cˇemer za zgled
vzamemo verigo blokov Bitcoin, ki najbolj odrazˇa verigo blokov, predlagano
v prvotnem cˇlanku [1].
Veriga je sestavljena iz tako imenovanih blokov, znotraj vsakega pa je za-
belezˇenih vecˇ transakcij. Za vse transakcije znotraj bloka se predpostavi, da
so se zgodile ob istem cˇasu. Bloki se v verigo vedno le dodajajo in verige za
nazaj ni mogocˇe spreminjati. Vsak blok v glavi vsebuje cˇasovni zˇig, zgosˇcˇeno
(hash) vrednost glave predhodnega bloka, nakljucˇno vrednost, ki jo pri ru-
darjenju vozliˇscˇa z ugibanjem izberejo tako, da se zgosˇcˇena vrednost tako
sestavljenega bloka zacˇne z vnaprej dolocˇenim sˇtevilom nicˇel, ter korensko
vozliˇscˇe tako imenovanega Merkle drevesa transakcij. Primer poenostavljene
verige blokov je prikazan na sliki 2.1.
Transakcije, ki so vkljucˇene v blok, niso shranjene v glavi, pacˇ pa se v glavi
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nahaja zgolj korensko vozliˇscˇe Merkle drevesa transakcij. Merkle drevo [3][4]
je zgrajeno tako, da najprej izracˇunamo zgosˇcˇeno vrednost za vsako izmed
transakcij, nato paroma zdruzˇujemo zgosˇcˇene vrednosti transakcij, tako da
izracˇunamo novo zgosˇcˇeno vrednost zdruzˇenih transakcij, kar ponavljamo vse
dokler ne pridemo do enega korenskega vozliˇscˇa (glej sliko 2.1), ki se shrani
v glavo bloka. Namen taksˇnega shranjevanja transakcij je v prvotni zasnovi
[1] opisan kot nacˇin optimizacije prostora v primeru vozliˇscˇ, ki hranijo zgolj
glave vseh blokov. Z uporabo Merkle drevesa je mozˇno v logaritemskem cˇasu
dokazati, da je dolocˇena transakcija vsebovana v bloku.
Kljucˇna lastnost, zaradi katere je veriga varna, je vsebovanost zgosˇcˇene
vrednosti prejˇsnjega bloka. Tako je v primeru, da napadalec zˇeli spremeniti
vrednost katere izmed transakcij za nazaj, potrebno na novo izracˇunati vse
bloke od tistega trenutka dalje.
Glavna in revolucionarna prednost verige blokov ni v sami strukturi ve-
rige, ampak v dejstvu, da je le-ta varovana s strani omrezˇja, kjer je mehani-
zem za zagotavljanje varnosti zasnovan na principu nagrajevanja - bodisi na
principu mehanizma Proof of Work ali Proof of Stake.
Mehanizem Proof of Work
Zagotavljanje varnosti verige blokov je bilo prvotno predlagano na osnovi
mehanizma Proof of Work (PoW). Pri tem se predpostavi, da je za gradnjo
vsakega bloka potrebno vlozˇiti dolocˇeno, dovolj veliko kolicˇino dela, kar ka-
sneje onemogocˇa enostavno spreminjanje blokov, zˇe vsebovanih v verigi, saj
bi bilo za taksˇen poseg potrebno ponovno vlozˇiti ogromne kolicˇine dela. V
omrezˇju Bitcoin vozliˇscˇa pri gradnji novega bloka skusˇajo resˇiti kriptograf-
sko uganko (glej enacˇbo 2.1), pri kateri k samemu bloku nakljucˇno doda-
jajo poljubno vrednost N , tako da je zgosˇcˇena vsebine bloka B in vrednosti
N po dvakratni uporabi zgosˇcˇevalne funkcije SHA256, manjˇsa od vnaprej
dolocˇene vrednosti T , imenovane tezˇavnost bloka. Obraten proces prever-
janja (ali izbrana vrednost N ustreza pogoju) je enostaven, samo iskanje
taksˇne vrednosti pa je racˇunsko zelo zahtevno in se po potrebi prilagaja s
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spreminjanjem vrednosti T , tako da se dosezˇe konstantno dodajanje novih
blokov na priblizˇno 10 minut. Procesu iskanja vrednosti N , ki ustreza po-
goju, pravimo tudi rudarjenje (ang. mining). Njegov rezultat dokazuje, da
je bila v gradnjo bloka vlozˇena velika kolicˇina dela, vozliˇscˇa v omrezˇju pa pri
resˇevanju racˇunsko zahtevne operacije sodelujejo predvsem zaradi mozˇnosti
dobitka nagrade za zgrajen blok. Le-ta se razpolovi priblizˇno na sˇtiri leta in
v cˇasu pisanja znasˇa 12.5BTC.
SHA256(SHA256(B||N)) < T (2.1)
Mehanizem Proof of Stake
Kljub temu, da se mehanizem proof of work v praksi dobro obnese, obsta-
jajo pri uporabi le-tega resni pomisleki. Za gradnjo novih blokov se namrecˇ
porabljajo ogromne kolicˇine elektricˇne energije. Po podatkih iz leta 2014[5]
je zˇe samo pri gradnji blokov v omrezˇju Bitcoin poraba elektricˇne energije za
gradnjo blokov presegala porabo elektricˇne energije celotne Irske. Od takrat
se je racˇunska mocˇ mocˇno povecˇala, prav tako pa se je povecˇalo sˇtevilo ve-
rig blokov, ki uporabljajo mehanizem proof of work. Z namenom resˇevanja
te problematike se zˇe nekaj let v raznih verigah blokov skusˇa vpeljati nov
mehanizem, imenovan proof of stake (PoS) [6][7][8], ki ne temelji na dokazu
vlozˇenega dela, pacˇ pa se naslednji blok izbere med vozliˇscˇi nakljucˇno in so-
razmerno glede na kolicˇino valute, ki jo le-ta poseduje. Varnost taksˇnega
mehanizma temelji na dejstvu, da vecˇ kot ima vozliˇscˇe vlozˇeno v samo verigo
blokov, manj mu je v interesu unicˇiti taksˇen sistem.
2.1.2 Podrocˇja uporabe verige blokov
Uporaba verige blokov ni omejena zgolj na financˇni svet, temvecˇ je to zgolj
eno izmed podrocˇij, kjer je uporaba taksˇne tehnologije smiselna. V nada-
ljevanju so nasˇteta bolj razsˇirjena podrocˇja uporabe verige blokov, skupaj s
primeri zˇe razvitih aplikacij [2]:
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Vrednostni papirji Ena izmed najbolj razsˇirjenih uporab verige blokov je
gotovo trgovanje z digitalnimi valutami, ki pa ga lahko razsˇirimo tudi na
podrocˇje trgovanja delnic in ostalih vrednostnih papirjev. Primeri sto-
ritev, ki tehnologijo verige blokov uspesˇno uporabljajo v ta namen, so
npr. Chain.com in Funderbeam, vkljucˇevanja verige blokov v obstojecˇe
sisteme pa se posluzˇujejo tudi vecˇje organizacije, kot so NASDAQ in
ASX [9].
Zavarovalniˇstvo Na podrocˇju zavarovalniˇstva lahko veriga blokov igra po-
membno vlogo pri preverjanju zahtev za izplacˇilo odsˇkodnine - npr.
lazˇni ali podvojeni zahtevki bi bili avtomaticˇno zavrnjeni s strani omrezˇja
v primeru, da je bila za dolocˇen dogodek odsˇkodnina zˇe povrnjena. Po-
leg tega bi lahko z uporabo pametnih pogodb samodejno izvrsˇevali
povracˇilo odsˇkodnine v primerih, ko bi priˇslo do dogodka in bi le tega
omrezˇje tudi potrdilo.
Notarske storitve Veriga blokov lahko olajˇsa delo na podrocˇju notarskih
storitev, saj nam omogocˇa, da za dokumente izdelamo dokaz o avtor-
stvu (kdo je lastnik dokumenta), dokaz o obstoju dokumenta v tocˇno
dolocˇenem cˇasu, ter dokaz o nespremenjenosti dokumenta. Primeri
taksˇnih storitev so Block Notary, Stampery, Crypto Public Notary in
Viacoin, ki omogocˇajo izvajanje notarskih storitev brez za ta namen
pooblasˇcˇenih oseb.
Glasbena industrija Podrocˇje avtorskih pravic, ki je zaradi popularnosti
interneta in pretocˇnih storitev postalo obcˇutno bolj otezˇeno, bi bilo prav
tako mozˇno resˇevati s porazdeljeno verigo blokov. Sˇe vecˇ, z uporabo
pametnih pogodb, bi bilo mozˇno avtorjem, glasbenikom in produkcij-
skim hiˇsam avtomaticˇno placˇevati njihove avtorske pravice, kot tudi
dolocˇati razmerja med njimi.
Dokaz o obstoju Obstojecˇi mehanizmi dokazovanja obstoja dolocˇenega do-
kumenta v cˇasu, ali pripadnost dokumenta dolocˇeni osebi v danem cˇasu
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temeljijo na centralni avtoriteti, ki potrjuje obstoj dolocˇenega doku-
menta v danem cˇasu. Problem taksˇnih sistemov pa ni zgolj v zaupanju
v pravilnost podatkov, posredovanih s strani tretje osebe, temvecˇ tudi
v tem, da taksˇni sistemi predpostavljajo, da tretja oseba hrani bodisi
originale, bodisi kopije teh dokumentov, kar lahko predstavlja varno-
stni problem. Z verigo blokov je taksˇen sistem enostaven, hkrati pa
ne temelji na hranjenju vsebine dokumentov, ampak zgolj izvlecˇkov.
Primer enostavne storitve, ki omogocˇa taksˇen mehanizem je storitev
Proof of Existence [10].
Porazdeljena shramba Hramba v oblaku je postala v zadnjih letih nepo-
gresˇljiva stvar vecˇine uporabnikov interneta, naj bo to uporaba storitev
Google, Dropbox, One Drive in ostalih. Podobno kot pri ostalih stori-
tvah pa tudi tu ostaja problem zaupanja tretji osebi. V ta namen Storj
ponuja platformo za decentralizirano shrambo vecˇjih kolicˇin podatkov
[11], kjer pa se vsi podatki ne shranjujejo v eni ogromni verigi blokov,
pacˇ pa se veriga blokov uporablja zgolj za shranjevanje meta podat-
kov datotek, datoteke same pa so locˇeno shranjene na prostoru, ki ga
sodelujocˇa vozliˇscˇa nudijo v zameno za placˇilo v kripto valuti Bitcoin.
Porazdeljen internet stvari IoT je ena izmed novejˇsih tehnologij, ki v
zadnjih letih postaja vse bolj priljubljena. Vecˇina taksˇnih sistemov
deluje na principu centraliziranega sistema, kjer en vmesnik skrbi za
vecˇjo kolicˇino nanj povezanih naprav - posledicˇno je varnost naprav in
varna komunikacija med napravami odvisna od tega vmesnika. Fila-
ment je storitev, ki omogocˇa da postavimo sistem IoT, kjer naprave
komunicirajo neposredno ena z drugo, pri tem pa veriga blokov sluzˇi
kot zaupanja vredna shramba identifikatorjev naprav [12].
Sistemi proti ponaredkom Boj proti ponaredkom ostaja eden izmed vecˇjih
izzivov danasˇnjih cˇasov. Storitev BlockVerify ponuja resˇitev, ki teme-
lji na verigi blokov. Njihov cilj je resˇevanje problema ponarejanja s
pomocˇjo decentraliziranega sistema, katerih del so tako proizvajalci,
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prodajalci in posredniki, kot tudi koncˇni uporabniki, predvsem na po-
drocˇju farmacije, diamantov, elektronskih naprav ter luksuznih pred-
metov [13].
Storitve na podrocˇju interneta Pojavljajo se aplikacije, ki sicer dobro
vpeljane storitve implementirajo sˇe z uporabo verige blokov. Primer
taksˇne storitve je Namecoin, ki je porazdeljena imenska storitev DNS
[14]. Obstojecˇi DNS strezˇniki so namrecˇ nadzirani s strani drzˇav in
vecˇjih korporacij, z uporabo verige blokov pa se izgubi potreba po cen-
traliziranih organizacijah.
2.2 Pametne pogodbe
Princip pametnih pogodb je predstavil Nick Szabo zˇe leta 1997 [15] z idejo
o pogodbah, ki temeljijo na programski kodi in se lahko samodejno izva-
jajo, vendar pa takratna tehnologija ni omogocˇala izvajanja taksˇnih pogodb
brez posredovanja centralne avtoritete. Ideja o pametnih pogodbah se je
tako ponovno prebudila s prihodom verige blokov. Pametne pogodbe na-
mrecˇ potrebujejo nepristranskega posrednika, za kar se veriga blokov izkazˇe
kot primeren kandidat prav zaradi lastnosti distribuiranega omrezˇja ter z
njim povezane lastnosti odlocˇanja. Pametne pogodbe namrecˇ lahko prever-
jamo in izvajamo na enak nacˇin, kot poteka preverjanje digitalnih transakcij
v omrezˇju Bitcoin. To pomeni, da bo vsako izvedeno akcijo znotraj pogodbe
izvedlo in preverilo vsako voziˇscˇe v omrezˇju. S tem dosezˇemo posˇteno izva-
janje pogodb brez potrebe po tretji osebi.
Projekt Ethereum je prvi ponudnik javne verige blokov, ki omogocˇa iz-
vajanje pametnih pogodb, sama veriga blokov pa je bila zasnovana prav za
podporo pametnim pogodbam. V ta namen so namrecˇ uvedli poseben virtu-
alni stroj (EVM ), ki je zmozˇen izvajanja programske kode na verigi blokov
in deluje kot neke vrste decentraliziran racˇunalnik. Poleg tega so omogocˇili
pisanje pametnih pogodb v uporabniku prijaznem visoko nivojskem program-
skem jeziku Solidity.
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Pametno pogodbo se ob kreiranju shrani v verigo blokov, tako kot ka-
terokoli drugo transakcijo. Taksˇna pogodba je vidna vsem, kar pomeni, da
lahko vsak uporabnik preveri, kaj se bo izvedlo ob klicu pogodbe. Poleg
tega je taksˇno pogodbo, kot vse druge transakcije v verigi blokov, nemogocˇe
spremeniti, niti ni mozˇno spreminjati poteka izvajanja. Uporabnik je tako
lahko prepricˇan, da se bo taksˇna pogodba vedno izvedla natanko na zapisan
nacˇin. Izvajanje ukazov se znotraj pametne pogodbe izvaja tako, da se izvede
zaporedje transakcij, ki spreminjajo vrednost pametne pogodbe. Preverjanje
pravilnosti izvedenih operacij poteka kot preverjanje vseh ostalih transakcij
v verigi blokov. Vsa vkljucˇena vozliˇscˇa v verigi blokov potrjujejo transakcije,
tako obicˇajne transakcije, kot tudi transakcije, ki spreminjajo stanje pametne
pogodbe [16].
Princip delovanja pametnih pogodb je najlazˇje prikazati na primeru. Vze-
mimo sˇolski primer pametne pogodbe, ki predstavlja platformo za mnozˇicˇno
kampanjo zbiranja sredstev (ang. crowdfunding):
cont rac t Kampanja{
uint pub l i c c i l j ;
address pub l i c avtor ;
Uporabnik [ ] pub l i c seznamPrispevkov ;
s t r u c t Uporabnik{
address nas lovZaVrac i l o ;
u int znesek ;
}
f unc t i on Kampanja ( u int c i l j ){
avtor = msg . sender ;
c i l j = c i l j ;
}
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f unc t i on p r i s p e v a j ( ){
seznamPrispevkov . push ( Uporabnik (
msg . sender , msg . va lue ) ) ;
p r ev e r iDo s e z enC i l j ( ) ;
}
f unc t i on p r ev e r iD o s e z enC i l j ( ){
i f ( t h i s . ba lance >= c i l j ){
s u i c i d e ( avtor ) ;
}
}
f unc t i on p r e k l i c i ( ){
i f (msg . sender != avtor ) re turn ;
f o r ( u int i =0; i<seznamPrispevkov . l ength ; i ++){
seznamPrispevkov [ i ] . nas lovZaVrac i l o . send (




Pametna pogodba vsebuje spremenljivko cilj, ki dolocˇa viˇsino zneska,
pri katerem se kampanjo smatra za uspesˇno in se sredstva nakazˇejo avtorju.
Naslov avtorja hranimo v spremenljivki avtor. Poleg teh dveh spremenljivk
hranimo sˇe seznam vseh uporabnikov, ki so prispevali h kampanji. Seznam
darovalcev hranimo v spremenljivki seznamPrispevkov, ki je sestavljena iz
elementov tipa Uporabnik, ki hkrati prikazuje, kako lahko ustvarimo lastne
podatkovne strukture. Za vsakega uporabnika hranimo znesek njegovega pri-
spevka in podatek o njegovem naslovu, ki ga bomo potrebovali v primeru pre-
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klica kampanje in vracˇila sredstev. Ob kreiranju pametne pogodbe se poklicˇe
metoda Kampanja(uint cilj), v kateri se nastavita cilj ter avtor pogodbe.
Ob klicu metode prispevaj() se na seznam prispevkov zabelezˇi uporabnika in
njegov prispevek. Hkrati se poklicˇe metoda preveriDosezenCilj(), ki pre-
veri, ali je cilj zˇe dosezˇen, in v primeru da je, s klicem vgrajene funkcije
suicide() vsa zbrana sredstva prenese na avtorjev naslov. V primeru, da av-
tor zˇeli v dolocˇenem trenutku preklicati kampanjo, to naredi s klicem metode
preklici(), ki vsem donatorjem vrne njihove prispevke.
2.3 Varnostne pomanjkljivosti verige blokov
Kljub vsem prednostim, ki jih prinasˇa uporaba verige blokov, le-ta v sami
zasnovi vsebuje tudi resne varnostne pomanjkljivosti. Ker je vecˇina verig
blokov primarno namenjenih digitalnim valutam, so razlogi za napade pred-
vsem zˇelja po okoriˇscˇenju. V ta namen se na verigi blokov najvecˇkrat izvajajo
napadi, kjer je cilj dvakratna poraba istih sredstev (ang. double spending).
Najpogosteje je tu govora o vecˇinskem napadu (ang. majority attack) ali
napadu 51%, kjer predpostavimo, da ima napadalec vsaj polovico celotne
racˇunske mocˇi omrezˇja. Ker je veriga blokov zasnovana tako, da omrezˇje
vozliˇscˇ nove bloke vedno dodaja v najdaljˇso verigo, lahko napadalec po opra-
vljenem placˇilu in izvrsˇeni storitvi ustvari novo vejo v verigi, kjer ista sredstva
porabi sˇe enkrat, taksˇno verigo pa dopolnjuje z novimi bloki tako, da le-ta
presezˇe dolzˇino prvotne veje. Nato taksˇno verigo posˇlje v omrezˇje, vozliˇscˇa
pa jo, ker je daljˇsa, vzamejo za primarno vejo, ter razveljavijo transakcije, ki
so se zgodile na prvotni veji. Primer taksˇnega napada prikazuje slika 2.2.
Ker obicˇajno pri placˇevanju ponudnik storitve za potrditev placˇila cˇaka,
da je potrjenih vsaj nekaj naslednjih blokov, napadalec za taksˇen napad
potrebuje precej vecˇ kot 51% celotne racˇunske mocˇi, saj verjetnost gradnje
zaporednih m blokov hitreje kot preostanek omrezˇja hitro pada [17].
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Slika 2.2: Primer napada na verigi blokov, kjer napadalec A ista sredstva
porabi dvakrat - prvicˇ jih nakazˇe ponudniku storitve B, drugicˇ pa nazaj na
svoj racˇun. Napadalec nato novo ustvarjeno vejo dopolnjuje z bloki hitreje
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2.6 Zgosˇcˇevalne funkcije
Zgosˇcˇevalne funkcije ali kriptografske zgosˇcˇevalne funkcije so funkcije, ki po-
datke poljubne dolzˇine preslikajo v podatke fiksne dolzˇine. Rezultat pre-
slikave je izvlecˇek, imenovan tudi zgosˇcˇena vrednost ali zgostitev. Taksˇna
preslikava je enosmerna, kar pomeni, da za dan izvlecˇek ni mogocˇe ugotoviti
kaksˇen je bil vhodni podatek. Kakovost oziroma varnost zgosˇcˇevalnih funkcij
je dolocˇena z naslednjimi lastnostmi:
Odpornost na prasliko (ang. pre-image resistance) Pri poznanem izvlecˇku
h je tezˇko ali nemogocˇe v doglednem cˇasu najti sporocˇilo m, ki ustreza
h = H(m), pri cˇemer H predpostavlja zgosˇcˇevalno funkcijo.
Odpornost na drugo prasliko (ang. second pre-image resistence) Za dano
vhodno sporocˇilo m1 je tezˇko ali nemogocˇe v doglednem cˇasu najti
sporocˇilo m2, ki bi ustrezalo pogoju H(m1) = H(m2)
Odpornost na trke Tezˇko ali nemogocˇe je v doglednem cˇasu najti poljubni
dve sporocˇili m1 in m2, za katere bi veljalo H(m1) = H(m2).
V povezavi z verigo blokov bomo v nalogi najvecˇkrat omenjali zgosˇcˇevalno
funkcijo SHA-256, saj se le-ta uporablja pri resˇevanju matematicˇne uganke,
na kateri je zasnovan sistem nagrajevanja.
2.7 Integriteta podatkov
Integriteta podatkov je pojem, ki opisuje celovitost ali nespremenljivost po-
datkov. O integriteti podatkov govorimo, ko zˇelimo pokazati, da je podatek
ostal nespremenjen in celovit, med njegovim prenosom ali hranjenjem.
Za zagotavljanje integritete podatkov se v racˇunalniˇstvu najpogosteje
uporabljajo zgosˇcˇevalne funkcije, ki imajo lastnost, da za dan podatek po-
ljubne dolzˇine vedno vracˇajo enak rezultat fiksne dolzˇine. Preverjanje celo-
vitosti ali integritete podatka lahko torej preverimo tako, da za dan podatek
2.8. SORODNE RAZISKAVE 21
izracˇunano zgosˇcˇeno vrednost pred in po operaciji (npr. prenos po omrezˇju)
in preverimo, ali se zgosˇcˇeni vrednosti ujemata.
2.8 Sorodne raziskave
Pregled raziskav s podrocˇja verige blokov je sistematicˇno prikazan v nedavno
objavljenem cˇlanku [18], kjer avtorji pregledajo vse relevantne cˇlanke tega
podrocˇja ter podajo mnenje o tem, na katera podrocˇja naj bi se nadaljnje
raziskave verige blokov posebej osredotocˇale. Med drugim menijo, da je ra-
zvoj novih aplikacij, ki uporabljajo verigo blokov, kljucˇnega pomena za razvoj
ne zgolj kripto valut ampak tudi verige blokov kot tehnologije. Iz cˇlanka je
razvidno, da se sicer velik del raziskav s tega podrocˇja posvecˇa predvsem
odkrivanju varnostnih in tehnolosˇkih problemov digitalne valute Bitcoin, ter
nadgrajevanju le-te.
Za nasˇe delo so predvsem pomembni cˇlanki, ki se dotikajo samih zmozˇnosti
in tehnolosˇkih omejitev verige blokov [19][20], sˇe posebej cˇlanek [21], ki se si-
cer osredotocˇa na tehnolosˇke raziskave kripto valute Bitcoin, vendar je vecˇji
del posvecˇen verigi blokov. Rezultati raziskav kazˇejo, da trenutna veriga
blokov Bitcoin sˇe ni pripravljena za ogromne kolicˇine transakcij, vendar so
mnenja, da bo, glede na razvoj v tej smeri, veriga blokov Bitcoin omogocˇala
vecˇji pretok transakcij, sˇe preden se dejansko pojavi potreba po tem.
Med potencialnimi podrocˇji uporabe verige blokov se sicer pogosto navaja
varnost osebnih podatkov [22][23][24], vendar nihcˇe ni raziskoval podrocˇja za-
upnosti in integritete podatkov v obstojecˇih sistemih. V cˇlanku [25] sicer av-
torji predlagajo sistem za dodeljevanje pravic vpogleda v osebne podatke, ki
temelji na verigi blokov, vendar se pri tem osredotocˇijo na konkreten primer
namesˇcˇanja mobilnih aplikacij, kjer ponudniku aplikacije omogocˇimo vpo-
gled v nasˇe osebne podatke. S podobnim problemom upravljanja osebnih
podatkov se srecˇujejo tudi v delu [26], kjer predlagajo zasnovo sistema za
upravljanje z medicinskimi podatki, ki ne le da uporablja verigo blokov, pacˇ
pa v ta namen pripravijo tudi zasnovo lastne verige blokov, vkljucˇno s siste-
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mom potrjevanja. Pri tem sicer velja poudariti, da je za varnost verige blokov
kljucˇnega pomena dovolj veliko omrezˇje [1][27], kar bo potrebno uposˇtevati
v primeru, da se odlocˇimo za lastno implementacijo verige blokov.
Pri pregledu obstojecˇih aplikacij, ki temeljijo na verigi blokov, smo zasle-
dili seznam ponudnika javno dostopne verige blokov Ethereum, na katerem so
navedene vse aplikacije, ki uporabljajo njihovo verigo blokov [28]. Med raz-
vitimi projekti so npr. igre na srecˇo, porazdeljene shrambe podatkov, sistemi
za upravljanje z identitetami, itd., vendar pa projekta, ki bi resˇeval problem
zaupnosti in integritete podatkov v obstojecˇih sistemih, nismo zasledili.
Poglavje 3
Nacˇrt sistema
Cilj te naloge je narediti sistem, ki bo zagotavljal zaupnost in integriteto
podatkov v zˇe obstojecˇih sistemih ali storitvah. V tem poglavju razvijemo
nacˇrt in predlog vpeljave sistema za zagotavljanje zaupnosti in integritete po-
datkov. V prvem podpoglavju najprej predstavimo metodologijo dela, nato
razvijemo dva locˇena nacˇrta - v prvem se posvetimo zagotavljanju integritete
podatkov, v drugem pa predstavimo nacˇrt nacˇina uporabe verige blokov sˇe
za zagotavljanje zaupnosti.
3.1 Metodologija
V prvem koraku izdelave magistrske naloge smo pregledali sˇirsˇe podrocˇje
verig blokov, ter izdelali idejo za nov nacˇin uporabe verige blokov, kjer bi
obstojecˇe storitve nadgradili z vpeljavo verige blokov ter jim s tem omogocˇili
viˇsjo stopnjo zaupnosti ali integritete podatkov. V drugem koraku smo opra-
vili sˇtudijo izvedljivosti, ter na primeru spletne aplikacije druzˇabnega omrezˇja
razvili predlagan sistem. Razvoj smo razdelili v dve fazi. V prvi smo upora-
bili verigo blokov za hranjenje izvlecˇkov vsebine, ki jo uporabniki druzˇabnega
omrezˇja objavljajo. S tem smo zagotovili integriteto podatkov, saj bo vsak
uporabnik lahko preveril, ali zapis, ki ga prikazuje ponudnik storitve, ustreza
tistemu, ki je bil objavljen. V drugi fazi smo resˇitev razsˇirili z mehanizmom,
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ki bo zagotavljal zaupnost. Veriga blokov bo v tem primeru uporabljena kot
sistem dodeljevanja pravic do vpogleda v uporabnikovo vsebino, ki temelji
izkljucˇno na verigi blokov. S tem je uporabnik vedno edini, ki lahko dolocˇi
pravice za ogled vsebine. V tretjem koraku smo za razvit sitem identificirali
omejitve, ki jih prinasˇa uporaba verige blokov, ter izmed javno dostopnih
verig blokov izbrali najprimernejˇso, oziroma pokazali, ali bi bila uporaba in
razvoj lastne verige blokov za razvito resˇitev bolj primerna.
3.2 Zagotavljanje integritete podatkov
Pri nacˇrtu sistema za zagotavljanje integritete podatkov v obstojecˇih siste-
mih za primer obstojecˇega sistema vzamemo spletno aplikacijo druzˇabnega
omrezˇja. Izbira taksˇne aplikacije morda ni najboljˇsi primer za dejansko im-
plementacijo, kot to kasneje prikazˇemo v poglavju 6. Vseeno sluzˇi kot dober
primer za razumevanje predlaganega sistema. Namen je izdelati resˇitev, ki
bo omogocˇala viˇsjo stopnjo integritete podatkov vsebine, ki jo uporabniki
na taksˇnem druzˇabnem omrezˇju objavljajo. V poglavjih, ki sledijo, nacˇrt
razvijemo po korakih, od prvotne enostavne idejne zasnove, do koncˇnega,
izpopolnjenega nacˇrta.
3.2.1 Idejna zasnova
Prvotna ideja je uporabiti verigo blokov za hranjenje celotne vsebine, ki jo
uporabniki objavljajo. Na ta nacˇin dosezˇemo, da je vsaka sprememba vsebine
zabelezˇena v verigi blokov, in ker je le-ta vidna vsem, lahko vsak uporabnik
sistema preveri, kdaj je bila vsebina dodana v sistem, in ali se je v tem cˇasu
morda spreminjala. Taksˇen sistem sicer omogocˇa popoln pregled nad celotno
zgodovino vsebine, vendar hitro opazimo vecˇjo tezˇavo taksˇnega pristopa. Vsa
vsebina in njene spremembe so na tak nacˇin vidne vsakomur, ki ima dostop
do verige blokov. Ni nujno, da to predstavlja slabost sistema. V dolocˇenih
primerih bi bila taksˇna zasnova sistema povsem smiselna in zadostna, vendar
se tu pojavi tudi drug problem. Kot smo prikazali v poglavju 2, veriga
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Slika 3.1: Nacˇrt idejne zasnove uporabe verige blokov za zagotavljanje in-
tegritete podatkov.
blokov ni namenjena shranjevanju ogromnih kolicˇin podatkov, saj mora vsako
vozliˇscˇe v omrezˇju pri sebi hraniti celotno verigo blokov.
Prvotno idejo torej spremenimo tako, da znotraj verige blokov vedno
hranimo le izvlecˇek vsebine. Na ta nacˇin lahko za dolocˇeno vsebino sˇe vedno
dolocˇimo, ali se njen izvlecˇek nahaja v verigi blokov, in ali se je morda vsebina
spremenila. Po drugi strani pa same vsebine ni mogocˇe dolocˇiti - seveda ob
predpostavki, da izberemo primerno in dovolj mocˇno zgosˇcˇevalno funkcijo.
Preprost nacˇrt taksˇnega sistema je prikazan na sliki 3.1.
Veriga blokov nam bo v tem primeru sluzˇila kot podatkovna shramba
izvlecˇkov vsebine. Ker pa je v osnovi veriga blokov namenjena shranjevanju
transakcij, moramo sistem prilagoditi tako, da bodisi izvlecˇke na nek nacˇin
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pretvorimo v transakcije, ali pa uporabimo pametne pogodbe, ki taksˇno
shrambo v verigi blokov zˇe omogocˇajo. V nadaljevanju predlagamo nacˇrt
dveh resˇitev. Prvega z uporabo enostavne verige blokov, drugega pa z upo-
rabo pametnih pogodb. Na ta nacˇin omogocˇimo razvoj sistema za poljubno
verigo blokov.
3.2.2 Nacˇrt sistema z uporabo verige blokov
Pri uporabi enostavne verige blokov je edini nacˇin shranjevanja podatkov ta,
da jih na nek nacˇin pretvorimo v transakcijo. Vecˇina verig blokov je namrecˇ
zasnovanih tako, da v strukturi same transakcije poleg podatkov, ki so ob-
vezni za veljavno transakcijo (vhodni in izhodni naslovi, cˇasovni zˇig, itd.)
vsebujejo tudi dodatna polja, ki niso obvezna, ter so namenjena bodisi op-
cijskim podatkom (npr. sporocˇilo ob poslani transakciji), bodisi kasnejˇsim
razsˇiritvam protokola. Veriga blokov Ethereum na primer v svoji zasnovi
vsaki transakciji dodeljuje polje imenovano payload, kamor lahko uporabnik
zapiˇse poljubno vsebino ob ustvarjanju transakcije. Veriga blokov Bitcoin
vsebuje polje coinbase, ki ga prav tako lahko izkoristimo za vnos sicer krajˇse
vsebine. V primeru shranjevanja izvlecˇkov to ne predstavlja ovire. V nada-
ljevanju predpostavimo, da verige blokov vsebujejo taksˇno polje, pri samem
nacˇrtu pa za zgled vzamemo polje payload, kakrsˇnega najdemo v verigi blo-
kov Ethereum.
Nacˇrt na sliki 3.2, prikazuje nacˇina shranjevanja izvlecˇkov tako, da se le-ti
shranijo v polju paylod pri vsaki transakciji. Tako shranjen izvlecˇek pa upo-
rabniku ne koristi, cˇe le-ta ni obvesˇcˇen o naslovu, kjer se transakcija nahaja.
Mozˇno bi bilo sicer preiskati celotno verigo blokov ter preverjati ali kateri
izmed zapisov ustreza uporabnikovemu izvlecˇku, vendar to v praksi zaradi
velikosti verige blokov ni uporabno. Nacˇrt torej razsˇirimo tako, da se podatek
o naslovu, kjer se izvlecˇek nahaja, prikazˇe uporabniku. Hkrati ta podatek
pripnemo sˇe vsebini, preden se le-ta zapiˇse na strezˇnik storitve. Pomembno
je, da uporabnik komunicira neposredno z verigo blokov. Cˇe bi shranjevanje
izvlecˇkov v verigo blokov prepustili ponudniku storitve, bi varnost taksˇnega
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Slika 3.2: Nacˇrt uporabe verige blokov za zagotavljanje integritete podat-
kov, ki temelji na osnovi shranjevanja izvlecˇkov vsebine znotraj transakcij.
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sistema temeljila na zaupanju ponudniku. Temu se zˇelimo izogniti. Na sliki
je nazorno prikazano, da komunikacija z verigo blokov poteka neposredno
med verigo blokov in koncˇnim uporabnikom - preko klicev, ki se izvajajo na
strani odjemalca. Podatek o naslovu izvlecˇka na strani storitve shranimo z
namenom, da se le-ta lahko prikazˇe vsem ostalim uporabnikom. Ponudnik
storitve bi ta podatek skupaj s samo vsebino sicer lahko spremenil, vendar
bi v tem primeru avtor vsebine vseeno imel dostop do dejanskega naslova
izvlecˇka. S tem lahko pokazˇe, da ponudnik storitve ni pravicˇen. Da bi pov-
sem preprecˇili, da ponudnik storitve spreminja vsebino in naslov izvlecˇka,
bi lahko sicer sam izvlecˇek zasˇcˇitili z digitalnim podpisom, vendar je namen
tega dela prikazati uporabo verige blokov, morebitne izboljˇsave sistema pa
pustimo za poglavje 6.
3.2.3 Nacˇrt sistema z uporabo pametnih pogodb
Kot smo zˇe omenili, je drug pristop k problemu uporaba pametnih pogodb.
Taksˇna resˇitev je sicer uporabna zgolj pri ponudnikih verig blokov, ki pod-
pirajo pametne pogodbe, vendar pa prinasˇa dolocˇene prednosti. Nacˇrt je
podoben prejˇsnjemu, le da bomo v tem primeru izkoristili lastnosti pametnih
pogodb, ter omogocˇili pregled zgodovine sprememb za vsebino, v primeru,
da jo uporabnik spreminja. Zgodovina sprememb je sicer v verigi blokov
shranjena tudi v prejˇsnjem primeru, vendar se ob spremembi vsebine izgu-
bijo naslovi prejˇsnjih stanj in nam je na voljo zgolj naslov izvlecˇka zadnje
spremembe. Nacˇrt resˇitve, ki uporablja pametne pogodbe, prikazuje slika
3.3. Tudi v tem primeru je pomembno, da uporabnik komunicira neposre-
dno s pametno pogodbo. V primeru uporabe pametnih pogodb prav tako
ni potrebno shranjevati naslova izvlecˇka na strani ponudnika storitve, saj
lahko znotraj pogodbe implementiramo metode, ki za dano objavo (dolocˇeno
z identifikatorjem) vrne vrednost izvlecˇka. Uporabniki storitve lahko tako za
vsako objavljeno vsebino preverijo, ali je vrednost izvlecˇka prava, neposredno
s klicem metode pametne pogodbe.
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Slika 3.3: Nacˇrt uporabe verige blokov za zagotavljanje integritete podat-
kov, ki temelji na pametnih pogodbah.
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3.3 Nacˇrt sistema za zagotavljanje zaupnosti
Kot smo zˇe omenili, bomo za sˇtudijo izvedljivosti uporabe verige blokov za
zagotavljanje zaupnosti razvili sistem za dodeljevanje pravic vpogleda. Tudi
v tem primeru za zgled aplikacije, ki jo zˇelimo nadgraditi s taksˇnim mehaniz-
mom vzamemo aplikacijo spletnega druzˇabnega omrezˇja, cˇeprav, tako kot v
primeru zagotavljanja integritete ni najboljˇsi primer dejanske uporabe (glej
poglavje 6), je pa na tem primeru enostavneje razumeti delovanje celotnega
sistema. Ponovno torej govorimo o skupini uporabnikov, ki na spletnem
druzˇabnem omrezˇju delijo razlicˇne tipe vsebin, le da se tokrat osredotocˇimo
tudi na skupine uporabnikov, katerim so te vsebine namenjene. Vsak uporab-
nik namrecˇ lahko dolocˇi skupino uporabnikov, katerim bo objavljena vsebina
vidna. Obstojecˇi sistemi sicer to zˇe omogocˇajo, vendar pa v nasˇem primeru
zˇelimo pokazati, da lahko vzpostavimo sistem, kjer nad dodeljevanjem pra-
vic vpogleda nima nadzora ponudnik storitve, pacˇ pa je mozˇnost vpogleda
dodeljena z verigo blokov. Prav tako zˇelimo pokazati, da lahko vzpostavimo
sistem, katerega zaupnost ni zasnovana na zaupanju ponudnika storitve.
V tem primeru skusˇamo resˇitev izdelati s pametnimi pogodbami, saj ne
zˇelimo zgolj shranjevati podatkov v verigo blokov. Namesto tega zˇelimo imeti
mozˇnost avtomaticˇnega izvajanja metod, ki bi dodeljevale pravice vpogleda.
Ker ne zˇelimo, da ponudnik storitve v kakrsˇnemkoli primeru omogocˇi pogled
vsebine nepooblasˇcˇeni tretji osebi, bomo sistem zasnovali tako, da bo vsebina,
ki bo shranjena na strani ponudnika storitve, sˇifrirana. Predpostavimo, da
vsebino M sˇifriramo s simetricˇno sˇifro in kljucˇem K, generiranim na strani
uporabnika, ki objavi vsebino. Vsebina, ki se dejansko shrani na strezˇnik po-
nudnika storitve, je sˇifrirana in jo oznacˇimo z K(M). Poleg sˇifriranja vsebine
avtor hkrati doda zapis v verigo blokov, kjer za ustvarjeno vsebino ustvari se-
znam parov (id uporabnika, JU(K)), kjer id uporabnika predstavlja enolicˇen
identifikator uporabnika, kateremu zˇelimo dodeliti pravico vpogleda, JU(K)
pa predstavlja kljucˇ K, sˇifriran z uporabnikovim javnim kljucˇem. Koncˇni
uporabnik bo na ta nacˇin od pametne pogodbe lahko pridobil JU(K) , ga
s svojim zasebnim kljucˇem ZU odsˇifriral, ter na koncu z dobljenim kljucˇem
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Slika 3.4: Nacˇrt uporabe verige blokov za dodeljevanje pravic vpogleda, ki
temelji na pametnih pogodbah.
K odsˇifriral sˇe vsebino K(M), ki mu jo bo ponudnik storitve posredoval
sˇifrirano. Pametna pogodba bo v tem primeru poleg seznama objav in njim
pripadajocˇih kljucˇev vsebovala sˇe metodo, s katero lahko uporabnik objavi
novo vsebino (doda seznam kljucˇev), in pa metodo, ki koncˇnemu uporabniku
glede na njegov enolicˇni identifikator vrne pripadajocˇ kljucˇ. Nacˇrt taksˇnega
sistema prikazuje slika 3.4. Kot pri nacˇrtu resˇitve za zagotavljanje integri-
tete podatkov, je tudi tu pomembno, da uporabnik komunicira neposredno
z verigo blokov - v tem primeru s pametno pogodbo.
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Poglavje 4
Izbira tehnologij in orodij
V tem poglavju se posvetimo predvsem izbiri glavnega orodja, na katerem
temelji nasˇe delo - verigi blokov. Pri izbiri verige blokov se moramo naj-
prej odlocˇiti, ali bomo uporabili obstojecˇo verigo blokov, ali se bomo lotili
izdelave lastne verige blokov. V nadaljevanju na kratko prikazˇemo, zakaj
vpeljava lastne verige blokov za nasˇ primer ni najboljˇsa izbira. Pregledamo
obstojecˇe ponudnike verige blokov, ter izberemo verigo blokov za implemen-
tacijo predlagane resˇitve.
4.1 Implementacija lastne verige blokov
Pri implementaciji lastne verige blokov se lahko odlocˇimo med implemen-
tacijo verige blokov znotraj organizacije, ali pa vpeljavo nove javne verige
blokov. V prvem primeru gre zgolj za obliko porazdeljene podatkovne struk-
ture, saj je veriga blokov povsem nadzorovana s strani organizacije. V pri-
meru javne verige blokov pa gre za implementacijo verige blokov, kot npr.
Bitcoin, Ethereum, itd.
Nasˇ cilj je vpeljava mehanizma, ki bi omogocˇal viˇsjo stopnjo zaupno-
sti in integritete podatkov, zato nam implementacija lastne verige blokov
znotraj organizacije ne koristi. V tem primeru bi bila stopnja zaupnosti in
integritete podatkov odvisna od organizacije, nasˇ cilj pa je ravno obraten -
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vpeljava mehanizma, ki za zagotavljanje zaupnosti in integritete podatkov
ne potrebuje centralne avtoritete, ki bi ji bilo potrebno zaupati. Izbira javno
dostopne verige blokov, v katero se lahko vkljucˇi kdorkoli, je primerna in smi-
selna resˇitev, vendar le pod pogojem, da taksˇni verigi blokov lahko zaupamo.
Kot smo omenili v poglavju 2, je ena izmed glavnih slabosti verige blokov
obcˇutljivost na napad v primeru, da si katerokoli izmed vkljucˇenih vozliˇscˇ
(ang. node) lasti vecˇ kot polovico celotne racˇunske mocˇi verige blokov. Pri
implementaciji lastne verige blokov bi bilo tako potrebno poskrbeti za dovolj
veliko omrezˇje t.i. racˇunskih vozliˇscˇ (ang. miner), kar pripelje do vpeljave
nove kripto valute, saj je ravno princip nagrajevanja glavna motivacija za so-
delovanje pri potrjevanju blokov. Sistem nagrajevanja (po principu PoW) je
zgolj eden izmed nacˇinov zagotavljanja zaupanja vredne verige blokov. Drug
nacˇin, ki bi deloval, je princip PoS, a jasno je, da brez nacˇina nagrajevanja
veriga blokov ni varna.
To nas pripelje do ugotovitve, da je za zagotavljanje varnosti potrebna
predvsem dobro uveljavljena veriga blokov z visoko racˇunsko mocˇjo vkljucˇenih
vozliˇscˇ. Vecˇja kot je racˇunska mocˇ, tezˇje je izvesti napad na taksˇno verigo
blokov. Ker je nasˇ cilj vpeljava verige blokov v obstojecˇe sisteme in je velik
del taksˇnih sistemov premajhen, da bi bilo zanj mozˇno ustvariti zanesljivo
verigo blokov, je tako enostavneje uporabiti zˇe uveljavljeno verigo blokov [29].
To ne pomeni, da vpeljava lastne verige blokov ne bi bila primerna - bi pa
bilo potrebno najprej poskrbeti za varno verigo blokov, sˇele nato bi lahko z
uporabo le-te zagotavljali zaupnost in integriteto podatkov na nacˇin, ki smo
ga prikazali v poglavju 3.
4.2 Pregled ponudnikov verige blokov
V prejˇsnjem poglavju smo pokazali, da je vpeljava nove verige blokov mozˇna.
Kljub vsemu pa je za zagotavljanje viˇsje stopnje varnosti, ter posledicˇno
zagotavljanje zˇelene stopnje zaupnosti ter integritete podatkov, kakrsˇno na-
vajamo v poglavju 3, potrebna veriga blokov z dovolj veliko racˇunsko mocˇjo
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vseh vkljucˇenih vozliˇscˇ. V nadaljevanju tako pregledamo nekaj najvecˇjih
javno dostopnih verig blokov, ter ovrednotimo smiselnost uporabe vsake iz-
med njih pri implementaciji zastavljene resˇitve. Glavne metrike, na podlagi
katerih vrednotimo verige blokov so:
Racˇunska mocˇ omrezˇja Merjena v sˇtevilu izvlecˇkov (ang. hash) na se-
kundo [H/s]. Vecˇja kot je racˇunska mocˇ omrezˇja, tezˇje je izvesti ”napad
51” na taksˇni verigi, saj bi napadalec potreboval vsaj polovico celotne
racˇunske mocˇi. Podatek o racˇunski mocˇi je seveda pomemben le za
verige blokov, ki uporabljajo model PoW.
Namen uporabe verige blokov Dolocˇene verige blokov sluzˇijo zgolj tocˇno
dolocˇenim namenom in jih ni mozˇno, ali pa ni smiselno uporabljati v
splosˇne namene. Kljub temu, da bi bila uporaba taksˇne verige blo-
kov teoreticˇno mozˇna, se lahko omrezˇje na podlagi sumljivih transakcij
odlocˇi, da taksˇne transakcije neha potrjevati.
Podpora pametnim pogodbam Igrala bo pomembno vlogo predvsem pri
implementaciji resˇitve za zagotavljanje zaupnosti, saj smo nacˇrt izdelali
na osnovi pametne pogodbe.
V tabeli 4.1 se nahaja seznam javno dostopnih verig blokov, za vsako
od njih pa tudi ovrednotene zgoraj navedene metrike. Med podrobnejˇsim
pregledom ponudnikov smo opazili, da je velik del ponudnikov verige blokov
sˇe v zacˇetnih fazah razvoja in uporaba taksˇnih storitev sˇe ni mozˇna. Poleg
tega velik del ponudnikov, predvsem tistih, ki se osredotocˇajo na storitev
pametnih pogodb, ne temelji na metodi PoW.
Glede na nabor mozˇnosti smo se pri izdelavi implementacije nasˇe resˇitve
odlocˇili za izbiro ponudnika Ethereum, ki nudi dovolj veliko in dobro vzpo-
stavljeno omrezˇje, podpira pametne pogodbe in je s staliˇscˇa uporabe njihovih
storitev dobro dokumentiran.
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Tabela 4.1: Pregled ponudnikov verige blokov.
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4.3 Projekt Ethereum
Projekt Ethereum predstavlja decentralizirano platformo, na kateri je mozˇno
izvajati pametne pogodbe. Projekt je leta 2014 predstavil avtor Vitalik Bu-
terin [29] kot prvo platformo, osnovano na verigi blokov, ki omogocˇa izvajanje
pametnih pogodb znotraj verige blokov. Danes projekt Ethereum predsta-
vlja najbolj razsˇirjeno platformo za izvajanje pametnih pogodb.
Za namen izvajanja pametnih pogodb so razvili tako imenovan Ethereum
Virtual Machine (EVM), ki omogocˇa izvajanje pametnih pogodb zapisanih
v jeziku EVM bytecode v samem omrezˇju verige blokov. Poleg tega so razvili
tudi visoko-nivojski programski jezik Solidity, ki omogocˇa enostavno pro-
gramiranje pametnih pogodb in ga je mogocˇe enostavno prevesti v EVM
bytecode.
Zaradi velike razsˇirjenosti projekta Ethereum in predvsem dobre uradne
dokumentacije, kot tudi ogromne zbirke virov s strani vse vecˇje skupnosti,
smo se odlocˇili, da za samo implementacijo predlagane resˇitve uporabimo ta
projekt.
4.4 Naivechain
Med pregledom ponudnikov verig blokov smo zasledili tudi zanimiv odprto-
kodni projekt Naivechain (https://github.com/lhartikk/naivechain).
Gre za enostavno implementacijo poenostavljene verige blokov, katere namen
je predvsem na enostaven nacˇin prikazati delovanje verige blokov. Vsebuje le
najbolj osnovne elemente, ki so potrebni za prikaz principa delovanja verige
blokov. Projekt je sicer zastavljen bolj v izobrazˇevalne namene in ni name-
njen dejanski uporabi v nekem realnem primeru, vendar pa smo se odlocˇili,
da prvo implementacijo nasˇe resˇitve izdelamo z uporabo te verige, in na ta
nacˇin hitreje izdelamo prvi prototip implementacije.
Naivechain je v osnovi sestavljen iz blokov, vsak izmed njih pa vse-
buje zgolj naslednje parametre: indeks, zgosˇcˇeno vrednost prejˇsnjega bloka,
zgosˇcˇeno vrednost trenutnega bloka, cˇasovni zˇig in pa polje za poljubne po-
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datke. Transakcij veriga blokov ne vsebuje. Po zˇelji jih lahko uporabnik v
blok vkljucˇi znotraj polja za poljubne podatke. Ker v nasˇem nacˇrtu od verige
blokov pricˇakujemo, da vsebuje vsaj eno polje, kjer je mozˇno shraniti polju-
ben podatek manjˇse velikosti, nam taksˇen koncept verige povsem ustreza.
Naivechain je zasnovan tako, da omogocˇa dejansko postavitev omrezˇja tipa
vsak z vsakim, ter s tem kar se le da posnema obnasˇanje prave verige blokov.
Poglavje 5
Implementacija
V tem poglavju podrobneje predstavimo implementacijo resˇitev iz poglavja
3. Najprej po korakih razvijemo resˇitev za zagotavljanje integritete podat-
kov - od uporabe preproste verige blokov, pa do uporabe pametnih pogodb.
Nato z uporabo pametnih pogodb razvijemo sˇe resˇitev za dodeljevanje pravic
vpogleda. V zadnjem delu poglavja prikazˇemo, kako je mozˇno razvite resˇitve
integrirati v obstojecˇe sisteme.
5.1 Zagotavljanje integritete podatkov
Resˇitev, predlagano v poglavju 3.2, razvijemo v treh korakih:
• V prvem koraku smo se odlocˇili za uporabo odprtokodne poenostavljene
implementacije verige blokov imenovane Naivechain. Namen tega ko-
raka je na enostaven nacˇin preveriti delovanje predlagane resˇitve. Pri
uporabi prave verige blokov se lahko hitro pojavijo tezˇave ob nepravilni
uporabi, zato zˇelimo delovanje resˇitve preveriti v okolju, kjer se ni po-
trebno posvecˇati konfiguraciji odjemalcev, vkljucˇenih v verigo blokov,
pacˇ pa zgolj implementaciji resˇitve. Drugi razlog za uporabo testne
verige blokov je ta, da pri taksˇni verigi nismo del pravega omrezˇja, kar
pomeni, da s testiranjem pri implementaciji resˇitve v verigo blokov ne
vnasˇamo odvecˇnih podatkov in po nepotrebnem sˇirimo velikost same
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verige blokov. Poleg tega je potrebno v pravem omrezˇju vsako izmed
transakcij tudi placˇati, kar prinasˇa dodatne strosˇke, ki se jim z uporabo
testne verige blokov izognemo.
• V drugem koraku se lotimo implementacije resˇitve sˇe na pravi verigi
blokov. V ta namen smo izbrali verigo blokov Ethereum. Tudi v tem
primeru pa testiranja ne izvajamo znotraj pravega omrezˇja, pacˇ pa
uporabimo sprva zgolj odjemalec testrpc, ki znotraj lokalnega omrezˇja
simulira pravo Ehtereum verigo blokov.
• V zadnjem koraku po nacˇrtu iz poglavja 3.2 resˇitev implementiramo
sˇe z uporabo pametnih pogodb, kjer zopet uporabimo verigo blokov
Ethereum.
V vseh treh korakih v nadaljevanju opiˇsemo zgolj implementacijo komuni-
kacije z verigo blokov oziroma implementacijo pametne pogodbe in komunika-
cijo z le-to. Integracijo v obstojecˇo aplikacijo podrobneje opiˇsemo v poglavju
5.3, za zdaj pa predpostavimo, da vsa komunikacija poteka s strani odjemalca
- v spletnem brskalniku. Zato vse klice tako izvajamo v programskem jeziku
JavaScript.
5.1.1 Uporaba verige blokov Naivechain
V poglavju 4.4, kjer smo verigo blokov Naivechain podrobneje opisali, smo
pokazali, da nam veriga blokov omogocˇa vnos podatkov v polje data, ki lahko
vsebuje poljuben podatek. V nasˇem primeru bomo to polje uporabili za shra-
njevanje izvlecˇka vsebine. Predpostavimo, da se racˇunanje izvlecˇka vsebine
izvaja v uporabnikovem brskalniku. Nasˇ cilj je torej zgolj vnos izvlecˇka v
blok. Za zdaj lahko predpostavimo, da izvlecˇek izracˇunamo z JavaScript
knjizˇnico jsSHA z naslednjim zaporedjem ukazov:
var shaObj = new jsSHA (”SHA−256” , ”TEXT” ) ;
shaObj . update(”<vsebina >”);
var hash = shaObj . getHash (”HEX” ) ;
5.1. ZAGOTAVLJANJE INTEGRITETE PODATKOV 41
Ker se veriga blokov Naivechain izvaja zgolj znotraj lokalnega okolja in
ne predstavlja javno dostopne storitve, jo moramo najprej zagnati na lokal-
nem racˇunalniku. Najprej prenesemo izvorno kodo z javno dostopnega repo-
zitorija, nato verigo blokov namestimo in zazˇenemo z naslednjim zaporedjem
ukazov:
npm i n s t a l l
# v prvem oknu termina la pozenemo :
HTTP PORT=3001 P2P PORT=6001 npm s t a r t
# v drugem oknu termina la pozenemo :
HTTP PORT=3002 P2P PORT=6002 PEERS=ws :// l o c a l h o s t :6001\
npm s t a r t
Na ta nacˇin smo pognali verigo blokov v simuliranem okolju, kjer omrezˇje
predstavljata dve vozliˇscˇi. Delovanje verige blokov lahko enostavno preverimo
preko brskalnika na naslovu http://localhost:3001/blocks. Na ekranu se
nam izpiˇse seznam vseh blokov, v katerem se na zacˇetku nahaja zgolj en blok.
Naslednji korak je vnos izvlecˇka v verigo blokov, kar preprosto naredimo s
klicem HTTP zahtevka na eno izmed vozliˇscˇ v omrezˇju Naivechain (ponovno
predpostavimo, da je bila predhodno nalozˇena knjizˇnica jQuery):
$ . post (” http :// l o c a l h o s t :3001/ mineBlock ” ,
{data : ”<v r edno s t i z v l e ck a >”}
) ;
V kolikor ponovno preverimo seznam vseh blokov (http://localhost:
3001/blocks) opazimo, da je bil dodan nov blok. Da preverimo bolj realen
scenarij, dodajanje izvlecˇkov izvedemo iz vecˇ razlicˇnih virov (pozˇenemo z
razlicˇnih sej v brskalniku) in pa z uporabo razlicˇnih vozliˇscˇ (na portih 3001
in 3002). V omrezˇje nato dodamo sˇe nekaj novih vozliˇscˇ in preverimo, ali
so v verigah blokov na vseh vozliˇscˇih shranjeni zapisi o izvlecˇkih vsebin.
Na enostaven nacˇin tako preverimo, da je implementacija predlagane resˇitve
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mozˇna na poenostavljeni verigi blokov. V nadaljevanju skusˇamo na enak
nacˇin resˇitev implementirati sˇe z uporabo prave verige blokov.
5.1.2 Uporaba verige blokov Ethereum
Da pokazˇemo, da je resˇitev mozˇno implementirati tudi z uporabo prave verige
blokov, v tem koraku uporabimo verigo blokov Ethereum, v katero namera-
vamo, glede na predlagan nacˇrt, izvlecˇke vsebine shranjevati znotraj tran-
sakcij, v posebno polje paylod. Tudi tokrat predpostavimo, da komunikacija
z verigo blokov poteka neposredno s strani brskalnika.
V namen testiranja in razvijanja resˇitve pri verigi blokov Ethereum pove-
zava v pravo omrezˇje ni potrebna, saj nam je na voljo odjemalec testrpc, ki je
navzven identicˇen pravemu odjemalcu, le da pri tem vzdrzˇuje svojo lastno ve-
rigo blokov kar v pomnilniku lokalnega racˇunalnika. Poleg tega omogocˇa tudi
takojˇsnje potrjevanje blokov, kar pospesˇi razvojni cˇas. Kasneje, ko resˇitev
razvijemo, enostavno zgolj spremenimo naslov odjemalca na pravega, in nasˇa
resˇitev nato tecˇe na pravi verigi blokov. Za uporabo je najprej potrebna na-
mestitev odjemalca:
npm i n s t a l l −g ethereumjs−t e s t r p c
Odjemalca pozˇenemo z ukazom:
t e s t r p c
Odjemalec nam ob zagonu kreira prazno verigo blokov, hkrati pa ustvari
10 vnaprej pripravljenih racˇunov, na katerih so zˇe nalozˇena sredstva v digi-
talni valuti ETH. Ta sredstva so seveda uporabna zgolj v namen testiranja
in jih v pravem omrezˇju ne moremo koristiti. Pustimo, da odjemalec tecˇe v
ozadju.
Spletni brskalnik za komunikacijo z odjemalcem testrpc potrebuje knjizˇnico
web3, ki ni namenjena le komunikaciji s testrpc, pacˇ pa gre za uradno
knjizˇnico, namenjeno komunikaciji z verigo blokov Ethereum. Edina razlika
med uporabo pravega odjemalca in uporabo testrpc je pri zacˇetni vzposta-
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vitvi povezave z odjemalcem, kjer nastavimo naslov odjemalca. V nasˇem
primeru bo to naslov, ki ga testrpc izpiˇse ob zagonu (localhost:8545).
Za vzpostavitev povezave v brskalniku pozˇenemo naslednji ukaz, ki ustvari
objekt web3, katerega kasneje uporabljamo za komunikacijo z verigo blokov:
web3 = new Web3(new Web3 . p rov ide r s . HttpProvider (
” http :// l o c a l h o s t :8545”
) ) ;
V nacˇrtu smo predvideli shranjevanje izvlecˇkov vsebine znotraj transak-
cije. Za kreiranje nove transakcije nam je na voljo metoda sendTransaction(),
ki se nahaja v objektu web3.eth. Pri kreiranju nove transakcije je potrebno
definirati parametra from in to, ki predstavljata vhodne in izhodne naslove.
Ker nam testrpc ob zagonu ustvari 10 vnaprej pripravljenih racˇunov, bomo
v namen testiranja uporabil kar dva izmed teh naslovov. K vsaki transakciji
je potrebno pripeti tudi gas, ki predstavlja neko majhno kolicˇino virtual-
nega denarja in sluzˇi kot neke vrsto placˇilo provizije za uspesˇno potrjevanje
transakcije. Poleg tega nam, kot smo zˇe omenili, Ethereum omogocˇa, da
transakciji pripnemo poljubne podatke. To storimo z vnosom dodatnega
parametra data. Transakcijo, v kateri je vkljucˇen nasˇ izvlecˇek izvedemo z
naslednjim klicem:
web3 . eth . sendTransact ion ({
from : web3 . eth . accounts [ 0 ] ,
to : web3 . eth . accounts [ 1 ] ,
gas : 1000000 ,
data :”0 x<v r edno s t i z v l e ck a >”
} ) ;
Uspesˇen klic transakcije nam vrne naslov izvedene transakcije. Kot smo
omenili zˇe v nacˇrtu, bomo ta naslov shranili na strani ponudnika storitve
hkrati z objavo vsebine, ter s tem zagotovili prikaz naslova izvlecˇka tudi vsem
ostalim uporabnikom. Sedaj preverimo, ali je transakcija vsebovana v verigi
blokov, in da le-ta vsebuje tudi izvlecˇek vsebine. V ta namen uporabimo
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naslov transakcije, ki je rezultat prejˇsnjega ukaza, ter poklicˇemo metodo, ki
pridobi informacije o transakciji:
web3 . eth . getTransact ion (”0x<n a s l o v t r a n s a k c i j e >”);
Izvlecˇek, ki smo ga transakciji podali pod parametrom data, se nahaja
v polju input. Poleg tega nam metoda vrne tudi podatek o tem, v katerem
bloku je transakcija vsebovana.
Ponovno testiramo taksˇen nacˇin uporabe z razlicˇnih sej brskalnikov, ter
preverimo, ali so znotraj verige blokov vsebovani vsi izvlecˇki. S tem smo
prikazali, da je resˇitev izvedljiva tudi z uporabo prave verige blokov, kjer v
samo transakcijo vgradimo dodatne podatke.
5.1.3 Uporaba pametne pogodbe
V tem koraku skusˇamo implementirati resˇitev sˇe z uporabo pametne pogodbe.
Tudi tokrat bomo implementacijo izvedli z uporabo verige blokov Ethereum,
ki omogocˇa pametne pogodbe. Tako kot v prejˇsnjem koraku bo tudi tokrat
spletni brskalnik vso komunikacijo izvajal preko objekta web3, vendar pa je
v tem primeru potrebno najprej ustvariti pametno pogodbo in jo shraniti v
verigo blokov. V ta namen razvijemo sledecˇo pametno pogodbo:
cont rac t ShrambaIzvleckov {
mapping ( u int => s t r i n g ) pub l i c i z v l e c k i ;
f unc t i on dodajVsebino ( s t r i n g i z v l e c e k ,
u int i d v s e b i n e ) pub l i c {
i z v l e c k i [ i d v s e b i n e ] = i z v l e c e k ;
}
}
Podoba, imenovana ShrambaIzvleckov, vsebuje spremenljivko izvlecki,
ki je neke vrste slovar, pri katerem za kljucˇ uporabljamo celo sˇtevilo, vre-
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dnost pa je tekstovne oblike. Kot smo zastavili v nacˇrtu, pogodba vsebuje
metodo dodajV sebino, namenjeno dodajanju novega izvlecˇka. Metode za
pridobivanje izvlecˇka za dano vsebino v nasˇem primeru ne potrebujemo, saj
je spremenljivka izvlecki definirana kot public in lahko do njene vrednosti
dostopamo neposredno.
Za vnos pametne pogodbe v verigo blokov je pametno pogodbo, napisano
v jeziku solidity, potrebno najprej prevesti, in prevedeno kodo objaviti v
verigi blokov:
var izvornaKoda = ’< i zvorna koda >’
var prevedenaPogodba = web3 . eth . compi le . s o l i d i t y (
izvornaKoda
) ;
var ShrambaIzvleckov = web3 . eth . cont rac t (
prevedenaPogodba . i n f o . a b i D e f i n i t i o n
) ;
var objavl jenaPogodba = ShrambaIzvleckov . new({
data : prevedenaPogodba . code ,
from : web3 . eth . accounts [ 0 ] ,
gas : 5000000
} ) ;
Koncˇni uporabnik objavljeno pogodbo uporablja tako, da najprej ustvari
instanco pogodbe, ki se nahaja na naslovu, kjer smo pogodbo objavili:
InstancaShrambaIzvleckov = ShrambaIzvleckov . at (
objavl jenaPogodba . address
) ;
Izvlecˇek vsebine v pogodbo shranimo s klicem metode dodajVsebino. Po-
klicˇemo jo tako, da nad metodo izvedemo transakcijo, kateri podamo vhodne
parametre metode in pa zadostno kolicˇino gas denarja, da bo transakcija
uspesˇno potrjena s strani omrezˇja:
InstancaShrambaIzvleckov . dodajVsebino . sendTransact ion (
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<i z v l e c e k >,
<i d v s eb ine >,
{ from : web3 . eth . accounts [ 0 ] , gas : 1000000}
) ;
Objavljen izvlecˇek nato pridobimo tako, da neposredno dostopamo do
spremenljivke izvlecki znotraj instance nasˇe pogodbe:
InstancaShrambaIzvleckov . i z v l e c k i (< i d v s eb ine >);
Delovanje zopet preverimo z uporabo razlicˇnih sej v brskalnikih, ter pokazˇemo,
da je implementacija resˇitve mozˇna tudi z uporabo pametne pogodbe. Pred-
nost tega je tudi v tem, da na strani ponudnika storitve ni potrebno shranje-
vati naslova, kjer se izvlecˇek nahaja, saj nam pametna pogodba omogocˇa pri-
dobivanje izvlecˇka glede na poznan enolicˇni identifikator vsebine id vsebine.
5.2 Dodeljevanje pravic vpogleda
Resˇitev sistema za dodeljevanje pravic vpogledov razvijemo izkljucˇno z upo-
rabo pametnih pogodb. Tudi v tem primeru uporabimo verigo blokov Ethe-
reum in programski jezik Solidity:
c ont rac t Dode l j evan jePrav ic {
s t r u c t Vsebina {
mapping ( u int => byte [ 1 0 0 ] ) k l j u c i ;
}
mapping ( u int => Vsebina ) senzamVsebin ;
f unc t i on dodajVsebino ( u int id v s eb ine ,
u int [ ] seznam uporabnikov ,
byte [ 1 0 0 ] [ ] seznamKljucev ) pub l i c {
senzamVsebin [ i d v s e b i n e ] = Vsebina ( ) ;
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Vsebina v = senzamVsebin [ i d v s e b i n e ] ;
v . k l j u c i [ seznam uporabnikov [ 0 ] ] =
seznamKljucev [ 0 ] ;
}
f unc t i on dodajPravico ( u int id v s eb ine ,
u int id uporabnika ,
byte [ 1 0 0 ] k l j u c ) pub l i c {
Vsebina v = senzamVsebin [ i d v s e b i n e ] ;
v . k l j u c i [ id uporabnika ] = k l j u c ;
}
f unc t i on pr idob iK l juc ( u int id v s eb ine ,
u int id uporabnika ) pub l i c {
Vsebina v = senzamVsebin [ i d v s e b i n e ] ;
v . k l j u c i [ id uporabnika ] ;
}
}
Skladno z nacˇrtom za hranjenje vsebin ustvarimo nov podatkovni tip
imenovan Vsebina, ki vsebuje slovar kljucˇev koncˇnih uporabnikov, katerim
zˇelimo omogocˇiti pogled v vsebino. Pametna pogodba nato vsebuje slovar
vsebin, kjer enolicˇnemu identifikatorju vsebine pripada podatkovni tip Vse-
bina. Za zapis nove vsebine in pripadajocˇih kljucˇev v verigo blokov imamo na
voljo metodo dodajVsebino, kateri je potrebno podati enolicˇni identifikator
vsebine id vsebine, seznam enolicˇnih identifikatorjev uporabnikov, katerim
zˇelimo omogocˇiti vpogled v vsebino, in seznam kljucˇev za vsakega izmed upo-
rabnikov. Pomembno je, da pri klicu seznam uporabnikov in seznam kljucˇev
ustvarimo tako, da zapisi seznamov paroma ustrezajo uporabnikom. Koncˇni
uporabnik kljucˇ za vpogled v vsebino pridobi s klicem metode pridobiKljuc.
Potrebno ji je podati enolicˇni identifikator vsebine in uporabnika. Na tem
mestu je potrebno poudariti, da so vse metode pametne pogodbe javne, in do
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njih lahko dostopa vsak uporabnik. Prav tako lahko vsak uporabnik metode
poklicˇe s poljubnimi podatki - npr. z identifikatorjem drugega uporabnika.
Taksˇen klic sicer ne predstavlja varnostne pomanjkljivosti sistema, saj so vsi
kljucˇi predhodno sˇifrirani z uporabnikovim javnim kljucˇem in je le uporab-
nik, kateremu je kljucˇ namenjen, tisti, ki lahko s svojim zasebnim kljucˇem
pridobi kljucˇ K.
V zgoraj prikazani pametni pogodbi se nahaja sˇe metoda dodajPravico,
ki je namenjena naknadnemu dodajanju pravic vpogleda. Avtor, ki pozna
kljucˇ K, lahko ustvari nov zapis v seznamu kljucˇev, tako da kljucˇ sˇifrira z jav-
nim kljucˇem uporabnika, kateremu zˇeli omogocˇiti vpogled v vsebino. Le-tega
posreduje pametni pogodbi skupaj z identifikatorjem vsebine, za katero vpo-
gled omogocˇa. Podobno razvijemo sˇe metodo odstraniPravico, ki omogocˇa
odstranitev kljucˇa s sezama.
Pametno pogodbo je na enak nacˇin kot v prejˇsnjem primeru potrebno
najprej prevesti ter objaviti v verigi blokov. Ko je pogodba objavljena, lahko
do nje dostopa vsak, ki pozna naslov, na katerem je objavljena. Komunikacijo
s pametno pogodbo ponovno izvajamo preko knjizˇnice web3 in z uporabo
testnega odjemalca testrpc. Primer izvajanja klicev metod je prikazan v
prejˇsnjem poglavju.
5.3 Integracija resˇitev v obstojecˇe sisteme
V prejˇsnjih poglavjih smo se osredotocˇili zgolj za implementacijo resˇitve na
strani uporabe verige blokov. V tem poglavju prikazˇemo na kaksˇen nacˇin
lahko komunikacijo z verigo blokov integriramo v nek obstojecˇ sistem. Kot
smo vecˇkrat poudarili zˇe v prejˇsnjih poglavjih, je pomembno, da komuni-
kacija z verigo blokov poteka neposredno s strani koncˇnega uporabnika, kar
v praksi pomeni, da komunikacija poteka preko uporabnikovega brskalnika.
Za integracijo bo torej ponudnik storitve moral omogocˇiti vgradnjo doda-
tne funkcionalnosti na strani odjemalca. V ta namen je najbolj preprosto
uporabiti programski jezik JavaScript, katerega podpira vecˇina danasˇnjih
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brskalnikov. Za testiranje integracije smo razvili preprosto storitev spletnega
druzˇabnega omrezˇja, ki omogocˇa kreiranje uporabnikov in objavljanje vsebin.
Na strani odjemalca je nato potrebno nalozˇiti knjizˇnico web3 in vzpostaviti
povezavo z vozliˇscˇem povezanim v verigo blokov, ki je v nasˇem primeru kar
odjemalec testrpc:
<s c r i p t s r c=”web3 . min . j s ”></s c r i p t>
<s c r i p t>
web3 = new Web3(new Web3 . p rov ide r s . HttpProvider (
” http :// l o c a l h o s t :8545”
) ) ;
</s c r i p t>
Po vzpostavitvi povezave z verigo blokov klice izvajamo glede na to, ka-
tero resˇitev zˇelimo integrirati. Nacˇin komunikacije za vsako izmed resˇitev je
podrobneje opisan zˇe v prejˇsnjih poglavjih . V vsakem primeru se integrirana
resˇitev izvaja le s strani odjemalca in ponudniku storitve sistema na strani
strezˇnika ni potrebno dodatno spreminjati. To omogocˇa enostavno vkljucˇitev.
Edina izjema pri tem je eden izmed korakov implementacije za shranjevanje
izvlecˇkov, ki deluje na osnovi vgrajevanja izvlecˇka v transakcijo. Pri tej
resˇitvi je namrecˇ potrebno na strani ponudnika storitve shraniti naslov tran-
sakcije, kjer je shranjen izvlecˇek. Izvedljivost integracije taksˇnega sistema
smo na poenostavljenem primeru aplikacije sicer preverili, vendar morda
taksˇen nacˇin ni primeren za uporabo v splosˇnem primeru, saj je pri tem
potrebno omogocˇiti shranjevanje naslovov na strani ponudnika. To morda v
nekaterih okoljih ni izvedljivo. Kljub vsemu lahko za shranjevanje izvlecˇkov
sˇe vedno uporabimo resˇitev, ki uporablja pametne pogodbe.
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Poglavje 6
Analiza razvite resˇitve
V tem poglavju sledi pregled implementacij resˇitev, predlaganih v prejˇsnjih
poglavjih, kjer pokazˇemo predvsem potencialne nevarnosti, ki jih razvite
resˇitve prinasˇajo. Predlagamo tudi izboljˇsave, ki bi taksˇne nevarnosti od-
pravile v kolikor je to mozˇno. Poleg potencialnih nevarnosti prikazˇemo tudi
strosˇkovno analizo dejanske uporabe predlaganega sistema in za konec pred-
stavimo sˇe eno vecˇjih tehnicˇnih omejitev, ki jih vpeljava taksˇnega sistema
prinasˇa - cˇakanje na potrditev transakcije, preden je le ta vkljucˇena v verig
blokov. Na podrocˇje varnostne analize razvite resˇitve se v tem poglavju ne
spusˇcˇamo. Taksˇna analiza bi zahtevala drugacˇen pristop. Varnostne cilje
bi bilo potrebno zastaviti zˇe ob samem zacˇetku dela, kasneje pa z uporabo
trditev in dokazov pokazati, da smo jih dosegli. Ker varnostna analiza ni cilj
nasˇe naloge, je to prepusˇcˇeno za nadaljnje delo.
6.1 Pomanjkljivosti predlaganih resˇitev
Med testiranjem implementiranih resˇitev smo opazili pomanjkljivosti, ki bi
utegnile predstavljati varnostne luknje. V nadaljevanju sledi njihov pregled.
Za vsako pomanjkljivost tudi predlagamo resˇitev, v kolikor je ta mozˇna:
Spreminjanje naslova pogodbe Kljub temu, da koncˇni uporabnik v vseh
predlaganih resˇitvah komunicira neposredno z verigo blokov, je inte-
51
52 POGLAVJE 6. ANALIZA RAZVITE RESˇITVE
gracija zasnovana tako, da je naslov pametne pogodbe shranjen na
strani ponudnika. To dopusˇcˇa mozˇnost za napad, pri katerem ponu-
dnik storitve namerno preusmeri komunikacijo na lastno pametno po-
godbo. Temu se sicer uporabniki lahko izognejo tako, da pred vsako
uporabo rocˇno izvedejo povezavo na zˇeleno pametno pogodbo, vendar
s tem otezˇimo uporabo aplikacije. Problem lahko delno resˇimo tako,
da v kolikor uporabnik zˇeli, sam ustvari povezavo, v kolikor pa upo-
rabnik zaupa ponudniku, izbiro naslova pogodbe prepusti njemu. Tudi
v primeru, ko bi ponudnik storitve izbral drug naslov pogodbe, lahko
uporabnik vidi, s katero pogodbo poteka komunikacija, ter s tem pokazˇe
na neposˇtenost ponudnika.
Nezˇeleni vnosi (spam) Ker komunikacija z verigo blokov poteka neposre-
dno od koncˇnega uporabnika, lahko le-ta v verigo blokov vnasˇa nezˇelene
vnose ter s tem ponudniku povzrocˇa dodatne strosˇke. Temu se lahko
izognemo tako, da ponudnik storitve uporabniku za vsak zˇeljen vnos
dodeli zˇeton, s katerim uporabniku omogocˇi vnos vsebine. Drug nacˇin
resˇevanja problema je omejitev sˇtevila vnosov neposredno znotraj pa-
metne pogodbe - cˇe bi pametna pogodba zaznala, da uporabnik vnasˇa
ogromne kolicˇine podatkov, taksˇnih akcij ne bi izvedla.
Nepooblasˇcˇeno spreminjanje vsebine Pri obeh implementacijah resˇitev,
kjer smo uporabili pametne pogodbe, lahko vsebino le-te spreminja
kdorkoli. Tako lahko nepooblasˇcˇena oseba spremeni vrednost izvlecˇka
in posledicˇno zavaja uporabnike, saj bo sistem kazal na to, da vsebina,
ki jo prikazuje ponudnik storitve ni skladna s tem, kar je objavil avtor.
V primeru dodeljevanja pravic prav tako lahko nepooblasˇcˇena oseba
spremeni kljucˇe, s katerimi je koncˇnim uporabnikom omogocˇen pogled
v vsebino - pri tem sicer ne more dodajati novih pravic, saj ne pozna
kljucˇa K, vendar pa lahko obstojecˇim uporabnikom onemogocˇi vpogled
s spremembo kljucˇa. V obeh primerih je resˇitev v shranjevanju podatka
o avtorju in kasneje v preverjanju, ali transakcijo izvaja avtor vsebine.
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6.2 Strosˇkovni vidik uporabe
V nadaljevanju predpostavimo, da pri implementaciji resˇitev uporabljamo
izkljucˇno verigo blokov Ethereum in strosˇkovno analizo izdelamo za uporabo
le-te.Za vsako uspesˇno potrjeno transakcijo je v verigi blokov potrebno placˇati
nekaj enot, imenovanih gas. Za vsako operacijo znotraj verige blokov je
dolocˇeno, koliko gas enot stane. Cena ene gas enote se spreminja in je v
cˇasu pisanja priblizˇno 0,000000005 ETH, kar je priblizˇno 0,00000133 EUR.
V tabeli 6.1 je za vsako izmed implementacij predlaganih resˇitev prikazano
sˇtevilo gas enot, ki so potrebne za uspesˇno izvedbo, hkrati pa je glede na
trenutno vrednost gas prikazana sˇe strosˇek v valuti EUR.
Opazimo, da cene uporabe verige blokov niso zanemarljivo majhne. V pri-
meru integracije v obstojecˇ sistem bi tako bilo potrebno poskrbeti za sredstva,
namenjena uporabi verige blokov. Pri implementaciji smo za zgled obstojecˇe
aplikacije uporabili aplikacijo spletnega druzˇabnega omrezˇja, a smo dodali,
da integracija v tak sistem ni najbolj smiselna. Ob ogromnih kolicˇinah podat-
kov, ki jih uporabniki takih omrezˇij objavljajo, bi taksˇen sistem predstavljal
opazen strosˇek, prav tako pa tega strosˇka ne moremo prenesti na koncˇnega
uporabnika, saj je uporaba taksˇnih aplikacij v vecˇini primerov brezplacˇna.
Po drugi strani uporaba resˇitve za shranjevanje izvlecˇkov ne bi predstavljala
financˇne tezˇave v primeru sistema, ki nudi dokaz o obstoju dolocˇenega do-
kumenta, saj bi strosˇek poravnal koncˇni uporabnik v zameno za opravljeno
storitev.
6.3 Tehnicˇne omejitve
Tehnicˇna omejitev, ki za vpeljavo predlagane resˇitve v obstojecˇ sistem lahko
predstavlja problem, je predvsem cˇas, ki je potreben, da je transakcija uspesˇno
potrjena s strani omrezˇja. Cˇas, potreben za potrditev transakcije, je pogo-
jen s cˇasom, ki je potreben za kreiranje novega bloka Slednje je odvisno od
izbire ponudnika verige blokov. V omrezˇju Bitcoin je ta cˇas priblizˇno 10
minut[1]. V omrezˇju Ethereum se novi bloki kreirajo na priblizˇno 15 se-
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Tabela 6.1: Predvideni strosˇki uporabe implementiranih resˇitev.
Resˇitev gas enot strosˇek v EUR
Shranjevanje izvlecˇkov v transakcijo 23176 0, 03
Klic metode dodajV sebino()




pri uporabi pametne pogodbe
0 0
Klic metode dodajVsebino()








pri dodeljevanju pravic vpogleda
739514 0, 98
Klic metode pridobiKljuc()
pri dodeljevanju pravic vpogleda
21907 0, 03
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kund, vendar v prihodnje nameravajo ta cˇas zmanjˇsati na 12 sekund [30].
V primeru, da zˇelimo povecˇati stopnjo varnosti, je potrebno pocˇakati, da je
poleg obstojecˇega bloka potrjenih sˇe nekaj naslednjih blokov.
Pri implementaciji resˇitve smo uporabili verigo blokov Ethereum. Pricˇakujemo
lahko, da za uspesˇen vnos vsebine v verigo blokov cˇakamo v povprecˇju 8 se-
kund. Cˇakanje na potrditev ne zadeva zgolj implementacij, kjer za hranjene
izvlecˇkov uporabljamo transakcije, ampak tudi vsak klic pametne pogodbe,
ki je prav tako transakcija. Zaradi te omejitve integracija taksˇne resˇitve ni
mozˇna v primerih, kjer zˇelimo, da so informacije zapisane v realnem cˇasu.
Zakasnitev do 15 sekund na primer ni sprejemljiva v aplikacijah, ki so name-
njene izmenjavi sporocˇil. Po drugi strani pa pri storitvi za objavljanje novic
ali cˇlankov taksˇna zakasnitev ne bi imela vecˇjih posledic na celoten sistem.
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Poglavje 7
Sklepne ugotovitve
Med delom smo uspesˇno razvijali nacˇrt resˇitve tako za zagotavljanje inte-
gritete podatkov, kjer smo predlagali sistem za shranjevanje izvlecˇkov, kot
tudi za zagotavljanje zaupnosti, kjer smo predlagali sistem za dodeljevanje
pravic vpogleda. Obe predlagani resˇitvi smo implementirali z uporabo verige
blokov Ethereum in jih nato integrirali v obstojecˇo resˇitev. V ta namen smo
izbrali enostavno implementacijo spletnega druzˇabnega omrezˇja. S tem smo
izvedli sˇtudijo izvedljivosti uporabe verige blokov v namen zagotavljanja tako
zaupnosti kot tudi integritete podatkov. Za predlagane implementacije smo
na koncu opredelili pomanjkljivosti in omejitve ter priˇsli do zakljucˇka, da je
uporaba predlagane resˇitve mozˇna zgolj v primerih, kjer krajˇse cˇasovne zaka-
snitve pri vnosu v verigo blokov ne predstavljajo tezˇav in pa kjer so obstojecˇe
resˇitve zasnovane tako, da je mozˇno upravicˇiti visoko ceno izvajanja operacij
v verigi blokov. Ker je veriga blokov relativno nova tehnologija, razvoj le-te
pa vse bolj v porastu, je sicer pricˇakovati, da bo v prihodnje mozˇno odpraviti
ali vsaj zmanjˇsati vpliv teh omejitev.
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