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Abstract— In this paper, the estimation of the grasping torque of robotic forceps 
without the use of a force/torque sensor is discussed. To estimate the grasping torque 
when the robotic forceps driven by a rotary motor with a reduction gear grasps an object, 
a novel robust reaction torque observer is proposed. In the case where a conventional 
reaction force/torque observer is applied, the estimated torque includes not only the 
grasping torque, namely the reaction torque, but also the estimation error torque, which 
is a combination of the load torque caused by the reduction gear and the load torque 
caused by the component parts of the robotic forceps. In this paper, a new reaction 
force/torque observer is proposed, which is termed robust reaction torque observer. The 
robust reaction torque observer is developed according to the following steps. First, 
cancellation of the estimation error torque, which causes an overshoot during the torque 
estimation, is performed using the same type of DC motor without a reduction gear. 
Second, identification of the load torque caused by the reduction gear is conducted in 
offline experiments and its cancellation is performed. Third, identification of the load 
torque caused by the component parts of the robotic forceps is conducted in offline 
experiments and its cancellation is performed. Thus, the grasping torque added to the 
grasping component of the robotic forceps (the gripper) is derived by subtracting the 
estimation error torque and the load torques from the estimated torque. Finally, the 
mass of the load added to the gripper is calculated from the estimated grasping torque. 
The proposed robust reaction torque observer was experimentally evaluated. From the 
experimental results, the mass of a 50 g load was able to be estimated to an accuracy of 
6 g. 
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例が INTUITIVE SURGICAL社製の da Vinci[3]である．da Vinciは内視鏡による 3D 映像と 3
つのロボットアームを持つマスタスレイブ型手術支援ロボットシステムであり，人間の手
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の詳細情報に関しては付録 A，付録 B に記述する． 
 
2-1 マスタデバイス 
 本研究ではマスタデバイスとして Force Dimension 社製の Omega7 を用いた．Omega7は力
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Fig.2-3 Drive mechanism of open-and-close motion of gripper 
 
















C 言語，Fortrun，BASIC 言語などで作成したプログラムをブロックとして Simulink のブロ
ック線図に加えることができる．例として図 2-4 に Simulink で作成したロボット鉗子の制
御プログラムの図を示す． 
 
- 7 - 
 
 

















- 8 - 
 
 




















- 9 - 
 















 𝐽?̈? = 𝜏𝑚 − 𝜏𝑙 (1) 
ただし，𝜃はモータの回転角度，𝐽はモータの慣性モーメント，𝜏𝑚はモータへの入力トル
ク，𝜏𝑙は次式で与えられる負荷トルクである．  
















 ?̂?𝑑𝑖𝑠 = 𝜏𝑙 + (𝐽 − 𝐽𝑛)?̈? − (𝑘𝑡 − 𝑘𝑡𝑛)𝐼α













Fig.3-3 Block diagram of the disturbance observer with LPF 
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Fig.3-5 Experimental situation 
 







Fig.3-6 Estimation of 25g load using RTO 
 
- 13 - 
 
 
Fig.3-7 Estimation of 50g load using RTO 
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Fig.4-1 Overshoot cancellation algorithm 






 𝜏𝑙1 = 𝜏𝑖𝑛𝑡 + 𝐷1?̇?1 + 𝜏𝑓1 + 𝜏𝑒𝑥𝑡 + 𝜏𝑔𝑒𝑎𝑟 (4) 











 ?̂?𝑟𝑡𝑜1 = 𝜏𝑒𝑥𝑡 + 𝜏𝑔𝑒𝑎𝑟 + 𝜏𝑒𝑟𝑟𝑜𝑟 (6) 
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𝑟𝑡𝑜1 − ?̂?𝑟𝑡𝑜2 = (𝜏𝑔𝑒𝑎𝑟 + 𝜏𝑒𝑟𝑟𝑜𝑟) − 𝜏𝑒𝑟𝑟𝑜𝑟 = 𝜏𝑔𝑒𝑎𝑟 (10) 
しかし，ギア部の負荷は一定ではなく，モータ軸の回転速度によって異なる．よって，
モータの減速ギア部に発生する負荷を見積もるために次節に述べる実験を行った． 
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5-2 モータの減速ギアに生じる負荷の推定実験 








Fig.5-1 Experimental result 
 
図 5-1の実験結果から，実験開始 1秒後以降は波形が規則的に変化していることが分かる．
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フを図 5-3と図 5-4に示す． 
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Fig.5-3 Relation between ?̂?𝑟𝑡𝑜2 and 𝜏𝑔𝑒𝑎𝑟(Angular Frequency3) 
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Fig.5-6 Relation between input voltage 𝑣 and 𝜏𝑝𝑎𝑟𝑡𝑠(Angular Frequency2) 
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 𝜏𝑝𝑎𝑟𝑡𝑠 = (1 × 10
−4)𝑣 − (5 × 10−5)   for 𝜑 = 2 (15) 
 𝜏𝑝𝑎𝑟𝑡𝑠 = (2 × 10
−4)𝑣 − (6 × 10−5)   for 𝜑 = 4 (16) 
 𝜏𝑝𝑎𝑟𝑡𝑠 = (2 × 10















 𝑎(𝜔) = (1 × 10−4)𝜔3 − (5 × 10−4)𝜔2 + (6 × 10−4)𝜔 − (4 × 10−5) (18) 
したがって，図 5-6，5-7，5-8 で求めた一次関数と図 5-9 で求めた傾き関数を併用するこ
とで，入力電圧値𝑣と駆動モータの角速度𝜔から，駆動パーツにより発生する負荷トルクを
次式により求めることができる． 
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Fig.6-1 Experimental situations 
 
6-2 実験結果 
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Fig.6-2 Experimental result (Angular Frequency2) 
 
 
Fig.6-3 Experimental result (Angular Frequency4) 
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Fig.6-4 Experimental result (Angular Frequency6) 
 
 
Fig.6-5 Experimental result (Low speed) 
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Fig.6-6 Experimental result (Medium speed) 
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No-Load 20g 30g 40g 50g
Angular Frequency2 4g 18g 27g 36g 50g
Angular Frequency4 5g 22g 29g 41g 47g
Angular Frequency6 6g 23g 34g 43g 54g
No-Load 20g 30g 40g 50g
Low speed 5g 19g 31g 38g 45g
Medium speed 5g 19g 27g 41g 50g
High speed 7g 22g 32g 44g 56g
Estimated value in experiment 1
Estimated value in experiment 2
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Fig.A-1   Over view of Omega.7 
 




∅ 160 x 110 mm 









< 0.01 mm 
0.09 deg 
0.006 mm 












up to 8 KHz 







Windows XP / Vista / 7 / 8 
Windows CE 7 
kernel 2.6 / 3.x 
OS X 10.7 / 10.8 
Neutrino 6.5 
VxWorks 6.3 / 6.9 





structure delta-based parallel kinematics 
hand-centered rotations 
rotations decoupled from translations 
user input 1 haptic programmable button 
safety features velocity monitoring 
electromagnetic damping 





















(a)  Over view 
 
(b)  Top view 
 
(c)  Side view 
Fig.A-2   Robotic Forceps 
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TableA-3 Spec. Motors 
    2232_U-12SR 1724_U-12SR 
  定格電圧 12[V] 12[V] 
  最大出力 8.7[W] 2.17[W] 
モータ 最大効率 86[%] 80[%] 
 
起動トルク 46.8[mNm] 10.5[mNm] 
  直径 22[mm] 17[mm] 
  長さ 32.2[mm] 24[mm] 
  重量 62[g] 27[g] 





  バックラッシュ ≦１[deg] ≦1.5[deg] 
  動作温度範囲 -30～100[℃] -30～100[℃] 
  減速比 66:1 / 86:1 68:1 
ギアヘッド 重量 48 / 48[g] 27[g] 
  長さ 28.6 / 28.6[mm] 25.4[mm] 
  連続運転トルク 500/500[mNm] 350[mNm] 
  断続運転トルク 700/700[mNm] 500[mNm] 
  効率 70 / 70[％] 70[%] 
    IE2-512 IE2-512 
  発生パルス 512 512 
エンコーダ チャンネル数 2 2 
  パルス幅 180±45 180±45 
  周波数範囲 160[kHz] 160[kHz] 
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付録 B：ソフトウェア 
B-1 MATLAB/Simulink モデルプログラム 
ロボット鉗子の位置制御及び RRTO を用いた把持力推定プログラム 
本研究では実験を行う際に，ロボット鉗子の位置制御及び，RRTOを用いた把持力推定を
行っている．図 B-1 に示すプログラムは，実験に用いたプログラムの全体図である．図に
示す A は，Omega.7 による入力値を共有メモリから呼び出すファンクションブロックであ
る．Aのファンクションブロックは S-Functionであり，ソースコードは付録 B-2にて記述す




Fig.B-1 Position control and grasping torque estimation program 
 
位置制御及び RRTO を用いた把持力推定を行うファンクションブロック 
図 B-2 に示すプログラムは，図 B-1 に示される B のファンクションブロック内のブロッ
ク線図である．図に示す C は，ロボット鉗子の把持部分の駆動に用いられる減速ギア付き
モータ及び，オーバーシュートキャンセルのアルゴリズムに用いられる減速ギア無しモー











Fig.B-2 Function Block of RRTO 
 
駆動用モータに対する反トルク推定オブザーバ 
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オーバーシュートキャンセル用モータに対する反トルク推定オブザーバ 





Fig.B-3 RTO for the motor not use for drive 
 
B-2 C 言語・C++言語プログラム 
 Omega.7 制御用プログラム 







//  (C) 2001-2011 Force Dimension 
//  All Rights Reserved. 





#define REFRESH_INTERVAL  0.001   // sec 
typedef struct 
{                        
        double x[6]; //Share_data構造体 
} Shared_data; 
HANDLE shmap; 
Shared_data *sData; //*transData.x[]をもつ 
typedef struct 
{ 
    //12.21 要素+1 モニタにクラス出力用 25->26 





{                        
        double f[6]; //Share_data2構造体 




Shared_data2 *sData2; //*transData.f[]をもつ 
void OpenSHM() //共有メモリ開始処理 
{ 
 //ファイルマッピングオブジェクトの作成 
 shmap = CreateFileMapping((HANDLE)0xFFFFFFFF,  //共有メモリとして扱う 
  NULL, 
  PAGE_READWRITE, 
  0, 
  sizeof(Shared_data), 
  "Test Mapping name"); 
 //ビューの作成 
 sData = (Shared_data*)MapViewOfFile(shmap, 
  FILE_MAP_WRITE,0,0,sizeof(Shared_data)); 
 shmap1 = CreateFileMapping((HANDLE)0xFFFFFFFF, //共有メモリとして扱う 
  NULL, 
  PAGE_READWRITE, 
  0, 
  sizeof(Shared_data1), 
  "Test Mapping name1"); 
 //ビューの作成 
 sData1 = (Shared_data1*)MapViewOfFile(shmap1, 
  FILE_MAP_WRITE,0,0,sizeof(Shared_data1)); 
 shmap2 = CreateFileMapping((HANDLE)0xFFFFFFFF,  //共有メモリとして扱う 
  NULL, 
  PAGE_READWRITE, 
  0, 
  sizeof(Shared_data2), 
  "Test Mapping name2"); 
 //ビューの作成 
 sData2 = (Shared_data2*)MapViewOfFile(shmap2, 
  FILE_MAP_WRITE,0,0,sizeof(Shared_data2)); 
} 









int main (int argc, char **argv) 
{ 
  int i; 
  int done = 0; 
  int enc[DHD_MAX_DOF]; 
  int encCount; 
  double px, py, pz; 
  double fx, fy, fz, fg; 
  double r0, r1, r2, r3; 
  double freq   = 0.0; 
  double t1,t0  = dhdGetTime (); 
  // message 
  int major, minor, release, revision; 
  dhdGetSDKVersion (&major, &minor, &release, &revision); 
  printf ("Force Dimension - Encoder Reading Example %d.%d.%d.%d¥n", major, minor, release, revision); 
  printf ("(C) 2011 Force Dimension¥n"); 
  printf ("All Rights Reserved.¥n¥n"); 
  // open the first available device 
  if (dhdOpen () < 0) { 
    printf ("error: cannot open device (%s)¥n", dhdErrorGetLastStr()); 
    return -1; 
  } 
- 45 - 
 
  // identify device 
  printf ("%s device detected¥n¥n", dhdGetSystemName()); 
    OpenSHM(); 
  // identify number of encoders to report based on device type 
  switch (dhdGetSystemType ()) { 
  case DHD_DEVICE_3DOF: 
  case DHD_DEVICE_3DOF_USB: 
  case DHD_DEVICE_OMEGA: 
  case DHD_DEVICE_OMEGA3: 
  case DHD_DEVICE_FALCON: 
    encCount = 3; 
    break; 
  case DHD_DEVICE_6DOF: 
  case DHD_DEVICE_6DOF_500: 
  case DHD_DEVICE_6DOF_USB: 
  case DHD_DEVICE_OMEGA33: 
  case DHD_DEVICE_OMEGA33_LEFT: 
    encCount = 6; 
    break; 
  case DHD_DEVICE_OMEGA331: 
  case DHD_DEVICE_OMEGA331_LEFT: 
    encCount = 7; 
    break; 
  case DHD_DEVICE_CONTROLLER: 
  case DHD_DEVICE_CONTROLLER_HR: 
    encCount = 8; 
    break; 
  default: 
    encCount = 7; 
    break; 
  } 
  // display instructions 
  printf("press 'q' to quit¥n¥n"); 
  printf("press'a','b','c' or 'd' to select mode¥n¥n"); 
  printf("a:各軸の座標値を共有メモリへ送る。¥n¥n"); 
  printf("b:エンコーダの値を共有メモリへ送る。¥n¥n"); 
  printf("c:平行3軸の座標値及び回転4軸のエンコーダ値を共有メモリへ送る。¥n¥n"); 
  printf("d:平行3軸の座標値及び回転4軸のエンコーダ値、平行3軸、把持の力覚掲示を共有メモリへ送る。
¥n¥n"); 
  printf("encoder values¥n"); 
  // configure device 
  dhdEnableExpertMode(); 
  // loop while the button is not pushed 
  if (dhdKbGet() == ('a')){ 
   while (!done) { 
 r0=sData1->g[0]; 
 r1=sData1->g[1]; 
    // read all available encoders 
    if (dhdGetEnc (enc) < 0) { 
      printf ("error: cannot read encoders (%s)¥n", dhdErrorGetLastStr ()); 
      done = 1; 
    } 
 // apply zero force 
    if (dhdSetForceAndTorqueAndGripperTorque (0, 0.0, 0.0, 0.0, 0.0, 0.0, r0) < DHD_NO_ERROR) { 
      printf ("error: cannot set force (%s)¥n", dhdErrorGetLastStr());  
      done = 1; 
    } 
   // display refresh rate and position at 10Hz 
    t1 = dhdGetTime ();  
    if ((t1-t0) > REFRESH_INTERVAL) { 
      // retrieve information to display 
      freq = dhdGetComFreq (); 
      t0   = t1; 
      // write down position 
      if (dhdGetPosition (&px, &py, &pz) < 0) { 
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        printf ("error: cannot read position (%s)¥n", dhdErrorGetLastStr()); 
        done = 1; 
      } 
      if (dhdGetForce (&fx, &fy, &fz) < 0) { 
        printf ("error: cannot read force (%s)¥n", dhdErrorGetLastStr()); 
        done = 1; 
      } 
#define K   50.0 
      #define L   4.5 
     fx = (-K * px); 
        fy = (-K * py); 
        fz = (-K * pz);   
       dhdSetForce (fx, fy, fz); 
    // print out encoders according to system type 
      printf ("p (%+0.03f %+0.03f %+0.03f) m | f (%+0.01f %+0.01f %+0.01f) N | freq (%0.02f) kHz ¥r", px, py, 
pz, fx, fy, fz, freq); 
  sData->x[0]=px; 
  sData->x[1]=py; 
  sData->x[2]=pz; 
  sData->x[3]=fx; 
  sData->x[4]=fy; 
  sData->x[5]=fz; 
  sData->x[6]=freq 
    // limit to kHz and check for exit condition 
    dhdSleep (0.001); 
    if (dhdGetButton(0)) done = 1; 
    if (dhdKbHit()) { 
      if (dhdKbGet() == ('q')) done = 1; 
    } 
  } 
  } 
  } 
  if (dhdKbGet() == ('b')){ 
    while (!done) { 
 r0=sData1->g[0]; 
 r1=sData1->g[1]; 
    // read all available encoders 
    if (dhdGetEnc (enc) < 0) { 
      printf ("error: cannot read encoders (%s)¥n", dhdErrorGetLastStr ()); 
      done = 1; 
    } 
 // apply zero force 
    if (dhdSetForceAndTorqueAndGripperTorque (0, 0.0, 0.0, 0.0, 0.0, 0.0, r0) < DHD_NO_ERROR) { 
      printf ("error: cannot set force (%s)¥n", dhdErrorGetLastStr());   
      done = 1; 
    } 
    // display refresh rate and position at 10Hz 
    t1 = dhdGetTime ();  
    if ((t1-t0) > REFRESH_INTERVAL) { 
      // retrieve information to display 
      freq = dhdGetComFreq (); 
      t0   = t1; 
    // print out encoders according to system type 
    for (i=0; i<encCount; i++) printf ("%06d ", enc[i]); 
    printf ("          ¥r"); 
  sData->x[0]=enc[0]; 
  sData->x[1]=enc[1]; 
  sData->x[2]=enc[2]; 
  sData->x[3]=enc[3]; 
  sData->x[4]=enc[4]; 
  sData->x[5]=enc[5]; 
  sData->x[6]=enc[6]; 
    // limit to kHz and check for exit condition 
    dhdSleep (0.001); 
    if (dhdGetButton(0)) done = 1; 
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    if (dhdKbHit()) { 
      if (dhdKbGet() == ('q')) done = 1; 
    } 
  } 
  } 
  } 
  if (dhdKbGet() == ('c')){ 
   while (!done) { 
  r0=sData1->g[0]; 
  r1=sData1->g[1]; 
     // read all available encoders 
     if (dhdGetEnc (enc) < 0) { 
        printf ("error: cannot read encoders (%s)¥n", dhdErrorGetLastStr ()); 
        done = 1; 
       } 
  // apply zero force 
     if (dhdSetForceAndTorqueAndGripperTorque (0, 0.0, 0.0, 0.0, 0.0, 0.0, r0) < DHD_NO_ERROR) { 
   printf ("error: cannot set force (%s)¥n", dhdErrorGetLastStr()); 
   done = 1; 
  } 
     // display refresh rate and position at 10Hz 
     t1 = dhdGetTime ();  
     if ((t1-t0) > REFRESH_INTERVAL) { 
        // retrieve information to display 
        freq = dhdGetComFreq (); 
        t0   = t1; 
                // write down position 
        if (dhdGetPosition (&px, &py, &pz) < 0) { 
          printf ("error: cannot read position (%s)¥n", dhdErrorGetLastStr()); 
          done = 1; 
         } 
        if (dhdGetForce (&fx, &fy, &fz) < 0) { 
    printf ("error: cannot read force (%s)¥n", dhdErrorGetLastStr()); 
    done = 1; 
   } 
  } 
  #define K   50.0 
       #define L   4.5 
 fx = (-K * px); 
        fy = (-K * py); 
        fz = (-K * pz); 
       dhdSetForce (fx, fy, fz); 
      printf ("p (%+0.03f %+0.03f %+0.03f) m | r (%06d %06d %06d %06d)¥r", px, py, pz, enc[3], enc[4], enc[5], 
enc[6]); 
    sData->x[0]=px; 
    sData->x[1]=py; 
    sData->x[2]=pz; 
    sData->x[3]=enc[3]; 
    sData->x[4]=enc[4]; 
    sData->x[5]=enc[5]; 
    sData->x[6]=enc[6]; 
    // limit to kHz and check for exit condition 
      dhdSleep (0.001); 
      if (dhdGetButton(0)) done = 1; 
      if (dhdKbHit()) { 




   if (dhdKbGet() == ('d')){ 
   while (!done) { 
  r0=sData1->g[0]; 
  r1=sData1->g[1]; 
  r2=sData1->g[2]; 
  r3=sData2->f[0]; 
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     // read all available encoders 
     if (dhdGetEnc (enc) < 0) { 
        printf ("error: cannot read encoders (%s)¥n", dhdErrorGetLastStr ()); 
        done = 1; 
       } 
  // apply zero force 
     if (dhdSetForceAndTorqueAndGripperTorque (r2, r1, r0, 0.0, 0.0, 0.0, r3) < DHD_NO_ERROR) { 
   printf ("error: cannot set force (%s)¥n", dhdErrorGetLastStr()); 
   done = 1; 
  } 
     // display refresh rate and position at 10Hz 
     t1 = dhdGetTime ();  
     if ((t1-t0) > REFRESH_INTERVAL) { 
        // retrieve information to display 
        freq = dhdGetComFreq (); 
        t0   = t1; 
        // write down position 
        if (dhdGetPosition (&px, &py, &pz) < 0) { 
          printf ("error: cannot read position (%s)¥n", dhdErrorGetLastStr()); 
          done = 1; 
         } 
        if (dhdGetForce (&fx, &fy, &fz) < 0) { 
    printf ("error: cannot read force (%s)¥n", dhdErrorGetLastStr()); 
    done = 1; 
   } 
     fx = r0; 
        fy = r1; 
        fz = r2; 
  fg = r3; 
       dhdSetForce (fx, fy, fz, fg); 
      printf ("p (%+0.03f %+0.03f %+0.03f) m | r (%06d %06d %06d %06d)¥r", px, py, pz, enc[3], enc[4], enc[5], 
enc[6]); 
    sData->x[0]=px; 
    sData->x[1]=py; 
    sData->x[2]=pz; 
    sData->x[3]=enc[3]; 
    sData->x[4]=enc[4]; 
    sData->x[5]=enc[5]; 
    sData->x[6]=enc[6]; 
    // limit to kHz and check for exit condition 
      dhdSleep (0.001); 
      if (dhdGetButton(0)) done = 1; 
      if (dhdKbHit()) { 




  // close the connection 
  dhdClose (); 
 
  // happily exit 
  printf ("¥ndone.¥n"); 
  CloseSHM(); 
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/*  File    : sfun_counter_cpp.cpp 
 *  Abstract: 
 * 
 *      Example of an C++ S-function which stores an C++ object in 
 *      the pointers vector PWork. 
 * 
 *  Copyright 1990-2005 The MathWorks, Inc. 




static double temp[6]; 
typedef struct 
{ 
    //12.21 要素+1 モニタにクラス出力用 25->26 









        shmap = CreateFileMapping((HANDLE)0xFFFFFFFF, //共有メモリとして扱う 
      NULL, 
      PAGE_READWRITE, 
                  0, 
      sizeof(Shared_data), 
      "Test Mapping name"); 
        sData = (Shared_data*)MapViewOfFile(shmap, 




        UnmapViewOfFile(sData); 
        CloseHandle(shmap); 
} 
#ifdef __cplusplus 
extern "C" { // use the C fcn-call standard for all functions   
#endif       // defined within this scope                      
#define S_FUNCTION_LEVEL 2 
#define S_FUNCTION_NAME  counter_cpp5 
#include "simstruc.h" 
#define IS_PARAM_DOUBLE(pVal) (mxIsNumeric(pVal) && !mxIsLogical(pVal) &&\ 
!mxIsEmpty(pVal) && !mxIsSparse(pVal) && !mxIsComplex(pVal) && mxIsDouble(pVal)) 
#define MDL_CHECK_PARAMETERS 
#if defined(MDL_CHECK_PARAMETERS)  && defined(MATLAB_MEX_FILE) 
static void mdlCheckParameters(SimStruct *S) 
{ 
    const mxArray *pVal0 = ssGetSFcnParam(S,0); 
    if ( !IS_PARAM_DOUBLE(pVal0)) { 
        ssSetErrorStatus(S, "Parameter to S-function must be a double scalar"); 
        return; 
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    }  
} 
#endif 
static void mdlInitializeSizes(SimStruct *S) 
{ 
      ssSetNumSFcnParams(S, 1);  /* Number of expected parameters */ 
#if defined(MATLAB_MEX_FILE) 
    if (ssGetNumSFcnParams(S) == ssGetSFcnParamsCount(S)) { 
        mdlCheckParameters(S); 
        if (ssGetErrorStatus(S) != NULL) { 
            return; 
        } 
    } else { 
        return; /* Parameter mismatch will be reported by Simulink */ 
    } 
#endif 
    ssSetSFcnParamTunable(S, 0, 0); 
    ssSetNumContStates(S, 0); 
    ssSetNumDiscStates(S, 1); 
    if (!ssSetNumInputPorts(S, 1)) return; 
    ssSetInputPortWidth(S, 0, 1); 
    ssSetInputPortDirectFeedThrough(S, 0, 1); 
    ssSetInputPortRequiredContiguous(S, 0, true); 
    ssSetInputPortSampleTime(S, 0, 0.001); 
    ssSetInputPortOffsetTime(S, 0, 0.0); 
    if (!ssSetNumOutputPorts(S, 1)) return; 
    ssSetOutputPortWidth(S, 0, 31); 
    ssSetNumSampleTimes(S, 1); 
    ssSetNumRWork(S, 0); 
    ssSetNumIWork(S, 0); 
    ssSetNumPWork(S, 0); // reserve element in the pointers vector 
    ssSetNumModes(S, 0); // to store a C++ object 
    ssSetNumNonsampledZCs(S, 0); 
    ssSetOptions(S, 0); 
} 
static void mdlInitializeSampleTimes(SimStruct *S) 
{ 
    /* mxGetScalar(ssGetSFcnParam(S, 0))*/ 
    ssSetSampleTime(S, 0,0.001);    //ssSetSampleTime(S, 0,mxGetScalar(ssGetSFcnParam(S, 
0))); 
    ssSetOffsetTime(S, 0, 0.0); 
    ssSetModelReferenceSampleTimeDefaultInheritance(S); 
} 
#define MDL_START  /* Change to #undef to remove function */ 
#if defined(MDL_START)  
  int i=0; 
  static void mdlStart(SimStruct *S) 
  { 
    OpenSHM(); //共有ファイル作成   
    for (i=0;i<6;i++) 
    { 
        temp[i] = sData->x[19+i]; 
    } 
  }                                            // pointers vector 
#endif /*  MDL_START */ 
static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
   //if(sData->x[0] == 9) CloseSHM(); 
   // counter *c = (counter *) ssGetPWork(S)[0];   // retrieve C++ object from 
    real_T  *y = ssGetOutputPortRealSignal(S,0); // the pointers vector and use 
    const real_T  *u = ssGetInputPortRealSignal(S,0); 
    int i=0; 
    for (i=0;i<25;i++)// member functions of the 
    { 
          y[i] = sData->x[i];    
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      } 
    //-------変化分角度------- 
    for(i=0;i<6;i++) 
    { 
        y[25+i] = sData->x[19+i]-temp[i];     
    } 
    //メモリ 
    for (i=0;i<6;i++) 
    { 
     temp[i] = sData->x[19+i]; 
    } 
    sData->x[25] = u[0]; 
    UNUSED_ARG(tid);                             // object 
}                                                 
#ifdef  MATLAB_MEX_FILE    /* Is this file being compiled as a MEX-file? */ 
#include "simulink.c"      /* MEX-file interface mechanism */ 
#else 
#include "cg_sfun.h"       /* Code generation registration function */ 
#endif 
#ifdef __cplusplus 
} // end of extern "C" scope 
#endif 
 
Omega.7 力覚情報共有 S-Function プログラム 






/*  File    : sfun_counter_cpp.cpp 
 *  Abstract: 
 * 
 *      Example of an C++ S-function which stores an C++ object in 
 *      the pointers vector PWork. 
 * 
 *  Copyright 1990-2005 The MathWorks, Inc. 






    //12.21 要素+1 モニタにクラス出力用 25->26 









        shmap1 = CreateFileMapping((HANDLE)0xFFFFFFFF, //共有メモリとして扱う 
      NULL, 
      PAGE_READWRITE, 
                  0, 
      sizeof(Shared_data1), 
      "Test Mapping name1"); 
//ビューの作成 
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        sData1 = (Shared_data1*)MapViewOfFile(shmap1, 




        UnmapViewOfFile(sData1); 




extern "C" { // use the C fcn-call standard for all functions   
#endif       // defined within this scope                      
 
#define S_FUNCTION_LEVEL 2 
#define S_FUNCTION_NAME  counter_cpp8 
#include "simstruc.h" 
#define IS_PARAM_DOUBLE(pVal) (mxIsNumeric(pVal) && !mxIsLogical(pVal) &&\ 
!mxIsEmpty(pVal) && !mxIsSparse(pVal) && !mxIsComplex(pVal) && mxIsDouble(pVal)) 
#define MDL_CHECK_PARAMETERS 
#if defined(MDL_CHECK_PARAMETERS)  && defined(MATLAB_MEX_FILE) 
static void mdlCheckParameters(SimStruct *S) 
{ 
    const mxArray *pVal0 = ssGetSFcnParam(S,0); 
    if ( !IS_PARAM_DOUBLE(pVal0)) { 
        ssSetErrorStatus(S, "Parameter to S-function must be a double scalar"); 
        return; 
    }  
} 
#endif 
static void mdlInitializeSizes(SimStruct *S) 
{ 
    ssSetNumSFcnParams(S, 1);  /* Number of expected parameters */ 
#if defined(MATLAB_MEX_FILE) 
    if (ssGetNumSFcnParams(S) == ssGetSFcnParamsCount(S)) { 
        mdlCheckParameters(S); 
        if (ssGetErrorStatus(S) != NULL) { 
            return; 
        } 
    } else { 
        return; /* Parameter mismatch will be reported by Simulink */ 
    } 
#endif 
    ssSetSFcnParamTunable(S, 0, 0); 
    ssSetNumContStates(S, 0); 
    ssSetNumDiscStates(S, 1); 
     if (!ssSetNumInputPorts(S, 2)) return; 
    ssSetInputPortWidth(S, 0, 1); 
    ssSetInputPortWidth(S, 1, 1); 
    ssSetInputPortDirectFeedThrough(S, 0, 1); 
 ssSetInputPortDirectFeedThrough(S, 1, 1); 
    ssSetInputPortRequiredContiguous(S, 0, true); 
 ssSetInputPortRequiredContiguous(S, 1, true); 
    ssSetInputPortSampleTime(S, 0, 0.001); 
 ssSetInputPortSampleTime(S, 1, 0.001); 
    ssSetInputPortOffsetTime(S, 0, 0.0); 
 ssSetInputPortOffsetTime(S, 1, 0.0); 
    if (!ssSetNumOutputPorts(S, 1)) return; 
    ssSetOutputPortWidth(S, 0, 7); 
    ssSetNumSampleTimes(S, 1); 
    ssSetNumRWork(S, 0); 
    ssSetNumIWork(S, 0); 
    ssSetNumPWork(S, 0); // reserve element in the pointers vector 
    ssSetNumModes(S, 0); // to store a C++ object 
    ssSetNumNonsampledZCs(S, 0); 
    ssSetOptions(S, 0); 
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} 
static void mdlInitializeSampleTimes(SimStruct *S) 
{ 
    /* mxGetScalar(ssGetSFcnParam(S, 0))*/ 
    ssSetSampleTime(S, 0,0.001);    //ssSetSampleTime(S, 0,mxGetScalar(ssGetSFcnParam(S, 0))); 
    ssSetOffsetTime(S, 0, 0.0); 
    ssSetModelReferenceSampleTimeDefaultInheritance(S); 
} 
 
#define MDL_START  /* Change to #undef to remove function */ 
#if defined(MDL_START)  
  static void mdlStart(SimStruct *S) 
  { 
    OpenSHM(); //共有ファイル作成 
  }                                            // pointers vector 
#endif /*  MDL_START */ 
static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
    real_T  *y0 = ssGetOutputPortRealSignal(S,0); // the pointers vector and use 
         const real_T  *u0 = ssGetInputPortRealSignal(S,0); 
    const real_T  *u1 = ssGetInputPortRealSignal(S,1); 
     sData1->g[0] = u0[0];    
     sData1->g[1] = u1[0]; 
        y0[0]=1; 
         UNUSED_ARG(tid);                             // object 
}                                                 
static void mdlTerminate(SimStruct *S) 
{ 
}                                              // function 
 
#ifdef  MATLAB_MEX_FILE    /* Is this file being compiled as a MEX-file? */ 
#include "simulink.c"      /* MEX-file interface mechanism */ 
#else 
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Abstract— In this paper, the estimation of the grasping 
torque of robotic forceps without the use of a force/torque 
sensor is discussed. To estimate the grasping torque when the 
robotic forceps driven by a rotary motor with a reduction gear 
grasps an object, a novel robust reaction torque observer is 
proposed. The robust reaction torque observer is developed 
according to the following steps. First, cancellation of the 
estimation error torque, which causes an overshoot during the 
torque estimation, is performed. Second, identification of the 
load torques caused by the reduction gear and the component 
parts of the robotic forceps are conducted and their 
cancellations are performed. Finally, the mass of the load 
added to the gripper is calculated from the estimated grasping 
torque. The proposed RRTO was experimentally evaluated. 
INTRODUCTION 
INIMALLY invasive surgery (MIS) is a major 
advantage to patients because trauma to the body, pain, 
and the duration of hospitalization can be reduced 
significantly. Recently, numerous types of surgical robots 
have been developed that are controlled by master–slave 
systems [1]. Currently, robot-assisted surgical systems such 
as the da Vinci system (Intuitive Surgical, Inc.) are clinically 
used in telesurgery for MIS. However, the da Vinci system 
does not provide force feedback. Force feedback is known to 
have many benefits such as improving the surgeon's 
dexterity and enhancing the operability of surgical robots in 
the execution of telesurgery [2], [3], and [4].  
Most recently, haptic forceps for MIS have been proposed 
[5], [6], and [7] in which the operational force is measured 
by a sensor and force feedback is provided. However, the 
use of an electric sensor inside the body is not desirable due 
to safety reasons [4]. Therefore, establishment of a 
sensorless estimation of the operational force applied to the 
robotic forceps is a significant contribution to the field of 
robotic surgery. A disturbance observer (DO) or reaction 
torque observer (RTO) can estimate a disturbance/reaction 
force/torque added to the system without using a 
force/torque sensor, e.g., [8] and [9].  
In many applications of RTO for estimating the grasping 
force/torque of robotic forceps, a linear motor is used as an 
actuator because the frictional force/torque of a linear motor 
is little and can be disregarded. As a result, accurate 
estimation of the reaction force/torque, namely the grasping 
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force/torque, is achieved, e.g., [10]. However, for RTO 
applications to robotic forceps driven by a rotary motor with 
a reduction gear, accurate estimation of the grasping 
force/torque is difficult because the estimated torque 
includes not only the grasping torque, namely the reaction 
torque, but also the estimation error torque, which is a 
combination of the load torques caused by the reduction gear 
and the component parts of the robotic forceps.  
In this paper, a novel robust reaction force/torque observer 
(RRTO) is proposed for robotic forceps driven by a rotary 
motor with a reduction gear to estimate the grasping torque 
when an object is grasped by the grasping component of the 
robotic forceps (the gripper). The RRTO was developed 
according to three steps: cancellation of the estimation error 
torque, cancellation of the load torque caused by the 
reduction gear of the motor, and cancellation of the load 
torque caused by the component parts of the robotic forceps. 
Finally, the mass of the load added to the gripper of the 
robotic forceps is calculated from the estimated grasping 
torque. The proposed RRTO was experimentally evaluated. 
EXPERIMENTAL DEVICES 
Master device 
The Omega.7 haptic device produced by Force Dimension, 
as shown in Fig. 1(A), was used as the master device to 
control the robotic forceps via teleoperation. The Omega.7 
device is capable of operating with 7 DOF with high motion 
precision [11]: translational motions along three axes, rotary 
motions about three axes, and the grasping motion of a 
single axis. In addition, force feedback is possible for the 
translational motions along the three axes and the single-axis 
grasping motion. In this study, the single-axis grasping 
motion is used for the open-and-close motion of the gripper 
of the robotic forceps. A proportional integral derivative 
controller is used for the position control of the gripper.  
Slave device 
The robotic forceps developed in [12] is used as the slave 
device, which can perform the same motions as those of 
ready-made handheld forceps: open-and-close motion of the 
gripper, rotary motion of the gripper, and bending motion at 
the tip of the forceps. An illustration of the robotic forceps is 
shown in Fig. 1(B). The tip and rod components of the slave 
device are those of commercial forceps (COVIDIEN, 
SILS™dissector). 
The open-and-close motion of the gripper is achieved by 
forward and backward linear translation of the wire inside of 
the rod. To achieve this, bevel gears and a rack-and-pinion 
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mechanism are employed. The grasping motion of the 
robotic forceps is actuated by a DC micromotor 




Fig. 1 Master device and Slave device 
EXTERNAL TORQUE ESTIMATION USING THE OBSERVER 
In this study, the grasping torque, namely the reaction 
torque, which is added to the gripper of the robotic forceps 
driven by the rotary type motor with a reduction gear is 
estimated without using a force/torque sensor. The 
estimation algorithm is denoted herein as the RRTO, which 
is based on the theory established for the RTO, and just as in 
the case of the RTO, the viscous friction and Coulomb 
friction of the motor shaft must be known in advance. 
First, a brief explanation of the DO and RTO and the 
problems associated with applying the RTO to a rotary 
motor with a reduction gear are described below. 
Disturbance observer and reaction torque observer 
The equation of motion of the motor is given as follows: 
𝐽?̈? = 𝜏𝑚 − 𝜏𝑙,                                           
(1) 
where  𝐽 indicates the  moment of inertia of the motor, 𝜃 
is the rotational angle of the motor shaft, 𝜏𝑚 is the input torque 
to the motor, and 𝜏𝑙 is the load torque. The load torque is 
defined by the following equation: 
𝜏𝑙 = 𝜏𝑖𝑛𝑡 + 𝐷?̇? + 𝜏𝑓 + 𝜏𝑒𝑥𝑡 ,                        (2) 
where 𝜏𝑖𝑛𝑡  is the internal interference torque, 𝐷?̇?  is the 
viscous friction torque, 𝜏𝑓 is the Coulomb friction torque, 
and 𝜏𝑒𝑥𝑡 is the external torque, which is described as the 
reaction torque. 
A block diagram of the DO [9] is shown on the left-hand 
side of Fig. 2. The DO is the observer used to estimate the 
disturbance torque ?̂?𝑑𝑖𝑠, given by the following equation: 
?̂?𝑑𝑖𝑠 = 𝜏𝑙 + (𝐽 − 𝐽𝑛)?̈? − (𝐾𝑡 − 𝐾𝑡𝑛)𝐼α
𝑟𝑒𝑓 ,    (3) 
where 𝐼α
𝑟𝑒𝑓
 is the current-level reference input to the motor, 
𝐽𝑛 is the nominal value of the moment of inertia, 𝐾𝑡 is the 
torque coefficient, 𝐾𝑡𝑛 is the nominal value of the torque 
coefficient, and 𝑔 is the value of the cutoff frequency of the 
lowpass filter. By assuming that the differences between the 
real parameter values (𝑘𝑡,  𝐽) and the nominal parameter 
values (𝑘𝑡𝑛, 𝐽𝑛) are sufficiently small, namely that 𝐽 ≈ 𝐽𝑛 
and 𝐾𝑡 ≈ 𝐾𝑡𝑛  hold, the disturbance torque is given as 
?̂?𝑑𝑖𝑠 = 𝜏𝑙 . However, 𝜏𝑙  includes the internal interference 
torque 𝜏𝑖𝑛𝑡, the viscous friction torque 𝐷?̇?, and the Coulomb 
friction torque 𝜏𝑓. The internal interference torque 𝜏𝑖𝑛𝑡 is 
negligible because the motor is small, i.e., it can be assumed 
that 𝜏𝑖𝑛𝑡 ≈ 0 holds. 
Then, the RTO [8] is the observer used to obtain the 
external torque 𝜏𝑒𝑥𝑡 , described as the reaction torque, by 
subtracting the viscous friction torque 𝐷?̇? and the Coulomb 
friction torque 𝜏𝑓 from ?̂?𝑑𝑖𝑠. A block diagram of the RTO is 
shown on the right-hand side of Fig. 2. ?̂?𝑒𝑥𝑡  is defined as 
the estimated reaction torque via the RTO. The basic idea of 
the RTO is to estimate the reaction torque from the 
difference between the input torque to the motor and the 
output torque, which is estimated from the angular 
acceleration of the motor.  
 
Fig. 2 Block diagrams of the disturbance observer and 
reaction torque observer 
Problems associated with conventional RTO 
Experiments for estimating the reaction torque were 
carried out. In the experiments, a load of 50 g was placed at 
the tip of the robotic forceps developed in [7]. In the 
experiments, the master device was not used and input value 
was given as a constant. The reaction torque at the tip of the 
robotic forceps was then estimated using the RTO. The 
experiments were executed five times, and the results of all 
the trials are shown in Fig. 3. 
 
 
Fig. 3 Estimation of load using the RTO 
 
As shown in Fig. 3, in the steady state, the mass of the 
load calculated from the estimated reaction torque was 
estimated accurately using the RTO. However, an overshoot 
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was observed at the beginning of the torque estimation. One 
of the causes of the overshoot is considered as follows.  
When the current-level reference input 𝐼α
𝑟𝑒𝑓
 is changed, 
the calculated value 𝑘𝑡𝑛𝐼α
𝑟𝑒𝑓
 changes instantly in response 
to the change of 𝐼α
𝑟𝑒𝑓
. However, the value 𝑔𝐽𝑛?̇? changes 
comparatively slowly because the angular velocity of the 
motor shaft is a physical quantity and cannot change 
suddenly. Therefore, there exists a temporary difference 
between 𝑘𝑡𝑛𝐼α
𝑟𝑒𝑓
 and 𝑔𝐽𝑛?̇?  in response to the change in 
𝐼α
𝑟𝑒𝑓
. In the RTO, the value derived by subtracting 𝑔𝐽𝑛?̇? 
from 𝑘𝑡𝑛𝐼α
𝑟𝑒𝑓
 is used for estimating the reaction torque. 
Hence, this temporary difference becomes the estimation 
error of the reaction torque and causes the overshoot. It 
should be described that even if the overshoot is a very short 
time, its influence on the force feedback degrades an 
operability of the forceps. 
ROBUST REACTION FORCE/TORQUE OBSERVER 
To solve the above problem and to estimate the grasping 
torque added to the gripper of the robotic forceps driven by a 
rotary type motor with a reduction gear, the RRTO is 
proposed. The RRTO is developed according to the 
following steps. 
(i) Cancellation of the estimation error torque that causes the 
overshoot. 
(ii) Identification of the load torque caused by the reduction 
gear, and cancellation of this component of the load 
torque. 
(iii) Identification of the load torque caused by the 
component parts of the robotic forceps, and cancellation 
of this component of the load torque. 
In the following, the details of the development of the 
RRTO are provided. 
Cancellation of the overshoot 
Here, we focus on the motor used as an actuator. To 
cancel the overshoot, two motors are used for estimation of 
the load torque. One is a motor with a reduction gear and the 
other is a motor without a reduction gear. A block diagram 
for cancellation of the overshoot is shown in Fig. 4. The 
block diagram at left with a blue background is the RTO for 
the motor with a reduction gear in which the external torque 
that should be estimated is added to the motor. The block 
diagram at right with a red background is the RTO for the 
motor without a reduction gear in which the external torque 
is not added to the motor.  
 
 
Fig. 4 Block diagrams illustrating the overshoot cancellation 
algorithm 
 
The load torques 𝜏𝑙1 and 𝜏𝑙2 shown in Fig. 4 are given 
by the following equations:  
𝜏𝑙1 = 𝜏𝑖𝑛𝑡 + 𝐷1?̇?1 + 𝜏𝑓1 + 𝜏𝑒𝑥𝑡 + 𝜏𝑔𝑒𝑎𝑟 ,   (4) 
𝜏𝑙2 = 𝜏𝑖𝑛𝑡 + 𝐷2?̇?2 + 𝜏𝑓2,                               (5) 
where 𝐷1?̇?1 and 𝐷2?̇?2 are the viscous friction torque in 
each motor, 𝜏𝑓1 and 𝜏𝑓2 are the Coulomb friction torque in 
each motor, 𝜏𝑖𝑛𝑡 is the internal interference torque, 𝜏𝑒𝑥𝑡 is 
the reaction torque, and 𝜏𝑔𝑒𝑎𝑟  is the load torque caused by 
the reduction gear of the motor. 
 In this case, the estimated load torque for the motor with 
a reduction gear ?̂?𝑟t𝑜1 and the estimated load torque for the 
motor without a reduction gear ?̂?𝑟t𝑜2 are given as 
?̂?𝑟t𝑜1 = 𝜏𝑒𝑥𝑡 + 𝜏𝑔𝑒𝑎𝑟 + 𝜏𝑒𝑟𝑟𝑜𝑟 ,                  (6) 
?̂?𝑟t𝑜2 = 𝜏𝑒𝑟𝑟𝑜𝑟 ,                                              (7) 
respectively, where 𝜏𝑒𝑟𝑟𝑜𝑟  is the estimation error torque 
that causes the overshoot.?̂?𝑟t𝑜1 includes the reaction torque 
𝜏𝑒𝑥𝑡 , which we seek to estimate, the load torque caused by 
the reduction gear 𝜏𝑔𝑒𝑎𝑟 , and the estimation error torque 
𝜏𝑒𝑟𝑟𝑜𝑟 . On the other hand, ?̂?𝑟to2  includes only 𝜏𝑒𝑟𝑟𝑜𝑟 . 
Therefore, the estimation error torque is canceled by 
subtracting ?̂?𝑟t𝑜2 from ?̂?𝑟t𝑜1, and the sum of the reaction 
torque and the load torque caused by the reduction gear is 
obtained as ?̂?𝑒𝑔 given by equation (8) as follows. 
?̂?𝑟t𝑜1 − ?̂?𝑟t𝑜2 = 𝜏𝑒𝑥𝑡 + 𝜏𝑔𝑒𝑎𝑟 = ?̂?𝑒𝑔    (8) 
Thus, the overshoot can be cancelled. To verify the 
effectiveness of the proposed overshoot cancellation 
algorithm, the following experiments were carried out. 
Estimation of the load torque was executed for the motor 
with a reduction gear in a state with no load added to the 
motor shaft, where an input voltage of 4 V was applied to 
both motors. The experimental results are shown in Fig. 5. 
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Fig. 5 Evaluation of the overshoot cancellation 
 
The blue dashed line in Fig. 5 is the value of ?̂?𝑟t𝑜1, the 
green dashed line is the value of ?̂?𝑟t𝑜2, and the red solid line 
shows the value of ?̂?𝑒𝑔. As a result, it was confirmed that 
the overshoot was canceled in ?̂?𝑒𝑔.  
Load torques due to the gear and drive parts 
The cancellation of the estimation error torque including 
the overshoot was accomplished using the proposed 
overshoot cancellation algorithm. However, ?̂?𝑒𝑔  involves 
not only the reaction torque but also the load torque caused 
by the reduction gear. In addition, when the gripper of the 
robotic forceps is driven by the motor, the load torque 
caused by the component parts of the robotic forceps, such 
as bevel gears and the wire, occurs. Therefore, to estimate 
the reaction torque 𝜏𝑒𝑥𝑡 alone, it is necessary to know the 
load torques caused by the reduction gear and the component 
parts beforehand and to cancel them. 
Load torque caused by the reduction gear 
A planetary gear is used as the reduction gear for the motor 
of the robotic forceps. To develop a theoretical model of the 
reduction gear is difficult because of the gear’s complicated 
internal structure. Therefore, identification of the load torque 
caused by the reduction gear is conducted in offline 
experiments.  
In the experiments, estimation of the load torque using the 
RTO is executed for both the motor with the reduction gear 
and the motor without a reduction gear in a state with no 
load added to each motor shaft. 
Then, the estimated load torque for the motor with the 
reduction gear ?̂?′𝑟t𝑜1 is given as follows. 
?̂?′𝑟t𝑜1 = 𝜏𝑒𝑟𝑟𝑜𝑟 + 𝜏𝑔𝑒𝑎𝑟                             (9) 
?̂?′𝑟t𝑜1 includes only 𝜏𝑔𝑒𝑎𝑟  and 𝜏𝑒𝑟𝑟𝑜𝑟 , because an external 
torque was not added to the motor shaft, i.e., 𝜏𝑒𝑥𝑡 = 0 holds. 
On the other hand, ?̂?𝑟t𝑜2  is the same as that given in 
equation (7). In addition, the estimation error torque 𝜏𝑒𝑟𝑟𝑜𝑟  
is the same for the same type of motor regardless of the use 
of a reduction gear. Therefore, 𝜏𝑔𝑒𝑎𝑟  is calculated by 
subtracting ?̂?𝑟t𝑜2 from ?̂?
′
𝑟t𝑜1as follows in equation (10). 
?̂?′𝑟t𝑜1 − ?̂?𝑟t𝑜2 = 𝜏𝑔𝑒𝑎𝑟                               (10) 
 However, 𝜏𝑔𝑒𝑎𝑟  varies according to the rotational 
speed of the motor shaft. Thus, the following experiments 
were conducted offline to determine the load torque 
caused by the reduction gear. 
Identification experiments of the load torque caused by the 
reduction gear 
The motor with the reduction gear and the motor without 
a reduction gear were driven by the input voltage 𝑣 given 
by equation (11) under a state of no load added to each 
motor shaft. 
𝑣 = 3sin5𝑡                                                 (11) 
The estimated load torques for both motors are shown in Fig. 
6. In Fig. 6, the green solid line represents ?̂?𝑟t𝑜2 and the 
blue solid line represents ?̂?′𝑟t𝑜1.  
 
 
Fig. 6 Experimental results of motors with applied voltage 
given by equation (11) 
 
From Fig. 6, regular sine wave patterns were obtained 
after 1 s of operation. The experimental data for one period 
of the sine wave from 1 s to 2 s was extracted and the 
following analysis was conducted. 
To obtain a relation between ?̂?𝑟t𝑜2 and 𝜏𝑔𝑒𝑎𝑟 , 𝜏𝑔𝑒𝑎𝑟  was 
calculated using equation (10) for the extracted data. The 
obtained relation between ?̂?𝑟t𝑜2 and 𝜏𝑔𝑒𝑎𝑟  is shown in Fig. 
7. 
 
Fig. 7 Relation between ?̂?𝑟t𝑜2 and 𝜏𝑔𝑒𝑎𝑟  
 
The blue solid line in Fig. 7 represents the experimental 
data. Fig. 7 shows that 𝜏𝑔𝑒𝑎𝑟  increases in proportion to 
?̂?𝑟t𝑜2. A straight line is calculated from the data in Fig. 7 
using the least-squares method. Thus, the relation between 
?̂?𝑟t𝑜2  and 𝜏𝑔𝑒𝑎𝑟  is expressed as a linear function. The 
dotted red line in Fig. 7 represents the linear approximation, 
which is given by equation (12). 
𝜏𝑔𝑒𝑎𝑟 = 39.73?̂?𝑟t𝑜2 − (4 × 10
−6)              (12) 
Using equation (12), 𝜏𝑔𝑒𝑎𝑟  is calculated from ?̂?𝑟t𝑜2 . 
Nearly equivalent linear approximations were obtained when 
the amplitude and the angular frequency of the sine wave of 
the input voltage were changed. Therefore, equation (12) is 
employed as an estimate of the load torque caused by the 
reduction gear. 
Equation (12) is defined as the reduction gear 
compensation function. By incorporating the reduction gear 
compensation function into the overshoot cancellation 
algorithm, both 𝜏𝑒𝑟𝑟𝑜𝑟  and 𝜏𝑔𝑒𝑎𝑟  can be cancelled and 
𝜏𝑒𝑥𝑡  is obtained. A block diagram of the reduction gear 
compensation algorithm is shown in Fig. 8. 
 
     




Fig. 8 Block diagram of the reduction gear compensation 
algorithm 
Load torque caused by the component parts 
For driving the gripper of the robotic forceps, component 
parts, such as bevel gear, rack gear, pinion gear, and wire, 
are used. The open-and-close motion of the gripper of the 
robotic forceps is performed by the back and forth linear 
motion of the wire connected to the rack gear. Thus, a load 
torque is created by the component parts of the robotic 
forceps. In this case, the estimated load torque ?̂?𝑟𝑓𝑜1 via the 
RTO for the motor with the reduction gear is given as 
follows. 
?̂?𝑟t𝑜1 = 𝜏𝑒𝑥𝑡 + 𝜏𝑔𝑒𝑎𝑟 + 𝜏𝑒𝑟𝑟𝑜𝑟 + 𝜏𝑝𝑎𝑟𝑡𝑠      (13) 
where 𝜏𝑝𝑎𝑟𝑡𝑠 is the load torque caused by the component 
parts of the robotic forceps. On the other hand, ?̂?𝑟t𝑜2 is the 
same as that given in equation (7). 
To develop a theoretical model of the driving parts of the 
gripper of the robotic forceps is difficult because of the 
complicated structure of the driving parts. Therefore, 
identification of the load torque caused by the component 
parts of the robotic forceps is conducted in a similar manner 
as the identification of the load torque caused by the 
reduction gear, and offline experiments were performed to 
determine this component of the load torque. 
When the open-and-close motion of the gripper is 
performed in a state with no load added to the gripper, the 
estimated load torque ?̂?′′𝑟t𝑜1 via the RTO for the motor 
with the reduction gear is given as follows. 
?̂?′′𝑟t𝑜1 = 𝜏𝑔𝑒𝑎𝑟 + 𝜏𝑒𝑟𝑟𝑜𝑟 + 𝜏𝑝𝑎𝑟𝑡𝑠,               (14) 
where 𝜏𝑒𝑥𝑡 = 0  holds because external torque was not 
added to the gripper. By performing the overshoot 
cancellation algorithm incorporating the reduction gear 
compensation function shown in Fig. 8, the estimation error 
torque 𝜏𝑒𝑟𝑟𝑜𝑟  including the overshoot and the load torque 
caused by the reduction gear 𝜏𝑔𝑒𝑎𝑟  can be cancelled. Thus, 
the load torque caused by the component parts of the robotic 
forceps 𝜏𝑝𝑎𝑟𝑡𝑠 is obtained as follows. 
?̂?′′𝑟t𝑜1−?̂?𝑟t𝑜2 − 𝜏𝑔𝑒𝑎𝑟 = 𝜏𝑝𝑎𝑟𝑡𝑠                  (15) 
However, 𝜏𝑝𝑎𝑟𝑡𝑠 varies according to the rotational speed 
of the motor shaft. Thus, the following experiments were 
conducted offline to determine the load torque caused by 
the component parts of the robotic forceps. 
Identification experiments of the load torque caused by the 
component parts 
The motor with the reduction gear and the motor without 
a reduction gear were driven by the input voltage 𝑣 given 
by equation (16) in a state with no load added to the gripper 
of the robotic forceps. 
𝑣 = 3sin𝜑𝑡                                                   (16) 
In the identification experiments, an angular frequency 𝜑 
was chosen as 2, 4, and 6. These values were selected 
because the manipulation speed of the gripper of the forceps 
in an actual surgery setting is close to these values. The 
relation obtained between 𝑣 and 𝜏𝑝𝑎𝑟𝑡𝑠  for each angular 
frequency is shown in Fig. 9. 
 
Fig. 9 Relation between input voltage 𝑣 and 𝜏𝑝𝑎𝑟𝑡𝑠 for 
angular frequencies  of 2, 4, and 6  
 
The blue solid lines in Fig. 9 represent the experimental 
data. From Fig. 9, it is shown that 𝜏𝑝𝑎𝑟𝑡𝑠  increases in 
proportion to the input voltage 𝑣. Linear approximations 
relating 𝑣 and 𝜏𝑝𝑎𝑟𝑡𝑠 are calculated using the least-squares 
method. The dotted red lines in Fig. 9 represent these 
approximations, which are given by equations (17)−(18) as 
follows. 
𝜏𝑝𝑎𝑟𝑡𝑠 = (1 × 10
−4)𝑣 − (5 × 10−5) for φ = 2  (17) 
𝜏𝑝𝑎𝑟𝑡𝑠 = (2 × 10
−4)𝑣 − (6 × 10−5) for φ = 4  (18) 
𝜏𝑝𝑎𝑟𝑡𝑠 = (2 × 10
−4)𝑣 − (8 × 10−5) for φ = 6 (19) 
Using the above equations, 𝜏𝑝𝑎𝑟𝑡𝑠  can be calculated 
through 𝑣. However, the inclinations (slopes) of the straight 
lines in Fig. 9 decrease with increasing angular frequency of 
the input voltage. As such, the inclination of the linear 
function varies depending on the open-and-close speed of 
the gripper. 
To obtain a relation between the rotational speed of the 
motor shaft 𝜔 and the inclination of the linear function 
defined as 𝑎(𝜔), points (𝜔, 𝑎(𝜔)) were plotted in Fig. 10. 
 
 
Fig. 10 Inclination as a function of angular velocity  
 
The approximation curve of a quadratic function that 
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using the least-squares method from the points given in Fig. 
10. The blue solid line in Fig. 10 represents the 
approximation curve, which is given as follows. 
𝑎(𝜔) = (1 × 10−4)𝜔3 − (5 × 10−4)𝜔2 
                    +(6 × 10−4)𝜔 − (4 × 10−5)  (20) 
Equation (20) is defined as the inclination function. 
 By combining the approximation linear function 
between 𝑣  and 𝜏𝑝𝑎𝑟𝑡𝑠  and the inclination function, the 
relation between 𝑣 , ω , and 𝜏𝑝𝑎𝑟𝑡𝑠  is given by the 
following equation: 
𝜏𝑝𝑎𝑟𝑡𝑠 = 𝑎(𝜔)𝑣 − (6.3 × 10
−5),                      (21) 
where the average value of the intercept was employed as 
the intercept of the combined function. 
Using equation (21), 𝜏𝑝𝑎𝑟𝑡𝑠 is calculated from 𝑣 and ω. 
Equation (21) is employed as the load torque caused by the 
component parts of the robotic forceps, which is defined as 
the drive parts compensation function.  
By incorporating the drive parts compensation function 
into the overshoot cancellation algorithm with the reduction 
gear compensation function, 𝜏𝑒𝑟𝑟𝑜𝑟 , 𝜏𝑔𝑒𝑎𝑟 , and 𝜏𝑝𝑎𝑟𝑡𝑠 can 
be cancelled and 𝜏𝑒𝑥𝑡  is obtained. Thus, the RRTO for 
estimating the grasping torque of the gripper of the robotic 
forceps was derived. A block diagram of the RRTO is shown 
in Fig. 11, where the portions placed in the green 
background are the RRTO. 
 
Fig. 11 Block diagram of the robust reaction force/torque 
observer placed in the green background 
EXPERIMENTS 
Verification experiments 
To verify the effectiveness of the proposed RRTO, 
experiments 1 and 2 were carried out. In experiment 1, the 
input voltage given by equation (16) was applied to the 
motor and open-and-close motions of the gripper of the 
robotic forceps were performed several times. Then, 
estimation of the reaction torque was conducted under 
conditions where the gripper lifted 0, 20, 30, 40 and 50 g 
loads. The experiments were conducted for angular 
frequencies 2, 4, and 6. In experiment 2, the open-and-close 
motions of the gripper of the robotic forceps were performed 
by the master–slave control system using the Omega.7. The 
manipulation of the gripper was performed at low, 
intermediate, and high speeds. In the experiment, the 
operator manipulated the Omega.7 device such that each 
manipulation speed of the gripper in experiment 2 was 
equivalent to the corresponding gripper speed examined in 
experiment 1. Then, estimation of the reaction torque was 
conducted under the same conditions as experiment 1. The 
experimental results are listed in Table 1. In Table 1, the 
mass of the load was calculated from the reaction torque 
estimated by the RRTO. 
 
Table 1 Experimental results 
 
Considerations 
As a common result of experiments 1 and 2, around 7 g of 
weight estimation error occurred. As one of the causes of 
this result, it is considered that the load torques caused by 
the component parts in the online experiments were different 
from those identified in the offline experiments. Therefore, 
the estimated reaction torque was inexact because an 
incorrect load torque was subtracted in the RRTO. 
On the other hand, although it is subjective, when the 
force feedback to the master device was conducted, the 
operator could sense a certain grasping force. 
From the above results, using the RRTO, the estimation of 
the grasping torque when the gripper of the robotic forceps 
grasped an object was successful. Hence, it is concluded that 
the effectiveness of the RRTO was verified. 
The following are left as future work. First, it is necessary 
to improve the identification method for the reduction gear 
compensation function and the drive parts compensation 
function to more accurately estimate  the reaction 
force/torque. Second, in the RRTO, rather than using the 
actual motor without a reduction gear, a mathematical model 
of the motor should be used. 
CONCLUSION 
In this paper, the RRTO was proposed for robotic forceps 
driven by a rotary motor with a reduction gear to estimate 
the grasping torque of the robotic forceps. The RRTO was 
developed according to three steps: cancellation of the 
estimation error torque, cancellation of the load torque 
caused by the reduction gear of the motor, and cancellation 
of the load torque caused by the component parts of the 
robotic forceps. To verify the effectiveness of the proposed 
RRTO, experimental studies were executed, and from the 
experimental results, the validity of the RRTO was 
confirmed. 
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