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Abstract
This paper presents the jSynoPSys tool that implements the concept of Scenario-Based Testing from B
machines. This consists in describing execution scenarios, expressed as regular expressions over the opera-
tions of the system, coupled with intermediate system states that have to be reached when the scenario is
unfolded. The tool relies on the BZ-Testing-Tools engine, originally designed to perform symbolic anima-
tion and boundary test generation from B machines. The main advantage of our Scenario-Based Testing
technique is that it performs a full abstraction of the operation parameter values, that are instantiated at
the end, when the scenario has been completely unfolded, using constraint solving techniques.
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1 Context and Motivations
Model-Based Testing, or black-box testing [5], consists in using a formal model, de-
scribing the behavior of the system, for both computing the test cases and computing
the oracle. This latter that makes it possible to establish the conformance verdict
that indicates whether the system conforms, or not, to the considered model. The
computation of the test cases can be performed according to diﬀerent techniques
that aim at covering the model, depending on its kind. For example, a model for-
malized as a ﬁnite state machine (FSM) is traditionally covered by state exploration
or transition coverage algorithms (such as the Chinese Postman algorithm) [17]. In
the case of behavioral speciﬁcations of the system, where the operations are de-
scribed using generalized substitutions, as in B [1], or through pre/postconditions,
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as in UML/OCL [20], techniques aiming at the structural coverage of the model can
be employed. It is the case of the Leirios Test Generator [12] tool (LTG) from the
Smartesting company 3 that computes test sequences based on a structural coverage
of the operations of a B abstract machine.
In the latter case, the test targets consist in activating the operations of the
model, accordingly to their preconditions. These targets thus depend on the infor-
mation contained in the operations, and are restricted to describing sets of states
(namely, for LTG, the states satisfying the activation conditions of the considered
operations). The main problem comes from the test case computation algorithm
of LTG, that systematically builds the shortest operation sequence that leads to
the test target. As a consequence, the relevance of the test cases can be decreased,
and may lead to avoid possibly interesting cases, related to the experience of the
validation engineer, or to a speciﬁc property of the system, that one may want to
exercise. To overcome this problem, solutions based on the use of scenarios are con-
sidered. An example is the combinatorial testing tool TOBIAS [16] which unfolds
regular expressions describing combinations of operations with their parameters.
Inspired from this work, we have proposed in [10,13] a similar technique based on
the symbolic animation of a formal model, written as a B abstract machine. This
technique relies on a scenario description language that makes it possible to ex-
press the scenarios that have to be played on the model. Contrary to TOBIAS,
the enumeration of the possible parameter values can be avoided, since they can be
computed automatically based on the operations preconditions.
We propose to use a constraint solver that is in charge of performing the anima-
tion of the model, and is thus able to perform a thin enumeration of resulting test
cases, using a native backtracking mechanism. This principle is based on the actual
constraint solver of BZ-Testing-Tools (BZ-TT) [2], an animation and boundary test
generation framework, for B machines, from which LTG originates. These princi-
ples have been successfully experimented on several realistic case studies, such as a
model of a POSIX-compliant ﬁle system [10]. This technique is implemented within
a tool, named jSynoPSys, a graphical user interface written in Java, coupled with
a dedicated Prolog constraints solver. This paper presents the principles and the
main features of the tool.
This paper is organized as follows. Section 2 presents a brief introduction to
the B abstract machines, the formalism used to model the systems we consider.
This section also introduces a running example that will be used in the remainder
of the paper to illustrate the discourse. Then, Section 3 presents how B models
can be animated using constraint solving techniques. The notion of Scenario-Based
Testing, along with the description of the scenario language is given in Sect. 4.
Section 5 presents the jSynoPSys tool and its features. Finally, Section 6 presents
some related works, before concluding with the forthcoming works in Sect. 7
3 formely Leirios Technologies
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2 B Abstract Machines
The B method [1] is dedicated to the formal development, from high level speciﬁca-
tion to implementable code. Speciﬁcations are based on three formalisms: data are
speciﬁed using a set theory, properties are ﬁrst-order predicates and the behavioral
part is speciﬁed by Generalized Substitutions.
2.1 The B Method
The B method starts by the writing of a formal speciﬁcation, named abstract ma-
chine, that gives a functional view of the system. The machine is then spiced
up with invariant properties that represent properties that have to hold at each
state of the system execution. It means that (i) the initialization has to establish
the invariant, (ii) the operations have to preserve the invariant (meaning that if
the invariant is satisﬁed before the operation, then it also has to be satisﬁed after
the execution of the operation). Operations are written in terms of Generalized
Substitutions that are built on basic assignments, composed into more generalized
and expressive structures, that may for example, represent conditional substitutions
(IF...THEN...ELSE...END) or non-deterministic buildings (CHOICE, ANY).
The B method has been applied in many industrial applications, particularly
in the railway domain (e.g. line 14 of the Paris called METEOR [4]) and in the
context of Java-card application or environment [15].
In this work, we do not take reﬁnements into account, we only focus on abstract
machines. Notice that this is not a restriction, since reﬁnements of machines can
be ﬂattened into a single B machine.
2.2 A Running Example
The example that we propose is a case study named Demoney [19]. It is a smart
card applet designed for research purposes by Trusted Logics. Even if no “real”
implementation of Demoney has ever been embedded on a smart card, it represents
a realistic case study. The speciﬁcation of Demoney describes an electronic purse
with two PIN codes, one for the card holder and one for the bank. As for every
purse, it is possible to credit the card, or to debit it in order to pay a purchase.
Similarily to every smart card application, Demoney presents a notion of life cy-
cle that starts with a personalization phase, during which the diﬀerent parameters of
the card, namely the maximal balance, the maximal debit and the PIN code values,
are set using the PUT_DATA command. Then, the personalization is validated by in-
voking the STORE_DATA command, that brings the card to the use phase. During this
phase, the user may start a credit or debit transaction using the INIT_TRANSACTION
command and validate this transaction, using COMMIT_TRANSACTION. If the user
wants to credit the purse, he ﬁrst has to authenticate with his PIN code, using
the VERIFY_PIN command. When the user fails to authenticate three times, the
card is then in the blocked state. To unblock it, the bank has to authentify, also
using the VERIFY_PIN command and then change the user PIN code, using the
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out ← PUT DATA(p, data) =ˆ
PRE
p ∈ -128..127 ∧ data ∈ -32768..32767
THEN
IF (card status = perso) THEN
IF p = SET MAX BALANCE ∧ data ≥ 0 THEN
max balance := data ‖ out := sw_Success
ELSE
IF p = SET MAX DEBIT ∧ data ≥ 0 THEN
max debit := data ‖ out := sw_Success
ELSE




out := sw Error life cycle
END
END
Figure 1. An excerpt of the PUT DATA operation
PIN_CHANGE_UNBLOCK command. Similarily, if the bank fails to authenticate four
times, the card is deﬁnitely dead, ie. no other command can be successfully exe-
cuted.
We have developed a B model of the Demoney applet, that is composed of
500 lines of B code, spread in 6 operations. As for every smart card command,
the operations can always be invoked (their precondition is true) and they are
written in a defensive style, returning a status word that indicates if the command
succeeded or not. As an illustration of the B notation, Figure 1 gives a subset of
the PUT DATA operation. This operation is used to personalize the card. Its ﬁrst
parameter p is a byte that gives the kind of personalization performed among values
SET MAX BALANCE, SET MAX DEBIT, SET HOLDER PIN or SET BANK PIN supposed to
be integer constants whose meanings are obvious. The second parameter is used to
specify the value assigned to the considered element to be personalized (in the ﬁgure,
the maximal balance or the maximal debit of the purse). Diﬀerent kinds of errors
can be returned if the invocation fails, e.g. sw Error life cycle is returned when
the command is not invoked at the personalization phase. Status word sw Success
indicates a successful invocation and termination of the command.
When a B model is animated, the user chooses which operation he wants to
invoke. Depending on the current state of the system and the values of the param-
eters, diﬀerent resulting states can be obtained. We now describe the principle of
symbolic animation.
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3 Symbolic Animation of B Models
The symbolic animation improves the “classical” model animation by giving the
possibility to abstract the operation parameters. Once a parameter is abstracted, it
is replaced by a symbolic variable that is handled by dedicated constraints solvers.
Abstracting all the parameter values turns out to consider each operation as a set
of “behaviors”, that are now described.
3.1 Deﬁnition of the Behaviors
The Prolog animation engine of BZ-Testing-Tools [8] that we use relies on a decom-
position of the B machines operations into behaviors. Each behavior is deﬁned as
a predicate, representing its activation condition, and a substitution that indicates
the evolution of the state variables and the instantiation of the return parameters of
the operation. These behaviors are computed as the paths in the control ﬂow graph
of the considered B operation. They consist in two parts: an activation condition
and a substitution.
Example 3.1 (Computation of behaviors) Consider the excerpt of the PUT DATA
operation given in Fig. 1. It presents at least 4 behaviors, that are the following
(for each behavior, the =⇒ symbol is used to separate the activation condition and
the substitution):
b1 : p ∈ -128..127 ∧ data ∈ -32768..32767 ∧ card_status = perso ∧
p = SET_MAX_BALANCE ∧ data ≥ 0 =⇒ max_balance := data ‖
out := sw_Success
b2 : p ∈ -128..127 ∧ data ∈ -32768..32767 ∧ card_status = perso ∧ (p =
SET_MAX_BALANCE ∨ data < 0) ∧ p = SET_MAX_DEBIT ∧ data ≥ 0 =⇒
max_debit := data ‖ out := sw_Success
b3 : p ∈ -128..127 ∧ data ∈ -32768..32767 ∧ card_status = perso ∧ (p =
SET_MAX_BALANCE ∨ data < 0) ∧ (p = SET_MAX_DEBIT ∨ data < 0) ∧ ...
=⇒ ...
b4 : p ∈ -128..127 ∧ data ∈ -32768..32767 ∧ card_status = perso =⇒ out :=
sw_Error_life_cycle
The decomposition of operations into behaviors gives equivalence classes in terms
of resulting states after the execution of the operation.
3.2 Use of the Behaviors for the Symbolic Animation
When the performing the symbolic animation of a B model, the operation param-
eters are abstracted and, thus, operations are considered through their behaviors.
Each parameter is thus replaced by a symbolic variable whose value is managed by
a constraint solver.
All state variables that are related to the abstracted parameter (e.g. assigned
in a substitution), also become symbolic variables, linked to the corresponding pa-
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rameter. A system state that contains at least one symbolic state variable is said
to be a symbolic state.
Example 3.2 (Activation of a single behavior) Consider behavior b1 from the
previous example. Suppose it is invoked from the initial state of the system, namely:
init max balance = −1, max debit = −1, card status = perso, ...
The subsequent activation of b1 results in the following symbolic state:
init;PUT DATA(X1,X2) max balance = X3, max debit = −1, ...
with the following set of constraints:
X1 = SET MAX BALANCE, X2 ∈ 0..32767, X2 = X3
The symbolic animation process works by exploring the successive behaviors of
the considered operations. When two operations have to be chained, this process
acts as an exploration of the possible combinations of successive behaviors for each
operation.
In practice, the selection of the behaviors to be activated is done in a transparent
manner and the enumeration of the possible combinations of behaviors chaining is
explored using backtracking mechanisms. For animating B models, we use CLPS-
BZ [8], a set-theoretical constraint solver written in SICStus Prolog that is able
to handle a large subset of the data structures existing in the B machines (sets,
relations, functions, integers, atoms, etc.).
Example 3.3 (Combination of behaviors) Suppose we restart the animation from
the symbolic state reached at the end of the previous example. Activating behavior
b2 will cause the following state to be reached.
init;PUT DATA(X1,X2);PUT DATA(X4,X5) max balance=X3, max debit=X6, ...
with the following set of constraints:
X1 = SET MAX BAL., X2 ∈ 0..32767, X2 = X3,
X4 = SET MAX DEBIT, X5 ∈ 0..32767, X5 = X6
Once the sequence has been symbolically played, the remaining symbolic param-
eters can be instantiated by a simple labeling procedure, that consists in solving
the constraints system and produce an instantiation of the symbolic variables. This
makes it possible to produce an instantiated test case.
Example 3.4 (From an abstract operation sequences to a test case) Suppose we
restart the animation from the symbolic state reached at the end of the previous
example. The ﬁrst possible instantiation of the symbolic variables that satisﬁes the
constraints is the following:
X1 = SET MAX BALANCE, X2 = 0, X3 = X0, X4 = SET MAX DEBIT, X5 = 0, X6 = 0
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which produces the following test case:
init;PUT DATA(SET MAX BALANCE, 0);PUT DATA(SET MAX DEBIT, 0)
The consistency of the resulting constraints system deﬁnes the feasibility of the
operation sequence; this latter is said to be feasible if and only if there exists at
least one solution that assigns a correct value to the variables, according to their
related constraints.
We now describe the principles of our approach of Scenario-Based Testing that
reuses the symbolic animation of the model.
4 Principles of Scenario-Based Testing
Scenario-Based Testing (SBT) is a concept according to which the validation engi-
neer describes by himself scenarios of use cases of the system, thus deﬁning the test
cases. In the context of testing software systems, it consists in describing sequences
of actions that exercise a particular functionality of the system.
The TOBIAS tool [16] makes it possible to describe scenarios using schemas
expressed through regular expressions describing sequences of operation calls and
the combination of their parameters. Improving this principle, we have proposed
to rely on symbolic animation of formal models of the system in order to unburden
the user from providing the parameters of the operations. This makes it possible
to focus only on the description of the successive operations, possibly punctuated
by intermediate states that guide the steps of the scenario. Scenarios are described
using a dedicated language, introduced in [13] that is now presented.
4.1 Scenario Description Language
We present here the language that we use for deﬁning the scenarios. It is based on
regular expressions that are then unfolded and played using a symbolic animation
engine. This language is composed of 3 layers:
(i) the sequence layer, that is based on regular expressions that make it possible
to deﬁne test scenarios as operation sequences (repeated or alternated) that
may possibly lead to speciﬁc states;
(ii) the model layer, that describes the operation calls at the model level and
constitutes the interface between the model and the scenarios;
(iii) the directive layer, that makes it possible to drive the tests that are generated
by specifying behavior coverage criteria that will be interpreted by the test
generation engine.
4.1.1 Syntax of the Sequence and Model Layers
The syntax of these layers are given in Fig. 2 and Fig. 3. Rule SP describes a
state predicate, whereas OP is used to describe the operation calls that can be (i) an
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SEQ ::= OP1 | ”(” SEQ ”)”
| SEQ ”.” SEQ
| SEQ REPEAT ALL or ONE
| SEQ CHOICE SEQ
| SEQ ”(” SP ”)”
REPEAT ::= ”?” | ”{” n ”}” | ”{,” n ”}”
| ”{” n ”,” m ”}”
Figure 2. Syntax of the sequence layer
OP ::= operation name
| ”$OP”
| ”$OP \ {” OPLIST ”}”
OPLIST ::= operation name
| operation name ”,” OPLIST
SP ::= state predicate
Figure 3. Syntax of the model layer
operation name, (ii) the $OP keyword, meaning “any operation”, or (iii) $OP\{OPLIST}
meaning “any operation except those of OPLIST”.
Rule SEQ describes a sequence of operation calls as a regular expression. A step
in the sequence can be a simple operation call, denoted by OP1. Sequences may also
be composed of the concatenation of two sequences, the repetition of a sequence, or
the choice between two or more sequences. In practice, we use bounded repetition
operators: 0 or 1, exactly n times, at most m times, between n and m times. Finally
a sequence may leads to a state satisfying a state predicate, denoted by SEQ (SP).
This latter represents an improvement w.r.t. usual scenarios description languages,
since it makes it possible to deﬁne the target of an operation sequence, without
necessarily having to enumerate all the operations that compose the sequence.
4.1.2 Syntax of the Test Generation Directive Layer
This layer makes it possible to drive the step of test generation, when the tests are
unfolded. We propose three kinds of directives that aim at reducing the research
for the instantiation of a test scenario. This part of the language is given in Fig. 4.
Rule CHOICE introduces two operators denoted | and ⊗, for covering the branches
of a choice. For example, if S1 and S2 are two sequences, S1 | S2 speciﬁes that the
test generator has to produce tests that will cover S1 and other tests that will cover
schema S2, whereas S1 ⊗ S2 speciﬁes that the test generator has to produce test
cases covering either S1 or S2.
Rule ALL or ONE makes it possible to specify if all the solutions of the iteration
will be returned ( – default option) of if only one will be selected ( one).
Rule OP1 indicates to the test generator that it has to cover one of the behaviors
of the OP operation (default option). The test engineer may also require all the
behaviors to be covered by surrounding the operation with brackets. Two variants
make it possible to select the behaviors that will be applied, by specifying which
CHOICE ::= ”|”
| ”⊗”
ALL or ONE ::= ” one”
| 
OP1 ::= OP | ”[”OP”]”
| ”[” OP ”/w” CPTLIST ”]”
| ”[” OP ”/e” CPTLIST ”]”
CPTLIST ::= ”{” cpt label (”,” cpt label)* ”}”
Figure 4. Syntax of the test generation directive layer
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behaviors are authorized (/w) or refused (/e). These behaviors are expressed using
labels, that have to be linked with actual behaviors of the machine operations. We
now give an illustration of this mechanism through an example.
Example 4.1 (Example of scenario) Consider the PUT_DATA operation from the
example in Fig. 1. A piece of scenario that expresses the personalization of the card
can be expressed with the following expression:
PUT DATA{4} . STORE DATA  (card status = use)
that may also be expressed by:
PUT DATA{4} . [STORE DATA /w {ok}]
if “ok” labels the behavior of STORE DATA that successfully validates the person-
alization of the card.
4.2 Unfolding and Instantiation of the Scenarios
The scenarios are unfolded so as to obtain the integrality of the sequences described.
Each scenario is translated into a Prolog ﬁle, directly interpreted by the symbolic
animation engine of BZ-Testing-Tools. Each solution provides an instantiated test
case. The internal backtracking mechanism of Prolog is used to iterate on the
diﬀerent solutions. Once all the solutions have been explored, the ﬁnal test suite
is obtained. As explained before, the labeling mechanism at the end of the process
aims at computing the values of the parameters of the operations composing the
test case, so that the sequence is feasible.
Example 4.2 (Scenario unfolding) Consider the scenario given in the previous
example. It requires 4 iterations of the PUT_DATA command before a successful
invocation of the STORE_DATA command, that terminates and validates the person-
alization. When unfolded, it produces a single symbolic test case (before parameter
instantiation), that is:
PUT DATA(SET MAX BALANCE,X1) . PUT DATA(SET MAX DEBIT,X2) .
PUT DATA(SET HOLDER PIN,X3) . PUT DATA(SET BANK PIN,X4) .
STORE DATA()
with associated constraints:
X1 ∈ 0..32767,X2 ∈ 0..32767,X3 ∈ 0..9999,X4 ∈ 0..9999,X1 > X2,X3 = X4
due to the fact that to complete the personalization, the maximal balance has to
be greater than the maximal debit, and the two PIN codes have to be diﬀerent.
Notice that changing the scenario to surround PUT DATA with square brackets,
such as:
[PUT DATA]{4} . [STORE DATA /w {ok}]
leads to the unfolding of 24 symbolic test cases (representing all the possible com-
binations of the 4 behaviors that have to be invoked for PUT DATA).
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One of the advantages of the Scenario-Based Testing approach that we propose
is that it helps the production of test cases by considering symbolic values for the
parameters of the operations. Thus, the user may force the animation to reach
speciﬁc states, deﬁned by predicates, that add constraints to the state variables’
values. Another advantage is that it provides a direct requirement traceability of
the tests, by considering that each scenario addresses a speciﬁc requirement. We
now present a tool, named jSynoPSys that implements these principles.
5 The jSynoPSys Tool
jSynoPSys is graphical user interface, coupled with the BZ-Testing-Tools animation
engine, that makes it possible to perform the Scenario-Based Testing approach
presented in the previous sections.
The general architecture of the
tool is depicted hereby. The tool takes
as input a B abstract machine, on
which scenarios will be played. Each
scenario is described in a speciﬁc ﬁle
that contains a regular expression,
accordingly to the syntax given in
Figures 2, 3 and 4. The tool parses the
scenario and typechecks the potential
B predicates in it. It also checks the
existence of behavior labels contained
in the scenario. If no error occurs, a
Prolog ﬁle is produced the contains a
translation of the scenario that is now
compatible with the Prolog API of the
BZ-Testing-Tools animation engine.
This scenario is then interpreted by
the Prolog Virtual Machine, calling
the animation primitives of BZ-TT, in
order to build the abstract test cases.
The main frame of the tool is given in Fig. 5. From there, the user has an
overview of all the scenarios he has already written for the considered B machine.
He may choose:
• to edit the scenario, using the editor frame shown in Fig. 6;
• to parameterize the operations, as shown in Fig. 7, in order to associate the labels
used in the scenarios to the behaviors of the operations;
• to run the generation of the test cases. In this context, two options make it
possible to limit the number of resulting test cases and/or the test generation
time, possibly reducing the combinatorial explosion due to such an approach;
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• to visualize the generated test cases, as shown in Fig. 8;
• to export the tests cases in a generic XML format, that contains the tests them-
selves and the oracle, namely the successive model states encountered when play-
ing the test cases. This ﬁle may later on be translated to any test publisher using
the adequate translator.
jSynoPSys, like BZ-Testing-Tools, is based on the CLPS-BZ constraint solver
that is able of handling data types such as integers (using the classical clp(fd) for
ﬁnite domain integers), sets, relations, or functions used in the B notation. The AC-
3 arc consistency algorithm used in the solver does not make it possible to necessarily
detect inconsistencies as soon as they appear in the constraint system. Thus, a
labeling phase has to be performed to ensure the consistency of the constraints,
i.e., the constraint system is consistent if and only if the labeling succeeds. In our
approach, the labeling of a variable may happen at two steps: either when asserting
that a given state has been reached, or, eventually, when the test case is instantiated,
at the end of the unfolding, in order to assign values to the parameters.
In practice, this approach has shown evidences of scalability, having been exer-
cized on several case studies of various sizes and complexity of manipulated data
structures (the Demoney electronic purse: 500 LOC, the POSIX ﬁle system stan-
dard: 500 LOC, the security model of the IAS plateform: 1000 LOC). These
provided results in acceptable times (e.g. 1500 tests –produced with explosive
scenarios– in about 300 seconds).
6 Related Work
In the litterature, a lot of scenario based testing works focus on extracting scenarios
from UML diagrams, such as the SCENTOR approach [25] or SCENT [21] using
statecharts. The SOOFT approach [24] proposes an object oriented framework for
performing scenario-based testing. In [6], Binder proposes the notion of round-trip
scenario test that cover all event-response path of an UML sequence diagram. Nev-
ertheless, the scenarios have to be completely described, contrary to our approach
that abstracts the diﬃcult task of ﬁnding well-suited parameter values.
In [3], the authors propose an approach for the automated scenario generation
from environment models for testing of real-time reactive systems. The behavior of
the system is deﬁned as a set of events. The process relies on an attributed event
grammar (AEG) that speciﬁes possible event traces. Even if the targeted applica-
tions are diﬀerent, the AEG can be seen as a generalization of regular expressions
that we consider.
Indirectly, the test purposes of the STG [9] tool, described as IOSTS (In-
put/Output Symbolic Transition Systems) can be seen as scenarios. Indeed, the test
purposes are combined with an IOSTS of the system under test, by an automata
product, that restricts the possible executions of the system to those illustrating the
test purpose. Such an approach has also been adapted to the B machines, in [14].
The closest work to ours is the TOBIAS tool [16] that works with scenarios
expressed using regular expressions representing the combinations of operations
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Figure 5. Main frame of the tool
Figure 6. Scenario edition frame
and parameters. Our approach improves this principle by avoiding to enumerate
the combinations of input parameters. In addition, our tool provides test driving
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Figure 7. Operation parameterizing frame
Figure 8. Visualization of the test cases
possibilities that may be used to easily master the combinatorial explosion, inherent
to such approach. Nevertheless, the TOBIAS input language is more expressive than
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our language and a combination of these two approaches, that would employ the
TOBIAS tool for describing the test cases, is currently under study.
Testing from B speciﬁcations is the purpose of two tools. The ﬁrst one is the
Leirios Test Generator [12], a commercial version of the BZ-Testing-Tools environ-
ment that is based on the structural coverage of the operations of a B abstract
machines. The second one is ProTest [22], that is based on using the ProB model
checker [18] for building a state coverage graph of the considered system by exhaus-
tive model checking. The subsequent exploration of this graph builds the test cases.
Our approach is diﬀerent since it does not consider the exploration of concrete state
but uses symbolic techniques to avoid such a potentially large enumeration.
Finally, the use of symbolic techniques is also used in white-box testing, notably
in Microsoft’s Pex [23] that performs .NET program analysis and bounded symbolic
execution. Even if the purpose of Pex is not the same as ours –concrete code vs.
model operations– this tool works on the same principles as those presented in this
paper and both techniques can be seen as interchangeable, modulo data support.
Nevertheless, the combination of symbolic techniques and scenarios for gener-
ating tests based on models is an original combination that does not seem to have
been targeted before.
7 Conclusion and Future Works
This paper has presented the jSynoPSys tool, that combines Scenario-Based
Testing techniques with symbolic model animation. This tool relies on a
Prolog constraint solver used to perform the animation of the model, in
terms of operations chaining, and to instantiate their abstracted parame-
ters. The tool is available for free download at the following address:
http://lifc.univ-fcomte.fr/home/fdadeau/tools/#jSynoPSys
The tool works with an expressive scenario language based on regular expressions
combined with test driving possibilities, that make it possible, for example, to
restrict the behaviors appearing in the resulting test cases. Such a feature may also
be used to master the combinatorial explosion, and to accelerate the test generation
itself, by restricting the possible combinations of behaviors.
Notice that the principles of the tool are generic and can be applied to any formal
notation that can be (symbolically) animated. For example, a previous work on the
symbolic animation of JML speciﬁcations [7], also based on the BZ-Testing-Tools
animation engine, could be revisited to use this Scenario-Based Testing feature.
Our future work is led by three main directions. First, we are planning to de-
velop a way for generating the scenarios automatically from higher level properties,
formalized in a generic language. In this context, Dwyer’s pattern language, intro-
duced in [11] represents an interesting starting point. Second, we are now improving
the data coverage algorithm, in order to introduce a boundary analysis of speciﬁc
state variables or parameters. This principle already existed in the BZ-Testing-
Tools framework and is more a technical extension than a real scientiﬁc challenge.
Nevertheless, we believe that introducing varity in the test data can improve the
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quality of the resulting test suites. Third, and ﬁnally, we are investigating the use
of abstractions for producing the test scenarios. Based on an abstraction of the
system, a labeled transition system can be automatically produced, from which test
scenarios might be derived by an adequate graph exploration algorithm.
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