Abstract-This paper presents the utilization of novel laser simulator search graph approach for global path determination in unknown environment using MATLAB. The environment of the robot is represented in 2D map and the laser simulator is used to find the collision free path within this environment without prior knowledge about the visiting cells. By using the laser simulator row points procedures, the point that determine the planned path in front of robot can be generated continuously and this process is repeated until the robot reaches the goal position. Two kinds of environments are used to test laser simulator; the first one is represented with cleared borders and polygons whereas the other includes some noises and uncertainties. The developed laser simulator is implemented successfully in these environments and the simulation results are compared with the classical A* algorithm. From the results, the laser simulator has advantages in computational time and low collision possibility in comparison with A* algorithm while the path cost of laser simulator is always greater than path cost of A* algorithm.
INTRODUCTION
The most important elements for autonomous mobile robot to achieve its tasks is the path planning. The path planning of autonomous robot is used to search for a collision free path of the robot that must be followed in order to pass from start to goal positions in the environment. This path is a plan of geometric locus points in a given space where the robot has to pass through them. There are two common methods of path planning of a mobile robot; namely global planning and local planning. For global planning, the surrounding terrain of a mobile robot is known totally and the collision free path is determined off-line. Whereas in local path planning, the surrounding of mobile robot is partially or totally unknown and the sensors with suitable feedback are needed for real-time plan of path through environment step by step [1] .
In general, the problems of path planning for mobile robots are covered three prospects: modeling the robot's environment in the useful way, foundation of collision-free path from start to the goal position of robot's motion [1] , and seeking of goal.
Most of path planning approaches have been used to search for the shortest path or optimal path to reach goal, avoiding static and dynamic obstacles and navigate in a complex environments. However, most existed approaches of path planning in almost are only suitable to specific environment and conditions. This study innovate a novel path planning algorithm to determine the most optimum travelling path in a complex environment with applying multiple constrains for the motion.
Before a robot can find a collision-free path, the robot needs a complete model of the objects in its environment. There are many different ways for objects representation in robotic environments [1] , which are the grid, cell tree and the polyhedral. In the grid representation, an array of identical cells is setup, and the cells are marked according to the occupancy (usually 1 (dark), if occupied; 0 (white) otherwise). This type of representation simplifies the computation, but it requires a large amount of memory [1] . The cell tree method overcomes this disadvantage of grid representation by using a small number of cells. Cells that are completely inside or outside the objects have a fixed size; whereas the cells which are partially occupied by objects are further divided into smaller cells. The process is repeated until all cells are completely inside/outside the objects or the maximum resolution is reached. The 2D quadtree is the most useful representation of the Cell tree class. This class representation is particularly efficient in environments that contain large objects; however, when the environment is occupied by small objects, this representation is wasteful due to the overhead of computing the adjacency of the cells. In the polyhedral representation, a description of each object is given by its set of vertices. This representation is popular, since it allows many items in environments to be closely approximated. Furthermore, this representation enables many existed efficient algorithms for computing the distance and line segment intersections which are the most important issues in path planning.
global path planning approaches for solving the path planning problem are performed in configuration space, denoted as the Cspace, which was firstly introduced by Lozano-Perez [2] . The Cspace is a topological space that is generated by the sets of the all possible configurations. Each configuration corresponds to a transformation that can be applied to the robot movement. The C-space consists of two sub spaces; namely the obstacle space (C-obstacle) and free space (Cspace). The C-obstacle is a set of infeasible configurations; whereas the C-free is a set of feasible configurations. All motion planning problems become equivalent to each other once the C-space is formulated. [2] .
Free space path planners deal with the free space available for a robot to navigate rather than dealing with the obstacles to avoid. This approach is modeled the free space as convex polygons [3, 4] . The free space is modeled as generalized cones by the approach adopted by [5] . In [6] they use a hybrid of convex polygons and generalized cones called mixed space. An alternative method for free space generation is to use Voronoi diagrams [7] . With all these methods a path is effectively steered down the middle of "corridors" of free space. The individual free space areas which are passable to the robot (i.e. wide enough) are included in a graph.
The roadmap approach is one of the earliest path planning methods [1] that has been widely employed to solve the shortest path problem. This approach is working based on capturing the connectivity of the robot's free space in the form of a network of 1-D curves. In this approach, the C-space is used to demonstrate the environments and the key feature of this approach is the construction of a roadmap or a freeway. Two phases are involved in the roadmap approach: the preprocessing phase and the query phase. The construction of the roadmap is performed in the pre-processing phase, where a graph whose vertices includes the source, goal and edge, is formed between two vertices, if the edge is completely in the C-free. There are different approaches to construct the roadmap [1] . The visibility graph, Voronoi diagram and trapezoidal map [1] are the most popular techniques.
In cell decomposition approach, The C-free is decomposed into cells, and a connectivity graph is constructed by the vertices and edges that represent these cells and their adjacencies. Again, a search operator is used to connect the source point with the goal point in the constructed graph. The decomposition is either exact or approximate. Exact cell decomposition generates a set of cells that completely fills the C-free. However, approximate cell decomposition is performed by recursively decomposing the C-space into smaller cells and each is generating four identical new cells.
In vertex graph path planning [8, 9] , the obstacles in robot's environment are enlarged by the radius of the robot and the robot is conceptually shrunk to a point. This method is equivalent to placing of a string at the initial and goal positions and drawing it taut. A graph is constructed by joining the "line of sight" vertices. The graph is searched by a standard AI search technique such as breadth first of A* [10, 11] to determine the shortest path from the start to the desired positions. Modifications of A* algorithm [12] are attempting to avoid building parts of the graph by heuristic pruning.
Vertex graph approach attempts to determine the shortest path through the graph clip vertices of the obstacles and run down the edges of obstacles. Practically, the mobile robot might collides with obstacles due to the inaccuracies by following the planned path that is generated by Vertex graph approach. To solve this problem, the obstacles can be expanded to avoid such collision. However, the drawback of this solution is that the possible solution path will be sometimes blocked. Another source of error is introduced by approximating the robot to be cylindrical, which could exclude potential solution paths.
Superimposed Grid path planning methods superimpose the environment as a regular grid [13] . Each grid point is connected to its neighbors to form a graph. Each node or grid cell contains information about whether the node is inside or outside an obstacle. The superimposed grid approach has some limitation; for example the solution path can suffer from the "too close" problem, it can zigzag, or due to a large grid size not be the true shortest path [13] . The path planner described by [14] remedies some of the drawbacks of the superimposed grid, due to the values depend on how the node is close to obstacles. This procedure avoids the "too close" problem and the approach uses a concept called "path relaxtion" which applied to the solution path. It has the effect of easily avoiding the zigzags and giving a better approximation of the true shortest path. this path planner takes into account the cost of exploring of unmapped regions during generating paths, Despite of the high computational overhead, the distance transform path planning offers several advantages. The shortest path to the goal is known in this approach from all free space grid cells, thus it is supporting multi-agent robots. The distance transform also readily supports multiple goals. In this case a robot approaches towards its nearest goal similar to a fire evacuation drill where people evacuate a building via the closest fire exit. All superimposed grid path planning methods suffer from the inefficient of grid-memory problem when an environment is largely empty space and contains only few obstacles.
Potential field path planning [15, 16] is an approach that will create a real-time path generator to avoid the computational complexities of other path planning methods. The potential field path planners do not model the environment nor they build graphs to be searched. Since the environment is not searched globally, the solution path is not necessarily the shortest path. In this approach, obstacles in the environment will exert as repulsion while the goal exerts as an attraction to the robot. The strength of the repulsion varies inversely with distance between the robot and obstacle and this force doesn't only depend on the position but also the velocity of the robot with respecting to obstacles. This approach takes into account the dynamics of the mobile robot environment when it is generating the solution path [17] , and the potential field is regarded as a cost function. Potential field path planners have problem to handle dead end situations, concave obstacles and closely grouped obstacles.
Our Laser simulator approach has been developed to find the path of robot in presence of some constraints based on the real world path as in road or factory environments [18, 19] . Unlike the above-mentioned path planning approaches that have been used to search for the shortest path, optimal path to reach goal, avoiding static and dynamic obstacles and navigate in a complex environment, laser simulator approach can be used to find the path in unknown environments with many constraints to be followed such as navigation in road environments, where there are a number of road traffic rules that must be strictly followed (i.e. priority rules, turning rules , intersections rules..etc.). The main feature of the proposed approach is the capability to deal with unknown environments either in global or local path planning. We will concern to implement Laser simulator approach in global path planning in this paper; however the local path planning in road environments is presented in [19] .
II. LASER SIMULATOR PRINCIPLE
The principle of laser simulator approach can be described as follows (more details in [18, 19] When there is only one border that can be detected, the algorithm will generate a series of tangent row of points as lines. The rotation of the generated lines starts from the existing border's point and ends when detecting the other side border, in which the rotation of the tangent lines is repeated until the edge of the environments is found. (c) No border detection: In the case of no border can be detected, the algorithm starts to generate a tangent line from the current position until it discovers one or two borders.
(iv) The choice of the collision-free path when there is more than one way to reach the goal is obtained using the following constraint as in Eq. 1:
Where G is goal function and CR is the constrains function
III. IMPLEMENTATION OF LASER SIMULATOR FOR GLOBAL PATH PLANNING
The previous steps of laser simulator approach are applied to find the collision-free path of the robot in 2D map as shown in Figs. 2 and 3 . First of all, the robot's environment will be read by MATLAB workspace which then is converted into greyscale image as it is very useful for the laser simulator implementation. From priory information of the robot's environment, one should define the starting and desired position of the robot in the environment. After defining the start and goal position of robot, the laser simulator will begin to plan the optimal path for robot to travel from starting to goal position. It determines firstly the borders of the of starting position by checking the dark pixel in the robot's environment in four directions which are top, bottom, left and right. The distance between the borders and ending position will be calculated and the border position that has the smallest distance will be chosen as starting direction of path. For example, the right border position is located nearer to ending position and it has smaller distance to reach the goal position, therefore, the starting direction will be toward right side. Generally, the laser simulator designed in this project has only two movements which are horizontal and vertical movements. After checking the direction, the top and bottom borders position will be used to find out the midpoint between these two borders and the midpoint will be used to generate point in front of robot if the movement is horizontal. If the distance between border position and current position of robot is too large, previous borders position will be used to plot midpoint in front of robot. If the movement is in vertical direction, the working principle of LS is similar to horizontal lines movement but the left and right borders position will be used in this case and the travelling path will be in vertical direction. For every successive movement, the laser simulator will check for new path and collision in front of the new position. For collision checking, the laser simulator will scan few steps ahead of new position of robot to check for availability of border. If there is new path or obstacle occurred, the laser simulator will choose always the path direction to be nearer to target point. If obstacle is occurred in front of path, the robot needs to determine new path direction otherwise; the robot will collide with the border. The laser simulator will repeat all those processes described above until the robot reaches the goal point. Fig. 1 shows the flow chart of laser simulator algorithm for global path planning. 
IV. RESULTS AND DISCUSSION
Two kinds of environments are used to test laser simulator. One is represented with cleared borders and the other includes some noises and uncertainties. The simulation results of laser simulator together with A* algorithm will be presented for the purpose of analyzing and comparison at all environments.
A* algorithm is the most famous algorithms for global path planning and it is working based on searching for the smallest distance between the current and the target locations where the robot environment are constructed of squares grids. It evaluates the squares by using the cost function. The cost function f(n) used in A* algorithm is illustrated in Eq. 2
Where g(n) is the distance cost to move from current node to the new node while the h(n) is the cost needed to travel from new node to target node. The total cost, f(n) is calculated for each successor node and the node with the smallest cost f(n) is selected as a robot path [20, 21] . Before starting to analyze and compare both algorithms, one should notice that laser simulator hasn't prior knowledge about its environments, while A* algorithm has to identify all cells in maps before starting to generate the path. The parameters that will be used for comparison between these two path planning approaches are path cost, computational time and smoothness of the path. The path cost is the distance taken by the robot to travel from start to end points. During the path planning, time is needed to compute the path and computation time can be defined as the time spent for the approaches to reach end point from starting position. The smoothness of the path is determined by checking the path patterns that are generated using these two approaches. In Figs. 2 and 3 , the green solid line will represent the path planned by laser simulator and the dashed green line is the distance between borders for laser simulator path planning. The purple solid line is the path planned by A* algorithm. Mark (*) refers to the start position and mark (O) refers to the goal position. We will present the path of 1 Tables 1-2 ; however for others trials will be presented only in Tables 1 and 2 as they are similar to trials 1 and 2 and doesn't make sense. So overall they will be 5 trials for each environment. Fig. 2 and 3 show the path planned by laser simulator and A* algorithm with same starting and end points in each simulation. From the Figs 2 and 3, the route taken by laser simulator is approximately the same route taken by A* algorithm in most of the cases. One of the main differences between these two approaches in same route is the position of the robot along the path. For laser simulator, the position of robot is always in the middle between two borders while A* algorithm is able to choose any position that is nearer to the goal point. In addition, the laser simulator as assumed in this study is only able to move in horizontal and vertical axis while the A* algorithm able to travel in diagonal direction. For laser simulator, the path sometime can be zigzag due to a constant small change of distance between borders along the path. At certain case, the A* algorithm is capable to obtain optimal path comparing with laser simulator as A* algorithm is able to travel in diagonal direction while laser simulator is unable to do it. Although the path planned by A* algorithm is always shorter than the laser simulator, the path planned by A* algorithm is sometime very near to the border of obstacle which increase the chance of collision between robot and border. Therefore, countermeasure has to be taken for A* algorithm to avoid this problem while the path position of robot planned by laser simulator is always located at the midpoints between the borders which highly reduce the risk of collision with the borders.
The Table 1 shows computation time for both laser simulator and A* algorithm in two environments. Generally, the computational time for laser simulator is smaller comparing with A* algorithm. In the 1 st environment, there are a quite huge difference of computational time between laser simulator and A* algorithm. It is clearly noted that the difference of time in first simulation trial with 1 st environment is also very great while the others 4 simulation trials with same environment have small changes only. Fig. 4 show the graphical view of difference of computation time of laser simulator and A* algorithm. From Fig 4, it can be clearly seen that laser simulator has shorter computational time comparing with A* algorithm in most of the simulations.
As the resolution increases, the A* algorithm, which works based on checking every node that travel towards goal point, will take long computational time to check larger resolution environment as in 1 st environment. For laser simulator, the step size which is the distance travel from current position to new position depends on the resolution of the environment. If the resolution of the environment is high, the step size of the path will also become increases. Therefore, the computational time for laser simulator in both environments is still very small in comparison with A* algorithms. Table 2 shows path cost of laser simulator and A* algorithm for all the simulations in different environments. Generally, the path cost of A* algorithm is smaller in comparison with laser simulator. In certain cases, the path cost of laser simulator has huge difference comparing with path cost of A* algorithm. This is due to that the laser simulator is considering the robot environment as unknown terrain, however the A* know its environment well. Trial 1st  2nd  3rd  4th  5th  1st  2nd  3rd  4th  5th   1 327  211  274  190  235  319  185  252  168  221   2  333  235  447  544  562  241  216  296  421  387 Fig . 5 shows the graphical view of path cost for all the simulations in different environments. It shows that the path cost of laser simulator is always greater than the path cost of A* algorithm. For most cases, the difference of path cost for these two approaches is small. The main causes of the increasing the path cost for laser simulator is the distance between borders in the new path. As the distance between borders is large, the distance travelled from current position to position in the new path will be large too. Hence, this greatly increases the path cost for laser simulator. In general, the path cost for laser simulator increases if the path is not optimal. The big difference of path cost between laser simulator and A* algorithm is due to that the position of the path in laser simulator is always located at the middle between borders and the laser simulator is unable to travel to diagonal direction. Laser simulator approach has been implemented for global path planning in 2D map. Two kinds of environments are used to test laser simulator; the first One has cleared borders and the other one has some noises and uncertainties. The simulation results of laser simulator are compared with A* algorithm in all environments. The comparison parameters between these two path planning approaches are path cost, computational time and smoothness of the path. Results show that laser simulator has advantages in computational time and low possibility for collision in comparison with A* algorithm while the path cost of laser simulator is always greater than the path cost of A* algorithm.
