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AUTONOMOUS SIX-DEGREE-OF-FREEDOM SPACECRAFT
DOCKING MANEUVERS VIA REINFORCEMENT LEARNING
Charles E. Oestreich∗, Richard Linares†, and Ravi Gondhalekar‡
A policy for six-degree-of-freedom docking maneuvers is developed through re-
inforcement learning and implemented as a feedback control law. Reinforcement
learning provides a potential framework for robust, autonomous maneuversin un-
certain environments with low on-board computational cost. Specifically, proxi-
mal policy optimization is used to produce a docking policy that is valid over a
portion of the six-degree-of-freedom state-space while striving to minimize per-
formance and control costs. Experiments using the simulated Apollo transposition
and docking maneuver exhibit the policy’s capabilities and provide a comparison
with standard optimal control techniques. Furthermore, specific challenges and
work-arounds, as well as a discussion on the benefits and disadvantages of rein-
forcement learning for docking policies, are discussed to facilitate future research.
As such, this work will serve as a foundation for further investigation of learning-
based control laws for spacecraft proximity operations in uncertain environments.
INTRODUCTION
Emerging technologies such as satellite servicing and active orbital debris removal rely on au-
tonomous docking capabilities. Current missions, including NASA’s Restore-L1 and DARPA’s
Robotic Servicing of Geosynchronous Satellites (RSGS),2 are highly constrained and planned far in
advance; it is expected that the number of such missions will increase and their scope expanded to
a wide range of orbits, targets, and objectives. As such, guidance and control algorithms for prox-
imity operations and docking will require higher levels of autonomy to deal with challenges such as
varying constraints, target motion, fault-tolerance, and uncertain dynamic environments.3, 4
There have been numerous research efforts to address these challenges. Lee and Pernicka5 pre-
sented an optimal control method for the Space Shuttle V-bar rendezvous trajectory with the Inter-
national Space Station. Boyarko et al.6 generated minimum-time and minimum-fuel trajectories for
rendezvous with a tumbling target, but the method is not implementable in real-time. Weiss et al.7
demonstrated good performance for docking while abiding by path and control constraints using
model predictive control; however the study was limited to three-degree-of-freedom (3-DOF) sce-
narios that excluded attitude dynamics and control. Jiang et al.8 provided actuator fault-tolerance
and disturbance robustness using an adaptive fixed-time controller, but again, only the 3-DOF po-
sition was considered in docking trajectories. Jewison9 introduced a method of generating proba-
bilistically optimal trajectories with uncertainty regarding the target spacecraft state and obstacles.
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Malyuta et al.10 recently developed a six-degree-of-freedom (6-DOF) docking trajectory optimiza-
tion method using successive convexification that is able to address state-triggered constraints.
This research investigates reinforcement learning (RL) as an alternative solution to the afore-
mentioned challenges. RL involves learning a policy that maps observations to actions in order to
maximize a reward signal given by the environment. Since it is a general, model-free framework,
RL is potentially advantageous over model-based methods for scenarios where model identification
is infeasible or prohibitive, e.g., when environments, dynamics, or disturbances are time-varying.
Moreover, once learned, implementation of the policy requires low amounts of computational effort
and memory, making it practically realizable with current spacecraft computing resources. There
have been numerous applications of RL within the robotics community for control tasks.11, 12
However, its extension to spacecraft guidance, navigation, and control is still largely unexplored.
Recent efforts include the application of the REINFORCE algorithm for asteroid mapping (Chan
and Agha-mohammadi13) and the use of an RL actor-critic framework to widen the capabilities of
the zero-effort-miss/zero-effort-velocity guidance algorithm, generalizing it for path constraints in
near-rectilinear orbits (Scorsoglio et al.14). Broida and Linares15 used proximal policy optimization
(PPO) to accomplish 3-DOF rendezvous trajectories that exploit relative orbital dynamics. Like-
wise, Gaudet et al.16, 17 used PPO for producing 6-DOF planetary landings and asteroid hovering
maneuvers. The latter work utilized meta-learning, where the RL agent can adapt to a novel en-
vironment from learning on a wide range of possible environments. Implementing meta-learning
via recurrent neural networks, the trained agent was able to adapt to unique asteroid dynamic envi-
ronments and actuator faults. Finally, Hovell and Ulrich18 recently presented a guidance policy for
3-DOF proximity operations using the “distributed distributional deep deterministic policy gradient”
(D4PG) algorithm, testing it successfully in granite surface hardware experiments. The hardware
implementation distinguishes this work from most research efforts that are limited to simulation.
The research presented in this paper extends the use of RL for close-proximity approach and
docking maneuvers that require 6-DOF dynamic modeling. To the best of the authors’ knowledge,
RL has not been applied in a truly 6-DOF scenario representative of the final docking approach be-
tween two spacecraft. In this work, PPO is used to develop a precise docking policy that is valid for
initial conditions within a subset of the state-space, while also preventing collisions and minimizing
control and error costs. The policy is implemented as a feedback control law. Experimental results
on the simulated Apollo transposition and docking maneuver19 demonstrate the policy’s capabilities
in a realistic 6-DOF docking scenario. This work also includes a comparison with standard opti-
mal control methodology using the GPOPS-II software suite.20 The contributions of this work are
two-fold: first, to present a novel RL-based framework for 6-DOF docking policies, and, second, to
provide methods, results, and insight that will benefit future research in learning-based methods for
spacecraft proximity operations.
METHODS
Overview of Reinforcement Learning
RL is a subdivision of machine learning where an agent learns a policy that maps observations
to actions in order to maximize a numerical reward across experienced trajectories.21 The agent
learns a policy by repeatedly interacting with the environment over numerous trajectories (termed
“episodes”), either real or simulated, and receiving rewards based on the action taken at each time
step (Figure 1). RL is modeled as a Markov decision process that includes a state space S , action
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space A, state transition distribution P(xt+1|xt,ut), and reward function r(xt,ut), where state
x ∈ S, action (control input) u ∈ A, and t is the discrete time-step index. During the learning
process, the policy piθ = (ut|xt) is formalized as a conditional probability distribution, dependent
upon the parameter vector θ, mapping states to actions.
Agent Environment
Action, ut
Reward, rt
Next State, xt+1|xt,ut
Figure 1: The general schematic of reinforcement learning.
One episode results in a trajectory of state-action pairs, denoted as τ = [x0,u0, ..., xT ,uT ] ∈ T
with T being the number of time steps in the trajectory and T being the set of all possible state-
action pair trajectories. Rewards received at successive time-steps are discounted to accommodate
infinite-horizon problems. The sum of discounted rewards over the trajectory is
r(τ ) =
T∑
t=0
γtr(xt,ut), (1)
where γ ∈ (0, 1) is the discount factor. The goal of RL is to maximize the expectation of discounted
rewards across all trajectories experienced by the agent:
Epθ(τ ) [r(τ )] =
∫
T
r(τ )pθ(τ )dτ . (2)
The probability of experiencing a particular trajectory based upon the policy’s parameter vector θ is
pθ(τ ) =
[
T−1∏
t=0
p(xt+1|xt,ut)
]
p(x0), (3)
where ut is sampled from piθ(ut|xt). Note that the state transition is stochastic in the general case:
this can be replaced by a deterministic state transition in certain applications. For example, the
Apollo docking scenario presented in this paper assumes nominal dynamics and thus a deterministic
state transition is used. The variance of the policy’s conditional distribution results in a stochastic
action choice, enabling further exploration of the action space. As learning progresses, the variance
is reduced to instead encourage more exploitation of the current policy. After the learning process
is completed, the variance of the policy is set to zero, resulting in a deterministic action choice (the
mean value of piθ(ut|xt)), i.e., a deterministic feedback control law during implementation.
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Proximal Policy Optimization
The specific RL algorithm used in this research is PPO.22 PPO is a state-of-the-art policy learn-
ing algorithm with successful results in many control tasks with continuous or discrete state/action
spaces. PPO is a model-free, actor-critic algorithm where the policy that selects actions (the actor)
and an advantage function that evaluates the selected actions (the critic) are learned concurrently.
The state-value function V piw(xt) (with the parameter vector w) is used in PPO and estimates the sum
of future discounted rewards over the trajectory starting at the current state xt and following the cur-
rent policy. However, this function is initially unknown and the parameter vector w must be learned
concurrently with the policy parameter vector θ. The resulting advantage functionApiw(xt,ut) is the
difference between the empirical rewards received during the learning process and the state-value
function’s estimate.
V piw(xt) = Epi
[
T∑
k=t
γk−trk(xk,uk)
∣∣∣∣∣xt
]
(4)
Apiw(xt,ut) =
[
T∑
k=t
γk−trk(xk,uk)
]
− V piw(xt). (5)
PPO is a descendant of the trust region policy optimization algorithm,23 retaining the ability to
mitigate large policy updates (thus reducing the risk of learning divergence) while being simpler
and more widely implementable. Central to PPO is the policy probability ratio
pt(θ) =
piθ(ut|xt)
pˆiθ(ut|xt) , (6)
which compares the probability piθ(ut|xt) of selecting a particular action after a learning update to
the probability pˆiθ(ut|xt) of selecting the same action prior to the update. The probability ratio is
then directly used in the PPO objective function we wish to maximize:
J(θ) = Ep(τ )
[
min
(
pt(θ)A
pi
w(xt,ut), clip
[
pt(θ), 
]
Apiw(xt,ut)
)]
(7)
where the clip function, defined as
clip
[
pt(θ), 
]
=

1−  if pt(θ) < 1− 
1 +  if pt(θ) > 1 + 
pt(θ) otherwise
, (8)
imposes bounds on the policy probability ratio using the clipping parameter  ∈ (0, 1). The clipping
parameter controls how close the updated policy is to the old policy, effectively implementing a trust
region and eliminating large, unwanted policy updates. Note that this objective function is measured
relative to the policy prior to the update. Thus, the numerical value of the objective function over the
course of many updates is uninformative. Instead, its immediate gradient is more critical in guiding
the policy to maximize rewards over all trajectories.
To learn the state-value function, we minimize the commonly used mean squared error cost func-
tion:
L(w) =
1
2
Ep(τ )
(V piw (xt)− T∑
k=t
γk−tr (xk,uk)
)2 . (9)
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Essentially, the mean squared difference between the state-value function estimate and the actual
sum of resulting rewards is minimized. The multiplication by 12 simplifies the loss gradient calcula-
tion. We now have an objective function to improve the policy in Equation (7) and a cost function
to correct errors in the state-value function in Equation (9). Thus, we can use the gradients of these
functions to perform gradient ascent on θ and gradient descent on w:
θ+ = θ− + βθ∇θJ(θ)|θ=θ− (10a)
w+ = w− − βw∇wL(w)|w=w− (10b)
where the scalars βθ and βw are the policy learning rate and state-value function learning rate,
respectively, which must be chosen by the designer.
Implementation for 6-DOF Docking
For developing policies to perform 6-DOF docking maneuvers, we use the target-centered inertial
frame I (assuming the target is stationary) and the chaser-centered body frame B. The state x =
[r>, v>, q>, ω>]> is the state of the chaser’s center of mass within the I frame, with r ∈ R3 as
the position, v ∈ R3 as the velocity, q ∈ R4 as the attitude quaternion, and ω ∈ R3 as the angular
velocity. The control action u = [F>, L>]> consists of a thrust command F ∈ R3 and a torque
command L ∈ R3, both in the I frame. The thrust and torque commands are both bounded by
minimum/maximum actuator constraints. Control actions are commanded by the policy at discrete
time intervals. The dynamics are derived below in continuous-time, and are subsequently discretized
using a sample-period of 1 second.
The translational dynamics are modeled using the double-integrator equations:
r˙ = v (11a)
v˙ =
F
m
(11b)
where m refers to the chaser mass. In practice, to compute individual thruster commands, the net
force command must be determined in the chaser body frame. This is calculated using the chaser’s
current attitude, parameterized as a rotation matrix R(q) ∈ R3×3, that maps from the B frame to
the I frame:
FB = R(q)>F. (12)
The attitude dynamics are modeled using quaternion kinematics and Euler’s equations for rigid
bodies:
q˙ =
1
2
Ωω (13a)
ω˙ = J−1 (L− ω × Jω) (13b)
where J is the chaser inertia tensor and Ω is defined as
Ω =

−qx −qy −qz
qw −qz qy
qz qw −qx
−qy qx qw
 . (14)
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Thus, Equations (11) and (13) govern the dynamics of the nonlinear, 6-DOF system. As docking
requirements are often formulated on the relative state of the chaser and target docking ports, it is
useful to define the relative position rp and velocity vp of the chaser docking port with respect to
the target docking port as
rp = r + R(q)rc − rt (15a)
vp = v + (ω ×R(q)rc) (15b)
where rc and rt refer to the chaser and target docking port positions in the B and I frames, respec-
tively. Note that, if the target is stationary in the I frame, the relative attitude and angular velocity
of the chaser docking port is equivalent to the chaser’s attitude and angular velocity.
The policy and state-value function are modeled through standard, feedforward neural networks.
Thus, the parameters θ and w represent the weights and biases of each network’s respective layers.
The neural network backpropagation algorithm and Adam optimizer24 are used to perform gradient
ascent/descent on the parameter vectors θ and w according to Equation (10). The policy is specif-
ically a multivariate, Gaussian distribution with a diagonal covariance matrix. The neural network
output consists of the resulting mean action based on the given state. The variance for each action
is also learned, but is independent of the state. This essentially controls the degree of action space
exploration throughout the learning process. In general, the agent learns to set large variance val-
ues during the learning process to encourage more exploration, and then diminish them in the later
stages of learning to induce more exploitation of the current policy.
The inputs for both the policy and state-value function neural networks are scaled using a run-
ning mean and standard deviation of experienced state data while learning. This helps prevent the
saturation of activation functions within each network layer. Similarly, neural network outputs are
best defined when close to unity. As such, the policy network outputs are scaled accordingly so that
an output of ±1 corresponds to the maximum/minimum thrust or torque command. Table 1 shares
the structure of network layers and their corresponding activation functions.
Table 1: Neural network structural parameters.
Policy Network State-Value Function Network
Layer Neurons Activation Neurons Activation
1st hidden 130 tanh 130 tanh
2nd hidden 88 tanh 25 tanh
3rd hidden 60 tanh 5 tanh
Output 6 linear 1 linear
In our implementation of PPO, we follow the example of Gaudet et al.16 in that we dynamically
adjust learning parameters to target a desired Kullback-Leibler (KL) divergence value between suc-
cessive policy updates.25 This helps to prevent large policy updates that could derail the learning
process, while yielding smoother policy updates. Over the course of learning, both the PPO clipping
parameter  and the policy learning rate βθ are adjusted to keep the KL-divergence between updates
as close as possible to the desired target value (KLdes).
Employing a valid reward function is critical to the success of PPO as the policy will learn to
explicitly maximize this function. For 6-DOF docking maneuvers, the reward function consists of
several terms that together account for minimizing state tracking errors and control effort, preventing
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collisions, and reinforcing successful docks. All terms are weighted relative to one another through
design coefficients.
To account for translational state error, the term (v˙t − ˙¯vt)>M(v˙t − ˙¯vt) defines the quadratic
weighted error between the acceleration produced by the RL agent via Equation (11b) and a refer-
ence acceleration ( ˙¯vt) provided by a linear quadratic regulator (LQR) feedback law:
˙¯vt = −Kx′t (16)
where K is the LQR gain matrix and x′t is the translational part of the state vector (chaser position
and velocity). The LQR design process is performed offline before the implementation of PPO. By
adjusting the standard LQR performance and control cost matrices, the resulting gain matrix can be
tuned to target a desired trajectory time length for nominal docking initial conditions. Additionally,
the tuning process can account for a desired, non-zero final docking velocity by setting the LQR
origin at an offset from the actual docking port location. The benefits of this reward term are two-
fold: first, it provides a clear reward signal at all points in the translational state-space that guides
the RL agent to achieve a successful docking trajectory, and, second, it encourages the RL agent to
produce docking trajectories with a specific time length (an important design consideration for many
docking maneuvers). Finally, M ∈ R3×3,M  0 where the weights in M are design parameters.
To account for errors between the actual and desired attitude and angular velocity, we define the
reward function term α˜>t Qα˜t. This term is based on the error quaternion q˜ between the current and
desired final docking attitude (qdes):
q˜ = qdes ⊗ q−1 . (17)
From Markley,26 we take twice the vector component of the error quaternion (q˜v) as our measure
of attitude error. We also penalize the angular velocity error ω˜ between the current angular veloc-
ity and the desired angular velocity ωdes. This results in a vector α˜t = [2q˜>v , ω˜
>]
> ∈ R6 that
penalizes both attitude and angular velocity errors. This term also has a weighting design matrix
Q ∈ R6×6,Q  0.
Finally, we include a quadratic control cost, collision penalty, and docking bonus. The quadratic
control cost u>t Put is applied to the force/torque command with a weighting design matrix P ∈
R6×6,P  0. The collision penalty c sin
(
pi
2
||rp||
rcol
)
is applied at each time step the chaser docking
port is within the boundary of the target spacecraft (modeled as a rectangular region). The penalty
is scaled based upon the relative docking distance at the time of collision and the maximum possible
distance for a collision (rcol). Together with the sine function and a weighting coefficient c > 0, this
permits a smooth function that penalizes collisions with significant state error more heavily. The
docking bonus g(xt) is a discrete term applied if the agent achieves the docking requirements:
g(xt) =
{
d if xt satisfies docking conditions
0 otherwise
(18)
where d > 0 is a weighting coefficient.
We define two distinct reward functions based on the aforementioned reward contributions:
r1(xt,ut) = −(v˙t − ˙¯vt)>M(v˙t − ˙¯vt)− α˜>t Qα˜t − u>t Put − c sin
(
pi
2
||rp||
rcol
)
(19a)
r2(xt) = g(xt) (19b)
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where r1 represents the “shaping” penalties (LQR error, attitude/angular velocity error, control cost,
and collision penalty) and r2 represents the terminal docking bonus. Following the example of
Gaudet et al.,16 a slightly smaller discount factor is used for the shaping penalties (γ1) while a larger
discount factor is used for the terminal docking bonus (γ2). This results in the docking bonus being
weighted more heavily in the long-term than the shaping penalties. Thus, the advantage function
(Equation (5)) and the state-value loss function (Equation (9)) can be re-written as:
Apiw(xt,ut) =
T∑
k=t
[
γk−t1 r1(xk,uk) + γ
k−t
2 r2(xk)
]
− V piw(xt) (20)
L(w) =
1
2
Ep(τ )
(V piw (xt)− T∑
k=t
[
γk−t1 r1 (xk,uk) + γ
k−t
2 r2 (xk,uk)
])2 . (21)
The training episode either ends if the docking requirements are met or a trajectory time limit has
been reached.
EXPERIMENTAL SETUP
The above methodology was applied to the simulated Apollo transposition and docking maneuver.
This maneuver involves the command service module (CSM) re-orienting itself and docking with
the lunar module (LM) in order to extract it from the third stage of the Saturn V rocket.27 Figure 2
depicts the relevant coordinate frames: the LM frame represents the target-centered inertial frame
(situated at the LM’s center of mass and coinciding with the LM’s body frame), while the CSM
frame represents the chaser’s body frame (situated at the CSM’s center of mass). Note that Figure
2 shows the LM and CSM in their initial configuration for the maneuver: the CSM frame has a
180◦ pitch rotation relative to the LM frame.
Figure 2: Overview of coordinate frames and initial configuration for the Apollo transposition and
docking maneuver. The Y -axis is defined according to the right-hand rule. LM/CSM diagram credit:
NASA.
We impose actuator constraints on the minimum/maximum force and torque commands (Table 2).
These are derived from approximating the maximum thrust and torque outputs achievable through
the CSM’s sixteen reaction control system thrusters.28 Note that the policy produces thrust and
torque commands within a continuous range of values; in reality, the CSM thrusters produce dis-
crete, on/off thrust. We also define a rectangular region around the LM’s center of mass to model
collisions (Figure 3). The region’s y and z dimensions approximate the largest diameter of the LM
and its surface intersects with the LM docking port. The collision geometry parameters, as well
as the docking port positions of the CSM/LM in their respective spacecraft frames, are shown in
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Table 3. To perform a successful dock, the CSM docking port must meet the conditions outlined in
Table 4 (φ, θ, ψ represent the Euler attitude angles in the x, y, and z axes, respectively).19 Notice
that the maneuver requires a strictly positive velocity and a −60◦ roll in the x-axis to activate the
docking mechanism.
Table 2: Actuator minimum/maximum constraints.
Action Command Value Units
F ± [790.80, 790.80, 790.80] N
L ± [2534.91, 2534.91, 2534.91] N-m
Table 3: Collision geometry and docking port parameters.
Parameter Value Units
Collision box y-dim. 7 m
Collision box z-dim. 7 m
rc [4.479, 0, 0] m
rt [−3.250, 0, 0] m
Table 4: Conditions for successful docking.
Docking State Term Goal Acceptable Deviation Units
rp 0 ± 0.15 m
vpx 0.1 [0.05, 0.15] m/s
vpy, vpz 0, 0 ± 0.1 m/s
φ, θ, ψ −60, 0, 0 ± 5 deg
ω 0 ± 0.75 deg/s
For both training and testing episodes, the policy accepts the given state and produces a com-
manded force/torque at discrete, 1-second intervals. Episodes during training are limited to 150
seconds (a rough approximation of the time needed to dock) to gather suitable data while retaining
efficiency in the overall learning process. However, for testing, the time limit is extended to 250
seconds (an arbitrary time limit greater than any time length needed for successful docking) to make
sure valid docking trajectories are not prematurely terminated.
An objective of this research is to synthesize a feedback control law that is robust to significant
uncertainty in the initial condition of the docking maneuver. To this end, the RL goal is to generate
a docking policy that can successfully be employed within a wide range of initial conditions. This
range of initial conditions should wholly contain the range of uncertainty with respect to which
robustness is required. For the Apollo transposition and docking maneuver, we specifically define
the initial condition range shown in Table 5. Monte Carlo tests of the policy randomly sample an
initial condition (in each state variable) for the trajectory according the “Testing Range”. However,
to ensure the policy learns across a wide region of the state space, and thus gains more robust
qualities, each training episode’s initial conditions are sampled from the wider “Training Range”
(also shown in Table 5).
The LQR reference gain K was calculated by tuning the LQR cost terms to result in a translational
trajectory lasting roughly 105 seconds for the nominal initial condition case (r0 = [−20, 0, 0] m,
9
Figure 3: Modeling the Apollo transposition and docking maneuver. The CSM is shown in red while
the LM rectangular collision area is shown in blue. The LM docking port is the yellow point on the
collision area surface.
Table 5: Initial condition range. The testing range is used for closed-loop simulation testing while the
training range is employed during learning.
Testing Range Training Range Units
r [−20, 0, 0] ± 2 [−20, 0, 0] ± 4 m
v [0, 0, 0] ± 0.1 [0, 0, 0] ± 0.2 m/s
[φ, θ, ψ] [0, 180, 0] ± 20 [0, 180, 0] ± 40 deg
ω [0, 0, 0] ± 5 [0, 0, 0] ± 10 deg/s
v0 = [0, 0, 0] m/s). The LQR origin state was adjusted by a +3 meter offset in the x-axis to account
for the required non-zero final velocity. The resulting position and velocity of CSM center of mass
from the LQR reference accelerations is shown in Figure 4.
RESULTS
Learning Results
For training the agent to perform the Apollo transposition and docking maneuver, we imple-
mented PPO using PyTorch∗ and building on Patrick Coady’s open-source work†. Learning oc-
curred over 600,000 episodes. The agent accumulated batches of 128 episodes before performing
a policy and state-value function learning update (according to Equation (10)) using the collected
∗https://pytorch.org/
†https://github.com/pat-coady/trpo
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Figure 4: The LQR reference for the translational trajectory in the nominal initial condition case.
Note that the final CSM center of mass position corresponds to the co-location of the CSM/LM docking
ports at the correct attitude (see Table 3 for the CSM/LM docking port locations within their respective
spacecraft frames).
data. The initial conditions for each episode were randomly sampled from the training range shown
in Table 5. Table 6 shares key learning parameters.
Table 6: Training and Reward Parameters
KLdes 0.001
γ1 0.98
γ2 0.995
M diag
(
[2, 2, 2]× 105)
Q diag ([20, 20, 20, 20, 20, 20])
P diag
(
[10, 10, 10, 1.11, 1.11, 1.11]× 10−6)
c 10
d 1000
The algorithm kept track of the “best” policy over the course of learning by performing a 128-
episode test using the current policy after each update. The 128 episodes for this deterministic test
(i.e., no policy variance) used initial conditions at the limits of the testing ranges shown in Table 5.
Specifically, the combinations of the minimum/maximum initial values for the seven variables rx,
vx, vy, vz , ωx, ωy, ωz were used as edge cases to provide an accurate evaluation of the policy
(27 = 128). If the current policy was able to achieve greater than or equal to the number of
successful docks from the previous, “best” policy, it was saved as the new “best” policy. This process
ensured that a high-performing policy was extracted over the duration of the learning process.
Figure 5 depicts the mean score (sum of rewards) per batch over the course of the entire learning
process. Also included are the score portions attributed to the main shaping reward terms in Equa-
tion (19) (LQR reference, attitude, and control). Generally, the terms were maximized roughly in
unison. Each reward term had a significant increase early on in the learning process (especially in
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the LQR reference term), with the remainder of the learning process dedicated to making fine-tuned
improvements to achieve more docks, follow the LQR reference more closely, and decrease control
efforts. There is a section of learning (episodes 375,000-475,000) where the policy experiences a
slight overall decline in scores, but this is corrected and improved upon by the end of the learning
process. Note that the learning process is stochastic, which can produce such anomalous trends, but,
in an overall sense, is successful in producing a nearly-optimized policy.
Figure 6 depicts the KL-divergence between policy updates, the PPO clipping parameter (), and
the maximum action variance over the course of learning. The variance shows the desired trend:
initially large to permit adequate exploration of the action space and then tapering off as the policy
converges. The brief rise in variance (episodes 375,000-475,000) was a response to the slight decline
in scores from Figure 5: this permitted the policy to explore more of the action space and eventually
return to an increasing score trend. The KL-divergence is largely controlled (via the adjustable PPO
clipping parameter  and policy learning rate βθ) around the desired value of 0.001 (chosen to match
previous RL research works).16, 17
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Figure 5: Mean scores (sum of rewards) experienced per training batch over the learning process,
including score portions from individual reward terms.
Monte Carlo Test Results
After termination of the learning process, the learned policy was tested in a series of 1000 Monte
Carlo trials across randomly sampled initial conditions from the test range in Table 5. All variance
was removed from the policy, resulting in a deterministic state-feedback control law, based on the
mean policy action as a function of the state. The policy produced successful docks over all 1000
test trajectories. It took on average about 1 millisecond (on a medium performance desktop PC) for
the policy neural network to compute a control input, exhibiting the fast implementation speed of an
RL controller. Figure 7 shows five superimposed trajectories from the Monte Carlo trials. Table 7
shares key statistics on the Monte Carlo test. The total thrust and torque expenditures are calculated
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Figure 6: KL-divergence, PPO clipping parameter , and maximum action variance over the course
of learning.
by integrating the thrust/torque commands over the trajectory.
Figure 7 shows that the policy exhibits varied behavior over the different trials. This points to the
motivation of developing a docking policy: the resulting feedback control law produces trajectories
in a fast and robust manner across a range of scenarios. Several patterns can be discerned from
the Monte Carlo test. The policy produces a large negative torque in the y-axis even if the initial
angular velocity is positive. Also, the translational position and velocity in the y and z axes are
quickly corrected using a similar magnitude of thrust input as in the x-axis (attributable to the
design of the LQR reference). Finally, the trajectories tend to have a slight final offset in the pitch
attitude. However, note that the successful docking conditions permit small final state errors.
Table 7: Monte Carlo test statistics.
Mean Max Units
Trajectory time length 116.44 135 s
Cross-track position error [y, z] [0.068, 0.095] [0.085, 0.129] m
Cross-track velocity error [y, z] [7.97, 7.69]× 10−4 [0.0018, 0.0021] m/s
Final vx 0.069 0.072 m/s
Final attitude error (axis-angle) 5.51 5.57 deg
Final angular velocity error [0.013, 0.0063, 0.0041] [0.016, 0.0096, 0.012] deg/s
Total thrust expenditure 8, 289 12, 756 N
Total torque expenditure 54, 685 73, 308 N-m
Comparisons with GPOPS-II Solutions
The General Purpose Optimal Control Software (GPOPS-II20) was utilize to provide comparisons
between the converged policy and fully optimized solutions (as the former is an approximation to
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Figure 7: A selection of five trajectories from the Monte Carlo test. Except for the relative docking
port position, all variables are in the I frame.
maximize the reward signal). The first application of GPOPS-II was to calculate the optimal tra-
jectory using the LQR reference, attitude, and control penalties from Equation (19) as the objective
function, thus providing a truly optimal solution to the RL reward function. The collision penalty
and docking bonus terms are neglected, and instead final state constraints are included to enforce the
successful docking conditions from Table 4. The second application of GPOPS-II was to calculate
the optimal trajectory that simply minimizes overall control effort, which provides a comparison
between the converged policy and the best possible solution for the problem as a whole.
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The comparisons were made on the nominal docking trajectory (r0 = [−20, 0, 0] m, v0 =
[0, 0, 0] m/s, q0 = [0, 0, 1, 0], ω0 = [0, 0, 0] deg/s). The GPOPS-II solutions were solved using
a fixed final time of 105 seconds to match the designed LQR reference trajectory’s length. The
trajectory resulting from employing the policy as a closed-loop control law ut = piθ(xt) and the
optimal trajectories produced by GPOPS-II are shown shown in Figures 8-9. Quantitative statistics
on the comparison of the two solutions are shown in Tables 8-9.
From Figure 8, it is clear that the policy’s trajectory is a (sub-optimal) approximation of the
optimal trajectory for the reward function. The benefit of this approximation is that the control law
ut = piθ(xt) resulting from the policy is quickly implementable in a closed-loop fashion (albeit
within a restricted subset of the state-space). One notable difference between the two solutions is
that the policy lags behind the optimal solution and produces a longer trajectory. This is likely an
indicator that the policy was not fully optimized with regards to the LQR reference error penalty.
Tighter adherence to the LQR reference would result in a shorter trajectory (closer to the designed
105 seconds). Also present in the policy’s solution are slight, unnecessary thrust inputs in the y
and z axes. Interestingly, the policy’s solution uses slightly less overall torque effort in correcting
the attitude than the optimal trajectory. This likely means that the agent more easily maximized the
control reward term rather than the attitude reward term.
From Figure 9, the policy’s trajectory is noticeably different from the minimum control effort
trajectory. This is largely due to the direct influence of the designed reward function on the policy’s
behavior. The optimal trajectory produces far less acceleration (in both translational and rotational
motion) than the converged policy. Notably, to minimize control effort, the optimal trajectory results
in a final state that is at the upper limit of the successful docking limits. Based on this comparison,
there needs to be clear improvements to the learning process to produce a policy for minimum-fuel
docking trajectories. However, simply removing the other shaping reward terms and only penalizing
control effort would not be sufficient for a successful learning process. The docking problem is far
too sparse to solely rely on the discrete docking bonus term for learning. As such, the other shaping
penalties (LQR reference and attitude error) are needed to provide rich reward signals and improve
agent performance. This comes with the disadvantage of losing control effort optimality.
Table 8: Policy vs. GPOPS-II Optimal Reward Function Trajectory, Comparison Statistics
Policy Optimal Reward Function Units
Time Length 117 105 s
Cross-track position error [y, z] [0.069, 0.095] [6.20, 5.17]× 10−6 m
Cross-track velocity error [y, z] [−8.04,−7.54]× 10−4 [−1.58, 3.06]× 10−6 m/s
Final vx 0.083 0.0954 m/s
Final attitude error 5.51 1.03× 10−4 deg
Final angular velocity error [−0.013,−0.0063,−0.0041] [−1.81,−3.91,−2.02]× 10−6 deg/s
Thrust expenditure 6, 269 6, 126 N
Torque expenditure 53, 428 54, 740 N-m
DISCUSSION
The motivation of using RL for 6-DOF docking is to generate a policy that is implementable
as a feedback control law. This control law should be capable of producing successful docking
maneuvers and be robust to initial conditions within a subset of the state-space. This contrasts
with the more common, standard trajectory generation techniques (such as GPOPS-II) where the
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Figure 8: Comparison of policy and optimal reward function trajectory (GPOPS-II) on the nominal
case (dashed lines represent the GPOPS-II solution). Except the relative docking port position, all
variables are in the I frame.
trajectory is optimized for a single scenario and must be re-calculated in the case of deviations from
this particular scenario. An RL-based control law is also potentially robust to disturbances, noise,
uncertain dynamics, and faults if the learning process is implemented appropriately, as exemplified
in Gaudet et al.17
However, there are several shortcomings with the current RL methodology, particularly with re-
spect to docking maneuvers. First, it is difficult to target a desired time length for the docking
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Figure 9: Comparison of policy and minimum control effort trajectory (GPOPS-II) on the nominal
case (dashed lines represent the GPOPS-II solution). Except the relative docking port position, all
variables are in the I frame.
trajectory, which may be a critical parameter in spacecraft docking operations. Secondly, it is dif-
ficult to strategically enforce constraint satisfaction. Docking scenarios often include complex path
constraints such as preventing collisions, maintaining the target docking port within the sensor field-
of-view, and avoiding plume impingement upon the target.10 The policy generated in this work is
able to yield trajectories that suffer no collisions, but only a simple model is used and there is no
explicit guarantee that collisions are prevented. Extending the current methodology to include more
17
Table 9: Policy vs. GPOPS-II Optimal Control Effort Trajectory, Comparison Statistics
Policy Optimal Control Effort Units
Time Length 117 105 s
Cross-track position error [y, z] [0.069, 0.095] [−0.15,−0.1436] m
Cross-track velocity error [y, z] [−8.04,−7.54]× 10−4 [−0.054,−0.063] m/s
Final vx 0.083 0.15 m/s
Final attitude error 5.51 8.78 deg
Final angular velocity error [−0.013,−0.0063,−0.0041] [−0.54,−0.75,−0.75] deg/s
Thrust expenditure 6, 269 5, 138 N
Torque expenditure 53, 428 6, 681 N-m
complex constraints (such as plume impingement) would be challenging. Finally, the learning pro-
cess as a whole is currently difficult to interpret from a design perspective, as it is sensitive to the
tuning of learning and reward parameters. Thus, we expect future research efforts in the use of RL
for autonomous spacecraft maneuver to address these concerns.
To facilitate future research in this area, several specific challenges experienced in this work, and
their work-arounds, are discussed below.
1. The dilemma of exploration vs. exploitation is a challenge in most applications of RL. In this
work, the variance enables the agent to explore different control actions and better improve
its maximization of rewards. However, the stochastic nature of control inputs during training
due to this variance directly affects the received control effort reward signal: more variance
leads to more control “chatter”, and the agent inevitably accrues a higher overall control cost.
Therefore, high control cost coefficients can possibly lead to a sharp, premature decrease in
the policy variance that prohibits successful learning convergence. By carefully tuning the
control cost coefficient, as well as the degree to which policy variance adjustments are made,
this problem can be mitigated.
2. The authors initially experimented with a simple state error term in the reward function to
encourage the agent to achieve the desired position and velocity. However, issues were expe-
rienced with the scaling of the respective state variables and there was also no control over
the trajectory time length. Thus, it is advocated to use a rich reward term16, 17 that is equally
effective across the entire state-space and also enables the agent to target a desired trajectory
time length. In this work, the LQR reference reward term fulfills both of these objectives.
However, there is certainly room for improvement as the time target was not precisely met,
and the LQR design process is not valid for non-linear dynamics.
3. Rare, but large, spikes in the KL-divergence between successive policy updates (due to the
stochastic nature of action exploration) have the potential to derail the learning process. Thus,
tight, frequent updates to the PPO clipping parameter and policy learning rate were made
to ensure the KL-divergence stays close to the desired value of 0.001 throughout the entire
learning process.
4. In addressing the collision avoidance constraint, a smooth, continuous penalty was found to
be most effective. Additionally, it is advantageous not to terminate the episode upon collision.
Terminating the episode may result in the agent determining that the most optimal policy is
to violate the collision constraint as quickly as possible, end the episode, and thus avoid the
accrual of other penalties in the reward function.
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CONCLUSION
This work presents an RL framework that generates policies for autonomous 6-DOF docking ma-
neuvers. The model-free nature of RL is appealing for developing policies that are suitable for more
general classes of docking scenarios that could include significant levels of uncertainty. Using PPO,
a docking policy is developed and implemented as a feedback control law over a suitably wide region
of the state space, while also maintaining low on-board computational requirements. Experiments
using the simulated Apollo transposition and docking maneuver validate the proposed framework
and offer in-depth results regarding the learning process and test trajectory patterns. Additionally,
a comparison is made between the developed policy and the solution produced by the GPOPS-II
optimal control software. This comparison confirms that the RL process is able to approximate the
maximization of the designed reward function with only a slight level of sub-optimality. Finally, a
discussion on the current benefits and disadvantages of RL, along with highlighted implementation
concerns, establishes target areas for future research. Building on these results, future work will ad-
dress 6-DOF docking scenarios with uncertainty in the target’s motion and the possibility of faults.
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