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Abstract: Introduction to Scripting Simplified 
 
In this paper, we examine the difficulties novice programmers experience when 
programming. To this end we will take a look at surveys asking students and tutors 
which aspects of programming is the most difficult to learn. We conducted interviews 
with lecturers who have a first-hand perspective of the problems in this field. We 
examine some theory of learning to find out in which environments the novice 
programmer can experience the optimal learning. We also use theory of learning to 
figure out what sort of tool will be able to provide the best help for the novice 
programmer. We conclude that the tools available can be improved on the basis of 
dropout rates in programming studies in later years. The conclusion is also based on 
feedback from students who participated in the surveys conducted, and from interviews 
with experts. We then use the empirical knowledge gained to design a visual code 
generator, which we will be calling VKG for short. We estimates that the program will 
help the student to better visualize their code. The program has been tested through 
several iteration, which will result in a more complete learning experience. Every 
iteration is analyzed on the basis of feedback from test subjects. A thorough evaluation 
of the program will follow, where a potential medium- and long-term effect of the 
program will be discussed, and whether the goal set in this project has been achieved. 
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Problemfelt: Problemer som følge af programmeringsbesvær 
for studerende 
 
I dette projekt beskæftiger vi os med problemstillingen; at programmering er svært at 
lære (Lahtinen, et al, 2005) og at der er en høj frafaldsrate, på de uddannelser der 
tilbyder et programmerings tungt pensum (Dansk Erhverv og IT-branchen, 2014). Vi vil 
derfor skabe en brugerflade, der har fokus på at hjælpe nye studerende, på disse 
uddannelser ved at skabe forståelse, overblik og hjælpe dem med at forstå 
programmeringssproget Java. Vi vil hovedsageligt bruge Processing. Vi vil belyse 
teknikker der har til formål at forbedre indlæringen hos den enkelte studerende og 
integrere disse teknikker i vores projekt. Vi vil derfor gennem projektet se på, hvordan 
vores produkt har indflydelse på den enkeltes læring. Dette vil blive gjort via test af 
vores produkt, i en kapacitet, der vil give os de bedst mulige data at arbejde ud fra. Ved 
at fokusere på den studerende, har vi en decideret målgruppe, som vores produkt skal 
opfylde krav til.  
 
Frafald fra programmerings uddannelser er et stigende problem af flere grunde. En af 
disse grunde er det teknologiske samfund, vi lever i. Der skaber flere arbejdspladser, 
hvor programmering er en essentiel del af arbejdet (Jette Aagaard, et al. 2013).  
Vi har undersøgt, hvor stor frafald der er på de pågældende IT-uddannelser på 
universiteterne i Danmark. Dette er en vigtigt faktor, at kigge på, da ansatte i IT-
branchen består af 22,8 % der har en lang videregående uddannelse og 1,0 % der har 
en forskeruddannelse (Dansk Erhverv og IT-branchen, 2014). I modsætningen til resten 
af samfundsøkonomien som består af 8,8 % der har en lang videregående uddannelse 
og 0,6 % der har en forskeruddannelse (Dansk Erhverv og IT-branchen, 2014).  
Vi har kigget på uddannelserne Datalogi-IT og Elektroteknik-IT, hvor deres 
gennemsnitlig frafaldsprocent ligger på henholdsvis på 51,3 % for Datalogi-IT og 52,2 % 
for Elektroteknik-IT. I grafen nedenunder vises frafald i procent på de to uddannelser fra 
2003 til 2010, samt frafaldsprocenten fra alle akademiske bachelorer. Det er desværre 
en realitet at der er en betydelig forskel i frafaldsprocent, selvom Danmark er det OECD 
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land, hvor der er tredje-højeste fuldførelsesprocent på de videregående uddannelser. 
Organisationen for Økonomisk Samarbejde og Udvikling (OECD) er en international 
organisation med 34 medlemslande. Organisationens fokus er at fremme økonomien i 
medlemslandene og styrke markedsøkonomien. Medlemslandene er udelukkende i-
lande. 
I gennemsnit dropper 27 % ud af deres bacheloruddannelse og aldrig fuldfører den eller 
anden uddannelse (UFM 2013).  
 
 
 
Data som er brugt til at udarbejde grafen er fra Danmarks statistik og UNI-C statistik og analyse (Danmark. 
Undervisningsministeriet, 2014). Der kan findes kildekritik og begrundelse for tallene i bilag 1 
 
Programmering bliver betragtet som et besværligt emne at studere og beskrive. Dette 
skyldes at programmering i sig selv kræver en forståelse af abstrakte koncepter og en 
logisk tankegang (Lahtinen, et al 2005), dette betyder at den studerende skal tænke 
anderledes, end hvad de er vant til og det kan mindske indlæringen (Illeris,2013). Det er 
derfor vigtigt, at elever har gode og effektive hjælpemidler, der kan hjælpe dem gennem 
en programmeringsbaseret uddannelse.  
 
Alle studerende er ikke ens, og det er derfor ikke altid entydigt, hvilke aspekter ved 
programmering, der volder de største problemer. Der spiller også flere faktorer ind, når 
der tales om hvilke læringsformer og miljø, der virker bedst for den enkelte elev. Men to 
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vigtige, faktorer der spiller ind, hvis en studerende skal være modtagelig overfor ny 
viden er: Egnethed, altså hvorvidt eleven egner sig til at programmere. Det kan både 
være eleven eller studentens grundlæggende matematisk kendskab eller evnen til at 
tænke logisk. Ud over det er motivation også et vigtigt aspekt, hvis en studerende skal 
være imødekommende overfor ny viden (Stamouli, et al; 2004). Motivation kan stamme 
fra flere steder, herunder er der de konkurrencedrevne elever, der gerne vil imponere 
andre studerende eller mennesker i deres sociale omgangskreds. Der er også de 
karriere drevne, der tænker frem på deres fremtidige job. Derudover er der de 
studerende der bruger ny viden som motivation. 
 
Ifølge artiklen “A Study of the Difficulties of Novice Programmers” (Lahtinen, et al, 2005) 
er der uenighed mellem de studerende og underviserne om hvilke former for 
undervisning, der giver den bedste platform, hvor læringen af programmering er 
optimal. De studerende er af den opfattelse, at selvstudier er den bedste måde at lære 
programmering. Efterfulgt af at arbejde alene på problemstillinger frem for forelæsninger 
og tavleundervisning. Underviserne mener, at den bedste måde for de studerende at 
lære på er ved at have undervisning i et praktisk miljø, f.eks. et computer laboratorium. 
Uenigheden mellem underviserne og de studerende gør det vanskeligt at tilrettelægge 
den ideelle læringsplatform. Der må derfor træffes nogle valg om, hvorvidt der skal 
tages parti, eller om der skal findes et kompromis mellem de to højest rangerede 
undervisningsmetoder. Vi valgte at fokusere på de studerendes holdning, men stadig 
have undervisernes holdning i tankerne. 
 
Med fokus på de studerendes problem med at lærer programmering, har vi besluttet at 
lave et hjælpeprogram, der skal gøre det nemmere for nybegyndere og studerende at 
komme i gang med at programmere. Dette vil vi gøre ved at tage udgangspunkt i et af 
de mange programmeringssprog, og skabe en brugerflade der udformer sig som et 
såkaldt “cheat sheet”. Et program der skal have til formål at simplificere programmering 
og gøre det nemmere for individet, at forstå det der sker når der bliver rettet i koden.  
Dette vil både imødekomme de studerendes ønske om selv studie og undervisernes om 
arbejde i et computer laboratorium. 
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Her vil det være oplagt med at Visualiseringsprogram, der har til formål at gøre nogle af 
de svære ting ved programmering simplere. Ud over dette vil vi gå i dybden med nogle 
af de nævnte problemstillinger, og ud fra empiriindsamling, analyse, og vurdering vil vi 
komme med et forslag til en mulig løsning på den overordnede problemstilling.   
 
I forbindelse med udviklingen af vores produkt vil vi undersøge, hvilken rolle vores 
produkt skal spille i undervisningen for at blive udnyttet optimalt. Vi har en antagelse 
om, at produktet vil være til størst gavn som et supplerende hjælpeværktøj, de 
studerende kan anvende, efter de er blevet præsenteret for en opgave. Hvilket vi 
antager vil medføre at underviserne vil have mere tid, til at hjælpe de individer, der har 
brug for det.  
 
Bret Victor (2012) beskriver programmering sådan her: “most of my time is spent 
working in the code working on the text editor blindly without an immediate connection”. 
Altså når den studerende skal lave ændringer i programmet, skal han først igennem en 
proces, hvor han skal skrive ny kode eller ændre i koden som han har skrevet og 
derefter køre programmet igen for at se hvordan det har ændret programmet. Dette gør, 
at den studerende er blind for hvad ændringer gør visuelt og kan derfor være nødt til at 
gentage denne proces, og endda til sidst nødt til at spørge om hjælp, hvilket tager tid 
væk fra underviseren. 
 
Vores projekt går i stor stil ud på at designe en brugergrænseflade. Da vi arbejder mod 
at forbedre/ændre Processing’s visualisering med fokus på at gøre den interaktiv. 
Derfor kommer vi nødvendigvis ind på hvordan det er hensigtsmæssigt at designe 
brugergrænsefladen, så den bedst støtter brugeren i deres læring. Desuden er det 
grafiske design vigtigt for produkters brugbarhed. Programmet skal være brugervenligt 
og ikke være fremmed for brugeren at navigere rundt i. Her vil vi tage udgangspunkt i 
empiri og populære programmer som har den største udbredelse blandt forbrugere, 
såsom Word, og diverse Adobe produkter.  
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Problemtræ: 
 
 
 
Det ovenstående problemtræ har til formål at vise hvilke problemer, der skabet et dårligt 
undervisningsmiljø. Ud over et dårligt undervisningsmiljø viser det også, hvilke 
generelle problemer, der forekommer, som et resultat af det dårlige undervisningsmiljø. 
Vi vil i kommende afsnit gennemgå disse problemstillinger. 
 
Problemformulering 
 
Ud fra ovenstående problemfelt har vi udformet følgende problemformulering: 
 
Hvordan kan der udvikles et værktøj, som kan støtte studerende, som er 
nye i programmering?   
 
For at kunne besvare vores problemformulering har vi disse tre delspørgsmål: 
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1. Hvilke problemer har en nybegynder med at lære programmering? 
- Her ser vi på de problemer, der er i forbindelse med at lære at 
programmere, fra både de studerendes og undervisernes synsfelt.  
 
2. Hvordan kan et redskab afhjælpe disse problemstillinger? 
- Her beskrives de løsninger, der allerede implementeres af andre, og 
udformningen af vores program/løsning. 
 
3. I hvilket omfang hjælper redskabet? 
- Her evaluerer vi designprocessen, og ser på indikatorer omkring effekten 
af produktet 
 
Afgrænsning 
 
I dette projekt vil vi arbejde med at gøre programmering nemmere at komme i gang 
med for begyndere. I denne forbindelse er der flere emner der skal bearbejdes, dog er 
der også visse aspekter vi udelader. 
 
Vi vil i dette projekt fokusere på studerende som er nybegyndere i programmering. Det 
betyder at vi vil undersøge hvilke aspekter de finder svære, og i hvilket miljø de får den 
bedste indlæring. Vi vil ikke gå i dybden med opbygningen af programmerings 
syntaksen eller sprogene. Altså der vil ikke være en gennemgang af 
programmeringssprog, og deres historie eller opbygning, da projektet ikke omhandler 
selve programmering, men i stedet hvilke problematikker der kan være i forbindelse 
med besværlige sprog eller studiemiljø.  
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Semesterbinding: TSA og D&K 
 
Teknologiske systemer og artefakter (TSA) 
På andet semester er den obligatoriske semesterbindingen Teknologiske Systemer og 
Artefakter (TSA). Denne dimension vil blive indfriet ved at inddrage forskellige 
problemstillinger omkring læren om teknologiske systemer og inddrage teorien bag 
dem. Kravet bag denne dimension er læren omkring tekniske systemer, derfor er det 
nødvendigt at gruppen bruger tid på at få et overblik over de forskellige sprog, der bliver 
benyttet i studie- og arbejdsliv. Ud over programmeringen, vil der også blive fokuseret 
på læringsteknikker, da vores projekt har til formål at gøre det lettere for begyndere at 
programmere, det betyder at produktet skal kunne lære studerende de basale teorier 
bag systemet. Derfor er det nødvendigt at vide, hvilke faktorer, der spiller ind, når 
studerende skal opnå viden ved vores form for undervisning, eller om det overhovedet 
er en aktuel og effektiv undervisningsform. 
 
Design og Konstruktion (D&K) 
Som den anden dimension i semesterbindingen, har vi inddraget Design og 
Konstruktion (D&K). For at denne dimension kan indfries er det et krav at konstruere et 
produkt, i vores tilfælde er dette produkt et stykke software, der har til formål at lære 
begyndere at programmere. Projektet vil også følge en metode, der skal give rapporten 
bedre struktur gennem hele forløbet. Metoden vil gennemgås, samt at teorierne bag 
den valgte metode vil blive dokumenteret, med udgangspunkt i design og konstruktions 
undervisningsforløb. I løbet af projektet vil der altså blive udviklet et produkt, dette 
produkt vil blive testet og evalueret løbende, for at give plads til iterationer. Iterationerne 
vil hjælpe til forbedring af produktet, hvis der skulle være fejl eller mangler.  
 
Vi har udeladt dimensionen Samfund, Teknologi og Subjektivitet (STS), som vores 
anden dimension. Dette betyder ikke at samfundet ikke vil være en del af projektet. Da 
projektet undersøger konsekvenserne af frafald fra uddannelser og fordelene ved bedre 
undervisning, vil der naturligvis blive inddraget analyse af effekten i samfundet. STS-
Gruppe 9: Scripting Simplified  29.05.2015 
Christiansen, M. Hansen, A. Hintze, C. Laursen, M. Schou, K. 
Side 14 af 168 
dimensionen vil altså ikke inddrages, men der vil være analyser af samfundet og 
hvordan et eventuelt værktøj kan have en effekt.  
 
Metode: Logical Framework Approach 
 
I dette afsnit vil vi tage udgangspunkt i de metoder vi har overvejet, samt hvilke metoder 
vi til sidst fandt mest brugbare til vores designproces. Afsnittet vil bestå af en 
introduktion til LFA (Logical Framework Approach) efterfulgt af hvordan vi vil bruge LFA 
i forhold til vores design, og hvordan vi vil bruge LFA til at besvare vores problemstilling 
om hvorvidt vi kan skabe et visuelt redskab til hjælp af programmering. Derudover vil vi 
komme ind på andre metoder, såsom Iterativ produktudvikling samt halvt struktureret 
kvalitative forskningsinterview. Begge de ovenstående metoder vil indgå i sammenspil 
med LFA og kort forklare teorien bag metoderne samt implementeringen af disse i 
designprocessen og være med til at begrunde de valg vi tager i forhold til det endelige 
produkt. Afsnittet er bygget op af tre delspørgsmål, der deler metodeafsnittet op i 
henholdsvist problemorienteret og løsningsorienteret fokuspunkter. Vi vil også i dette 
afsnit se på alternative metoder vi kunne have brugt for at svare på vores 
problemformulering, og hvorfor vi har valgt ikke at anvende dem.  
 
 
Logical Framework Approach (LFA) 
Logical Framework Approach bliver brugt af private virksomheder og offentlige 
myndigheder når designprocesser bliver forberedt, implementeret og evalueret 
(Hansen, 2015). Metoden kan hjælpe med at analysere hvilke aspekter der skal 
forbedres, eller løses. Dette kan gøres ved hjælp af aktør analyser, der kan give et 
bedre syn på eventuelle hjælpemidler der kan udvikles. Metoden bliver benyttet da det 
tilbyder en simpel tilgang til et eventuelt problem der skal løses eller forbedres. LFA 
metoden er praktisk da den kan afhjælpe designere i problemidentifikations perioden, 
ved benyttelse af hjælpsomme modeller som problemtræ, aktøranalyse mm. 
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Problemtræet giver en god oversigt over alle problemstillinger i den eksisterende 
verden, og dermed også hvilke problemstillinger der kan fokuseres på. Derudover er 
metoden også kritisk i forhold til løsningerne, og er fokuseret på alternativer, og 
evaluering. Denne metode er yderst struktureret og kan med klare linjer hjælpe 
designere gennem processen, dog er der også ulemper ved meget faste regler, i dette 
tilfælde tillader metoden ikke meget kreativitet eller forbedring af selve processen 
(Barreto Dillon, 2010). Fordelene ved denne metode er dog stadig, ifølge vores tese 
mere omfattende end ulemperne, da klare linjer i vores mening er vigtigt for et projekt. 
Udover klare linjer, er metoden også god til at redegøre for problemer hos alle 
aktørerne involverede og det spiller en stor rolle i vores projekt.  
 
 
Valg af metode 
Metoden projektet benytter er Logical Framework Approach, da den tilbyder værktøjer, 
der kan gavne projektet. Disse værktøjer inkluderer problemtræ, som blev demonstreret 
i problemfeltet. Ud over problemtræet tilbyder LFA flere modeller der kan give projektet 
og læseren større overblik, over det omfattende projekt emne. Fokus i dette projekt er 
forholdsvis bredt, og der kan være mange aktører, der kan bruge vores produkt. 
Desuden er der også mange aktører, der kunne komme med input til forbedringer eller 
ændringer generelt. Af denne grund er LFA også specielt egnet, da projektet, ved hjælp 
af modeller, kan give overblik over alle disse aktører, her lægges der vægt på aktør 
matrix som i senere afsnit vil blive brugt. 
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(Hansen, 2015) 
 
Ovenstående model viser LFA’s syv trin (Hansen, 2015). LFA metoden egner sig altså 
godt til vores projekt, dog har vi ikke planer om at følge metoden til punkt og prikke. I 
stedet vil vi skræddersy metoden så den passer optimalt til vores projekt. Her vil der 
fokuseres på iterative processer, da test og afprøvning af et produkt kan gøre produktet 
mere gennemført og lettere for aktørerne at benytte. Visse trin i denne metode vil ikke 
gavne projektet, da der vil forekomme mange gentagelser, især da vores design vil 
gennemgås mange gange under udviklingen, især hvis der laves mange iterationer. 
Desuden vil analysen foregå i et samlet trin, i stedet for at dele flere dele af analysen op 
i flere segmenter. Dette gør det muligt at samle alt nødvendig baggrundsviden i et 
afsnit, og dermed gøre rapporten mere læselig. Første trin til LFA metoden er “Kontekst 
og aktøranalyse”. Det andet trin er “Problem analyse”. Vi har valgt at kombinere disse 
for at gøre den endelige rapport mere overskuelig for læseren at følge med i. Dette er 
også grunden til at de indledende afsnit i denne rapport både undersøger aktørerne og 
selve problemstillingen, der bliver fokuseret på i dette projekt. Den næste opgave der 
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skal lægges fokus på er at designe en løsning, der gavner aktørerne vi fandt frem til i 
foregående afsnit. Altså at analysere målsætninger for designet og konstruere et 
produkt. Vi vælger at kalder dette afsnit “Design af løsning”. Efterfølgende vil der være 
en analyse af alternativer. Dette afsnit er et essentielt afsnit når der skal udvikles et 
produkt fra bunden, da der vil foregå iterationer mellem det foregående afsnit og dette. 
Hvilket gøres for at ende med et produkt der ikke har fejl eller mangler. Næste afsnit 
(Designets elementer) vælger vi at fjerne, da indholdet af dette afsnit vil gennemgås i 
tidligere afsnit, som en del af udviklingen af produktet. Altså ved at fjerne dette afsnit 
undgå vi gentagelser, der kan være frustrerende for læseren. “Eksterne faktorer” vil 
også være inkluderet, da det er en vigtig del af processen at se på alle aspekter der kan 
have indflydelse på populariteten eller effekten af et design. Eksterne faktorer:   
 
“Dette er omgivelserne, som den sociale indsats virker i og som påvirker 
indsatsen og dens resultater. Der kan bl.a. være tale om 
målgruppekarakteristika, sociale strukturer, økonomiske forhold, politiske forhold 
og geografiske forhold. De eksterne faktorer kan enten fremme eller hindre 
indsatsens resultater”. (Frechtling, 2007, s. 27) 
 
Altså i dette afsnit vil de eksterne faktorer undersøges, dette kunne i vores tilfælde være 
krav til undervisning, eller problemer med de studerendes indlæring (forskellige 
præferencer), mm. 
Afsnittet vil altså omhandle faktorer, der kan ændre udfaldet af designets succes, dette 
kan være positive eller negative aspekter. Til sidst vil indikatorerne undersøges, altså 
her vil der ses på tegn, der kan give en idé om designet har hjulpet aktørerne. Da 
projektet har en tidsgrænse, vil indikatorerne baseres på de test, der er udført i 
forbindelse med udviklingen af projektet. Dette afsnit vil også indeholde en konklusion 
på designet, samt en perspektivering. 
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(Hansen, 2015) 
 
Ovenstående model er baseret på den tidligere, dog er den ændret som der er blevet 
gennemgået. Dette er gjort for at gøre projektet overskueligt, og let at følge fra start til 
slut. Modellen er altså den metode projektet vil følge. Denne fremgangsmåde kalder vi 
LFASimple. I kommende afsnit vil disse trin gennemgås, for at klargøre hvilke 
handlinger der bliver udført i alle afsnit. Desuden vil der også være en redegørelse for 
hvordan empirien i dette projektet er blevet indsamlet. 
 
Metode: Aktør- og Problemanalyse 
 
Aktør- og problemanalyse 
Dette afsnit har til formål at identificere problemstillinger ved spørgsmålet “Hvilke 
problemer har en nybegynder med at lære programmering? ”, og hvilke aktører et 
design der kan løse problemet vil gavne. Måden dette kan undersøges på er 
empiriindsamling. Vi vil forsøge at finde andre, der har foretaget lignende undersøgelser 
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og se hvad deres resultater viser. Dette kan spare tid, da det kan være meget 
ressourcekrævende at lave store forsøg. 
Vi vil benytte flere af Logical Framework Approach’s redskaber til at hjælpe os gennem 
denne undersøgelsesfase. LFA’s redskaber kan ligeledes også bidrage til at 
arbejdsbyrden bliver mere overskueliggjort, samt at læseren har lettere ved at følge 
udviklingen af projektet. Redskaberne der kan bruges i denne faser inkluderer Aktør 
Matrix, der har til formål at visualisere alle aktørerne, der har gavn af et eventuelt 
produkt. Denne model vil især vise sig nyttig i første fase (Aktør-og problemanalyse), da 
aktørerne vil blive fastlagt, samt hvilken indflydelse et nyt design kan have for dem. 
Modellen egner sig godt når designet af løsningen skal igangsættes, altså den vil blive 
inkluderet i trin to af LFASimple. 
 
 
 
Ovenstående model har til formål at vise hvor vores empiri - vi har anskaffet i dette 
afsnit kommer fra. Undersøgelserne i denne model refererer til forsøg der er blevet 
foretaget tidligere, og ikke af os, da vores forsøg vil blive foretaget i senere afsnit af 
rapporten. Ekspert kilderne i modellen tager form af akademiske artikler og interviews af 
forelæsere med viden inden for området. Store dele af empiriindsamlingen består af 
akademiske artikler som vi, i de tidlige stadier af projektet baserer vores viden på, samt 
forsøgene der er blevet udført. Alle interviews foretaget i følgende afsnit er 
halvstrukturerede kvalitative forskningsinterviews. Ved denne form for interview, 
udformes der spørgsmål, men der er åbenhed for ændringer af disse spørgsmål, da 
interviewet skal have frihed til at bevæge sig i flere retninger, men inden for emnet 
(Kvale, Steinar 2004). 
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Kvalitative Interviews 
I forbindelse med empiriindsamlingen har vi foretaget en række interviews ud fra Steinar 
Kvales teori om interviews. Interviews kan varierer meget i forhold til struktur. Ifølge 
Steinar Kvale kan interview varierer mellem to former for interview. Den ene form bliver 
spørgsmålene fastlagt på forhånd, og der afviges ikke fra dem. Den anden form er et 
åbent interview. I et åbent interview er der bestemt emner, der skal diskuteres under 
interviewet. Med denne form for interview er der meget fri snak inden for det brede 
emne (Steinar Kvale, 2004, s.131). Vi har anvendt semistrukturerede interviews, der 
befinder sig i midten af de to former. Vi har udarbejdet nogle interviewspørgsmål (Bilag 
2), der bliver anvendt, men det er tilladt at afvige til en vis grænse for at opnå et dyb 
forståelse. 
 
Metode: Designproces og Analyse af Alternativer 
Design af løsning 
I denne del af projektet vil vi forsøge at skabe en løsning, der kan afhjælpe nogle af 
problemstillingerne fra tidligere afsnit. En løsning vil sandsynligvis ikke kunne afhjælpe 
alle problemstillinger, men vi udvælger derfor de problemer vi har fundet frem til er 
størst. Afsnittet vil bestå af flere iterationer, da vores løsning skal testes grundigt, af 
aktører, der har problemer med emnet. Afsnittet vil derfor besøges gentagende gange, 
da løsningen skal ændres i forhold til feedback fra testpersonerne. Da evalueringen 
foregår i et senere afsnit af rapporten, vil gennemgangen af iterationer foregå spredt i 
rapporten, med henblik på at gøre det overskueligt for læseren. Testpersonerne der 
bliver benyttet til test, vil have begrænset, eller ingen, kendskab til programmering, på 
den måde kan der skabes et blik på hvilke aspekter begyndere har problemer med. 
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(Pries-Heje, Jan. 2014) 
 
Ovenstående model tager udgangspunkt i Pries-Heje model, den er blevet redigeret så 
den relaterer til LFA modellen. Modellen lægger vægt på den iterative proces: 
 
- Designets målsætninger 
Første trin i denne proces er at fastlægge målsætningerne for selve designet. 
Grundlaget for målsætningerne er undersøgt i tidligere afsnit, og bliver undersøgt 
videre i dette afsnit, med henblik på eksisterende værktøjer og læringsteknikker. 
- Design af løsning 
I dette trin designer vi den løsning, der løser de problemstillinger vi er kommet 
frem til er størst, hos den begyndende programmør. 
- Test 
Designet bliver testet af forsøgspersoner der har ingen, eller lidt, erfaring med 
programmering. Vores test vil fremgå af en iterativ metode, hvor vi først har en 
designproces hvor vi har lavet et værktøj. Efter designprocessen går de iterative 
test i gang. Første test i en iterativ metode vil være på venner og familie, hvor vi 
hurtigt kan finde funktioner i værktøjet som fungerer godt og funktioner som ikke 
fungerer. Efterfølgende vil programmet blive revideret, og testet igen med en 
mere specifik målgruppe. Efter kommentarer fra testpersoner vil vi igen revidere 
værktøjet, til det igen opvejer de kommentarer, der er blev givet. Test vil 
fortsætte til vi har et færdigt testet produkt. 
- Feedback 
Efter testen bliver designet evalueret af forsøgspersonerne. På den måde vil 
eventuelle fejlkilder eller mangler blive synliggjort, og der kan forbedres. Dette vil 
resulterer i et mere komplet produkt, som aktørerne kan benytte uden besvær. 
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Evalueringen vil altså give designet nye målsætninger i form af rettelser, eller 
tilføjelser. Den iterative proces vil gentages indtil et endeligt produkt kan 
fremvises. 
  
 
Analyse af alternativer 
I dette afsnit vil alternativer til vores løsning undersøges. Grundlaget for disse 
alternativer er blevet introduceret i tidligere afsnit, som del af vores empiriindsamling. 
Grunden til at alternativerne er blevet fravalgt, vil også blive klargjort i dette afsnit. På 
trods af fravalget er det stadig relevant for læseren at vide hvilke muligheder, ud over 
den valgte, der kan hjælpe programmører. Denne perspektivering giver altså læseren et 
syn på det overordnet problem, og især hvilke aspekter der bliver fokuseret på i dette 
projekt.  
Afsnittet vil også undersøge læringsteknikker (Illeris,2013), der kan bidrage til et bedre 
produkt. Det er med da en forståelse for indlæring vil kunne hjælpe, når der skal 
udvikles et program, der har til formål at lære nybegyndere at programmere.  
 
 
 
Modellen viser formålet med dette afsnit. Som det kan ses er dette afsnit hovedsageligt 
egnet til at give et overblik over projektet, og fastlægge hvilke aspekter af 
problemstillingen der bliver fokuseret på, og hvilke dele vi vælger at abstrahere fra. 
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Metode: Iterativ Produktudvikling og Indikatorer 
 
Iterativ produktudvikling 
Ligesom i tidligere afsnit vil udarbejdningen af det endelige produkt fortsætte. Der vil 
dog kun arbejdes på iterationer, da første udgave af produktet er lavet i foregående 
afsnit. Del Spørgsmålet lyder: “I hvilket omfang hjælper redskabet? ”. Der vil altså 
undersøges hvilken virkning redskabet har, dette inkluderer også fejl og mangler ved 
den første udgave. Iterationerne vil fortsætte indtil der er udviklet et produkt brugerne 
finder tilfredsstillende, og som har den ønsket virkning. Den iterative produktudvikling 
hører sammen med “Design af løsning”, i LFASimpel modellen. Dette trin er altså delt 
op i to, dette er grundet den iterative metode kræver flere gentagelser, samt evaluering 
af hver iteration. 
 
 
Eksterne faktorer 
Eksterne faktorer er de sociale omgivelser der kan påvirke indsatsen, eller effekten af 
løsningen. De eksterne faktorer kan have indflydelse på alle niveauer i processen 
(Eriksen, Morten 2008). Målet i dette afsnit er at finde eventuelle blokader for 
realiseringen af programmet i uddannelsesinstitutioner. Ud over de eksterne faktorer vil 
der også være en evaluering af selve programmet, og hvad forsøgspersoner synes om 
det. Dette gøres da selve kvaliteten af programmet også har stor indflydelse på 
realiseringen. Hvis programmet har stor virkning hos de studerende, vil det være meget 
sandsynligt at det vil tages i brug. Modsat er det ikke sandsynligt at det bliver realiseret 
hvis virkningen hos de studerende er lille, eller ikke eksisterer. Kvaliteten af programmet 
er dog ikke en ekstern faktorer, da det ikke er de sociale omgivelser der har indflydelse, 
men selve indsatsen der ikke skaber det ønskede resultat. Et eksempel på ekstern 
faktorer kunne være den voksende IT-branche, og hvad det medfører. Dette kunne 
være et større marked for hjælpeværktøjer til programmører, der kan gøre vores 
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redskab overflødigt. En anden ekstern faktorer kunne være at selve 
programmeringssproget falder i popularitet, og der ikke længere vil være en 
efterspørgsel efter denne form for program.  
 
Indikatorer 
Dette afsnit vil vi undersøge indikatorer, her vil der altså undersøges hvorvidt det 
endelige produkt har en positiv indflydelse på brugerne. Indikatorer defineres inden for 
Norad som: 
 
“The details of the indicators determine how we can measure to what extent the 
objectives have been achieved at different times.” (Norad,1999) 
 
Vi vil se på de kortsigtede indikatorer, da tidshorisonten for projektet er kort. Derfor vil 
indikatorerne afhænge af feedback for personerne der har benyttet programmet, i dette 
tilfælde vil det være testpersoner. Afsnittet vil indeholde evaluering af produktet, samt 
projektet som helhed. Dette gøres for at opsamle på den viden der er blevet erfaret 
gennem processen, samt at vurdere hvordan vores design kunne have indflydelse på 
aktørerne, både kortsigtet og langsigtet. 
 
(Eriksen, Morten 2008) 
 
Ovenstående model tager udgangspunkt Morten Eriksens model, der har til formål at 
vise et eksempel på en eventuel virkning af et produkt. Modellen er redigeret så den 
passer til vores projekt. Modellen viser hvilke områder der kunne evalueres efter, hvis 
tidshorisonten for projektet var længere. Der vil i stedet være en perspektivering der 
redegør for hvor realistisk sådan et tilfælde ville være. 
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Gennemgang af det færdige produkt 
 
Da begrebet visuel kodegenerator (VKG) er noget som vi har opfundet, kræver det en 
tidlig introduktion af det færdige produkt, for at forstå refleksionerne igennem de 3 
delspørgsmål. Vi tager derfor en intermezzo her, og gennemgår programmets 
funktionalitet. Vi anbefaler at læseren bruger dette som reference afsnit, ved lejligheder 
når de forskellige komponenter bliver gennemgået.  
 
Visuel demonstration: Interaktion med VKG 
 
 
Ved opstart af programmet, får brugeren vist det ovenstående skærmbillede til venstre. 
Her er det muligt at vælge én af tre former og ændre deres farve, som er vist til venstre 
(ellipse, firkant, trekant). Til højre ses der et kodevindue hvor brugeren kan se sin kode. 
 
Ovenstående billede til højre viser en firkant der er blevet trukket frem fra sidelinjen. 
Brugeren kan i kodevinduet se den kode der er nødvendig for at lave en firkant i 
programmet Processing.  
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Ovenstående skærmbillede viser hvordan VKG kan manipuleres i. Det er muligt at 
ændre størrelse og placering af objekterne i vinduet. Koden vil forholde sig til 
ændringen af objekterne. Det er muligt at have 35 separate figurer på skærmen ad 
gangen. Desuden har programmet et “selection tool” der gør at du kan tage fat i 
figurerne efter du har placeret dem. 
 
Delspørgsmål 1: Hvilke problemer har en 
nybegynder/studerende med at lære programmering? 
 
I dette delspørgsmål vil vi først undersøge, hvilke aktører, der bliver påvirket af 
problemstillingen ved dette delspørgsmål samt hvilke konsekvenser det kan medføre. 
Dernæst vil vi kigge på IT-branchen, og hvordan den udvikler sig. Efterfølgende vil vi 
undersøge problemet fra de studerendes side, for at forstå hvor problemet ligger henne, 
desuden vil vi se på hvor underviserne mener problematikken er. Til sidst vil vi inddrage 
to interview med to forelæsere fra Roskilde Universitet. 
 
Aktøranalyse 
Modellen nedenfor viser de forskellige aktører, der kunne have interesse i udviklingen af 
et nyt redskab, der kan hjælpe den studerende. 
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Aktør Matrixen (Norge. Norad, 1999, s.28-33) illustrerer de forskellige aktører, der skal 
tages forbehold for, ved udviklingen af et nyt produkt. Vi har valgt at inkludere tre 
aktører; studerende, underviser og stat.  
 
Vi mener at den studerende, har flere aspekter der kan motivere til udviklingen af et 
hjælperedskab, heriblandt mindre tidsspild, og dermed større overskud i andre fag, så 
evnerne kan forbedres i alle fag.  
 
Underviserne kan også gavne af et redskab, da de ligesom de studerende kunne få 
mere tid, da dele af undervisningen kunne håndteres af et program. Desuden vil 
eleverne sandsynligvis også være mere tilfredse med undervisningen, hvis de altså 
lærer mere, uden det samme besvær, og kunne derfor også være mere tilbøjelige til at 
give underviseren en bedre evaluering. 
 
Staten har som tidligere nævnt også stor motivation, heriblandt den økonomiske side. 
Frafald fra studier er omkosteligt, da der bliver udbetalt SU, og betalt for selve 
skolegang uden det resulterer i en uddannet elev, som bidrager til arbejdsmarkedet. 
Desuden vil flere kvalificerede programmører hjælpe IT-branchen i Danmark. Vi vil i 
kommende afsnit redegøre for hvilke problemstillinger de forskellige aktører oplever. 
 
Konsekvenser for Staten 
Aagaard et al. (2013) citerer i Berlingske IT-brancheorganisationens undersøgelse om 
udvikling i IT-branchen. Undersøgelsen viser at 40% af virksomhederne har en eller 
flere ubesatte stillinger. Desuden viser undersøgelsen at 70% af virksomhederne 
forventer flere opgaver i år end sidste år. Problemet ligger også i at 25% af 
virksomhederne mangler kvalificeret arbejdskraft. Brancheorganisation IT-branchen 
mener at de uddannelser der eksisterer er for akademiske og teoretiske, og har ikke 
nok praktisk erfaring. Brancheorganisation IT-branchen mener også at uddannelserne 
er for brede og grundlæggende, hvilket gør at de færdiguddannede ikke har særlig høj 
faglig kompetence inden for et bestemt fagområde (Aagaard et.al. 2013).  
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I en lignende undersøgelse fra IT-branchen (Dansk Erhverv og IT-branchen, 2014) viser 
at i perioden fra 2005-2011 er der kommet 44% flere virksomheder i IT-branchen, 
hvilket viser at der er plads til udvikling i denne branchen. Imens i andre byerhverv 
(byerhverv er andre brancher uden landbrug eller lignede) er der kun kommet 8% flere 
virksomheder i brancherne. IT-branchen har et stigende eksportsalg i 2009 udgjorde 
eksport 18% af salget i modsætning til i 2013, hvor det var 24%. Tallene for eksport kan 
godt være misvisende, da der er mange virksomheder i IT-branchen der har 
licensaftaler i Danmark, og derfor ikke kan eksportere varen til udlandet. Mange 
internationale virksomheder har også datterselskaber i Danmark, og dette bliver heller 
ikke registreret som eksport. 
 
Ud over mangel på arbejdskraft i IT-branchen har staten en anden problemstilling ved 
besværlige programmerings studier. Heriblandt den høje frafaldsrate: 
 
 
 
Dette skema som også var illustreret i problemfeltet viser frafaldsraterne på 
programmeringstunge uddannelser og den generelle frafaldsrate på alle uddannelser 
(Danmark. Undervisningsministeriet, 2014; bilag 1), og som det kan ses er der 
betydeligt flere der dropper ud af programmering tunge uddannelser. Grunden til dette 
kunne være at nogle af problemstillingerne vi har gennemgået i dette afsnit, viser sig for 
krævende for de studerende, det er derfor vigtigt at de studerende kan hjælpes med 
hjælpeprogrammer eller et bedre udformet uddannelsesforløb. 
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Analyse af Problemstillinger for Studerende og Underviser 
Da fokus i dette projekt handler om nye programmører med begrænset erfaring, tager vi 
udgangspunkt i teksten A Study of the Difficulties of Novice Programmers (Essi 
Lahtinen, et al. 2005). Denne tekst er skrevet på baggrund af en survey der blev 
besvaret af 559 studerende og 34 undervisere fra 6 universiteter fordelt i Tyskland, 
Island, Finland, Rumænien og Letland. Målet med survey’en var at se hvor, de 
studerende og underviserne mener, at der var de største problemer med hensyn til 
læring af programmering. Hvilket er yderst relevant, da dette giver et godt indblik i, 
hvilke problemer, der er i forbindelse med programmering. Dette giver også et vink om 
hvilken retning projektet skal tage, for at gøre det endelige produkt så brugbart som 
muligt. Desuden er det også interessant at se forskellen mellem de studerendes 
opfattelse af problemerne og undervisernes opfattelse.  
 
 
Tal fra:  A Study of the Difficulties of Novice Programmers (Essi Lahtinen, et al.2005) 
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Sprogene de studerende brugte var fordelt som illustreret i diagrammet ovenfor. Det ses 
at klart den største del af de adspurgte brugte C++, hvilket kan være et besværligt 
sprog for begyndere. Derfor kan der spekuleres over hvordan resultaterne ville se ud 
hvis det hovedsagelige sprog var Java. Når det er sagt er en betydelig andel også Java 
brugere, og det betyder at modellen kan give et blik på flere former for programmering. 
Derfor bruger vi modellen som grundlag for programmerings besvær, også i forhold til 
vores specifikke problemstilling. Det skal dog understreges, at vi bruger modellen med 
forbehold, og tallene vil ikke betragtes som at være helt korrekte i forhold til vores 
projekt. Desuden er de også blevet spurgt om deres erfaring med programmering, 
hvilket viste at 58,6% havde erfaring med programmering fra før de begyndte på 
universitetet. 
 
Tal fra: A Study of the Difficulties of Novice Programmers (Essi Lahtinen, et. al. 2005) 
 
Det ovenstående skema viser hvilke specifikke aspekter af programmering de 
studerende finder svært hvor 1 er “ikke svært”, og 5 er “meget svært”. Det ses at 
lærerne generelt vurderer at problemerne er større end eleverne, hvilket kan være 
problematisk når der skal udarbejdes en undervisningsplan, da underviserne kan bruge 
for lang tid på at gennemgå aspekter som eleverne ikke finder problematiske. Det ses at 
“pointers and references” bliver vurderet til at være det største problem for både elever 
og underviser og “error handling” bliver vurderet til at være næsten lige så besværligt.  
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I C++ er pointers variabler (simple-talk.com, 2011), der indeholder en adresse til et sted 
i hukommelsen (computerens RAM). De indeholder ikke noget information om, hvad der 
er på den adresse. De giver i stedet en direkte adgang til dataene på den adresse. 
Adressen kan ændres. Referencer er også variabler, der indeholder en adresse, men 
de giver ikke direkte adgang til den. Dataene ved deres adresse kan kun manipuleres 
gennem referencen. Referencen ved hvor i hukommelsen data ligger, hvad for en type 
det er og andre relevante detaljer. Dette gør at grænserne ikke kan overskrides for et 
array, hvilket ville lede til fejl i programmet. I Java er pointers 
(programmerinterview.com, ingen dato) derimod noget programmøren aldrig kommer i 
kontakt med, da der kun bruger references. Dette kan gøre det lidt lettere for 
programmøren at forstå. Derfor ville dette aspektet “Pointers, References” sandsynligvis 
været vurderet som et nemmere aspekt, hvis de studerende i denne undersøgelse 
hovedsageligt brugte Java.  
 
En forbedring af error handling er yderst interessant, da det vil kunne hjælpe 
programmører med at forstå deres egne fejl i koden. Dog er det et omfattende problem 
at give sig i kast med, da der kan forekomme ufatteligt mange forskellige fejl i et 
program, og at skulle beskrive alle sammen grundigt, er en stor opgave, samt at udvikle 
selve programmet der kan håndtere dem. 
 
 
Tal fra: A Study of the Difficulties of Novice Programmers (Essi Lahtinen, et. al. 2005) 
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Figur 2 viser en oversigt over elevernes og lærernes besvarelse af spørgsmålet; “Hvilke 
redskaber har hjulpet dig til at lære programmering? ”, hvor 1, ikke har hjulpet, og 5 har 
hjulpet meget. Det ses at lærere og elever hovedsageligt er enige i hvilke redskaber der 
er bedst, dog har de forskellige syn på ‘hvor’ hjælpsomme redskaberne er. Resultatet er 
yderst interessant i forhold til projektets fokuspunkt, da to af de højest rangerende 
redskaber forholder sig godt til projektets udgangspunkt, og derfor vil dette område, i 
højest grad, arbejdes videre på i kommende afsnit af projektet. Det lavest vurderede 
redskab for de studerende er “Still pictures of programming structures”, det kan derfor 
siges at studerende gerne vil have et mere interaktivt redskab, og ikke en “opskrift”. 
Idéen projektet arbejder med, er at kombinere visualiseringsprogrammer og 
programeksempler, altså et program der kan visualisere hvordan koden vil se ud i 
praksis, samt at vise hvordan koden skal skrives. Dette vil ifølge vores tese kunne give 
programmøren et redskab, der kan hjælpe bedre end andre redskaber. “Programming 
course book” og “exercise questions and answers” bliver også vurderet lavt. Disse 
redskaber lader ikke de studerende arbejde med selve programmeringen, altså de får 
det fortalt eller vist, det fortæller os at de studerende prioriterer “learning by doing” højt, 
og at de vil lære mere ved at finde deres egen løsning på problemstillingerne. 
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Spørgsmålet her lyder; “Hvornår føler du at du bedst lærer programmering? ”. Dette 
spørgsmål er også interessant, da omgivelserne kan have stor indflydelse på indlæring. 
Det ses hurtigt at værdierne ikke varierer meget, dog måske med undtagelse for “in 
practical sessions”. Denne værdi er klart højest for lærerne, men ikke nær så højt 
vurderet af de studerende. Det fortæller os at underviserne tror at den praktiske 
undervisning er bedre end hvad den i realiteten er. Dette er selvfølgelig problematisk, 
da misforståelser blandt underviser og studerende kan gå ud over indlæringen. De 
studerende vurderer at de lærer mest “while working alone on programming 
coursework”. Dette kunne betyde at opgaverne underviserne uddeler er gode, men 
vejledningen simpelthen ikke er god nok, opgavernes kvalitet bliver bekræftet, da de 
studerende vurderer “Studying alone” lavere end “while working alone on programming 
coursework”.  
 
Interview med aktører - Henning Christiansen og Mads Rosendahl 
 
For at få en dybere indsigt i hvad der kan være årsagen til de givne problemstillinger, 
samt hvilke løsninger der findes, har vi interviewet to forelæsere fra RUC, Henning 
Christiansen (forsker inden for datalogi og interaktive installationer) og Mads Rosendahl 
(forsker inden for datalogi og it). 
 
Henning Christiansen 
Henning Christiansen mener at programmerings begyndere typisk falder i en af to 
grupper. Den ene gruppe har svært ved den matematiske og logiske tankegang, mens 
den anden gruppe ikke finder dette besværligt. Dog mener Henning at begge grupper vil 
få problemer med at vænne sig til syntaksen, da den skal være meget præcis. 
Dette passer også med Knud Illeris’ teori om transformativ læring (Illeris, 2013) som 
bliver uddybet i delspørgsmål 2, da det kræver at der bygges videre på deres forståelse 
af programmering. Det er meget individuelt hvad programmøren finder svært, da det 
afhænger af den baggrundsviden programmøren har skaffet sig tidligere. Her er det 
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især vigtigt at programmøren har erfaring med matematik, da det også kan hjælpe med 
den logiske tankegang. Da vi spurgte Henning hvor de studerende har lettest ved at 
lære programmering svarede han: 
 
“... øvelsestimer hvor man sidder og sveder i et fælles rum, hvor der er nogen der 
sidder ved siden af og slås med de samme problemer. ” 
(Interview Henning Christiansen, bilag 6) 
 
Desuden kommer Henning også med et eksempel på, hvordan han mener begynderens 
indlæring kunne hjælpes. Han mener at det vil være bedst for begyndere, at få et oplæg 
om brug af metoder, så de har en bedre forståelse af de metoder, der kan anvendes til 
at løse en given opgave. Henning mener at en nybegynder ikke vil lære så meget, hvis 
de bliver sat til at løse en opgave hvor der er for mange ting de ikke forstår.   
Desuden mener han, som der står i det ovenstående i citat, at det vil være godt for 
indlæringen, hvis begynderne sad i et computerrum sammen når de løste opgaver. 
Fordelen ved at anvende et fælles computerrum ville være, at begynderne ville kunne 
løse problemerne i fællesskab. 
 
“... en måde at visualisere data strukturer er altid godt. Og i øvrigt visualisere 
programmer. Så det vil jeg sige det er en af grundene til at Processing bliver 
brugt en del for begyndere, der er at du kan umiddelbart se det som dit program 
foretager sig. ” (Interview Henning Christiansen, bilag 6) 
 
I ovenstående citat fortæller Henning at et visualiseringsprogram kan være effektivt, 
eller et sprog der bedre viser, hvad programmøren har lavet. Processing er et 
udviklingsmiljø, der ifølge Henning egner sig godt til begyndere, da det er muligt at 
kompilere koden/programmet løbende og dermed se hvad programmet gør. Desuden er 
det også muligt at få diverse udskrivninger i konsollen i bunden af Processing, hvilket 
kan hjælpe med fejlfinding. Da vi spurgte Henning om det kunne være en fordel at 
starte med svære programmeringssprog såsom C++, i stedet for det lettere alternativ 
såsom Processing, svarede han: 
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“C++ skal man holde sig fra, det kan man altid tage med i sin portefølje når man 
har lært det, men til at komme i gang syntes jeg at Processing er godt.“ 
(Interview Mads Rosendahl, bilag 5) 
 
Henning mener altså, at der ikke er nogen mening i at starte med besværlige sprog, 
men at det er bedre at starte med de lettere for at skabe sig en baggrundsviden. Når 
denne baggrundsviden er på plads kan brugeren rykke videre til udviklingsmiljø der er 
mere kompliceret. 
 
Mads Rosendahl 
Mads Rosendahl mener at et stort problem ved lære at programmere er, hvis den 
studerende støder ind i et problem og ikke forstår fejlmeddelelsen, så er det meget 
svært for den studerende at komme videre, det samme problem gælder for 
Processing’s referenceside. Som Mads Rosendahl beskriver det: 
 
“... man kan sige at hvis man ryger ind på referencesiden i Processing, er det lidt 
en ulempe at den har det hele med. Da det kan være svært at finde det man har 
brug for” (Interview Mads Rosendahl, bilag 5) 
 
Processings referenceside er en side med en liste over alle dens funktioner, altså den 
kode som kan skrives i programmet og en længere forklaring af hvad koden gør. Dog 
pga. dens opbygning kan det være svært at finde lige det der skal bruges, fordi der 
bliver inkluderet meget information, hvilket kan gøre siden uoverskuelig. Det mener han 
kan løse med et såkaldt “cheat sheet”, som han selv beskriver det: 
 
“I virkeligheden tror jeg at det bedste det er cheat sheets, altså snyde guides 
som ikke er nogen snyde guides, men super korte printede oversigter over 
funktionalitet”. (Interview Mads Rosendahl, bilag 5) 
 
Dette “cheat sheet” kan i Mads’ mening sammenlignes med Processing’ referenceside - 
Gruppe 9: Scripting Simplified  29.05.2015 
Christiansen, M. Hansen, A. Hintze, C. Laursen, M. Schou, K. 
Side 36 af 168 
en side hvor alle funktioner er tilgængelige samt en forklaring på hvad de gør. Dog siger 
Mads at han synes Processings referenceside ikke er god nok, da forklaringerne er for 
lange og kompliceret. I vores mening er dette et problem der kan løses ved visuelt at 
demonstrere hvad funktionen gør. Denne løsning er blandt andet også en del af 
produktet der i senere afsnit vil gennemgås. Vi kalder det en “visuel kode generator” 
eller VKG, hvis formål er at visuelt vise, hvad et stykke kode gør. 
 
 “... man kan jo godt sige jo mere konkret en kompetence er jo, alt andet lige, 
mere krævende bliver det også fordi det også er meget målbart”. 
(Interview Mads Rosendahl, bilag 5) 
 
Mads mener at en grund til den høje frafaldsrate, og den generelle opfattelse af 
sværhedsgraden af programmerings baserede studier, kan skyldes at emnet er meget 
målbart, i forhold til studier, hvor der skal analyseres eller fortolkes. Programmering 
følger en specifik opskrift, og der er oftest kun én rigtig måde at løse en opgave. 
Desuden kan den mindste fejl i koden, forårsage at programmet ikke kan køre.  
 
 “Det der er sjovt, og som jeg har sagt på nogle kurser - programmering og 
indledende programmering bliver ikke nemmere; det bliver sværere”. 
(Interview Mads Rosendahl, bilag 5) 
 
Mads fortæller at indledende programmering på diverse studier ikke bliver lettere, 
hvilket ellers kunne virke logisk, da udviklingsmiljøerne såsom Processing, generelt 
henvender sig til nybegyndere. Mads fortæller at Programmering er blevet mere 
komplekst over tid, da programmerne er blevet mere komplekse, siden han 
programmerede i Pascal i hans studietid. Dette skyldes at der skal mere kode til, for at 
programmet foretager sig noget, samt den store fokus på objektorienteret 
programmering.  
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Opsummering af interviews 
Vi har ud fra udtalelser fra Mads og Henning fået en overblik over de mest centrale 
problemstillinger, de studerende kan opleve i deres tidlige uddannelsesforløb. Disse 
problemstillinger er repræsenteret i listen nedenfor. 
 
- Visualiseringsprogrammer og cheat sheets er nyttige redskaber, der kan 
benyttes af begyndere. Det kunne være yderst interessant at kombinere disse 
aspekter, da det kan bidrage til et redskab, der kan give et godt startpunkt for de 
studerende. 
- Det kan betale sig at starte med nemmere programmeringssprog, da det virker 
uoverskueligt for en begynder at forstå alle funktioner, især ved objektorienteret 
programmering. 
- Indledende programmering er blevet sværere i de senere år, på grund af 
kompleksiteten af sprogene. 
- Programmering er et målbart emne, da der kun er én rigtig løsning. Det kan altså 
ikke fortolkes på mange måder, ligesom de mere analyserende studier. Dette 
kan bidrage til den høje frafaldsrate. 
 
Delkonklusion til delspørgsmål 1 
 
Ud fra de observationer, tal og interviews gennemgået i delspørgsmål 1, ved vi at der 
en høj frafaldsrate for studerende der tager en programmerings baseret uddannelse. 
Grunden til den høje frafaldsrate bunder i indlæringen af programmering som sprog, 
samt abstrakte koncepter som ikke bliver formidlet fuldt ud. Dette skyldes, at lektionerne 
inden for programmering foregår som envejskommunikation mellem enten den 
studerende og en grænseoverflade, eller en forelæser. 
 
Ud fra den data som er bearbejdet i delspørgsmål 1 kan vi også konkludere at de 
studerende har sværest ved emner såsom “error handling”, “pointers, references” samt 
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“recursion”, og at disse grunder i en manglende form for feedback, eller kommunikation 
mellem studerende og programmet.  
 
Vi kan se at en af grundene for dette, er at programmering er svært og at der er 
uenighed mellem lærer og studerende, omkring hvilke undervisningsmuligheder der 
giver de bedste resultater. Samtidig viser den bearbejde data at de studerende vurderer 
deres egne færdigheder højere end underviserne. Dette kan bidrage til at skabe 
uenighed om undervisningsmetoder. Det er derfor oplagt at undersøge om der er 
muligheder for at gøre det nemmere for studerende at lære programmering. Disse 
problemstillinger kan have konsekvenser for flere aktører, for eksempel de studerende, 
underviserne og staten.  
 
Studerende 
Hvilke problemstillinger skaber de største problemer for de studerende: 
1. Svære koncepter 
Som vi har gennemgået tidligere i dette afsnit er der mange koncepter, der kan 
være svære for begyndere at lære, og dette kan skabe store problemer for den 
studerende, hvis der samtidigt ikke bliver givet god vejledning. 
2. Uenighed med lærer 
Vores undersøgelse i dette afsnit har også vist at underviserne og eleverne ikke 
har det samme synspunkt til hvor svære visse koncepter er, eller hvilke 
læringsformer der virker bedst. 
3. Dårlig vejledning 
Som resultat af denne uenighed, får de studerende ikke den vejledning de kunne 
have ønsket, og det kan skabe problemer der kunne undgås tidligt i forløbet. 
 
Underviser 
Hvilke problemer har underviserer i forbindelse med programmeringsundervisning.  
1. Manglende forståelse af studerendes problemer 
Underviserne kan have svært ved at forstå hvilke problemer de studerende har 
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svært ved, dette kunne også være på grund af manglende evaluering af 
studieplanen. 
2. Mangler værktøjer 
Arbejdsbyrden ville muligvis kunne gøres lettere for underviserne hvis de havde 
adgang til værktøjer de studerende kunne benytte sig af. Undersøgelsen viste at 
de studerende foretrak visualiseringer og praktisk undervisning. Den information 
kunne underviserne benytte sig af, for at give den bedst mulige undervisning. 
 
Staten 
Hvilke konsekvenser får staten i forbindelse med studerendes programmerings besvær. 
1. IT-branchen mangler arbejdskraft 
Vores research fortalte os at IT-branchen i Danmark er voksende, alligevel 
mangler der stadig flere IT-uddannet på arbejdsmarkedet. Dette skader staten da 
der firmaer ikke har mulighed for at få den samme indtjening, som ellers ville 
være mulig. 
2. Ekstra omkostninger til uddannelse 
Frafaldsraterne for programmeringstunge uddannelser er langt højere end den 
gennemsnitlige frafaldsrate, og det er en stor omkostning for staten at have 
mange frafald på uddannelser, da det ikke resulterer i uddannede folk på 
arbejdsmarkedet. 
 
Ud fra de konsekvenser der er for aktørerne, som gennemgået i dette afsnit, konkludere 
vi at der både er flere problemer og at der er interesse i et bedre hjælpeværktøj til 
programmering. Derudover kan det også ses at der er forskellige synspunkter på hvor 
problemerne ligger, hvilket opridser de problemer vores produkt skal kunne afhjælpe 
nogle af. 
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Delspørgsmål 2: Kan der designes et værktøj som vil afhjælpe 
nogle problemstillinger i forbindelse med at lære 
programmering?  
 
I dette afsnit vil vi ud fra problemstillingerne skitseret i delspørgsmål 1 argumentere for 
hvorfor og hvordan vi har fundet frem til det program som i sidste ende ender med at 
være vores færdige produkt. Vil vi se på hvilke former for hjælpemidler og værktøjer der 
findes, og hvilke af disse vi har hentet inspiration fra. Det at lære programmering er, 
ifølge delspørgsmål 1 svært for studerende, derfor skal vores værktøj opfylde nogle 
basale indlærings krav. Derfor vil vi gennemgå Knud Illeris læringsteorier angående 
optimal læring og give en kort beskrivelse af transformativ læring (Illeris, 2013), da 
denne vil blive brugt igennem vores iterationer i delspørgsmål 3. Vi vil dernæst udforme 
en beskrivelse af forskellige værktøjer og undervisningsredskaber, der ud fra de 
problemstillinger vi har fundet i delspørgsmål 1 vil give os et overordnet indblik i hvilke 
komponenter vores eget værktøj skal bestå af. Efterfølgende vil vi begrunde vores valg 
af værktøj og det s komponenter. 
 
 
Udfordringerne ved Samspillet mellem Indhold og Motivation 
 
Et gennemgående træk blandt problemstillingerne i delspørgsmål 1, er den opfattelse at 
programmering er svært og at dette skyldes en manglende kommunikation. Vi har valgt 
at bruge Knud Illeris, og hans læringsteori om optimal læring, da denne omtaler 
kommunikation som et essentielt element i det at lære optimalt.  
 
Knud Illeris: 
Knud Illeris, som er professor i livslang læring på Learning Lab Denmark ved det 
danske pædagogiske universitet har skrevet en stor del af teori og praksis inden for 
feltet læring. Vi tager udgangspunkt i to af hans teorier i dette afsnit. Det første og det 
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mest essentielle for udviklingen af vores eget produkt at Knud Illeris læringstrekant, der 
indkapsler optimal læring. Knud Illeris’ teori angående det han kalder for transformativ 
læring vil kort blive gennemgået i dette afsnit, men først rigtigt bliver brugt i 
delspørgsmål 3, hvor vi, gennem test og iterationer fandt at Transformativ læring spiller 
en rolle. 
 
Optimal læring, og hvordan det hører sammen med vores værktøj 
Trekanten nedenfor er en illustration af Knud Illeris’ læringstrekant, der viser hvordan 
optimal læring ifølge Knud Illeris opnås. De tre dimensioner, der indgår i alt læring er 
det indholdsmæssige, det drivkraftmæssige og det samspilsmæssige (Knud Illeris, 
2013). 
 
 
Læringstrekant; “Transformativ læring & Identitet” (Knud Illeris, 2013) 
 
 
Modellen ovenfor viser at for at optimal læring og identitetsskabelse sker, skal de tre 
dimensioner overholdes. Indhold er den viden, eller de færdigheder der kan læres eller 
opnås i denne sammenhæng. Indholdet kan være alt lige fra at lære, hvordan et barn 
lærer binde sine sko, til en studerende der skal lære at programmere. Drivkraft er den 
motivation som den studerende formodentligt har for at lære programmering. 
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Motivationen er afhængig af individets egen motivation for at opnå den viden, der stilles 
til rådighed. Samspil er den essentielle del af teorien, for det er denne der danner en 
forbindelse mellem Drivkraft og Indhold. Det er samtidig denne dimension, der er 
afgørende for om den studerende får noget ud af indholdet. Samspillet er den formidling 
som indholdet bliver givet ved (Knud Illeris,2013). Det kan f.eks. være en forelæsning 
eller et visualiseringsprogram som det program, der udgør vores produkt. Den 
studerende kan have nok så stor motivation for at lære programmering, men når 
samspilsprocessen ikke er optimal for indholdet brydes læringstrekanten og læringen af 
programmering bliver derfor ofte tungt og svært at have med at gøre. Dette kan vi 
samtidig se i problemstillingerne i delspørgsmål 1, hvor både undervisere og 
studerende har problemer med programmering som en helhed.  
 
Problemet ligger hovedsageligt i samspilsprocessen, hvilket er den proces som skaber 
tilegnelsesprocessen. Tilegnelsesprocessen er den proces der, ifølge Knud Illeris er 
læring. Det betyder at de tre dimensioner; Drivkraft, Indhold og Samspil kan stå for sig 
selv og ikke har nogen relationer til hinanden før at samspilsprocessen skaber 
tilegnelsesprocessen (Knud Illeris,2013). Samspil er derfor den vigtigste del for at skabe 
optimal læring ifølge Knud Illeris og det er denne dimension vores værktøj har til formål 
at opfylde.  
 
Ud over Knud Illeris læringstrekant har vi set på hans teori omkring transformativ læring. 
Det efterfølgende afsnit vil omfatte transformativ læring i en mere grundig kapacitet. 
Med hensyn til læringstrekanten kan vi trække paralleller mellem tilegnelsesprocessen 
og transformativ læring. Dette kan vi gøre da det er i tilegnelsesprocessen at der sker 
transformeringer og det er disse transformeringer, der er med til at opbygge ny læring 
på eksisterende læring.   
 
Transformativ læring 
Transformativ læring vil hovedsageligt blive brugt gennem observationerne af vores 
iterationer og test. 
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Knud Illeris skriver i sin bog “Transformativ læring og identitet” om, som titlen angiver, 
Transformativ læring. En teori som omhandler omformning og transformativ læring hos 
den studerende. I hans egne ord. 
 
“Transformation betyder omdannelse eller omformning, og transformativ læring 
drejer sig derfor om læring, der indebærer en omdannelse eller ændring hos den 
lærende”. (Knud Illeris, 2013) 
 
Denne form for læring er som sagt en omformning eller ændring. En ændring af 
eksisterende former for meningsskemaer eller referencerammer som et individ 
erhverver sig gennem socialiseringsprocesser i løbet af individets barndom, men kan 
også relateres til de individuelle erfaringer som individet har erhvervet sig gennem et 
uddannelsesforløb (Knud Illeris, 2013). Disse skemaer eller rammer er mentale og 
udgøre alt lige fra almen viden og akademisk viden til etiske og moralske relationer. 
Jack Mezirows, som har arbejdet med teorien om transformativ læring i 35 år, forklarer 
at transformativ læring ikke udelukkende handler om undervisning, men er et meget 
mere generelt begreb. Mezirows (Knud Illeris, 2013) bruger vendinger som “at mad 
tilfredsstiller sult, når vi går reducerer vi afstanden mellem to punkter, og når vi trykker 
dørhåndtaget ned og skubber til døren, vil den åbnes”. 
Til at forklare at disse skemaer som alle individer har, er et meget bredt og kompliceret 
begreb, og ikke kun relatere sig til uddannelse. Hvis vi skal relatere transformativ læring 
til det værktøj som vi har udviklet kan det gøres således. Brugeren eller individet har 
nogle eksisterende mentale skemaer. Det kunne være et matematisk skema som 
rummer alt den eksisterende matematiske viden som brugeren eller individet har. 
Dernæst bliver individet stillet over for et problem, som kunne være programmerings 
relateret. Ved dette problem bliver individet så nødt til at opdatere den eksisterende 
viden så denne passer med det relevante problem.  
 
Transformativ læring er basis for at der sker denne transformation eller ændring i 
skemaerne, et aktivt valg individet skal tage. Det vil sige, at individet er opmærksom på 
en ændring i det skema som individet vil lave om på.  
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Figur over transformativ læring; “Transformativ læring & Identitet” (Knud Illeris, 2013) 
 
Disse ændringer af skemaer sker i løbet af refleksion. Individet eller den studerende 
tænker systematisk over forhold som bæredygtig og hensynsmæssigt forståelse af 
holdninger, handlinger og omverden i forhold til den problemstilling individet står overfor 
(Knud Illeris, 2013). 
 
Knud Illeris opridser nogle grundlæggende principper der er nødvendige for den 
praktiske forståelse af transformativ læring. Disse principper indebærer. 
 
- meningsfuldt og heuristisk (undersøgende): 
Transformativ læring skal ændre deltagernes eller studentens forståelses- og 
adfærdsmønstre. Det er derfor nødvendigt at tage udgangspunkt i den studerendes 
interesser (Knud Illeris, 2013).  
 
- at konfrontere magtpositioner og involvere sig i forskelligheder: 
Dette princip omhandler fællesskab, og at fællesskab ikke er lig med ensliggørelse, men 
er tværtimod et godt redskab til at, åbent og alvorligt at diskutere uoverensstemmelser 
og forskelligheder så studerende kan lære af hinanden (Knud Illeris, 2013). 
 
- fantasi og forestilling:  
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Selvom teorien om transformativ læring lægger op til fornuftsmæssige og logiske 
processer, når der ses på de konkrete kerneelementer, er det nødvendigt også at have 
forestillingsbilleder samt kreativitet og følelsesmæssig involvering, gennem 
historiefortælling og rollespil (Knud Illeris, 2013). 
 
- afprøvning af grænser: 
Transformativ læring opstår oftest når individet støder mod sine begrænsninger. Det 
kan være at individet møder modstand via noget uvant, splittelse eller står over for et 
dilemma. Eksempler tyder på at et ujævnt forløb med forhindringer fremmer 
nytænkning, og da transformativ læring indebære at lave om på sine skemaer og 
opdatere sin egen viden, er det derfor et vigtigt princip inden for transformativ læring 
(Knud Illeris, 2013).    
 
- refleksion:   
Transformativ læring indebærer refleksion. Refleksion over erfaringer individet eller den 
studerende gør sig, over sig selv eller andre, og over samfundet. Dette princip står helt 
centralt i transformativ læring, men begrebet menes at være så selvfølgeligt at det oftest 
bruges helt automatisk og overfladisk. Grundet det overfladiske brug kan det hænde at 
dette hindrer en dybere analyse og forståelse for den transformation der sker (Knud 
Illeris, 2013). 
De fleste af disse principper kan sættes ind i Knud Illeris’ trekant for optimal læring. 
  
Andre Teorier og teoretikere: Kreativ læring 
 
Vi har ud over Knud Illeris kigget på Sir Ken Robinson som et alternativ til læringsteori, 
og inddrager ham kort. Vores hovedfokus vil dog stadig være Knud Illeris to 
læringsteorier frem for Sir Ken Robinson.   
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Sir Ken Robinson 
Sir Ken Robinson er en international anerkendt skikkelse inden for kreativitet og 
innovation, hvor han har stået i spidsen for udviklingen af retningslinjer for det britiske 
uddannelsessystem. Han har i 12 år undervist som professor ved University of Warwick 
i Storbritannien. Han blev i 2005 udnævnt som ekspert af Time/Fortune/CNN’s Principal 
Voices(Aviser). Sir Robinson bruger sin tid på at rejse verden rundt og holder foredrag, 
og hans TED’s konference (Technology, Entertainment and Design konference) fra 
2006 og 2010 bliver stadig set af millioner. Alt dette er med til at gøre Sir Ken Robinson 
til en troværdig kilde, og en kilde der er værd at efterforske (Sir Ken Robinson, 2013). 
 
Sir Ken Robinson beskriver i sin bog “kreativitet og læring” om vigtigheden ved det 
kreative element i læring. (Sir Ken Robinson,2013). Vi finder dette relevant grundet 
vores valg af visualiseringsprogram som taler til brugerens kreative side.  
 
 
Forundersøgelse af mulige værktøjer og undervisningsredskaber 
 
I dette afsnit har vi, ud fra den data som vi har indsamlet og konkluderet på i 
delspørgsmål 1, brainstormet forskellige værktøjer og undervisningsredskaber som vi 
mener kan hjælpe den studerende med bedst. Den data der specifikt omhandler 
hvordan studerende lære programmering bedst, det vil sige både Knud Illeris teori om 
optimal læring samt den data som de studerende selv har genereret i delspørgsmål 1, 
om hvordan de lære beds, vil have indflydelse for vores valg af program. Vi vil give en 
kort beskrivelse af forskellige værktøjer og undervisningsredskaber som vi mener ville 
hjælpe den studerende efter deres mening. Efter korte beskrivelser af værktøjerne vil vi 
gå videre og begrunde vores valg af det endelige værktøj ved hjælp af vores 
indsamlede empiri, og med indflydelse fra både Knud Illeris og Sir Ken Robinson.  
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Intensive indledende kurser 
Som indledning til en programmerings uddannelse, kunne intensive indledende kurser i 
høj grad hjælpe de studerende til at forstå grundprincipperne bag programmering. Dette 
kan især gavne, da det giver en god base for den studerende, og kan spare tid senere i 
uddannelsesforløbet. Et intensivt kursus på en uge eller to inden selve undervisningen 
går i gang kan mindske læringskurven, og give de studerende overblik over den 
kommende undervisning. 
Ligeledes vil kurser på en uge eller to i løbet af undervisningsforløbet, med fokus på 
problemstillinger som er hyppige for studerende der studere programmering, hjælpe de 
studerende. Disse fokuspunkter vil have udgangspunkt i de undersøgelser der er blevet 
lavet om hvorvidt hvilke elementer i studiet der skaber størst frustration og problematik. 
Afsnittet omhandlende CASE studierne i “A Study of the Difficulties of Novice 
Programmers” (Lahtinen, et al, 2005) giver indblik i hvilke former for problemer 
studerende oftest står overfor og giver derfor et godt basis for at udvikle kurser der 
specifikt håndtere disse problemer. Kurser der udelukkende handler om “error handling” 
eller “Bug finding” vil give de studerende et godt rodfæstet system til at tackle disse 
problemstillinger i fremtiden og under undervisningsforløbet.   
 
Workshops 
En mere “hands-on” undervisningsform, hvor studerende i mindre grupper kan arbejde 
sammen om at løse en problemstilling og derved lære af hinanden. Workshop 
princippet vil afhjælpe ressourceproblemet med for lidt interaktion med lærer eller lektor, 
da denne vil kunne gå frit rundt mellem grupperne og give hjælp, hvor det er 
nødvendigt. Workshops ville arbejde hånd-i-hånd med intensive kursus, hvormed en 
praktisk implementering af den teoretiske gennemgang af problemstilling vil give 
studerende fysisk tilgang til at afprøve de hjælpemidler som bliver stillet til rådighed 
gennem intensive kursus.    
 
Gruppe 9: Scripting Simplified  29.05.2015 
Christiansen, M. Hansen, A. Hintze, C. Laursen, M. Schou, K. 
Side 48 af 168 
Visualiseringsprogrammer 
Et decideret program der kan hjælpe den studerende med specifikke koder, termer eller 
forståelse af parametre. Et visualiseringsprogram vil ikke bruge mængder af ressourcer, 
da den enkelte studerende vil kunne arbejde selvstændigt med programmet, og dermed 
give rum for ressourcer, der kan blive brugt andetsteds.  
Bret Victor har en masters i “Electrical Engineering” og er anerkendt for sit arbejde med 
“graphical user interface”(GUI). Han mener det er nødvendigt for en designer at have en 
forbindelse til det, de er i gang med at skabe. Ligesom en musiker kan høre direkte, 
hvad han spiller og en maler kan se ændringer direkte, men en programmør kan ikke 
gøre det samme, da han først skal køre programmet, før det er muligt (Bret Victor 
2012). Dette kan være problematisk, da det kan mindske forståelsen af programmet, 
der bliver udviklet. 
 
Feedback 
Der er et stort udvalg af programmeringssprog og programmer, og det som mange af 
disse programmer har tilfælles er at, der ikke bliver givet god feedback på den skrevne 
kode. “Error handling” er noget som mange af de udbredte programmer, ikke har lagt 
stor fokus på, og det kan gøre det svært for programmøren at lære af sine fejl. Dette 
kan forbedres ved, at programmerne giver en mere omfattende feedback af 
programmørens fejl, eller at undervisere eller vejledere giver en personlig forklarende 
tilbagemelding. Dette problem kan dog kræve en del ressourcer, enten fra programmets 
udgivere eller uddannelsesinstitutionen, der skal tilføje flere arbejdstimer for vejledere. 
 
Cheat-Sheet 
Et stykke software eller det kan være et håndgribeligt stykke journal, der fungere som 
en reference eller opslag. Den studerende vil have mulighed for at slå op i dette “Cheat-
Sheet” og finde kommandoer, som vil give den studerende løsninger inden for det 
problem, den studerende arbejder med. Ikke at forveksle med udtryk som Copy-paste 
eller lignende, da disse vil anses som plagiat, men i stedet giver den studerende 
muligheden for, hurtigt at kunne identificere problemet og komme videre. Dette “Cheat-
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Sheet” kan være i form af en bog, som den studerende har liggende ved siden af sig, 
ligesom en ordbog. Det kan også være et stykke software, som går ind, og foretager en 
fejlfinding i den kode, som den studerende har skrevet, og oplyser om eventuelle fejl i 
koden. Dette kan være et hjælpemiddel til at hurtigt at forstå delelementer i ens egen 
kode, men også i andres kode, ved at give en fuld beskrivelse af hvad koden gør. Dette 
kan gøres i både overfladisk og grundigt alt afhængig hvad den studerende har brug for.  
 
Eks: En studerende har lavet et program og køre det gennem dette stykke 
software. Her vil der prompte blive givet muligheden, for at give en grundig eller 
overfladisk beskrivelse af programmet i sin fuldendthed. Overfladisk giver 
softwaren en beskrivelse af programmet, som det vil komme til at se ud, og 
hvilke funktioner der er tilgængelige i programmet. En grundig beskrivelse vil gå 
ind, og analysere hele koden og komme med beskrivelser til hver linje, der 
forklare helt præcist, hvad den enkelt sætning i koden gør. 
 
Selvstudier 
Khan- og Codeacademy er hjemmesider, der har til formål at udbrede viden og 
uddannelse inden for specifikke emner. Ved at oprette sig som bruger, hvilket kan gøres 
gratis, har brugeren mulighed for at selvstuderer fag, som brugeren finder enten 
spændende, eller fag som brugeren har svært ved. De to hjemmesider er tegn på, at 
der er initiativ for at gøre undervisning nemmer. Både Khan- og Codeacademy har fag 
som “computer science” og “programmering”. Da begge sider er webbaseret, underviser 
de kun i webbaseret programmering.  
 
Der er fundamentale forskelligheder mellem de to sider selvom de overordnet har 
samme mål. 
 
“We're not one of those companies. We are rethinking education from the bottom 
up. The web has rethought nearly everything - commerce, social networking, 
healthcare, and more. We are building the education the world needs - the first 
truly net native education. We take more cues from Facebook and Zynga in 
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creating an engaging educational experience than we do from the classroom.” 
(Codeacademy) 
 
“Khan Academy offers practice exercises, instructional videos, and a 
personalized learning dashboard that empower learners to study at their own 
pace in and outside of the classroom. We tackle math, science, computer 
programming, history, art history, economics, and more. Our math missions 
guide learners from kindergarten to calculus using state-of-the-art, adaptive 
technology that identifies strengths and learning gaps. We've also partnered with 
institutions like NASA, The Museum of Modern Art, The California Academy of 
Sciences, and MIT to offer specialized content.” (Khan Academy) 
 
Begge hjemmesider har til formål at undervise. Khan Academy giver en bredere form 
for undervisning, da de tilbyder undervisning i både programmering, historie, matematik 
og sprog samt andre fag. Codeacademy tilbyder til gengæld et mere specifikt grundigt 
studie i programmering. Det vil sige, at Codeacademy kun tilbyder programmering som 
undervisning, til gengæld har de flere forskellige programmeringssprog og programmer 
til rådighed end Khan Academy. Hvor Khan academy primært kun har kurser inden for 
JavaScript, med få undtagelser af HTML samt CSS (Khan Academy). Codeacademy 
giver til gengæld et langt bredere curriculum af online programmeringssprog, og giver 
samtidig eksempler på, hvad disse sprog bliver brugt til. f.eks. tilbyder Codeacademy 
undervisning i PHP, Ruby, JavaScript og Python samt andre. De giver tilbuddet for 
undervisning inden for f.eks. “Twitter” med Ruby, eller “YouTube” med JavaScript 
(Codeacademy). 
 
Da begge hjemmesider minder meget om hinanden. Er det op til brugeren selv at finde 
den side, der giver brugeren den bedste undervisning. For at lokke brugere til at vælge 
deres repræsentative hjemmeside, bruger Khan academy brug af “Achievements”, som 
brugeren får ved at opfylde forskellige krav. Det kan være alt fra at sidde og se 
undervisningsfilm i en time, til at brugeren skal lave sit eget program. 
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Disse to hjemmesider er hovedsageligt til den studerende, der får mest ud af at studere 
alene og på baggrund af delspørgsmål 1, kan vi se, at selvstudier er en af de højest 
rangerende, for hvordan studerende lære programmering. Hjemmesiderne fungere som 
traditionel undervisning, og vil derfor ikke finde sin vej ind i et undervisningslokale, da 
det gør underviseren overflødig pga. den studerende eller brugeren har en virtuel 
underviser via hjemmesiden. Dette er en af grundene til, at vi ikke har valgt at bruge 
Khan- og Codeacademy som direkte inspiration af vores design. Dette er ikke at sige, at 
disse to hjemmesider ikke kan bruges. De er udmærket læringsplatforme, men som 
sagt til selvstudium og vi ser vores design som et hjælpemiddel til undervisning.  
 
 
Valg af værktøj: begrundelse for valg for udvikling af vores produkt 
 
Det er muligt at mange af ovenstående kategorier kunne danne grundlag for at nyt 
hjælpeværktøj. Ud fra de fundne problemstillinger i delspørgsmål 1. har vi valgt at 
fokusere på et visuelt kode generations program, da de studerende og underviserne har 
udtalt at visualisering og eksempel programmer har en stor effekt. 
Vi har som tidligere nævnt valgt at fokusere på at designe og konstruere en form for 
visualiseringsprogram, der har til formål at hjælpe den studerende med at lære 
programmering. Vi har valgt et visualiseringsprogram på baggrund af, det både kan 
bruges i undervisning, men også kan bruges til selvstudier. Ved samtidig at inddrage 
Knud Illeris og hans læringsteorier, har vi set på hvilke af de ovenstående værktøjer og 
undervisningsredskaber, der gør bedst brug af disse teorier. Vi fandt at et 
visualiseringsprogram vil fungere som Samspil delen i Illeris læringstrekant om optimal 
læring, ved at lade brugeren arbejde med sit program via en visuel grænseflader, der 
både lader dem bruge drag and drop og viser dem ændringer i kodens variabler ved 
ændringer af programmet. Dette er også den dimension, der er ikke er optimal i 
nuværende undervisning af programmering. Sir Ken Robinson taler om kreativitet i 
læring, og at dette er vigtigt, og dette har vi prøvet at integrere i vores endelige design 
af vores produkt. Brugeren eller den studerende vil derfor have mulighed for at bruge 
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sin kreativitet. I det efterfølgende afsnit vil vi eksplicitere, hvilke komponenter vores 
design består af, og hvorfor vi har valgt disse komponenter. 
 
Udvikling af produkt: En gennemgang af programmets komponenter 
 
Med henblik på de studerendes præferencer af læringsformer og Knud Illeris’ teori 
omkring transformativ læring, samt optimal læring, vil vi udforme et produkt, der kan 
give nybegyndere et værktøj, der kan hjælpe dem gennem deres programmerings 
studie. I delspørgsmål 1 har vi analyseret en undersøgelser fra flere uddannelser, der 
viser hvilke aspekter af programmering, de studerende har sværest ved, samt hvilket 
undervisnings- eller læringsmiljø de foretrækker. Vi har også foretaget flere interviews, 
der bidrager til en dybere forståelse af problematikkerne ved at lære programmering. I 
følgende afsnit vil der tages stilling til et produkt, der løser nogle af disse 
problemstillinger. 
 
Visuel kode generator (VKG) 
 
 
 
Baseret på artiklen om hvad der er svært ved at lære at programmere(Lahtinen, et al, 
2005), samt hvilke materialer der ifølge studenterne og underviserne er mest 
hjælpsomme, fandt vi frem til at interaktive visualiseringer og eksempel programmer er 
gode. Vi har udviklet et værktøj der trækker på styrkerne af begge disse materialer. 
Vores vision for dette værktøj er i bedste WYSIWYG (Rouse, Margaret, 2011) stil, da det 
tillader brugeren at lave et simpelt program, samtidig med at det viser den kode, der 
skal bruges til at køre deres program. 
Et visualiseringsprogram er et program, der viser direkte hvad ens kode gør, uden at 
der er behov for at kompilere programmet for at kunne se hvad det gør. Et eksempel 
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program er et program, hvor der er kommenteret, hvad de forskellige linjer kode gør, så 
personen der læser koden ikke skal gætte sig frem, og dermed får en hurtigere 
forståelse af programmet. Dette peger os i den retning, som programmet skal udformes. 
Vores program er en visuel kode generator (VKG), det skiller sig ud på den måde, at 
brugeren ikke behøver at skrive blok tekst før, den viser noget visuelt. 
Alle de funktioner der er adgang til i VKG er umiddelbart tilgængelige og begrænsede i 
deres omfang, for at gøre programmet let at overskue. Vi har taget udgangspunkt i de 
mest basale funktioner som at lave en trekant, firkant eller en ellipse. Med disse 
funktioner kan brugeren udfolde sig kreativt. Når brugeren af VKG har lavet det, som de 
ønsker, har programmet generet koden for dem, som de skal bruge til, at få det samme 
frem i Processing. Som Bret Victor har sagt: “Creators need an immediate connection to 
what they are creating” (Bret Victor 2012 1.55-2.00). Det der menes med det er, når en 
person sidder med et vilkårligt programmeringssprog og programmerer, så får de ikke 
noget tilbagemelding fra programmet, hvilket gør dem blinde. I modsætning til når en 
person spiller guitar er der en direkte tilbagemelding, når personen spiller på 
guitarstrengene i form af lyd eller, hvis en person maler, kan han/hun se ændringen 
med det samme. Dette vi vil opnå med vores program, så der kommer en direkte 
tilbagemelding når der programmeres. 
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VKG Komponenter 
 
Figuren er en illustration af hvordan programmet skal være opbygget. 
 
Ud fra det foregående afsnit skal basen til programmet altså være en visuel kode 
generator. Programmet skal nu også kunne håndtere nogle af de konkrete 
problemstillinger, vi fandt frem til i delspørgsmål 1. Dog er der nogle aspekter ved 
programmering, der ikke på samme måde kunne løses ved brug af sådan et program. 
Programmet som det kan ses i ovenstående skema, kan generere kode for figurerne i 
redigerings vinduet. Figurerne kan manipuleres efter brugerens ønske, samtidigt med at 
kode generatoren laver koden der svarer til placering og størrelsen af figurerne. 
 
Praktisk arbejde eller “learning by doing”, bliver der lagt stor vægt på, da det ifølge 
vores empiri er klart den bedste måde at lære på. Programmet skal derfor give brugeren 
lov til selv at programmere, eller interagere med programmet. På denne måde vil 
brugeren i ifølge vores teori skabe en dybere forståelse af opbygningen af elementerne, 
der bliver håndteret. Et aspekt der bliver lagt fokus på ved denne form for program er 
“parametre”. Dette passer specielt godt ind i vores basismodel, på grund af det visuelle 
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aspekt. Dette problemet kunne løses ved at illustrere parametrene visuelt for den 
studerende, og tillade den studerende at manipulere med programmet, således at 
parametrene ændrer sig som brugeren ønsker. Dette gør det muligt for brugeren at 
forstå hvad de forskellige parametre gør.  
Hvis der tages udgangspunkt i Processing, kunne det foregå på denne måde: 
  
Ovenstående model viser de grundlæggende nødvendige parametre for en trekant i 
programmet Processing. Det vil med vores produkt være muligt at manipulere en 
trekant (eller anden figur), som det passer brugeren, samt se disse parametre ændre 
sig i takt med manipuleringen. Dette giver ifølge vores teori den studerende en bedre 
forståelse af, hvad den del af koden gør, og måske fremskynde læringsperioden 
betydeligt, samt undgå mange fejl der bliver begået i starten af studieforløbet. Denne 
idé vil altså også tillade brugeren at arbejde, hands on, med dele af koden, som de 
finder besværligt. 
 
Der er flere problematikker denne løsning ikke håndterer såsom “error handling” og 
“pointers and references”. Vi har valgt at undlade disse problemer, da det er svært at 
inkluderer disse aspekter ved denne form for program. “Error handling” er et aspekt, der 
er yderst svært at løse, da der kan forekomme ubegribeligt mange forskellige former for 
fejl. Det gør det til en stor udfordring at lave et program, der kan håndtere disse fejl og 
komme med beskrivende feedback, der hjælper programmøren med at forstå og rette 
dem. Aspekter vi har udeladt ved vores løsning vil gennemgås i senere afsnit. 
 
VKG som læringsplatform 
I denne fase ser vi på programmet, og om det stemmer overens med Knud Illeris 
teorier. Både den transformativ læring, samt Illeris læringstrekant. Vi inddrager kort Sir 
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Ken Robinson, da han taler om kreativitet, men fokus vil stadig være på Knud Illeris 
teorier. 
 
 
Figuren ovenfor illustrerer vores tankegang ved udformningen af vores 
visualiseringsprogram. Efter at have udvalgt hvilke dimensioner vi ville fokusere på, 
fandt vi læringsteorier der understøttede dette. Transformativ læring, samt Knud Illeris 
læringstrekant giver et godt indblik i, hvordan vores værktøj har til sinde at lære 
brugeren at programmere. Ved at kigge på læringstrekanten der viser optimal læring, 
har vi Indhold, som er programmering som helhed. Det vil sige for at programmet skal 
være en del af læringstrekanten, skal der være noget real programmering i programmet. 
Dette understøtter vores program ved at vise parametre og kode for den enkelte figur. 
Dimensionen der omhandler Drivkraft, som er brugerens, eller individets egen 
motivation for at lære indholdet. Da motivationen for brugeren er individuel, og ikke 
noget vi som sådan kan gøre noget ved, vil vores produkt stile efter at gøre det nemmer 
for brugeren, eller individet at forstå indholdet og derved skabe, eller forny motivationen 
hos den enkelte bruger. 
 
I Knud Illeris læringstrekant er der tre dimensioner, og vi har nu gennemgået hvordan 
vores program arbejder med to af dem. Indhold og Drivkraft. For grundigere 
gennemgang af læringstrekant (se afsnit om Knud Illeris). Den tredje dimension er det 
som Knud Illeris kalder for Samspil. Da det er denne del af programmerings studier, der 
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er haltende, er det denne dimension, som vores værktøj går ind og afhjælper. Da 
optimal læring er et sammenspil af de tre dimensioner, vil vi skabe en dynamik mellem 
disse dimensioner. Som vi kan se på den data, som er beskrevet i delspørgsmål 1 
(Lahtinen, 2005), er der ikke dynamik mellem de tre dimensioner. Dette er med til at 
Drivkraften hos enkelte individer forsvinder, hvilket gør at Indholdet bliver sværere at 
sætte sig ind i. Dette antager vi er skyld i, at der er en høj frafaldsrate på 
programmerings uddannelser (Bilag 1).  
 
Vores mål for værktøjet er, at dette skal gå ind og virke som Samspils delen i forhold til 
læringstrekanten. Hvilket vi antager, at værktøjet vil gøre ved, at give direkte feedback 
til brugeren om hvilke parametre den pågældende figur har, og hvilke tal brugeren skal 
skrive i sit eget program for at få figuren til netop at være på det samme punkt. 
  
Endeligt produkt: En sammenfatning af hvert komponent 
Som nævnt i introduktionen af delspørgsmål 2 vil vi i dette afsnit beskrive vores færdige 
produkt som det så ud til de første iterative test. Illustrationen nedenfor viser VKG i 
aktion. Vinduet til venstre er VKG programmet, hvor brugeren eller den studerende kan 
lave sit kreative design. Vinduet der overlapper VKG til højre er brugerens egen 
Processing platform, hvor brugeren kan “copy-paste” koden der bliver skrevet i VKG.  
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     Illustration af eget program: VKG 
 
Originalt havde vi en ide om, at lave en platform hvor brugeren skulle bruge figurerne 
stillet til rådighed i venstre side af programmet til at passe med pladser, der var 
forskellige i former. Dette tænkte vi ville give brugeren en god ide om hvordan kodning 
fungerer. For at se et eksempel af vores første ide vil vi henvise til delspørgsmål 3, 
første iteration. Vi blev hurtigt enige om, at dette ikke var kreativt nok, og med 
inspiration fra Sir Ken Robinson (2013), der mener at kreativitet er en vigtig del af 
læring, lavede vi den platform som kan ses ovenfor. I stedet for at skulle få figurer til at 
passe sammen, lavede vi en form for frirum, hvor brugeren har frit lejde til at lave lige, 
hvad han/hun har lyst til. Dette viste sig også at være med til at gøre det sjovere for 
brugeren at bruge programmet, hvilket også illustreres gennem vores indledende 
testrunde. I kommende afsnit vil være demonstrere, hvordan brugeren interagerer med 
VKG, samt en teknisk beskrivelse af koden bag det. 
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Teknisk beskrivelse af VKG 
Dette afsnit vil give en grundig teknisk beskrivelse af programmet VKG, og hvordan det 
virker. Først vil vi give et overblik af koden, efterfølgende vil vi gå ned i specifikke dele 
af koden og give en redegørende beskrivelse af disse. Illustrationen nedenfor viser 
programmet og dets “faner” (klasser, objekter og arrays)     
 
 
Illustrationer af koden bag vore eget program: fra venstre til højre; programmet, Shape-fane, Draw-fane, Misc-fane 
 
Vi vil gennemgå de forskellige faner en efter en, for at give et bedre overblik over, hvad 
den enkelte fane gør. 
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Figuren er en UML over VKG 
Ovenstående skema er et UML diagram, der har til formål at vise hvilke klasser 
programmet indeholder, samt vise hvilke relationer klasserne har til hinanden. Denne 
sammenhæng illustreres ved, at de to linjer, der refererer direkte til de to klasser, har 
samme farve som den tilhørende klasse. Denne specifikke model er et klassediagram 
(Tutorialspoint, ingen dato), som er den mest populære udgave. Det ses at variabler og 
funktioner bliver redegjort for i denne model. 
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Første fane: ScriptSimple 
Første fane er det, vi kalder for “Set-up” og er hvor stort set, alle variabler bliver samlet. 
I denne fane bestemmer vi størrelsen på programmet, samt hvordan programmet skal 
se ud, rent visuelt. 
 
Screenshot af Globale variabler 
 
Her illustreres de globale variabler som vi har oprettet til programmet, disse variabler vil 
blive defineret og forklaret efterfølgende igennem dette afsnit. 
 
Screenshot af Setup i VGK 
bg_projekt.jpg og bg_hus.jpg er de billeder der brugt som baggrund. De er opbevaret i 
et array, så brugeren let kan skifte imellem dem, ved at ændre på én variabel. Size er, 
som illustreret via screenshot af koden er sat ved “w” for bredde og “h” for højde. Disse 
to variabler er sat til en opløsning på 1000x600. Dette kan ses “w” og “h” er defineret 
ved vores globale variabler. “w” = 1000 og “h” = 600. Som det kan ses ved f = 
createFont, henter vi en tekst font “Arial” med størrelsen punkt 16 og kode sætningen 
nedenunder skalerer punktet til 21.  Sætningerne der starter med “rect”(rektangel) 
definerer fire rektangler, som bruges til at teste om brugeren har trykket på dem med 
musen. Rektanglerne er instanser er Java’s Rectangle objekt. 
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     Screenshot af mousePressed 
Her bliver de nye figurer oprettet. “mousePressed ()” funktionen bliver kaldt, når en knap 
på musen bliver trykket ned. Her bliver sætningerne med “rect” brugt til, at finde ud af 
om musen hviler over en af knapperne i programmet. Det gøres ved hjælp af Rectangle 
objektets contains funktion, som returnerer true hvis punktet, her defineres at mouseX 
og mouseY, er inden for firkanten (fyld). 
 
 
    Screenshot af keyPressed : DELETE og ENTER 
 
Ovenstående illustrationer viser, hvordan vores program integrerer keyPressed i form af 
to keys. ENTER og DELETE. De to keys har hver deres funktion. Som det kan ses ved 
koden, der definerer DELETE kan det ses at ved at trykke DELETE knappen på 
brugerens tastatur, vil brugeren kunne slette den markerede figur, som brugeren har 
trukket ind på brugerfladen. Det andet screenshot illustrerer keyPressed ENTER. Ved at 
brugeren trykker på ENTER, vil brugeren have mulighed for, at kopiere den kode, som 
brugeren har genereret via VKG ind i sit Processing. “Toolkit” er importeret fra Javas 
bibliotek, og det bliver brugt til at hente den udklipsholder, der er korrekt i forhold til det 
styresystem programmet køres på. 
Dette gør det muligt at gemme koden i udklipsholderen. 
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Anden fane: Shape 
I fane nummer to har vi oprettet en “Shape” klasse, samt en 
konstruktør af samme navn. public Shape(int type) er den klasse, 
der giver figurerne, deres placering, farve og form. Dette gør den 
ved at, definere X og Y koordinater som variabler. if-sætningen er 
bindende til den nye figur, der bliver lavet. Hvis denne figur bliver 
lavet med new Shape(2) gælder if-sætningen og vertexCount er 
derfor lig med 3, hvilket betyder at koden skal finde tre X- og tre Y- 
koordinater. Dette gør at new Shape(2) vil være en trekant, da den 
har tre punkter. Sætningen der er konstrueret, som en else-
sætningen fungere således, at hvis new Shape() ikke defineres 
med (2) skal koden genererer to X-og Y koordinater i stedet for tre. 
Her er det altså muligt at fortælle programmet, hvilken form for 
Shape brugeren har brug for. Shape-klassen er forbundet med 
kode afsnittet i første fane mousePressed, hvor vi får forklarede at 
denne definerede rektangler, som brugeren kunne trykke på for at 
genererer figurer. Det kan ses ved illustrationen af koden. Ved 
“screenshot af mousePressed” har hvert rektangel en new Shape(), 
som sender og henter data fra shape-klassen.    
 
Til sidst i konstruktøren definerer den, så hvilke farver figuren skal have med 
this.setFillColor(255); og this.setStrokeColor(0);  this.setFillColor(255); gør så fyld 
farven er hvid. this.setStrokeColor(0); gør så kant farven er sort. Det funktionerne gør er 
at lave en farve hvor de røde, grønne og blå komponenter alle er sat til samme tal. 
Denne farve bliver så henholdsvis husket med variablerne this.fillColor og 
this.strokeColor. 
Til allersidst bliver type argumentet gemt i this.type variablen, så figuren kan huske, 
hvilken type den selv er. 
Screenshot af public shape     
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På billedet ses draw funktionen som shape klassen definerer. Det skal bemærkes at 
denne funktion, IKKE bliver kaldt automatisk af Processing. Det er kun den globale 
funktion draw(), som der gør det. public void draw bruger de X- og Y koordinater, samt 
den gemte data i this.type, som bliver givet i Shape-klassen. draw funktionen bruger så 
disse data og koordinater til at tegne figurerne. Den kodesætning der definerer hvilken, 
af de tre forskellige figurer der optræder i programmet, er den sætning der starter med 
case. Her bliver der igen hentet data fra første fane ved mousePressed som sætter type 
argumentet i new Shape()  til enten at være 0, 1 eller 2. Denne data bliver kørt igennem 
konstruktøren public shape og gemt til brug i public void draw. På denne måde ved 
programmet, hvilken figur den skal tegne samt dens tilhørende X- og Y- koordinater.  
    
 
 
Illustrationen ovenfor viser en funktion, det har til formål at finde ud af om X- og Y 
koordinatet er inden for tre pixels af figurens kant. Figurens kant er i dette tilfælde 
kanten af den mindste firkant der dækker figuren, og samtidig har kanter der er 
parallelle med enten X- eller Y-aksen. Denne firkant bliver defineret ved hjælp af fire 
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variabler, x1, x2, y1 og y2. x1 er den mindste af figurens x-koordinater og x1 er det 
største af dem. Samme med y1 og y2, bare med y-koordinatet. Dette vil give os to 
punkter (x1, y1), som er firkantens øverste venstre hjørne, og (x2, y2), som er det 
nederste højre hjørne. 
w og h bliver sat som tomme tekststrenge. Senere i funktionen vil de blive ændret, hvis 
punktet (x, y) er i nærheden af en kant. w bliver sat til “r”, hvis punktet er ved den højre 
kant og “l”, hvis det er ved den venstre kant. ”h” virker på samme måde, med “t” for 
toppen og “b” for bunden, også kendt som henholdsvis den øverste og nederste kant. 
 
 
 
Dette stykke kode hænger sammen med koden ovenfor, og dens funktion er at skifte 
brugerens markør ud med en anden markør, når musen bliver holdt hen over figurens 
kant. Dette er med til at illustrere, at brugeren kan trække i den bounding box, som 
dannes uden om figuren, så selve figuren kan manipuleres. Dette lader sig gøre ved 
hjælp af cursorIndex, som er en variable det senere i koden bliver defineret. Ved 
cursorIndex = 4 fortæller sætningen, at markøren skifter til det index, der er valgt ved 
(4). For at programmet skal finde ud af, hvilken af kanterne markøren svæver over, 
bliver der i kodeafsnitte, der leder op til dette udkast genereret de bogstaver, som kan 
ses i sætningen (“lb”.equals(kant)). “lb” Er udledt af w og h. Ved længere udregninger 
(bilag 4) bliver henholdsvis w og h tildelt forskellige bogstaver alt afhængige af hvilken 
kant, der er tale om. I dette tilfælde bliver w til l og h bliver til b.  
 
Ovenstående figur illustrerer en del af den kode, som har til formål at gøre det muligt, for 
brugeren at manipulere figurerne efter behov.  
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Den finder det punkt, der er tættest på den kant, brugeren har taget fat i, og sætter dets x-
koordinat til at være det samme, som funktionens x argument. I dette program er det altid 
mouseX, musens x-koordinat. Nedenstående figur illustrerer nøjagtigt det samme, men 
forbeholdt Y-koordinaterne. 
 
 
 
Tredje fane: Draw 
Tredje fane er programmets draw loop.  Fanen fungere som en form for opdatering, 
hvor den opdaterer baggrund, figurer, tekst og andet for hvert ”framecount”. 
 
 
 
 
Koden ovenfor illustrerer, hvordan programmet manipulerer figurerne. Koden viser ved 
sætningen Elo.setVertex(punkt,mouseX, mouseY) trekant figuren, og sammen med 
sætningen else if sætningen har de til formål, at vise hvilke regler der gælder for 
manipulation af en trekant. Dette gør koden ved, at punkt-variablen har en værdi 
mellem -1 og 2. Hvis værdien er -1 betyder det, at der ikke er blevet trykket på nogle af 
trekantens hjørner, eller at figuren ikke er en trekant, ellers gives indekset af det hjørne, 
der er blevet trykket på. Hvis værdien ikke stemmer overens, så det er kanten, brugeren 
har fat i, vil brugeren kun flytte rundt på trekanten. 
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I dette kodestykke itererer programmet over listen af figurer som er blevet lavet af 
brugeren. Først så tegner programmet figuren og så hjælper det brugeren med at se 
hvilken figur brugeren har markeret. Dette gør koden ved at lave en grå bounding box 
rundt om markeret figur. Det er denne boks der samtidig giver brugeren de kanter som 
kan manipuleres. Dette gøres ved, først at tegne figuren med El[i].draw() funktionen. 
Derefter hvis valgt variablen er sand(true), hvilket betyder at der er en figur der er valgt, 
sammenligner den Elo, som er en reference til den valgte figur, med El[i], som er den 
figur der netop blev tegnet, og hvis de er ens så er det denne figur der er markeret.Ved 
Elo.atEdge(mouseX,mouseY,true) tegner programmet små firkanter omkring den kant 
markøren svæver over. Dette gør det muligt for brugeren af se hvilken kant han/hun er 
ved at manipulere. Ved en trekant tegner programmet små cirkler om trekantens tre 
punkter. 
 
 
I dette udsnit af programmets kode bliver musemarkørens ikon ændret til et der passer 
bedre, f.eks. en pil når musen er over en kant, ved brug af cursor() funktionen. 
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Variablen cursorIndex bliver indstillet af atEdge() funktionen. Den genererede kode 
bliver tegnet ud i højre side af skærmen. Der kan brugeren se den kode der skal til for at 
genskabe den figur som de har tegnet i programmet. Med funktionen der gør det muligt 
at “copy-paste” koden ind i brugerens eget Processing, bliver det nemmere for dem at 
forstå koden. Samtidig gør det det mere intuitivt at forstå rækkefølgen af hvilke figurer 
der skal komme før andre.    
Den sidste del af kodeafsnittet er den der får den genererede kode til at “glide” frem når 
brugeren holder musen over den. Dette gøres ved sætningen If (mouseX > codex-25) 
der fortæller programmet at når markørens X-værdi er højere end codeX, som er den 
værdi der bruges til at placere teksten og den firkant der bliver tegnet bag den, skal 
codeX sættes til en værdi der er halvvejs mellem dens nuværende værdi og den værdi 
den skal have når koden er helt fremme. Dette giver en visuelt flydende effekt. 
 
Fjerde fane: Misc 
I fjerde fane er den funktion som generer koden. Der er også funktioner der hjælper 
med at fjerne figurere når brugeren sletter dem. Den indeholder også nogle andre 
basale hjælpefunktioner som ikke vil blive gennemgået her. 
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Figuren ovenfor viser hvordan koden vælger hvilke af figurerne der skal står først i 
kodegeneratoren. Dette gør den ved at gennemgå de forskellige figurer i samme 
rækkefølge som de bliver trukket ud på overfladen brugeren har adgang til. 
Så vælger den hvilken tekststreng der skal tilføjes til output, baseret på den enkelte 
figurs type. 
Til sidst bliver den genererede tekststreng returneret. 
 
 
 
Illustreret her er koden der gør det muligt at slette et markeret element. public void 
removeShape(Shape shape) arbejder, altså sammen med den kode i fane ét som er 
illustreret tidligere i afsnittet angående første fane. Måden den gør det på, er først at 
reducerer ENu variablen med en, da det er denne variabel der holder styr på hvor 
mange figurer der er i øjeblikket. Derefter findes den figur brugeren prøver at slette og 
så overskrives dens plads i arrayet med den næste figur i arrayet. Dette gentages med 
resten af arrayet, så alle figurerne efter den slettede figur bliver flyttet en op i arrayet. Så 
tager Java’s garbage collection sig af resten. Da den slettede figur ikke længere bliver 
refereret til af nogle variabler, vil Java rydde den fra hukommelsen. 
 
Delkonklusion til delspørgsmål 2 
 
I dette delspørgsmål har vi inddraget vores empiri fra delspørgsmål 1, og bygget videre 
på Knud Illeris’ teori om indlæring, herunder anvender vi hans læringstrekant om 
optimal indlæring. Vi har ud fra delspørgsmål 1 kunne inddrage viden omkring hvilke 
redskaber der har den største effekt hos de studerende, og vi har valgt at fokusere på 
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det visuelle, samt et program der tillader de studerende at arbejde med opgaven i 
praksis. Dette valg er også taget på basis af de teoretiske muligheder inden for 
læringsteknikker, og hvordan det kan bidrage til skabelsen af nye kognitive skemaer1 
der er nødvendige hvis den studerende skal have en bedre og hurtigere indlæring. 
Desuden er der i dette afsnit blevet redegjort for andre værktøjer, der bliver taget i brug, 
heriblandt Codeacademy og Khan academy.  
 
- Læringsteori 
Målet med afsnittet omkring læringsteori var, at illustrere hvordan programmet 
opfylder Knud Illeris’ læringstrekant om optimal læring. Vi kan konkludere at 
programmet opfylder dette på grund af dens kommunikationsegenskaber, og den 
måde koden bliver formidlet på gennem det visuelle element. 
 
- Redskaber/værktøjer 
I dette afsnit redegjorde vi for eksisterende værktøjer og andre fremgangsmåder, 
der kunne benyttes for at opnå en bedre indlæring. Vi foretog et valg ud fra data, 
vi har indsamlet, samt teorier omkring indlæring, og designede et produkt der 
ifølge vores teori kunne have den største effekt. 
 
- Design af VKG 
Design af det endelige produkt blev foretaget i faser, der havde til formål at 
samle alle de aspekter, der var problematiske for de studerende. Dette blev gjort 
for at danne et overblik over produktet, og hvilke problemstillinger det potentielt 
kan løse.  
 
Kommende afsnit vil redegøre for effekten af produktet, samt en videreudvikling der 
bliver foretaget på baggrund af testpersoner inden for målgruppen. 
                                            
1 Kognitivt skema: Mentalt skema eller ramme om eksisterende viden indenfor et felt 
Gruppe 9: Scripting Simplified  29.05.2015 
Christiansen, M. Hansen, A. Hintze, C. Laursen, M. Schou, K. 
Side 71 af 168 
 
Delspørgsmål 3: I hvilket omfang afhjælper værktøjet 
problemerne? 
 
I dette afsnit vil vi se nærmere på produktet (VKG) og hvilke forbedringer der kan 
tilføjes. Dette gøres gennem en række iterationer. For hver iteration er der foretaget én, 
eller flere, test. Ændringen i VKG er lavet på baggrund af den feedback testpersonen 
har givet. Efterfølgende vil der være en diskussion hvor ændringerne af det endelige 
produkt vil diskuteres, samt en analyse af den endelige test/produkt, og hvilken form for 
feedback der givet, altså er der en positiv eller negativ holdning til programmet. Til sidst 
vil der være en konklusion på projektet og det endelige produkt. Her vil der opsamles på 
postulaterne der er givet i rapporten, samt et endeligt svar på problemformuleringen: 
“Hvordan kan der udvikles et værktøj, som kan støtte studerende, som er nye i 
programmering? ”. Desuden vil arbejdsspørgsmålene også gennemgås, og så vidt 
muligt besvares. Efterfølgende vil der være en perspektivering, som har til formål at give 
et kvalificeret gæt på en mellem- og langsigtet virkning af vores produkt. Samt redegøre 
for ting der kunne være gjort anderledes, eller andre retninger der også kunne være lagt 
fokus i dette projekt.       
 
Udvikling af VKG gennem iterativt design 
 
Den iterative model vi vil benytte i dette afsnit er illustreret ved figuren nedenfor. Den 
blev også illustreret i tidligere afsnit (Metode). 
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Ved den iterative model kan vi se at der først skal være den designfase, eller designets 
målsætninger hvilket vi har udpenslet i delspørgsmål 2. dernæst skal der foretages test 
af produktet. Dette bliver i starten gjort af venner og familier. Disse test leder 
forhåbentligt til forbedringer der kan tilføjes til programmet, og eventuelle fejl i 
programmet. Dette leder videre til iteration delen. Her vil produktet gennemgå en 
redesign face, i dette tilfælde det vi kalder for design af løsning. Efter redesignet af 
produktet har vi foretaget endnu et par test denne gang med mere fokus på 
målgruppen. Igennem den iterative model ser vi at ved flere iterationer af produktet vil vi 
skulle have en mere fokuseret målgruppe for hver test, og denne er nye studerende på 
en programmeringstung uddannelse. Vores sidste test og iteration vil derfor blive udført 
på medstuderende på RUC.  
 
Iteration 1: Koordinatsystemets opbygning 
 
De første test blev foretaget på tre testpersoner, og i forhold til den iterative model 
bestod første testgruppe af familie. Disse tre testpersoner havde på ingen måde en 
forståelse for programmering da testene blev påbegyndt, hvilket så småt rammer vores 
målgruppe. Nybegyndere inden for programmering. Testpersonerne var henholdsvis; 
mand (20, 15:00), mand (59, 33:34) og kvinde (49, 43:35). Parentes hentyder til alder 
og tid testpersonen brugte på at lave de to test. 
 
Test 
Vores første tests af VKG blev foretaget som et observationsstudie, hvor individet skulle 
tænke højt mens vedkommende skulle løse to opgaver. Opgaverne var af samme natur. 
Byg et hus. Selvom begge opgaver i princippet var den samme var formålet ved testen 
at se om VKG hjalp med at forståelse af programmering. Vi startede med at teste 
personerne med programmet, hvor de skulle tænke højt. Efterfølgende skulle hver af 
testpersonerne skitsere et hus uden hjælpemiddel; VKG. Dette gav os mulighed for at 
se, hvilke informationer vi eventuelt manglede i programmet, og hvad der kunne gøres 
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bedre. Der blev taget tid ved hver testperson. Hver testperson startede med to 
forskellige Processing platformer åben. Én til hver test.  
  
 
Figuren til venstre med VKG, til højre uden VKG 
 
Første testperson klarede begge prøver på en samlet tid 43:35 min. men startede dog 
omvendt af de andre, hvilket muligvis kan have misledende informationer. Første 
testperson var kvinde(49), og startede testen ved at skitsere et hus uden VKG som 
hjælpemiddel. Ifølge vores observationer af testpersonens fremgangsmåde viste 
individet god intuition og en logisk måde at løse problemer. Ved at have taget testen i 
forkert rækkefølge måtte testpersonen bruge meget af tiden på “trial and error” hvilket 
betyder at individet måtte teste forskellige tal i de forskellige variabler for at finde ud af 
hvordan figurerne blev påvirket. 
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Billedet ovenfor illustrere første testpersons første test. 
 
 
Billedet ovenfor illustrere første testpersons anden test, med VKG 
 
Som det kan ses ud fra de to billeder er resultatet noget anderledes mellem de to test. 
Ved første test blev der kun lavet det højst nødvendige for at illustrerer et hus. Dette 
skyldes testpersonens mangel på kendskab til programmering. Modsat blev der taget 
flere figurer i brug ved testen hvor testpersonen måtte bruge VKG. Dette skyldes at 
personen havde frie tøjler til at manipulere de figurer som var tilgængelige. Det fremgår 
af illustrationerne at koden genereret ved hjælp af VKG indeholder langt mere vilkårlige 
tal end ved testen uden VKG. Dette skyldes at testpersonen i første omgang gik ud fra 
en matematisk tankegang, hvor runde tal er langt nemmere at arbejde med. Dette var 
ikke tilfældet ved testen af VKG, hvor i stedet for at tænke over at alle linjer er rette, så 
har testpersonen bare tegnet et hus og derefter kopieret koden ind i Processing. 
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Testpersonen påpegede dette under testen og kunne hurtigt regne ud at hvis personen 
rettede koden til i sit eget Processing ville samtlige linjer flugte.  
 
Under testen var der elementer ved VKG, der skabte testpersonen frustration. Dette 
skyldtes hovedsageligt at programmet kan have svært ved at skelne mellem hvilken 
figur der bliver markeret og hvilken figur der skal manipuleres. Eksempelvis kunne 
programmet på daværende tidspunkt ikke manipulere størrelsen og form på en cirkel 
hvis denne cirkel ligger over, enten en trekant eller en firkant.  
 
Alle ovenstående forbedringer til programmet er elementer der kunne gøre oplevelsen 
bedre for brugeren, men vi fandt at der var et større problem vi var nødt til at tage hånd 
om først. Dette var et problem der gik igen hos alle tre testpersoner, og skabte stor 
frustration. Problemet som vi endte med at iterere på efter første test var, hvordan vi 
kunne gøre det nemmere for brugeren at forstå programmerings vinduets 
koordinatsystem. Som illustreret nedenfor var det et problem på grund af den 
eksisterende viden angående hvordan et koordinatsystem fungerer. Testperson 
nummer to var mand(20). Tid brugt på test: 15:00 min.  
 
 
Billede af anden testpersons test uden VKG.  
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    Billede af anden testpersons test med VKG 
 
Som det tydeligt fremgår af illustrationerne var der ingen problemer ved brug af VKG, 
hvilket er klart da programmet genererer koden som den ser den tegnet. Vi kan til 
gengæld se at igen bliver kun de højst nødvendige figurer brugt ved testen uden VKG, 
og ved testen med VKG tør testpersonerne at være mere kreative og prøve flere 
forskellige ting. Testpersonen rettede op sit hus i testen uden VKG, og regnede det kun 
ud, indrømmede personen fordi han havde lavet testen med VKG før han havde lavet 
testen uden. Dette problem var som sagt et problem, som skabte frustration og trak 
tiden ud for alle tre testpersoner og det belyser perfekt hvordan Knud Illeris læringsteori 
om transformativ læring bliver brugt af programmet.  
 
Teorien omkring transformativ læring bliver brugt i vores design del af værktøjet. Som 
beskrevet i afsnittet angående Knud Illeris’ teorier er transformativ læring opdatering af 
eksisterende skemaer. Dette betyder at for at lære noget nyt skal individet enten bygge 
på eksisterende viden eller formatere nye skemaer. Som eksemplet ovenfor belyser, er 
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der her tale om eksisterende matematiske 
skemaer. Specifikt matematiske skemaer der 
omhandler koordinatsystemer. 
Som det kan ses til højre er den eksisterende viden 
angående et koordinatsystem, at det har to akser, 
en X-akse og en Y-akse. De har en retning, hvor de 
går fra negativt til positivt. X-aksen går fra venstre 
mode højre og Y-aksen går nedefra og op. 
Ydermere er er dette delt op i fire kvadranter, 
øverst til højre hvor både X og Y er positive (+X, 
+Y), øverst til venstre hvor X er negativ og Y positiv 
(-X, +Y), nederst til venstre hvor både X og Y er negative (-X, -Y) og nederst til højre 
hvor X er positiv og Y negativ (+X, -Y). Dette er den eksisterende matematiske 
forståelse af et koordinatsystem, og det er denne forståelse der er i det matematiske 
skema ifølge transformativ læring. Ved programmering laves der om på reglerne, og 
dette er essentielt at forstå for brugeren, der vil lære programmering. Ved 
programmering bruges det første kvadrant (+X, +Y), men Y-aksen er vendt på hovedet. 
Det vil sige, at i stedet for at skulle ses som at gå op af Y-aksen skal brugeren se det 
som at gå ned af Y-aksen. Dette kan skabe forvirring blandt nye programmører da det 
strider mod den eksisterende viden. Det er her nye programmører vil have problemer i 
starten som det også kan ses ud fra vores tests. 
 
Dette er en del af den transformativ læring. Individet bliver nødt til at danne sig et nyt 
skema der hedder “programmering” hvor koordinaterne egner sig til Processing. Her er 
det et nyt skema, og ikke en revidering af et eksisterende skema der er brug for. Den 
eksisterende viden angående koordinatsystemer skal ikke erstattes i det matematiske 
skema, men dannes på ny som ny viden i et nyt skema med den eksisterende viden 
som reference. 
 
Vi kan konkludere ud fra observationerne af de tre testpersoner, at de arbejder hurtigere 
med VKG end uden, og at de finder det nemmere at programmere med VKG. Dette 
(Webmatematik, ingen dato) 
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konkluderer vi ud fra overskud og kreativitet i de test hvor testpersonerne har haft 
rådighed over VKG. Samtidig konkluderer vi ud fra observationer og måden 
testpersonerne arbejder på, at VKG gav testpersonerne forståelse for programmering. 
Det er dog klart at programmet ikke virker optimalt og stadig har nogle elementer der 
kunne gøres bedre og det er derfor nødvendigt at gå igennem flere iterationer og 
redesign. Dette vil fremgå af designdelen og de næste iterationer løbende igennem 
vores iterative forløb.      
Design 
I design delen af den første iteration vil vi gennemgå hvordan vi, i programmets kode 
har formået at løse dette problem og derved forhåbentligt gøre det nemmere og 
hurtigere at bruge programmet. 
Koden der er fremhævet nedenfor er det stykke kode som nu gør det muligt for 
brugeren hurtigt at forstå X og Y værdierne i et programmerings koordinatsystem. 
 
 
  Screenshot af VKG’s kode der repræsenterer X- og Y-akserne med farvede pile. 
 
Ved hjælp af dette kode afsnit bliver VKG i stand til at fortælle, samt at illustrere X- og Y 
koordinat systemet for brugeren. Dette gør koden ved at tegne et gitter, på hele 
brugerfladen med numerisk intervaller på tyve. Dette gitter er tegnet på forhånd i et 
tegneprogram og indlæst som et billede. Dette vil brugeren kunne se ved at det første 
gitter bliver givet den numeriske værdi tyve og dette er lig med hvor mange pixels ud fra 
nulpunktet på enten X eller Y aksen. Fem felter længere henne vil der stå hundrede 
osv. Vi har tilpasset gitteret så det kun er gældende for den brugerflade som brugeren 
kommer til at arbejde på. Det vil sige at knapperne i venstre side af vinduet ikke bliver 
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overlappet af gitteret. Gitteret vil derfor starte sit nulpunkt længere inde end normalt, 
men dette gør at når brugeren sender den genererede kode over i sit eget Processing 
dokument vil det passe med de rigtige numeriske værdier, som brugeren har plottet ind i 
figurernes variabler. Derved vil huset ikke blive forskudt. 
 
Gitteret bliver forskudt ved at koordinaterne i dets øverste venstre hjørne bliver trukket 
fra koordinater til figurerne i den genererede kode. 
 
 
VKG efter redesign fasen:  
 
Iteration 2: Farvevælger i VKG 
 
Testen af den anden iteration bestod af to HumTek-studerende, Mand (21, 2:00) og 
mand (23, 6:00). Parentes efter alder og tid i minutter brugt på test. Anden testrunde af 
vores produkt blev meget kort og hurtig. 
Test 
Testrunde to blev foretaget af to personer som begge benyttede VKG til at skitsere et 
hus i Processing. Dette blev gjort ved at de begge skulle sidde hver for sig, med 
henholdsvis en observatør til hver testperson. Der blev taget tid på hver enkelt for at se, 
hvor hurtigt de begge fik overblik over programmet og dets funktioner. 
 
Observationer af anden testrunde fortalte os at forbedringerne implementeret i 
programmet hjalp angående X- og Y Koordinater.  
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Individerne, der testede VKG havde en unfair fordel i forhold til testens parametre da 
personerne ikke var novicer inden for programmering. Dette kan give skævheder i 
forhold til at sammenligne resultater mellem de forskellige iterationer. Vi har derfor valgt 
ikke at sammenligne iteration et med iteration to, men i stedet valgt at fokusere på 
hvilke nye elementer vi kunne implementere i VKG for at gøre det sjovere og mere 
varieret  
 
Design 
Designdelen efter anden iteration vil handle om farve implementering i programmet så 
det er muligt for brugeren at farvelægge sin skitse af sit hus. Dette vil samtidig blive vist 
i kode generatoren og derved implementere vi et ekstra lag i vores program. Det at 
implementere farver vil forhåbentligt samtidig give brugeren en forståelse af rækkefølge 
for ikke at nævne hvordan farver fungerer i Processing.   
 
 
     Screenshot af udsnit af color og farvepaletten i VKG 
 
For at lave implementeringen af farve i VKG blev vi nødt til først at definere de farver 
som skulle kunne anvendes af brugeren i VKG. Dette blev gjort ved koden ovenfor, hvor 
koden viser forskellige farver der bliver sat i rækkefølge af programmet. Illustrationen 
viser kun et lille udsnit af de samlede farver VKG har. Efterfølgende skulle der laves 
funktioner der tager farverne i brug og dette er illustreret i nedenstående screenshot.  
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I dette udsnit af VKG’s kode anvender vi colors i en kapacitet, der gør det muligt for 
brugeren at skifte farve på de forskellige figurer. Her viser koden hvordan brugeren 
vælger den farve han/hun skal bruge. Den viste kode blev tilføjet til mousePressed 
funktionen for at finde ud af om brugeren har trykket på en af farvevælgerne, hvilket er 
de to nederste firkanter set på figuren til venstre. Hvis de har så findes ud af hvilken 
farve de har trykket på i palette vinduet der kommer frem. Det vil sige at når 
museknappen bliver trykket ned når markøren er hen over en af farvevælgerne vil 
farvepaletten dukke op med de forskellige farver som vi definerede i det stykke kode 
som blev illustreret i første screenshot.  Den farve de har trykket på i paletten bliver så 
brugt som henholdsvis fyldfarve eller kantfarve. Hvis de ikke 
trykker inden for farve paletten, så forsvinder den igen. Til 
sidst i koden undersøges der om der er blevet trykket på en 
af de tre knapper i denne farvevalgs kontekst. Knapperne er 
de tre firkanter der kan ses på figur x.3. De dukker op i koden 
som rectCol0, rectCol1, rectCol2. De er i samme rækkefølge 
som panelerne i en tegneserie. 
 
Efterfølgende kode viser hvordan vi har fået VKG til at give brugeren lov til at trække 
den farve brugeren vælger over på den figur som skal have den pågældende farve. 
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Koden dukker op i mouseReleased() funktionen, som aktiveres når en museknap er 
blevet sluppet. 
 
Hvis paint variablen er sand, hvilket den vil være hvis museknappen først blev trykket 
ned over den rectCol0, se figur ovenfor, så bliver alle figurerne gået igennem og dem 
der er under musen vil få den valgte farve. Til sidst bliver paint sat til falsk så figurerne 
ikke skifter farve hver gang de klikkes på. 
Det færdige redesign kom til at se således ud. Illustration af VKG nedenfor.  
 
 
Iteration 3: Redesign af Kodegenerator og Knapper 
 
Vores test til den tredje iteration blev foretaget af 7 personer (i alderen 21 til 25), som 
studerer på andet semester på RUC. 
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Test 
I testrunde tre blev testpersonerne bedt om at tegne et hus med VKG og samtidigt 
tænke højt, som ved de andre foregående tests. Under testen blev der holdt særligt øje 
med de problemer testpersonerne støde ind i, samt de kommentarer de havde til VKG. 
Testene bliver holdt på samme måde for nemmere at kunne sammenligne testene og 
derved få resultater der er relevante for vores design og redesign. Men da tredje 
testrunde kun er foretaget med VKG og ikke har en placebo gruppe kan det have 
problemer ved sammenligning af resultater. 
 
Testpersonerne brugte hver især gennemsnitligt 5-6 min. på at skitsere et hus i VKG. 
Denne gang med de redesign som iterationerne har gjort klart for os var nødvendige for 
VKG for at virke optimalt. 
 
Vi kunne se tydelige forbedringer ved VKG og en betydeligt stigning i testpersonerne 
kreativitet, for ikke at nævne nogle uforudsete positive træk ved de designs vi har 
implementeret i VKG. Testrunde tre gav os samtidig nogle klare mangler i VKG som 
kunne forbedre brugerens brug af VKG. 
 
Først de positive forbedringer. Vi kan se på illustrationerne nedenfor at VKG udfolder 
brugerens kreativitet, samt giver brugeren mere blod på tanden til, ikke blot at skitsere 
fire vægge samt et tag, men at lave flere detaljer på skitsen. 
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Ved illustrationerne kan det tydeligt ses at implementeringen af farver har haft en positiv 
effekt for hver enkelt af testpersonerne, og som i første testrunde kan vi se at der bliver 
taget flere friheder ved brugen af VKG. En af de uforudsete forbedringer vi observerede 
ved tredje testrunde var at skitserne blev mere lige end ved første testrunde. Dette var 
et ønske fremsat af testpersonerne i første testrunde og uden at have gået i dybden 
med en løsning fandt vi at gitteret der fortæller brugeren X- og Y koordinaterne samtidig 
giver brugeren retningslinjer som brugeren kan bruge til at gøre sine figurer parallelle 
med hinanden. 
 
Selvom der var en del positiv feedback ved vores nye iterationer, så vi også at der 
stadig var mangler ved VKG. Hovedsageligt så vi ved observationer af testpersonerne 
at menuen med den skrevne kode ikke blev brugt, og dette skyldes hovedsageligt at 
den er gemt væk i højre side af programmet. Andre små mangler ved programmet var 
af både en designmæssig årsag og en mangel på fundamentale genveje som er blevet 
almindelige for folk, der har med software at gøre.  
 
For det første observerede vi at figuren, der illustrerede “color()” ikke var intuitiv nok til 
at brugeren kunne se at denne ikke var en figur i sig selv, men en farve regulering. 
Dette skyldes at knappen rent æstetisk lignede de andre knapper, der repræsenterer de 
forskellige figurer tilgængelige for brugeren. Dette var et problem vi blev enige om skulle 
rettes op på, så det blev klart for brugeren at ved at trykke på knappen kunne brugeren 
vælge farve.  
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Der var andre problemer relateret med implementeringen af farverne som vi ikke havde 
forudset. Primært, at hvis brugeren valgte at farve sit hus sort forsvandt tallene på 
figuren og brugeren kunne derfor ikke se hvilken figur der var farvet. Dette gav os også 
indblik i at vi i vores kode generator ikke har nummerering på figurerne, hvilket vi fandt 
ville skabe forvirring blandt brugere af VKG.  
 
Ifølge vores observationer viste det sig at ved kommandoen Ctrl-Z er blevet en 
almindelig, næsten dagligdags forståelse af fortryd, og da vores program ikke har denne 
funktion skabte det stor frustration blandt testpersonerne, at de ikke kunne fortryde 
deres handlinger. Denne funktion er så integreret i de fleste almene brugte software at 
det er næsten er nødvendigt for os at implementere sådan en funktion i vores program. 
 
Til sidst fandt vi at kode generatoren ikke blev brugt af testpersonerne. Dette kan 
skyldes to ting. Et at det ikke var intuitivt nok for brugeren at skulle trække generatoren 
ind fra højre. En anden grund kan skyldes at testpersonerne i tredje testrunde ikke 
havde brug for koden da de ikke skitserede et hus uden hjælp af VKG.  
 
Til vores designfase af tredje iteration, vil vi redesigne knappen, der gør det muligt at 
farve de forskellige figurer. Vi vil gøre at kodegeneratoren altid er fremme så det ikke 
længere er et valg for brugeren at skulle trække den ind fra højre. Dette vil samtidig give 
brugeren live feedback for manipulation af valgte figurer.  
  
Design 
Som beskrevet i ovenstående afsnit vil designfasen til tredje iteration hovedsageligt 
fokusere på kodegeneratoren samt at redesigne farveknappen. 
 
Først of fremmest vil vi se på redesign af farveknappen, Dette gør vi fordi det 
umiddelbart var det nemmeste at lave om. Dette blev gjort ved, rent grafisk at lave et 
nyt billede til at repræsentere farveknappen. I stedet for at knappen ligner en af 
figurernes knapper, er det nu gjort helt klart at denne knap har med farve at gøre. 
Gruppe 9: Scripting Simplified  29.05.2015 
Christiansen, M. Hansen, A. Hintze, C. Laursen, M. Schou, K. 
Side 86 af 168 
Nedenfor er tre illustrationer. Den første af farveknappen inden redesign og de to andre 
er farveknappen efter redesign.  
 
 
Det gamle design 
 
Det nye design 
 
Paletten er stadig den samme. 
 
 
Ved at have redesignet knappen til at vise en malerbøtte skulle der ikke længere være 
nogen tvivl om hvad denne knap gør. Et malerbøtte ikon er blevet en form for almen 
viden blandt computerbrugere. 
 
Det nye spand-ikon er et billede af .svg format, også kendt som scaleable vector 
graphic. Dette gør det blandt andet muligt at skalere spanden til en hvilken som helst 
størrelse uden at den bliver Pixeleret, men mere vigtigt bliver det muligt at ændre 
farverne på spanden i gennem Processing. Dette kan ses ved at malingen der løber ud 
af spanden skifter farve til den farve brugeren har valgt. 
 
 
Her ses koden, hvor malerbøtte figuren indlæses, shBucket, og maling del af figuren 
blev hentet separat ud til en anden figur, ved hjælp af et navn vi gav den. ”paintthing”. 
disableStyle() gør så farverne valgt med fill og stroke bliver brugt i stedet for de farver 
der blev brugt som standard i programmet. 
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Det næste vi valgte at fokuserer på i tredje designfase var at få kodegeneratoren til at 
være permanent fremme. Dette var forholdsvist simpelt da kodegeneratoren allerede 
var lavet og derfor har et fikspunkt i programmet. Det vi gjorde var at udvide VKG’s size. 
 
 
Iteration 4: Endelig Test, Studerendes Indtryk af Programmet 
 
Fjerde iteration vil samtidig være sidste iteration for denne rapport, og i dette afsnit vil vi 
gennemgå de sidste test vi har foretaget. Til sidst vil vi redegøre for eventuelle 
fremtidige iterationer og udviklinger af design.   
 
Test 
Fjerde og sidste testgruppe bestod af 9 RUC studerende på forskellige niveauer af 
programmering, men alle fra samme semester. De blev delt op i to grupper. En gruppe 
til at udføre opgaven om at skitserer et hus i Processing med VKG. Den anden gruppe 
skulle udføre samme opgave, men uden hjælp af VKG. Vi har derfor lavet observationer 
af testpersonerne mens de har lavet opgaven, og vi har taget tid på hver enkelt 
testperson for senere at kunne sammenligne de to testgrupper. Sammenligningen er for 
at kunne se om brugen af VKG giver en hurtigere forståelse af programmering, samt om 
der er en forskel ved at bruge programmet i forhold til ikke at bruge det.  
 
Vi fandt dog hurtigt ud af, at tage tid på testpersonerne ikke var relevant ud fra den 
måde hvorpå vores test udfoldede sig. Det vil sige, at der var enkelte personer med 
store afvigelser i tid i forhold til andre, og gennem vores observationer var det ikke 
hundrede procent klart om det var grundet, at personen ikke kunne lave opgaven eller 
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om individet bare brugte mere tid på at sætte ekstra ting ind ved siden af huset, som 
f.eks. en gylletank eller en flagstang. Dette stemmer overens med vores tidligere test, 
hvor vi observerede at testpersonerne var mere kreative i VKG, end uden 
hjælpeprogrammet. En anden grund til at vi ikke brugte de tider vi registrerede på 
testpersonerne, grundede samtidig i at testpersonerne var på forskellige niveauer af 
programmering og at dette havde indflydelse på hvor længe testpersonen var om at 
skitsere et hus i Processing.  Da tiden derfor har store sving, har vi ment at tiden ikke 
var relevant og har i stedet fokuseret mere på de observationer vi har foretaget, samt 
testpersonernes egne kommentarer. Dette bliver gjort ud fra deres endelige resultat af 
opgaven.  
 
Som nævnt tidligere, blev testpersonerne delt op i to grupper. Vi vil starte med at 
fokusere på den gruppe, der ikke skulle bruge VKG til at skitsere et hus, da denne 
gruppe havde nogle af de mere interessante resultater. Ud fra vores observationer og 
testpersonernes kommentarer så vi at de fleste, der ikke skulle bruge VKG i opgaven 
havde en god forståelse for programmering i forvejen, hvilket gjorde at de ikke havde de 
store problemer med at lave opgaven.  Vi fandt dog at to af testpersoner som, selvom at 
have haft kreativ programmering som workshop i deres første semester ikke havde en 
ide om, hvordan de skulle løse opgaven. Disse testpersoner fik derfor lov til at skitsere 
deres hus i VKG først og derefter skitsere et hus i Processing uden VKG. Efter at havde 
leget lidt med VKG og skitseret et hus hvor de kunne se koden opdaterer sig selv i 
“Real time” begyndte de så småt at huske hvordan programmering i Processing 
fungerer. Samtlige testpersoner løste opgaven, og ud fra de to der fik lov til at bruge 
VKG til først at skitsere kan vi se at vores program har en positiv indflydelse på at lære 
og forstå programmering.  
 
Anden testgruppe havde til opgave at skitsere et hus med hjælp af VKG. De 
observationer og kommentarer vi erhvervede os via testgruppe nummer to gav os ikke 
meget ny viden i forhold til hvordan VKG fungere. Det der var mest relevant ved denne 
gruppe var den positive feedback angående programmet som helhed. Igen kan vi se at 
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programmet udfolder den kreative side hos brugeren og at det giver en god forståelse af 
parametre.  
 
Det eneste vi observerede der var et problem, var et problem for samtlige testpersoner. 
Dette problem har fortsat været parametrene i trekanten og hvordan de fungere. Her er 
det at vi igen trækker Knud Illeris transformativ læring ind over vores program. Det er 
igen en forståelse for matematisk viden der er nødvendigt at opdatere. Ved en trekant 
har vi seks parametre som er nødvendigt for at forstå hvordan en trekant i Processing 
fungerer. Ved en trekant skal brugeren angive tre punkter og dette gøres ved X og Y.  
 
Her er det derfor nødvendigt for brugeren at have en forståelse for geometri, da 
brugeren bliver nødt til at igen at opdatere sine mentale rammer eller skemaer der 
bruges i samarbejde med programmering.  
De testpersoner, der havde ekstra svært ved at lave en trekant i Processing må derfor 
ikke have den eksisterende viden eller de kan have svært ved at få adgang til deres 
matematisk skema. 
 
Ud over sværhedsgraden ved trekanter i Processing fik vi positiv feedback. Samtlige 
testpersoner igennem vores 4 iterationer har kunne se VKG som et hjælpeprogram der 
ville give en bedre forståelse for parametre inden for programmering i Processing. De 
ser samtidig at programmet kan blive brugt i en forlængelse af undervisning, hvor 
brugeren kan have det åbent ved siden af sit eget Processing og derved bruge VKG 
som en afprøvningsplatform så de ikke længerer skal tage brug af “trial and error” 
metoden. 
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Delkonklusion til Delspørgsmål 3 
 
Gennem iterationerne i dette delspørgsmål kom vi frem til et endeligt design af VKG. 
Der blev lavet flere rettelser: 
 
- Hjælpemiddel til forståelse af Processings koordinatsystem 
Den første test der blev foretaget, viste at flere af testpersonerne havde 
problemer ved at forstå Processings koordinatsystem. Dette er grundet den 
anderledes opbygning, fra det koordinatsystem de fleste mennesker har i deres 
mentale skema. 
 
- Farvevælger til VKG 
Anden test fortalte os, at de studerende gerne ville have muligheden for at skifte 
farve på figurerne de oprettede i programmet. Dette kan også bidrage til at VKG 
dækker et større område, altså den kan lære de studerende mere, her er der 
selvfølgelig tale om  
farve funktioner i Processing. 
 
- Ændring af kodegenerator og redesign af knapper 
I denne test fandt vi frem til, at de studerende gerne vil se ændringen af koden, 
samtidigt med at de manipulerer figurerne. Dette gør det lettere for de 
studerende at se hvad de enkelte elementer i koden gør. 
 
- Endelig test 
Den endelige test blev foretaget for at undersøge de studerende indtryk af 
programmet. Vi fandt frem til at redskabet var nyttigt. Denne konklusion blev 
taget på baggrund af feedback fra testpersonerne. Desuden var to testpersoner 
ude af stand til at gennemføre opgaven uden hjælpemidlet, men efter de 
benyttede VKG, kunne de gennemføre forholdsvist hurtigt. 
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I kommende afsnit vil vi kommentere på eventuelle forbedringer, som kan foretages hvis 
VKG bliver videreudviklet. Desuden vil vi konkludere på projektet som helhed 
 
Videreudvikling  
 
I dette afsnit vil vi hurtigt skitsere nogle fremtidig udviklinger og idet som vi, med ekstra 
tid kunne have implementeret i VKG.  
 
- Undo (ctrl-z): Vi har snakket om at lave en funktion i programmet, som flere af 
testpersonerne har efterlyst hvor det er muligt at fortryde sin sidste handling 
- Vi har tænkt på at implementere flere figurer end kun cirkler, trekanter og 
rektangler. 
- Vi har samtidig overvejet at hvis tiden var til det, og med “backing” at få 
programmet til ikke kun at arbejde med figurer men også at give et bredere 
læringsgrundlag i form af “if” og “else” sætninger, booleans samt hvordan 
programmering af objekter foregår i Processing. På denne måde vil VKG kunne 
bruges i en større sammenhæng og derved ikke kun relaterer sig til cirkler, 
trekanter og firkanter men hele spektret af Processing.  
 
Konklusion: Besvarelse af Problemstillinger 
 
Vi vil i kommende afsnit konkludere på problemformuleringen: 
 
Hvordan kan der udvikles et værktøj, som kan støtte studerende, som er 
nye i programmering? 
 
Dette bliver gjort gennem delspørgsmålene som har til formål trinvis at besvare dele af 
det overordnede spørgsmål.  
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Hvilke problemer har en nybegynder/studerende ved at lære programmering? 
Dette delspørgsmål blev undersøgt grundigt i første afsnit af rapporten, og vi fandt frem 
til at der var flere problemer. Et af disse problemer er den øget sværhedsgrad af 
indledende programmering. Det skyldes kompleksiteten af nye udviklingsmiljøer, hvor 
der bliver lagt stor fokus på objektorienteret programmering. Dette kan virke svært og 
uoverskueligt for en nybegynder. Ud over det objektorienteret aspekt, kan det ligeledes 
også skyldes at programmering kan langt mere nu end det kunne for bare 20 år siden, 
og at der derfor er mere end nogensinde før at lære for en nybegynder. 
Desuden har underviserne og de studerende et anderledes syn på hvilke 
problemstillinger, der har størst indflydelse og skaber de største problemer. Dette kan i 
vores mening bidrage til en mindre effektiv undervisning, da der kan bruges for lang tid 
på emner de studerende ikke har svært ved, og derved ikke have nok tid til emner, de 
studerende finder besværligt.   
 
Ud over problemstillingerne de studerende har ved indledende programmering, 
undersøgte vi også hvilke redskaber, der hjælper mest, såsom visualiseringer, 
eksempel programmer, kursusbøger osv. Ud fra denne undersøgelse fandt vi frem til at 
visualiseringer og eksempel programmer havde en positiv indvirkning for de 
studerendes indlæring.  
 
På basis af frafaldsrater fra programmerings tunge uddannelser, samt en analyse af IT-
branchen i Danmark, fandt vi frem til at mange studerende vælger at droppe ud af 
programmerings uddannelser. Det har store konsekvenser for IT-branchen, da der 
mangler uddannet IT-kyndige på arbejdsmarkedet. Dette forekommer som et resultat af 
manglende eller dårlig vejledning på uddannelserne, eller en mangel på hjælperedskab 
der kan give et større indblik bag kodningen.  
 
Hvilke visuelle redskaber kan designes til at afhjælpe disse problemstillinger? 
Ud fra data ekspliciteret i delspørgsmål 1 havde vi fundet frem til et redskab, der kunne 
hjælpe de studerende. Dette redskab skulle repræsentere kode visuelt. Formålet ved 
delspørgsmål 2, var at udarbejde det bedst mulige visuelle redskab. Dette gjorde vi ved 
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hjælp af læringsteori, da det gav os en idé om, hvordan den bedst mulige indlæring kan 
opnås. Vi benyttede hovedsageligt Knud Illeris’ teori om optimal læring (Knud Illeris, 
2013). Vi fandt frem til at en vigtig faktor inden for indlæring er, at kunne bygge videre 
på eksisterende viden. Dette kunne i vores teori skyldes, at programmerings studier har 
et højt krav til matematik, det er altså vigtigt, at programmøren har dannet sig et mentalt 
skema, med en baggrundsviden på matematik. Som slut på læringsteorien satte vi os 
som mål, at hjælpeværktøjet skulle opfylde Knud Illeris’ læringstrekant om optimal 
læring. Ifølge vores teori opfylder redskabet denne trekant, ved at kombinere indhold, 
altså forståelse og viden, med motivation, følelse og vilje. Redskabet kan gøre dette ved 
måden den formidler koden gennem det visuelle element - til dels på grund af en øget 
overskuelighed for funktionerne i Processing, da de bliver forklaret på en let og 
forståelig måde, der ifølge vores teori kan bidrage til en øget motivation hos den 
studerende. 
 
I hvilket omfang hjælper værktøjet? 
På basis af delspørgsmål 1 og 2, har vi designet et redskab, der har til formål at hjælpe 
de studerende som nybegyndere med programmerings besvær. Formålet med 
delspørgsmål 3, var at undersøge effekten af dette redskab, samt at designe løsninger 
på problemstillinger fundet gennem test og iterationer.  
 
Vi foretog 4 test med forskellige forsøgspersoner. Af de 4 test medførte 3 nye 
iterationer, da forsøgspersonerne kom med feedback til forbedringer af programmet. 
Disse forbedringer bestod af en forklaring af koordinatsystemet, der er indbygget i 
Processing, som tidligere nævnt er anderledes fra koordinatsystemet, de fleste har i 
deres mentale skema. Desuden valgte vi også at tilføje en farvevælger, dette blev gjort 
for at dække et bredere emne af Processings funktioner, samt give brugeren mulighed 
for at være mere kreativ. I sidste iteration blev der ændret på kode generatoren. Før 
var, det kun muligt at se ændringen af koden, hvis brugeren af programmet placerede 
musen til højre i vinduet eller trykkede på tasten “tab”, for at rulle kodevinduet ud. Efter 
3. iteration er kodevinduet synligt hele tiden. Det er på den måde muligt at se 
ændringen af koden “live”, og derfor også lettere at se hvilket objekt brugeren 
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manipulerer. Denne ændring er især vigtig hvis brugeren arbejder kreativt, som Bret 
Victor siger: 
 
“Creators need an immediate connection to what they are creating” 
 (Bret Victor 2012 1.55-2.00) 
 
Bret Victor mener altså at brugerne har brug for en direkte forbindelse til, hvad de laver. 
I programmerings verdenen kan dette ske, ved at koden bliver vist visuelt, mens 
brugeren skriver den, eller omvendt, som vores program gør, altså det visuelle bliver 
skabt samtidigt med koden. 
 
Efter VKG blev testet af studerende, fandt vi frem til at programmet er nyttigt når der 
skal læres standardfunktioner. Denne konklusion kom vi blandt andet frem til da flere af 
testpersonerne ikke kunne skitsere et hus uden hjælp fra programmet. Da de så 
benyttede programmet blev parametrene og funktionernes egenskab tydeliggjort, og på 
den måde kunne de færdiggøre opgaven. Desuden fik VKG positiv feedback fra 
testpersonerne, især var fokus på at det er muligt at se koden, i kodevinduet, ændre sig 
samtidigt med at figurerne bliver manipuleret. VKG kan altså have en effekt på de 
studerende som nybegyndere, og hvis programmet blev udvidet så det dækkede flere 
områder af programmeringen, ville det kunne bruges som større led i kursusforløb 
omhandlende indledende programmering.  
Som tidligere nævnt vil et nyttigt redskab til de studerende, gavne flere aktørerne 
heriblandt, staten, undervisere og selvfølgelig de studerende. Hvis VKG blev indført 
succesfuldt på uddannelsesinstitutionerne ville det være interessant at undersøge 
virkningen for disse aktører:  
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Ovenstående model som er vist tidligere i rapporten (Metodeafsnit) viser en eventuel 
virkning hos nogle af de omtalte aktører. En kortsigtet virkning af VKG er at programmet 
bliver benyttet af de studerende, dette vil også indikere at programmet er hjælpsomt, da 
de studerende ikke vil benytte programmet, hvis det ikke hjælper dem med 
programmeringen. Den mellemlange virkning kan være at brugen af programmet 
reducerer frafald hos programmerings studier, ved at gøre programmerings byrden 
mere overskuelig, der er som tidligere nævnt, et højt frafald på disse studier. En 
langsigtet virkning kan forekomme som resultat af den kortsigtet- og mellemlange 
virkning. Hvis frafaldet bliver reduceret vil det medføre flere uddannet IT-kyndige, og der 
vil derfor ikke længere være et mangel i IT-branchen. 
 
Opsummering 
 
Vi har vurderet, at der ligger et problem hos programmerings studier især i den 
indledende fase. Denne konklusion er vi til dels kommet frem til på baggrund af 
frafaldsrater, men også de studerendes egne vurderinger. Derfor har vi fundet det 
meget interessant, at udvikle et produkt, der kan løse denne problemstilling. Der findes 
allerede flere redskaber på markedet, heriblandt er der interaktive guides på nettet 
såsom Code- og Khan Academy. Vi mener dog at disse redskaber ikke hjælper nok. 
Det synes vi fordi de ikke tager hånd om mange af de problemer, de studerende synes 
er svære, især det visuelle aspekt. Vi valgte derfor at designe et produkt, der tager hånd 
om de problemstillinger de studerende finder sværest. Dette produkt(VKG) har primært 
fået god feedback, det er dog svært at bedømme hvor meget de lærer uden at indføre 
det i kurser, hvor der kan ses en virkning over længere tid. Et problem ved produktet er 
at det dækker et forholdsvist smalt område. Det kan primært hjælpe de studerende med 
at forstå parametre og standard funktioner der er indbygget i Processing, efter de 
studerende har forstået disse aspekter, vil produktet ikke længere kunne hjælpe. En 
anden konklusion omhandler udviklingsmiljøet eller selve programmet der bliver kodet i. 
Ifølge vores kilder er det vigtigt at starte med et let sprog, dette skyldes at for 
nybegyndere kan programmering virke som et uoverskueligt emne, og det er derfor 
essentielt at der bliver simplificeret så meget som muligt i starten. Dette er også 
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grunden til at produktet i dette projekt er lavet i Processing, da det bliver betragtet som 
et udviklingsmiljø der egner sig godt til nybegyndere. Vi mener at hvis programmet 
videreudvikles, så det dækker et bredere område, vil det kunne hjælpe de studerende 
gennem hele det indledende forløb. 
 
Perspektivering: Alternative Tilgange til Problemet 
 
Dette afsnit har til formål at diskutere og vurdere effekten af produktet. Der vil være en 
gennemgang af feedback fra testpersonerne samt en analyse af indikatorer, der kan 
give et syn på effekten af produktet i et samfundsmæssigt perspektiv. Desuden 
perspektiveres der omkring metodiske tilgange, der er fravalgt, samt en kort 
redegørelse for den valgte metodiske tilgang og dets indflydelse på projektet.  
Afsnittet vil også indeholde en analyse af andre redskaber, der kunne vælges for at 
opnå et lignende resultat, disse redskaber henvender sig imod primært imod “error  
handling”, da der ikke blev lagt meget fokus på dette aspekt på trods af potentialet bag 
det. 
 
Målgruppe 
Den primære målgruppe, der blev fokuseret på i udviklingen af produktet og i 
forundersøgelsen, var studerende som nybegyndere på en programmeringstung 
uddannelse. Dette blev valgt på baggrund af, at det var dér, der var den største 
efterspørgsel, blandt andet på grund af sværhedsgraden af programmerings studier. 
Mads Rosendahl sagde i vores interview med ham: 
 
 “.. som jeg har sagt på nogle kurser - programmering og indledende 
programmering bliver ikke nemmere; det bliver sværere. ” (Interview Mads 
Rosendahl, bilag 5) 
 
Denne pointe har vi tidligere diskuteret, og vi har blandt andet baseret vores målgruppe 
på hans udtalelse, samt de indikatorer vi fandt hos frafaldsraterne på studier med 
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programmering på højt plan. Mads udtalte yderligere omkring sværhedsgraden af 
indledende programmering.  
 
“.. hvis man går tilbage, sådan da jeg groft set selv skulle lære at programmere, 
for mange år siden på universitetet, så kunne vi bruge Pascal. Det var mit første 
program. Det var sådan et, der kunne læse to tal ind og skrive dem ud. Hvis jeg 
skulle skrive det samme i Java, det der program, så vil det fylde en sides penge, 
og inkludere masser af sjove objekt orienterede begreber”. (Interview Mads 
Rosendahl, bilag 5) 
 
Mads udtaler at kompleksiteten af programmerne er blevet højere, selv når der kun skal 
programmeres korte og forholdsvis simple programmer. Dette skyldes til dels på grund 
af den objektorienteret del af programmering, som har udviklet sig meget de seneste år. 
Dette kan i Mads’ mening være til stor besvær hos den studerende. Dog er der også en 
betydelig mængde unge/børn der er interesseret i programmering, og har samme 
besvær som studerende, dette blev gjort klart da vi besøgte CoderDojo på ITU (IT-
Universitet) på Amager. De havde også valgt at benytte en række hjælpeværktøjer. På 
trods af den unge målgruppe besluttede vi os for studerende, dette er også grundet i 
konsekvenser af at staten, samt arbejdsmarkedet lider ved et højt frafald på 
programmerings studier. Disse konsekvenser er for staten øget omkostninger for 
uddannelser og på arbejdsmarkedet mangler der IT-kyndige. 
 
 
Alternative løsninger med lignende effekt 
Målet, der blev sat i starten af dette projekt var at hjælpe studerende som nybegyndere 
med programmerings byrden på deres studier. Vi valgte et visualiseringsprogram, der 
kunne generere kode. Dette valg foretog vi på basis af studerendes præferencer som vi 
blandt andet fik fra eksisterende undersøgelser. Specielt bruger vi Essi Lahtinen’ artikel 
(Essi Lahtinen, et al. 2005) der undersøgte mange studerende og undervisere, omkring 
de problemstillinger de synes er mest omfattende. Desuden foretog vi egne interviews 
og test af produktet.  
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I løbet af undersøgelsen var det nødvendigt at finde et fokuspunkt og dermed også et 
produkt, der kunne løse de problemer der var centrale i fokuspunktet. 
Et aspekt, der ikke blev lagt stor fokus på i dette projekt er “error handling”. En af 
grundene til at dette emne ikke blev en del af produktet er fordi det er omfattende 
programmeringsmæssigt. Det er svært at give god feedback på de forskellige fejl der 
kan forekomme ved programmering. En anden grund til dette emne ikke blev 
fokuspunkt, er at det ikke spiller godt sammen med det visuelle element. Altså det er 
svært at illustrere fejl i koden visuelt, og det ville betyde, at vi ikke kunne tage den 
samme tilgang til problemstillingen.  
 
I vores overvejelser omkring produkt, havde vi workshops i tankerne, men dette blev 
ligeledes også fravalgt af flere grunde. En af disse grunde er, at en workshop ville være 
omkosteligt for uddannelsesinstitutionerne, hvis der skulle allokeres undervisere til disse 
workshops. Desuden bedømte vi også, at et program, der kan hjælpe de studerende 
kan have samme effekt uden underviserne, da selve programmet vil fungere som en 
“underviser”. 
 
Metodiske overvejelser 
I starten af projektforløbet blev der valgt en fremgangsmåde projektet ville forholde sig 
til, vi valgte at benytte LFA (Logical Framework Approach) da denne metode egner sig 
til et projekt i vores stil. Metoden har værktøjer, der kan gøre projektet mere 
overskueligt (Se metodeafsnit), samt en iterativ designfase vi har benyttet gennem 
produktudviklingen. Ud over denne fremgangsmåde havde vi også SDSM i tankerne, da 
denne metode kan bruges til lignende projekter. En kort gennemgang af SDSM: 
Soft Design Science Methodology kendetegner sig selv ved at den bevæger sig 
skiftevis gennem “meta”-verdenen og den fysiske verden gennem en designproces. 
SDSM modellen ligger under hvad der bliver kaldt Design Science Research, som 
egner sig til problemorienteret udvikling og evaluering af nye teknologier (Pries-Heje et 
al. 2014). Igennem processen er der mange iterationer der kan hjælpe designer med at 
udvikle, teste og evaluere deres produkt gentagne gange, og derved forbedre produktet 
for hver iteration. Fordi SDSM bevæger sig meget i “meta”-verden er det muligt at 
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anvende kreativitet og perspektivering i denne del af forløbet meget let, da ændringer i 
meta-verdenen ikke er lige så omfattende som i den fysiske verden. Det skyldes at det 
fysiske produkt kan tage lang tid at producere, og undersøgelserne kan ligeledes også 
variere i omfang. Meta design sætter rammerne for et eventuelt design, og det er 
specielt egnet til projektet hvor reglementer og reguleringer skal ændres. I vores projekt 
er der dog meget få eller ingen rammer, da der kan forhindre vores design i at blive 
realiseret. Derfor er denne del af SDSM ikke specielt relevant i forhold til projektets 
fokusområde. Dog er det målet, at det endelige produkt skal kunne anvendes i et 
undervisnings- og studiemiljø, så de eneste rammer er, at det skal være brugervenligt 
og let at anvende (også for brugere der ikke har det store kendskab til programmering). 
 
CoderDojo 
CopenDojo er en del af CoderDojo, som er et international organisation, der blev 
grundlagt i Irland.  De har sat sig for mål at lære unge og børn at programmer. 
(CoderDojo, ingen dato) 
Vi var ude hos CopenDojo på ITU for at observere hvordan de underviser og hvilke 
hjælpeværktøjer de bruger. CopenDojo er et event, der bliver holdt hver anden torsdag 
fra kl. 17-19, hvor unge mellem alderen 7-17 kan komme og blive undervist i 
programmering. Vi var derude torsdag d.7 maj for at observere.  
 
(Begge billeder er taget til CoderDojo arrangement, af gruppen selv) 
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Vi fandt ud af de brugte hovedsageligt to programmer. Det program som var det første 
de gav børnene var Scratch, som er udviklet af gruppen ude fra MIT. Scratch er et blok-
programmerings program, som de selv beskriver programmet: 
 
“Når børn arbejder med Scratch, lærer de at tænke kreativt, arbejde sammen og 
arbejde systematisk. ”  (Scratch A, ingen dato) 
 
 
Billedet til venstre viser et eksempel 
program lavet i Scratch. Det er 
opbygget af blokke, som kan sættes 
sammen som brugeren ønsker. 
Brugeren kan lave animationer mm. 
Dette er ifølge CopenDojo en god 
måde at introducere børn til 
programmering. Denne form for 
redskab havde også været en mulig 
tilgangsvinkel vi kunne have valgt, 
men det blev fravalgt, da 
målgruppen ikke var børn, men i stedet studerende. CopenDojo arrangementet 
fungerede som en workshop, hvor frivillige med programmerings kendskab fra blandt 
andet KU (Københavns Universitet), stillede sig til rådighed for at hjælpe børnene med 
eventuelt besvær. CopenDojo havde også udviklet et program, der henvendte sig mere 
til øvede programmører, og som i vores mening også kunne benyttes til studerende, da 
programmet krævede at der skulle laves rigtig kode i JavaScript. 
 
(Scratch B, Ingen dato) 
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(Kvad, ingen dato) 
 
Ovenstående billede er et eksempel program taget fra CopenDojo’s eget 
hjælpeværktøj. Til venstre ses en illustration og koden bag den er til venstre. 
Illustrationen bliver kørt hele tiden, samtidigt med at koden kan ændres i højre side. En 
ændring i koden vil blive kørt med det samme til venstre. På denne måde har brugeren 
et overblik over hvad specifikke dele af koden gør. Denne løsning minder på flere 
måder om vores design, da koden bliver illustreret visuelt. Der ligger dog en forskel i 
rækkefølgen, da vores design gør det muligt for brugeren at generere kode ud for noget 
visuelt, og hvor CopenDojo løsning genererer noget visuelt ud fra koden.   
 
Da vi var ude hos CopenDojo var der 18 børn i alderen 7-12, hvor der var 14, der brugte 
Scratch og de sidste 4 brugte Kvad. Der var 3 underviser og 2 forældre til stede. 
Desuden interviewede vi Claus som stod for eventet. Vi hørte, hvorfor de brugte de 
programmer, som de gør. Han fortalte, at når børnene kommer første gang, får de lov til 
at bruge Scratch, da det er meget svært at lave en fejl i det. Når de bliver mere øvede, 
vil de så blive introducerede til Kvad.  
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Afrunding 
Vi har i dette afsnit redegjort for alternative metodiske tilgange, der kunne benyttes samt 
en redegørelse for det endelige valg af metode. Desuden har vi observeret eventet 
CopenDojo, for at undersøge andre måder at lære nybegyndere at programmere. Dette 
event er dog ikke en del af vores målgruppe, og derfor har vi valgt at bruge eventet som 
en perspektivering, der kan give et indblik til andre tilgange.  
 
Projektet har haft et fokuspunkt på det visuelle som hjælpemiddel til nybegyndere, det 
valgt blev taget på basis af undersøgelser der adspurgte studerende og undervisere, 
hvilke aspekter der er sværest ved programmering mm. Ud fra disse undersøgelser 
fandt vi frem til flere problemstillinger, og vi har som nævnt haft et fokuspunkt på det 
visuelle, dog er der flere aspekter, der kan forbedres såsom “error handling”. Vi har 
udeladt dette aspekt på grund af det store besvær det indebærer. Desuden ville det 
være meget omfattende at håndtere alle aspekter de studerende finder problematisk. 
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Bilag 1: Nøgletal IT-branchen 
Tilgang af elever, bacheloruddannelser efter køn, national oprindelse, herkomst, 
alder, uddannelse og tid 
Enhed: Antal          
År 2003 2004 2005 2006 2007 2008 2009 
201
0 i alt 
 
603520 Datalogi-IT 543 523 318 338 593 530 685 779 4309  
605925 Elektroteknik-IT 27 162 172 180 169 224 227 213 1374  
         5683  
Fuldførte elever, bacheloruddannelser efter køn, national oprindelse, herkomst, 
alder, uddannelse og tid 
Enhed: Antal          
År 2006 2007 2008 2009 2010 2011 2012 
201
3 
  
603520 Datalogi-IT 213 153 170 223 273 327 312 375 2046  
605925 Elektroteknik-IT 1 32 136 122 128 107 99 95 720  
         2766  
 2003 2004 2005 2006 2007 2008 2009 2010 
igenne
msnit 
 
frafaldsprocent for begge 
uddannelser 37,5 27,0 62,4 66,6 52,6 57,6 45,1 47,4 48,7 
 
 
Kildekritik: 
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Der var problemer med at skaffe tal fra IT-baseret uddannelser, derfor har vi her kun tal 
fra to uddannelser. Dette betyder selvfølgelig at tallene ikke kan betragtes som 
værende sandt for alle IT uddannelser. Vi bruger kun tallene som indikatorer for et 
eventuelt problem i denne form for uddannelse. 
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Bilag 2: Interviewspørgsmål 
Hvad tror du programmerings-begyndere har størst problemer med? 
- Hvorfor? 
 
Hvor tror du studerende lærer programmering bedst?: 
- Hjemme 
- Selvstudium 
- Forelæsning 
- Øvelsestimer 
 
Hvilke aspekter synes du er sværest for programmører at lære?: 
- Arrays 
- Variabler 
- Pointers 
- Andet 
 
Hvilke redskaber tror du hjælper de studerende bedst?: 
- Visualisering 
- Online guide (codeacademy osv.) 
- Skolebøger 
 
Tror du programmerings baseret uddannelser er mere krævende end andre?: 
- Hvorfor? 
 
Hvorfor tror du at frafaldsrate er højere på programmerings baseret 
uddannelser?: 
 
Hvilke sprog, i din mening, er sværest at lære?: 
- Java 
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- C++ 
- Python 
- Andre 
 
Er det bedst for en begynder at begive sig ud i tunge program sprog(C++ osv.) 
eller er det bedre at starte med Processing? 
- Hvorfor? 
- Hvilket sprog vil du anbefale til en begynder? 
 
Hvad tror du der kommer i fremtiden, der kan hjælpe begyndere med at 
programmere, og hvad kan redskabet gøre?: 
 
 
 
Bilag 3: Sådan her fungerer programmet 
I den venstre side af skærmen er der et gråt felt med knapper af forskellige former (en 
cirkel, en firkant og en trekant). Hvis brugeren klikker på en af disse knapper, kan de 
trække en figur, af samme slags som er vist på knappen, ud i vinduet og placere den 
over de farvede felter. Efter at have placeret figuren kan dens størrelse og form ændres 
ved at trække i siderne eller hjørnerne. Dette træk område er markeret med en grå 
firkant uden om figuren. Når figuren er placeret på felterne og har nogenlunde samme 
størrelse og form skifter den farve fra hvid til grå. 
 
Figurerne kan fjernes igen ved at trække dem ud på det grå område. Brugeren kan 
også fjerne en figur ved at trykke på Delete mens den er markeret. 
 
For at se koden der er nødvendig for at tegne figurerne, flyt musen ud til højre side af 
skærmen. Tryk Enter for at kopiere koden til konsollen, det sorte felt i bunden af 
processing vinduet. 
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Bilag 4: Processing kode transkript 
Fane 1: 
 
import java.awt.Rectangle; 
import java.awt.Toolkit; 
import java.awt.datatransfer.Clipboard; 
import java.awt.datatransfer.StringSelection; 
int fontSize; 
PFont codeFont; 
PFont codeFontPlain, codeFontBold; 
Rectangle rect0, rect1, rect2, rectCol0, rectCol1, rectCol2; 
int EMaks = 35, ENu = 0; 
int w=1200, h=600; 
PImage shade; 
PShape shBucket; 
PShape shPaint; 
int trykX, trykY = 0; 
int cursorIndex = 0; 
String code; 
int punkt = -1; 
boolean codeShow = false; 
String kant = ""; 
boolean tryk, traek, valgt = false, paint = false; 
float xMul, yMul; 
Shape[] El = new Shape[EMaks]; 
Shape Elo, None, Copy; // The None variable is never set. As it shouldn't be. 
int colorPicker = 0; 
color[] colors = new color[65]; 
/*{ 
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 color(0), color(0,255,0), color(0,255,64), color(0,255,128), color(0,255,196), 
color(0,255,255), color(0,196,255), color(0,128,255), color(0,64,255), color(0,0,255) 
,color(64), color(64,196,0), color(64,196,64), color(64,196,128), color(64,196,196), 
color(64,196,255), color(48,147,196), color(32,98,196), color(16,49,196), color(0,0,196) 
,color(128), color(128,128,0), color(128,128,64), color(128,128,128), 
color(128,128,196), color(128,128,255), color(96,96,128), color(64,64,128), 
color(32,32,128), color(0,0,128) 
,color(196), color(196,64,0), color(196,64,64), color(196,64,128), color(196,64,196), 
color(196,64,255), color(147,48,64), color(98,32,64), color(49,16,64), color(0,0,64) 
,color(255), color(255,0,0), color(255,0,64), color(255,0,128), color(255,0,196), 
color(255,0,255), color(196,0,0), color(128,0,0), color(64,0,0), color(0,0,0)};*/ 
 
color fillCol; 
color strokeCol; 
color xColor = color(255, 64, 0); 
color yColor = color(0, 64, 255); 
float wobble = 0.5; 
float wobbleSpeed = 0; 
int timer = hour()*3600+minute()*60+second(); 
 
Sheet root; 
Sheet ohSheet; 
Sheet ohCode; 
Sheet ohSidePanel; 
Sheet ohColor; 
Sheet ohPicker; 
int amount_of_sheets = 6; //remember to change this if sheets are added or removed 
Sheet[] sheets = new Sheet[amount_of_sheets]; 
 
HUD Hud; 
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public void setup() { 
  // The window size is set 
  size(w, h, P2D); 
   
  // images are loaded/rendered into memory 
  shade = renderShade(); 
  shBucket = loadShape("bucket.svg"); 
  // the paint part of the bucket ctor graphic is kept separatly, 
  shPaint = shBucket.getChild("paintthing"); 
  // and this line makes the fill() and stroke() colors be used instead of the picture's own 
colors.  
  shPaint.disableStyle(); 
 
  // Sheet objects are instantiated 
  root = new Sheet(0,0,w,h,0); 
  ohSheet = new Sheet(180, 10, 775+max(0, w-180-775-480), h-20, 2); 
  ohSheet.col = color(196,255); 
  ohSheet.img = loadImage("bgGrid.png").get(0, 0, ohSheet.rect.width, 
ohSheet.rect.height); 
  ohCode = new Sheet(w, 0, w/2, h, 4); 
  ohCode.col = color(255, 192); 
  ohColor = new Sheet(0, h-177, 170, 177, 2); 
  ohColor.img = loadImage("bgColorPicker.png"); 
  ohSidePanel = new Sheet(0, 0, 170, h-ohColor.rect.height, 2); 
  ohSidePanel.img = loadImage("bg_knapper2.png"); 
  ohPicker = new Sheet(0, h-80, 156, 80, 4); 
  ohPicker.col = color(255,255); 
   
  // They are then added to an array for access in for loop 
  sheets[0] = root; sheets[2] = ohSheet; sheets[3] = ohCode; 
  sheets[1] = ohSidePanel; sheets[4] = ohColor; sheets[5] = ohPicker; 
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  // The rectangles are instatiated 
  rect0 = new Rectangle(0, 0, 170, ohSidePanel.rect.height/3); 
  rect1 = new Rectangle(0, 1*ohSidePanel.rect.height/3, 170, 
ohSidePanel.rect.height/3); 
  rect2 = new Rectangle(0, 2*ohSidePanel.rect.height/3, 170, 
ohSidePanel.rect.height/3); 
  rectCol0 = new Rectangle(ohColor.rect.x+20, ohColor.rect.y+12, 130, 80); 
  rectCol1 = new Rectangle(ohColor.rect.x+21, ohColor.rect.y+105, 58, 35); 
  rectCol2 = new Rectangle(ohColor.rect.x+91, ohColor.rect.y+105, 58, 35); 
   
  // The default fill and stroke colors for the Shape objects is set 
  fillCol = color(255, 255, 255, 255); 
  strokeCol = color(0, 0, 0, 255); 
   
  // Colors 
  colors = makeRainbow(); 
   
  // The font is loaded and applied 
  fontSize = 18; 
  codeFontPlain = createFont("Source Code Pro", fontSize); 
  codeFontBold = createFont("Source Code Pro Bold", fontSize); 
  codeFont = createFont("Arial", fontSize); 
   
  // HUD used for showing messages 
  Hud = new HUD(codeFontPlain, fontSize); 
   
} 
 
public void mousePressed() { 
  if (colorPicker > 0){ // If the color palette window is open. 
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    if (!ohPicker.rect.contains(mouseX, mouseY)){ // If the user clicked outside the color 
palette window... 
      colorPicker = 0; // close the color palette window. 
    } else { 
      int colorIndex;                              // Find the index of the color that was pressed. 
      colorIndex = (mouseX-ohPicker.rect.x)/12 +   // The 12 is the width and 16 is height 
of each cell,  
                   (mouseY-ohPicker.rect.y)/16*13; // and the 13 is the amount of cells per 
row. 
      if (colorPicker == 1){ 
        fillCol = colors[colorIndex]; 
      } else { 
        strokeCol = colors[colorIndex]; 
      } 
    } 
  } else { // The color palette window wasn't open. 
    if (rectCol0.contains(mouseX, mouseY)) { 
      paint = true; // The color bucket was pressed. 
    } else if (rectCol1.contains(mouseX, mouseY)){ 
      colorPicker = 1; // The fill color picker was pressed. 
    } else if (rectCol2.contains(mouseX, mouseY)){ 
      colorPicker = 2; // The stroke color picker was pressed. 
    } 
  } 
  boolean new_Elo = false; 
  if (ENu < EMaks) { 
    // hvis musen er over en af knapperne, så lav en ny figur 
    if (rect0.contains(mouseX, mouseY)) { 
      Elo = new Shape(0); 
      new_Elo = true; 
    } else if (rect1.contains(mouseX, mouseY)) { 
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      Elo = new Shape(1); 
      new_Elo = true; 
    } else if (rect2.contains(mouseX, mouseY)) { 
      Elo = new Shape(2); 
      new_Elo = true; 
    } 
  } 
  if (new_Elo) { 
    El[ENu] = Elo; 
    ENu++; 
    trykX = 0;  
    trykY = 0; 
    traek = true; 
  } else { 
    for (int i = ENu-1; i >= 0; i--) { 
      if ( El[i].isInside(mouseX, mouseY) ) { 
        Elo = El[i]; 
        trykX = El[i].posX - mouseX; 
        trykY = El[i].posY - mouseY; 
        traek = true; 
        kant = Elo.atEdge(mouseX, mouseY, false); 
        punkt = Elo.atVertex(mouseX, mouseY, false); 
        if(Elo.type == 2 && !kant.equals("")){ 
          if(Elo.getWidth() == 0){ xMul = 0.5; } else { 
            xMul = (getMid(Elo.x)-min(Elo.x))/float(Elo.getWidth()); 
          } 
          if(Elo.getHeight() == 0){ yMul = 0.5; } else { 
            yMul = (getMid(Elo.y)-min(Elo.y))/float(Elo.getHeight()); 
          } 
        } 
        break; 
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      } 
    } 
  } 
  valgt = traek; 
} 
 
public void mouseReleased() { 
  if (!ohSheet.rect.contains(mouseX, mouseY)) { 
    if (traek) { 
      //reorder list, if the shape removed was in the middle 
      removeShape(Elo); 
      Elo = None; 
      valgt = false; 
    } 
  } 
  // If we are holding a glob of paint... 
  if(paint){ 
    // Then find the top most shape and paint it! 
    for(int i=ENu-1; i>=0; i--){ 
      if(El[i].isInside(mouseX, mouseY)){ 
        El[i].fillColor = fillCol; 
        El[i].strokeColor = strokeCol; 
        break; 
      } 
    } 
    paint = false; 
  } 
  traek = false; 
  kant = ""; 
  punkt = -1; 
} 
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public void keyPressed(KeyEvent ke){ 
  if(ke.isControlDown()){ 
    if(char(keyCode) == 'C' && valgt){ 
      println("copy"); 
      copyShape(Elo); 
    } else if(char(keyCode) == 'X' && valgt){ 
      println("SHING!"); 
      copyShape(Elo); 
      removeShape(Elo); 
      valgt = false; 
      Elo = None; 
    } else if(char(keyCode) == 'V' && Copy != None){ 
      if(ENu < EMaks){ 
        println("pasta"); 
        Elo = pasteShape(); 
        valgt = true; 
      } else { println("PASTA OVERWHELMING D:"); } 
    } 
  } else { 
    if(key == ENTER){ 
      Toolkit toolkit = Toolkit.getDefaultToolkit(); 
      Clipboard clipboard = toolkit.getSystemClipboard(); 
      StringSelection strSel = new StringSelection(generateCode()); 
      clipboard.setContents(strSel, null); 
      println("Koden er i udklipsholderen, men den bliver måske slettet hvis du lukker 
programmet."); 
      Hud.addMessage("Koden er i udklipsholderen"); 
    } 
    if(key == TAB){ 
      codeShow = !codeShow; 
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    } 
    if(valgt){ 
      if(key == DELETE){ 
        removeShape(Elo); 
        valgt = false; 
        Elo = None; 
      } 
      if(char(keyCode) == 'O'){ 
        for(int i = 0; i < ENu; i++){ 
          if(El[i] == Elo){ 
            if(i>0){ 
              El[i] = El[i-1]; 
              El[i-1] = Elo; 
            } 
            break; 
          } 
        } 
      }else if(char(keyCode) == 'L'){ 
        for(int i = 0; i < ENu; i++){ 
          if(El[i] == Elo){ 
            if(i<ENu-1){ 
              El[i] = El[i+1]; 
              El[i+1] = Elo; 
            } 
            break; 
          } 
        } 
      } 
    } 
  } 
} 
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public void mouseWheel(MouseEvent event){ 
  if (mouseX > ohCode.rect.x) { 
    ohCode.rect.y = constrain(ohCode.rect.y-event.getCount()*5, min(0, height-
ohCode.rect.height), 0); 
  } 
} 
 
Fane 2: 
 
class HUD{ 
  StringList messages; 
  String message; 
  int delay = 0; int wait = 60*2; 
  float y = 550; float x; int w=0; int h=0; 
  PFont font; int fontSize; 
  color boxColor = color(164, 128); color textColor; 
  public HUD(PFont font, int fontSize){ 
    messages = new StringList(); 
    message = ""; 
    this.fontSize = fontSize; 
    this.font = font; 
    textFont(font); 
  } 
   
  public HUD(){ 
    this(createFont("Source Code Pro", 21), 21); 
  } 
   
  public void addMessage(String message){ 
    messages.append(message); 
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  } 
   
  public void draw(){ 
    if(delay > 0){ 
      rectMode(CENTER); 
      ellipseMode(CENTER); 
      fill(boxColor); 
      noStroke(); 
      arc(x+w, y+h/2, 20, 20, PI*0.0, PI*0.5); 
      arc(x-w, y+h/2, 20, 20, PI*0.5, PI*1.0); 
      arc(x-w, y-h/2, 20, 20, PI*1.0, PI*1.5); 
      arc(x+w, y-h/2, 20, 20, PI*1.5, PI*2.0); 
      rect(x, y, w*2, h+20); 
      rect(x-w-5, y, -10, h); 
      rect(x+w+5, y, 10, h); 
      textAlign(CENTER, CENTER); 
      if(font != null){ textFont(font); } 
      fill(textColor); 
      text(message, x, y); 
    } 
    if(frameCount < delay){ 
      y = (height-h/2-35)*0.1+y*0.9; 
    } else { 
      if(x > width+w+40){ 
        if(messages.size() > 0){ 
          message = messages.get(0); 
          messages.remove(0); 
          delay = frameCount + wait; 
          textFont(font); 
          w = int(textWidth(message)/2); 
          h = fontSize; 
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          for(int i=0; i< message.length(); i++){ 
            if(message.charAt(i) == '\n') h += fontSize; 
          } 
          x = width/2; 
          y = height+h+20; 
        } else { 
          delay = 0; 
        } 
      } else { 
        x = (width+w+50)*0.1+x*0.9; 
      } 
    } 
  } 
} 
 
 
Fane 3: 
public class Shape { 
  color strokeColor, fillColor; 
  int[] x; 
  int[] y; 
  int type, posX, posY; 
  int vertexCount; 
  //boolean done = false; 
  public Shape(int type) { 
    this.posX = 0;  
    this.posY = 0; 
    if (type == 2) { 
      this.vertexCount = 3; 
      this.x = new int[3]; 
      this.y = new int[3]; 
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      this.x[0] = 0;  
      this.y[0] =-50; 
      this.x[1] = 50;  
      this.y[1] = 50; 
      this.x[2] =-50;  
      this.y[2] = 50; 
    } else { 
      this.vertexCount = 2; 
      this.x = new int[2]; 
      this.y = new int[2]; 
      this.x[0] = -50;  
      this.y[0] = -50; 
      this.x[1] = 50;  
      this.y[1] = 50; 
    } 
    this.fillColor = fillCol; 
    this.strokeColor = strokeCol; 
    this.type = type; 
  } 
 
  public void draw(String label) { 
    stroke(this.strokeColor); 
    fill(this.fillColor); 
    switch(this.type) { 
    case 0: 
      ellipseMode(CORNERS); 
      ellipse(this.x[0], this.y[0],  
      this.x[1], this.y[1]); 
      break; 
    case 1: 
      rectMode(CORNERS); 
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      rect(this.x[0], this.y[0],  
      this.x[1], this.y[1]); 
      break; 
    case 2: 
      triangle(this.x[0], this.y[0],  
      this.x[1], this.y[1],  
      this.x[2], this.y[2]); 
      break; 
    } 
    fill(255, 32); noStroke(); 
    rectMode(CENTER); 
    rect(mean(this.x), mean(this.y), 28, 32); 
    fill(0); 
    textAlign(CENTER, CENTER); 
    text(label, mean(this.x), mean(this.y)); 
  } 
   
  public void drawVertex() { 
    for (int i=0; i<this.vertexCount; i++) { 
          ellipseMode(CENTER); 
          noFill(); 
          stroke(128); 
          ellipse(this.x[i], this.y[i], 6, 6); 
    } 
  } 
   
  public int atVertex(int x, int y, boolean draw) { 
    for (int i=0; i<this.vertexCount; i++) { 
      if (dist(this.x[i], this.y[i], x, y) <= 4) { 
        if (draw) {  
          ellipseMode(CENTER); 
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          noFill(); 
          stroke(0); 
          ellipse(this.x[i], this.y[i], 8, 8); 
          cursorIndex = 1; 
        } 
        return i; 
      } 
    } 
    return -1; 
  } 
 
  public String atEdge(int x, int y, boolean draw) { 
    // Finder ud af om koordinatet (x, y) er inden for 3 pixels af figurens kant 
    int x1 = min(this.x); 
    int y1 = min(this.y); 
    int x2 = max(this.x); 
    int y2 = max(this.y); 
    String w = ""; 
    String h = ""; 
    noFill(); 
    stroke(0); 
    rectMode(CORNERS); 
    if (y1-3 < y && y < y2+3) { 
      //rect(120, y1-3, 1000, y2+3); 
      if (x < x1+3 && x1-3 < x) {  
        w = "l";  
        if (draw) { 
          rect(x1-3, y1-3, x1+3, y2+3); 
        } 
      } 
      if (x < x2+3 && x2-3 < x) {  
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        w = "r";  
        if (draw) { 
          rect(x2-3, y1-3, x2+3, y2+3); 
        } 
      } 
    } 
    if (x1-3 < x && x < x2+3) { 
      //rect(x1-3, 0, x2+3, 1000); 
      if (y < y1+3 && y1-3 < y) {  
        h = "t";  
        if (draw) { 
          rect(x1-3, y1-3, x2+3, y1+3); 
        } 
      } 
      if (y < y2+3 && y2-3 < y) {  
        h = "b";  
        if (draw) { 
          rect(x1-3, y2-3, x2+3, y2+3); 
        } 
      } 
    } 
    String kant = w+h; 
    if(draw){ 
      if     ("lb".equals(kant)) {  
        cursorIndex = 4; 
      } else if ("rb".equals(kant)) {  
        cursorIndex = 5; 
      } else if ("lt".equals(kant)) {  
        cursorIndex = 6; 
      } else if ("rt".equals(kant)) {  
        cursorIndex = 7; 
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      } else if ("t".equals(kant)) {  
        cursorIndex = 8; 
      } else if ("b".equals(kant)) {  
        cursorIndex = 9; 
      } else if ("l".equals(kant)) {  
        cursorIndex = 10; 
      } else if ("r".equals(kant)) {  
        cursorIndex = 11; 
      } 
    } 
    return kant; 
  } 
 
  public boolean isInside(float x, float y) { 
    float x0 = min(this.x); 
    float x1 = max(this.x); 
    float y0 = min(this.y); 
    float y1 = max(this.y); 
    if (valgt && Elo == this) { 
      if(x >= x0-3  && x <=x1+3 && y >= y0-3 && y <= y1+3){ 
        return true; 
      } else { return false; } 
    } else { 
      switch(this.type) { 
      case 0: 
        //kun inde i ellipsen 
          x0 = (x0 + x1) / 2; y0 = (y0 + y1) / 2; 
          x1 = abs(x1 - x0); y1 = abs(y1 - y0); 
          x = x - x0; y = y - y0; 
          ellipseMode(CENTER); 
          ellipse(x0+x, y0+y, 5, 5); 
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          if(1.0 >= (x*x)/(x1*x1) + (y*y)/(y1*y1)){ 
            return true; 
          } else { return false; } 
      case 1: 
          //inde i firkanten 
          if(x >= x0-3  && x <=x1+3 && y >= y0-3 && y <= y1+3){ 
            return true; 
          } else { return false; } 
      case 2: 
        //kun hvis inde i trekanten 
          float A = 0.5 * (-this.y[1] * this.x[2] + this.y[0] * (-this.x[1] + this.x[2]) + this.x[0] * 
(this.y[1] - this.y[2]) + this.x[1] * this.y[2]); 
          int sign = A < 0 ? -1 : 1; 
          float s = (this.y[0] * this.x[2] - this.x[0] * this.y[2] + (this.y[2] - this.y[0]) * x + 
(this.x[0] - this.x[2]) * y) * sign; 
          float t = (this.x[0] * this.y[1] - this.y[0] * this.x[1] + (this.y[0] - this.y[1]) * x + 
(this.x[1] - this.x[0]) * y) * sign; 
          
          if(s > 0 && t > 0 && (s + t) < 2 * A * sign){ 
            return true; 
          } else { return false; } 
      default: 
        return false; 
      } 
    } 
  } 
 
  public void setFillColor(int colR, int colB, int colG) { 
    this.fillColor = color(colR, colG, colB); 
  } 
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  public void setFillColor(int col) { 
    this.setFillColor(col, col, col); 
  } 
 
  public void setStrokeColor(int colR, int colB, int colG) { 
    this.strokeColor = color(colR, colG, colB); 
  } 
 
  public void setStrokeColor(int col) { 
    this.setStrokeColor(col, col, col); 
  } 
 
  public void setPos(int x, int y){ 
    this.setPosX(x); 
    this.setPosY(y); 
  } 
 
  public void setPosX(int x) { 
    int deltaX = x - this.posX; 
    this.posX = x; 
    for (int i=0; i<this.vertexCount; i++) { 
      this.x[i] = this.x[i] + deltaX; 
    } 
  } 
 
  public void setPosY(int y) { 
    int deltaY = y - this.posY; 
    this.posY = y; 
    for (int i=0; i<this.vertexCount; i++) { 
      this.y[i] = this.y[i] + deltaY; 
    } 
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  } 
 
  public void setVertex(int vertex, int x, int y){ 
    this.x[vertex] = x; 
    this.y[vertex] = y; 
    this.posX = (max(this.x) + min(this.x))/2; 
    this.posY = (max(this.y) + min(this.y))/2; 
     
  } 
 
  public void setWidth(int x, String edge) { 
    if (this.type == 2) { 
      int mid = -1; 
      if (edge.equals("l") || edge.equals("lt")  || edge.equals("lb") ) { 
        for(int i=0; i<this.vertexCount;i++){ 
          if(this.x[i] == min(this.x)){ 
            this.x[i] = x; 
          } else if(this.x[i] != max(this.x)){ 
            mid = i; 
          } 
        } 
      } 
      if (edge.equals("r") || edge.equals("rt")  || edge.equals("rb") ) { 
        for(int i=0; i<this.vertexCount;i++){ 
          if(this.x[i] == max(this.x)){ 
            this.x[i] = x; 
          } else if(this.x[i] != min(this.x)){ 
            mid = i; 
          } 
        } 
      } 
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      if(mid!=-1) this.x[mid] = int(min(this.x)+xMul*this.getWidth()); 
    } else { 
      if (edge.equals("l") || edge.equals("lt")  || edge.equals("lb") ) { 
        this.x[0] = min(x, this.x[1]-10); 
      } 
      if (edge.equals("r") || edge.equals("rt")  || edge.equals("rb") ) { 
        this.x[1] = max(x, this.x[0]+10); 
      } 
    } 
    this.posX = (max(this.x) + min(this.x))/2; 
  } 
 
  public void setHeight(int y, String edge) { 
    if (this.type == 2) { 
      int mid = -1; 
      if (edge.equals("t") || edge.equals("lt")  || edge.equals("rt") ) { 
        for(int i=0; i<this.vertexCount;i++){ 
          if(this.y[i] == min(this.y)){ 
            this.y[i] = y; 
          } else if(this.y[i] != max(this.y)){ 
            mid = i; 
          } 
        } 
      } 
      if (edge.equals("b") || edge.equals("lb")  || edge.equals("rb") ) { 
        for(int i=0; i<this.vertexCount;i++){ 
          if(this.y[i] == max(this.y)){ 
            this.y[i] = y; 
          } else if(this.y[i] != min(this.y)){ 
            mid = i; 
          } 
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        } 
      } 
      if(mid!=-1) this.y[mid] = int(min(this.y)+yMul*this.getHeight()); 
    } else { 
      if (edge.equals("t") || edge.equals("lt")  || edge.equals("rt") ) { 
        this.y[0] = min(y, this.y[1]-10); 
      } 
      if (edge.equals("b") || edge.equals("lb")  || edge.equals("rb") ) { 
        this.y[1] = max(y, this.y[0]+10); 
      } 
    } 
    this.posY = (max(this.y) + min(this.y))/2; 
  } 
 
  public int getWidth() { 
    return max(this.x)-min(this.x); 
  } 
 
  public int getHeight() { 
    return max(this.y)-min(this.y); 
  } 
} 
 
 
Fane 4: 
public class Sheet { 
  Rectangle rect; 
  Rectangle parent; 
  PImage img; 
  int resting_z; 
  float z; 
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  color col; 
  public Sheet(float x, float y, float width, float height, float z) { 
    //this.shadow = new Rectangle(); 
    this.rect = new Rectangle(int(x), int(y), int(width), int(height)); 
    this.z = z; 
    this.resting_z = int(z); 
    this.col = color(64,64,185,127); 
  } 
  public void draw(){ 
    if(abs(z-resting_z) < 0.5) {  
      this.z = resting_z; 
    } else { 
      this.z = (this.z*8+this.resting_z*2)/10; 
    } 
    // The background color 
    rectMode(CORNER); 
    fill(this.col); noStroke(); 
    rect(this.rect.x, this.rect.y, this.rect.width, this.rect.height); 
    // If the img variable is set, then draw the image on the sheet 
    if(this.img != null) { 
      image(this.img, this.rect.x, this.rect.y, this.rect.width, this.rect.height); 
    } 
  } 
  void drawShadow(Rectangle area, int z){ 
    if(z <= 0) { 
      return; 
    } 
    int x, y, w, h; 
    //area is where the shadow can be drawn. 
    //z is the difference in z between this object 
    //and the z of the object the shadow lands on. 
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    Rectangle shadow = new Rectangle(this.rect); 
    //this.shadow.setBounds(this.rect); 
    shadow = shadow.intersection(area); 
    if(shadow.isEmpty() == false){ 
      x = shadow.x; 
      y = shadow.y; 
      w = shadow.width; 
      h = shadow.height; 
      float intensity = 32*32/(32+z*4); 
      int r = 2+z*2; 
      noStroke(); 
       
      shadow = new Rectangle(this.rect.x-r, this.rect.y-r, r, r); 
      if(area.intersects(shadow)){ 
        beginShape(); 
        texture(shade); 
        vertex(x, y, 0, intensity); 
        vertex(x-r, y, 0, 0); 
        vertex(x-r*0.9, y-r*0.4, 0, 0); 
        vertex(x-r*0.7, y-r*0.7, 0, 0); 
        vertex(x-r*0.4, y-r*0.9, 0, 0); 
        vertex(x, y-r, 0, 0); 
        endShape(); 
      } 
      shadow = new Rectangle(this.rect.x+this.rect.width, this.rect.y-r, r, r); 
      if(area.intersects(shadow)){ 
        translate(x+w, y); 
        rotate(PI*0.5); 
        beginShape(); 
        texture(shade); 
        vertex(0, 0, 0, intensity); 
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        vertex(0-r, 0, 0, 0); 
        vertex(0-r*0.9, 0-r*0.4, 0, 0); 
        vertex(0-r*0.7, 0-r*0.7, 0, 0); 
        vertex(0-r*0.4, 0-r*0.9, 0, 0); 
        vertex(0, 0-r, 0, 0); 
        endShape(); 
        resetMatrix(); 
      } 
      shadow = new Rectangle(this.rect.x+this.rect.width, this.rect.y+this.rect.height, r, r); 
      if(area.intersects(shadow)){ 
        translate(x+w, y+h); 
        rotate(PI); 
        beginShape(); 
        texture(shade); 
        vertex(0, 0, 0, intensity); 
        vertex(0-r, 0, 0, 0); 
        vertex(0-r*0.9, 0-r*0.4, 0, 0); 
        vertex(0-r*0.7, 0-r*0.7, 0, 0); 
        vertex(0-r*0.4, 0-r*0.9, 0, 0); 
        vertex(0, 0-r, 0, 0); 
        endShape(); 
        resetMatrix(); 
      } 
      shadow = new Rectangle(this.rect.x-r, this.rect.y+this.rect.height, r, r); 
      if(area.intersects(shadow)){ 
        beginShape(); 
        texture(shade); 
        vertex(x,         y+h,       0, intensity); 
        vertex(x-r,       y+h,       0,  0); 
        vertex(x-r*0.9,   y+h+r*0.4, 0,  0); 
        vertex(x-r*0.7,   y+h+r*0.7, 0,  0); 
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        vertex(x-r*0.4,   y+h+r*0.9, 0,  0); 
        vertex(x,         y+h+r,     0,  0); 
        endShape(); 
      } 
      shadow = new Rectangle(this.rect.x, this.rect.y-r, this.rect.width, r); 
      if(area.intersects(shadow)){ 
        beginShape(); 
        texture(shade); 
        vertex(x, y-r, 0, 0); 
        vertex(x+w, y-r, 100, 0); 
        vertex(x+w, y, 100, intensity); 
        vertex(x, y, 0, intensity); 
        endShape(); 
      } 
      shadow = new Rectangle(this.rect.x+this.rect.width, this.rect.y-r, r, this.rect.height); 
      if(area.intersects(shadow)){ 
        beginShape(); 
        texture(shade); 
        vertex(x+w, y, 0, intensity); 
        vertex(x+w+r, y, 100, 0); 
        vertex(x+w+r, y+h, 100, 0); 
        vertex(x+w, y+h, 0, intensity); 
        endShape(); 
      } 
      shadow = new Rectangle(this.rect.x, this.rect.y+this.rect.height, this.rect.width, r); 
      if(area.intersects(shadow)){ 
        beginShape(); 
        texture(shade); 
        vertex(x, y+h, 0, intensity); 
        vertex(x+w, y+h, 100, intensity); 
        vertex(x+w, y+h+r, 100, 0); 
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        vertex(x, y+h+r, 0, 0); 
        endShape(); 
      } 
      shadow = new Rectangle(this.rect.x-r, this.rect.y, r, this.rect.height); 
      if(area.intersects(shadow)){ 
        beginShape(); 
        texture(shade); 
        vertex(x, y, 0, intensity); 
        vertex(x-r, y, 0, 0); 
        vertex(x-r, y+h, 0, 0); 
        vertex(x, y+h, 0, intensity); 
        endShape(); 
      } 
    } 
  } 
} 
 
 
Fane 5: 
public void draw() { 
  background(128); 
  //Det er her at figurenes form bliver ændret. 
  //kant og punkt bliver indstillet i mousePressed() og mouseReleased() i 
ScriptSimple.pde 
  if (mousePressed && traek == true) { 
    if (punkt >= 0) { 
      Elo.setVertex(punkt, mouseX, mouseY); 
    } else if (kant.equals("")) { 
      Elo.setPosX(mouseX + trykX); 
      Elo.setPosY(mouseY + trykY); 
    } else { 
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      Elo.setWidth(mouseX, kant); 
      Elo.setHeight(mouseY, kant); 
    } 
  } 
 
  // Iterate over all the sheets 
  for(int i=1; i<amount_of_sheets; i++) { 
    // Iterate over all the sheets "beneath" this one and draw a shadow on them, if there 
is a overlap. 
    for(int j=i; j<amount_of_sheets; j++) { 
      sheets[j].drawShadow(sheets[i-1].rect, int(sheets[j].z-sheets[i-1].z)); 
    } 
    // Draw the sheet itself 
    sheets[i].draw(); 
    if(sheets[i] == ohCode){ 
      // Does the code stuff 
      ohCodeDraw(); 
    }else if(sheets[i] == ohPicker){ 
      // Deals with the color picker 
      ohPickerDraw(); 
    }else if(sheets[i] == ohColor){ 
      // Handles the color preview 
      ohColorDraw(); 
    }else if(sheets[i] == ohSidePanel){ 
      // This is where the shape buttons are 
      ohSidePanelDraw(); 
    }else if(sheets[i] == ohSheet){ 
      // This is the main drawing area 
      ohSheetDraw(); 
    } 
  } 
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  // If a color is being dragged, why not show it? 
  if(paint){ 
    wobbleSpeed += (1-wobble)*0.1; 
    wobbleSpeed = constrain(wobbleSpeed, -1, 1); 
    wobbleSpeed *= 0.94; 
    wobble = constrain(wobble+wobbleSpeed+(-abs(pmouseX - mouseX) + 
abs(pmouseY - mouseY))/500.0, 0.25, 4); 
    ellipseMode(CENTER); 
    fill(fillCol); 
    stroke(strokeCol); 
    ellipse(mouseX, mouseY, 30*wobble, 30/wobble); 
  } 
  Hud.draw(); 
  // Actually change the mouse cursor 
  cursor(cursorIndex); 
} 
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Bilag 5: Interview med Mads Rosendal 
"Casper Bertel Rye Hintze" 
[0:00] Hvad er det du underviser i på RUC? 
"Mads Rosendahl" 
[0:00] Lidt af hvert men altså meget af det er jo i en eller anden forstand indlede 
programmeringsundervisning. 
[0:09] Jeg har jo en stribe gange kørt workshops på hum-tek, altså den der “Kreative 
Programmering”. De sidste par gange har det været Stefan der har overtaget dem, men 
det er jo udpræget indlede programmeringsundervisning. 
[0:22] Så kører jeg et af fagmodul kurserne, som typisk ikke er den allerførste men 
nummer to i rækken af noget programmeringsundervisning der hedder “Interactive 
Digital Systems. 
[0:35] Og så kører jeg også profilkursus “Interaktionsdesign” som Humtek typisk kører 
på tredje semester, hvor der jo også er noget programmering, og typisk uden 
forudsætninger på den måde, så der ligger i en eller anden forstand indledende 
programmeringsundervisning også i det. 
[0:57] Så jo jeg mener jeg kender til området. 
"Casper Bertel Rye Hintze" 
[1:06] Hvad tror du programmering begyndere har størst problemer med? 
"Mads Rosendahl" 
[1:23] Det største problem er hvis man bliver kastet ud i noget hvor det er for rodet hvad 
man skal vide og ikke vide 
"Casper Bertel Rye Hintze" 
[1:33] Altså for tunge sprog eller? 
"Mads Rosendahl" 
[1:42] Nu må jeg lige prøve at formulere det her, der er jo i virkeligheden et stort 
spørgsmål, 
[1:49] men min oplevelse er hvis man går ind i noget, altså skal ind og lave noget 
programmering, 
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[1:56] og har en fornemmelse af at man har kun fået udleveret nogle få værktøjer, 
[2:02] men i virkeligheden for at lave det man skal gøre, har man brug for en hel masse 
andre værktøjer man ikke har styr på, 
[2:06] om det så er sprogbegreber eller alt muligt andet. Så hvis man sidder der og 
roder med noget, og man har på fornemmelsen af at få det her til at virke, så skal man 
kunne en hel masse mere, 
[2:19] så kan det godt virke rimeligt uoverskueligt også, hvad kan man sige, abstrakt i 
en eller anden forstand. 
[2:29] Hvor imod hvis man ligesom siger; jamen jeg har fået udleveret de her værktøjer, 
de her værktøjer er i virkeligheden gode nok til at lave det jeg skal lave. 
[2:38] Altså jeg behøver ikke kende til flere ting i sprog editor og udviklingsværktøjer for 
at i det hele taget, for at lave det i det jeg har og der er ikke noget mystik som jeg ikke 
har fået at vide. 
[2:52] Så kan det godt være at det er nemmere at komme til. 
[2:59] Af samme årsag så har jeg egentlig været rimeligt glad for at bruge Processing til 
programmeringsundervisning, fordi jeg synes det faktisk, sammenlignet med så meget 
andet man har haft i de senere mange år, så har det egenligt det at man ikke behøves 
at vide mere end det man skal. 
[3:20] Men nu køre jeg også i Java, og Java er bare meget udpræget som 
programmeringssprog og omgivelser(enviroment). 
[3:29] Og der er mange ting man skal skrive uden man egentligt nødvendigvis skal 
forstå hvorfor man skal skrive det. 
[3:35] Og hver gang man kommer ind i det, så føler jeg der kommer et niveau af 
abstraktion og også lidt et niveau af hjælpeløshed man får når man sidder med det. 
[3:45] Og det værste er det der kan ske, det er, når man kommer ind i, 
[3:51] når folk er i gang med noget programmeringsundervisning bare føler; jamen der 
er ikke noget at gøre andet end at prøve at slå på det og se om det ikke kan få det til at 
virke uden at prøve at forstå hvorfor det ikke virker, 
[4:01] fordi så kan man godt sidde der og slå og så kan det godt være at der kommer 
noget igennem der virker. Men det kan også godt være man bare får lavet noget “et 
eller andet” 
Gruppe 9: Scripting Simplified  29.05.2015 
Christiansen, M. Hansen, A. Hintze, C. Laursen, M. Schou, K. 
Side 143 af 168 
[4:08] og så kan det godt virke overvældende. 
[4:10] Hvorimod hvis man går ind til det og tænker, fint jeg har egentlig det jeg skal vide 
så kan det være nemmere at komme til. 
[4:18] En anden ting der kan være en udfordring det er noget om tidsrammen for 
programmeringsundervisning, forstået på den måde 
[4:33] at i virkeligheden så er de typer af undervisning vi kører i øjeblikket, sætter sig lidt 
imellem to typer af stole forstået på den måde: 
[4:42] En workshop kører intensivt i to uger og der er et eller andet med 
programmeringsundervisning der kræver tid, men det kræver også kalendertid, forstået 
på den måde, man skal nå og lade begreberne modne sig. 
[4:58] Og hvis man kommer der om mandagen og så skal det virke om tirsdagen, osv., 
så når man ikke den process hvor man ligesom tager tre skridt tilbage og så tre skridt 
frem igen for lige at forstå det. 
[5:10] Og omvendt så med den semesterstruktur vi så i øvrigt har, så kan 
undervisningen så i stedet for køre med at så har man to timer om ugen 
[5:20] og det betyder, så sætter man sig så i den modsatte ende af en grøft hvor så 
træder man ikke bare tre skridt væk, så træder man femten skridt væk og så skal man 
femten skridt frem igen, og det betyder det man snakkede om om fredagen og så 
snakker man om det igen en fredag en uge senere det er lykkeligt glemt, så skal man 
lidt starte forfra igen. 
[5:40] Så i virkeligheden er der noget om kalendar tid hvor det er svært at finde den 
rigtige balance i det. 
"Casper Bertel Rye Hintze" 
[5:48] Men hvor tror du så den studerende lære bedst, er det der hjemme eller i 
selvstudie, forelæsning eller øvelsestimer og workshops? 
"Mads Rosendahl" 
[6:00] Altid, næsten altid, i noget øvelsesundervisning. 
[6:06] Man kan sige det der altid, næsten altid, er problemet med 
programmeringsundervisning, det er at man sidder der og programmerer og så virker 
det ikke. 
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[6:16] Og så nytter det altså ikke noget at sidder der hjemme, også siger jamen du kan 
da bare kigge på en video eller et eller andet andet om det, fordi det forklarer ikke 
hvorfor der kom den fejlmeddelelse så man ikke kunne få noget igennem. 
[6:26] Og det nytter heller ikke noget bare at sige at du kan komme om en uge og få en 
forelæsning om de typiske fejl der er i programmet, det hjælper heller ikke, hvis du 
sidder og prøver at skrive et program. 
[6:38] Så der er sådan set kun en rigtig vej, for mig at se, og det er at du er nødt til selv 
at gøre det og løbe panden mod muren nogle gange og så få noget hjælp. 
[6:51] Det ville være mit bud. Det er min klare oplevelse. 
[7:03] Så kan det godt være man efter anden, tredje, fjerde gang hvor man får noget 
hjælp, selv kan regne noget ud og også begynde at se på hvordan er det man så 
egentlig klare sig igennem og hvad er de typiske fejl. 
[7:16] Men problemet er at hvis du sidder og skriver et program og det bare ikke virker... 
Hvad så? 
[7:24] Og hvis du sidder derhjemme eller hvis du sidder her, men der er ikke nogen til at 
hjælpe dig, hvad så? Der kan man altså ikke komme så langt ved hjælp af at se en 
Youtube video om det eller sådan noget eller bare læse en bog om det, det heller ikke 
sikkert det hjælper. 
[7:48] Men selvfølgelig hjælper det hvis så man kan sige de værktøjer man i forvejen 
har giver god støtte, det betyder netop at man skal ikke skrive så mange mystiske ting 
for at få tingene til at virke. 
[8:01] Og man har egentlig de redskaber der skal til for at få dem til at virke. 
[8:06] Der hvor jeg egentlig oplever er at med sådan noget som processing så kan man 
komme rimeligt langt, uden så meget assistance. 
[8:17] Selvfølgelig lige så snart man skal ud og lave noget der kan lidt mere, så er der 
mange ting man skal forstå, og sådan hænger verden jo sammen. Og meget af det er jo 
også tankegangen i programmering, altså hvordan bryder man problemstillingerne ned i 
noget mindre og klare lidt af gangen og sådan noget. 
[8:40] Det kræver lidt tilvænning. Altså i virkeligheden er meget af det her ikke så meget 
det tekniske som det problem analyserende om man så må sige, det her med at:  
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[8:52] Det hvor du gerne vil lave et eller andet spil med nogle bolde der flyver rundt eller 
et eller andet andet, det fint du starter ikke med at lave et spil med nogle bolde der 
flyver rundt, du starter med noget der er mindre. 
[9:02] Hvordan bryder jeg den problemstilling ned i nogle mindre ting som jeg kan 
overskue og sørge for at hele tiden have noget der virker. 
[9:09] Og så langsomt bygge på. 
[9:12] Og hele den tankegang, hvordan kan jeg tage den problemstilling og skærer den 
op i noget mindre og hvordan kan jeg sørge for at få noget mikroskopisk der virker. 
[9:20] Det er lidt en tilvænning der kræver noget, en tankedisiplin, mere end noget 
teknisk egentlig. 
"Casper Bertel Rye Hintze" 
[9:30] Hvilke aspekter er så sværeste ved at lære ved programmering, altså at lave 
arrays eller variabler eller pointers? 
"Mads Rosendahl" 
[9:39] Det kommer an på hvor man er henne. 
[9:51] Jeg vil sige så snart man kommer derover hvor det er et array eller pointer, stort 
set ingen af de moderne sprog tænker på pointers som objekter, men fred være med 
det! 
[10:06] Hvad er det sværeste... 
[10:18] Jamen det er nok helt fra starten i at forstå hvad et programmeringssprog 
egentlig er for noget, og hvad det at skrive et program egentlig er for noget. Altså det er 
ikke bare et eller andet magisk instrument hvor du bare kan antyde en hensigt og så 
vupti så kan det klare det hele. 
[10:39] Men du skal ned og specificere fra det laveste niveau og op efter, og forstå hvad 
en variabel er for noget. 
[10:52] Altså når man ligesom kommer over det skridt og egentlig har forstået, jamen 
nej du er nødt til at tænke meget præcist og forstå det ned på de små niveauer. Man 
kan ikke bare skøjte oppe på et eller andet højere niveau og vifte lidt med armene og 
vupti så kommer der noget ud af det. 
[11:13] Du kan ikke bare sige at en eller anden bold skal bounce mod en mur, du er 
nødt til at tænke på jamen den er altså tegnet et eller andet sted og om et øjeblik skal 
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den tegnes et andet sted og den skal have en diameter og hvor skal den så tegnes 
næste gang osv. 
[11:28] Man er nødt til at komme ned på et eller andet lavt niveau, eller mere sådan at 
sige et meget konkret niveau, altså det er ikke abstrakt. 
[11:37] Nogen opfatter programmering meget abstrakt, nej det er faktisk det modsatte, 
at det er meget konkret, man skal tænke meget konkret og den der præcision i det. 
[11:47] Men det er ligesom den allerførste hurdle, når man kommer over det, så er det 
mere noget med- så synes jeg mere det er det der med at undgå at vifte rundt om og 
pludselig bruge nogle biblioteker og nogle sprogbegreber eller et eller andet andet som 
er uklart og man ikke har fået defineret. 
[12:09] Så det der med at man skal skrive et eller andet simpelt program og vupti så røg 
der lige pludselig nogle klasser og objekter og alt muligt andet ind i det og rekursiv 
struktur. 
[12:22] Så kan det selvfølgelig blive meget abstrakt fordi så føler man som, 
introducerende til det der, at der bare er et hav af begreber der ude af som jeg ikke 
kender og aldrig kommer til at kende eller hvad. 
[12:36] Og det er der jo i en eller anden forstand, men også i en eller anden forstand 
ikke. 
[12:43] Tag processing eller tag java, jeg har ikke begreb/ide om 95% af de biblioteker 
der findes og det ønsker jeg heller ikke, og det skal jeg heller ikke, fordi hvis jeg fik brug 
for dem så kunne jeg finde ud af det. 
"Casper Bertel Rye Hintze" 
[13:04] Hvilke redskaber tror du hjælper de studerende bedst? Altså 
visualiseringsprogrammer eller online guide ligesom codeacademy og alt det der, eller 
er det skolebøger der simpelthen er det bedste? 
"Mads Rosendahl" 
[13:23] Uh ja, det er et godt spørgsmål. 
[13:29] I virkeligheden tror jeg at det bedste det er cheat sheets, altså snyde guides 
som ikke er nogen snyde guides, men super korte printede oversigter over 
funktionalitet. 
[13:52] Man kan også godt sige selvfølgelig er der lidt- udfra logi- 
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[13:55] Nu har jeg ikke spurgt jer hvor i er henne omkring programmering. 
[13:59] I har vel haft noget processing i hvert fald, men er i meget skarpere end det eller 
hvad? 
"Casper Bertel Rye Hintze" 
[14:03] Nej ikke noget særligt altså jeg kan basis frontend design, men det var mere 
sådan noget css html. 
[14:11] Har siddet lidt med c# men ikke noget særligt. 
"Mads Rosendahl" 
[14:17] Nej, nej men- Bare lige for at pejle sig ind- det er ikke for at det er afgørende i 
den her sammenhæng. 
[14:21] Men Processing kender i. 
"Casper Bertel Rye Hintze" 
[14:24] Ja. 
"Mads Rosendahl" 
[14:25] Man kan sige hvis man ryger ind på den der reference side til Processing, der er 
lidt den ulempe at den har det hele med. 
[14:34] Så det kan være svært at finde det man har brug for. 
[14:38] Men det betyder bare at sådan nogle oversigter hvor man har det man har brug 
for, og ikke det man ikke har brug for, kan nogle gange være nyttigt. 
[14:46] Så det finder man i for mange sprog og mange ting, sådan noget med de der 
oversigter over hvad er det for nogle redskaber jeg har brug for for at kunne få det her til 
at virke. 
[14:55] Altså hvad er det for nogle standardfunktioner og hvad er det for nogle 
sprogbegreber, i det hele taget hvad er det for nogle biblioteker. Som er nemt at overse. 
[15:08] Lærebøger har det med at have de ulemper at de ofte er for lange, og det kan 
være svært at finde det- finde ting i dem. 
[15:18] Online guides kan også have lidt det samme problem, altså, hvis du sidder med 
et problem du har i et program og du prøver og at sætte farver på en skæv figur som 
ikke er en standard figur og hvordan er det egentlig man lige gør det. 
[15:41] Så nytter det ikke noget hvis du så sidder og har en video der vare tredive 
minutter og på et eller andet tidspunkt i den video bliver det sagt, så er det ikke sikkert 
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at du lige finder det. Og det er heller ikke sikkert at hvis du har en lærebog på 
syvhundrede sider at du nemt kan finde det. 
[15:54] Så det vil sige at det der ofte er udfordringen, det er at have sådan nogle 
nemme simple guides, hvor jamen det står der. 
[16:03] Og hvis det er meget mere end en fem sider så finder man det ikke. 
"Casper Bertel Rye Hintze" 
[16:15] Tror du programmeringsbaserede uddannelser er mere krævende end andre? 
"Mads Rosendahl" 
[16:32] Ikke værre end alle andre. 
[16:49] Man kan sige det på den måde, der er uddannelser hvor du får nogle meget 
konkrete kompetencer. 
[16:57] Hvis man nu for eksempel har læst datalogi, så kan der stå i dit CV at du kan 
altså programmere i de her fem forskellige sprog. Det er en ret konkret kompetence, 
hvor man ligesom kan sige det kan man jo også- det kan man jo ikke. 
[17:12] Hvis du har læst fysik jamen så kan du altså også din kvantemekanik og du kan 
også bruge dine tensorprodukt og din partialdifferential ligning og det kan du også i 
søvne. 
[17:28] Og det er der sådan set ikke særligt meget tvivl om det er en rimeligt konkret 
kompetence. 
[17:34] Så er der nogle uddannelser hvor kompetencerne er noget mere diffuse, ved at 
du har nogle analytiske kompetencer i en anden generel forstand. Men præcist i hvilken 
retning er jo noget mere diffust. 
[17:50] Man kan jo godt sige jo mere konkret en kompetence er jo, alt andet lige, mere 
krævende bliver det også fordi det også er meget målbart. 
[18:06] Ja men det ikke for at sige at der er nogle uddannelser der er bedre eller ej, men 
så det jo også for at sige at så er der også uddannelser hvor det er nemmere at få job 
bagefter end andre og sjovt nok så det lidt sammen. Der er i hvert fald en klar 
korrelation mellem hvor konkrete kompetencerne er og jobmulighederne. 
[18:31] Sprogfag har jo også nogle meget konkrete kompetencer, altså enten du dine 
rhesus kasseroller og alt muligt andet eller også kan du ikke, enten har du det ordforråd 
på tysk eller også har du det ikke. Det er også rimeligt konkret. 
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[18:52] Der kan man selvfølgelig diskutere hvorvidt jobmulighederne der er så meget 
bedre, men i et vist omfang er de. 
"Casper Bertel Rye Hintze" 
[18:58] Men hvorfor tror du så at frafalds procenterne er højere på 
programmeringsbaserede uddannelser end de andre? 
"Mads Rosendahl" 
[19:07] Nå, ja men jeg tror også at der er nok et højere frafald jo mere konkrete 
kompetencer man får, fordi det gør også at man bliver målt op på det. 
[19:26] Så det nok rigtigt nok. 
[19:31] Så det gør nok- på den måde er der jo nok formodentligt en eller anden form for 
sammenhæng mellem konkrete kompetencer, frafald og jobmuligheder. 
"Casper Bertel Rye Hintze" 
[19:41] Hvad er det sværeste sprog i din mening at lære? Java, C++, Python, alt muligt? 
"Mads Rosendahl" 
[19:50] Ok, vi kunne snakke om hvad der er sværest som indledende 
programmeringssprog, det er det du tænker på? 
"Casper Bertel Rye Hintze" 
[19:56] På bachelorfag, ikke? 
"Mads Rosendahl" 
[20:00] Ja, men også- man kan sige hvilke sprog har man brugt som introduktionssprog 
til programmering eller forholdsvis indledende, det er det første. 
[20:12] Ok vi kan godt lige opregne. Så kan vi så sige- ok- det vi gør, her har vi så 
Processing og Java. 
[20:19] Og der vil jeg sige at Processing er faktisk et rimeligt- det er ikke fordi jeg 
normalt ligger mig ned i støvet over noget- jeg synes faktisk det er et rigtigt godt 
programmeringssprog, altså indledende programmeringssprog. 
[20:32] Fordi man har forholdsvis lidt mystik i det. 
[20:37] Går vi en tyve års tid tilbage så begynder Java at komme frem, Java er cirka 
tyve år gammelt nu efterhånden. 
[20:46] Og det bredte sig stort set over hele verden som værende indledende 
programmeringssprog. 
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[20:53] Det er ikke heroppe, hvis du kigger bagud så kan du kun finde stabler af Java 
programmeringsbøger. At de findes i stabler, ikke. 
[21:04] Man kan poppe alle sine- og mange af dem har vi jo brugt, ikke- altså de findes- 
ikke, og de findes i stabler alle steder. 
[21:15] Og nogle af dem er jo længere end andre, ikke, og du kan også godt sige- og 
efter det jeg så sagde at, pas på med og prøv og finde altså. 
[21:26] Tag den her (han lægger en programmeringsbog på bordet) og så find lige hvor 
der står noget om, et eller andet ik', på side 1027 kunne det godt være at der stod, nå 
det på side 1260. 
[21:39] Der er jo ikke nogen jordisk chance for at man for eksempel fik en Humtek 
studerende til at læse det. Så det- tyve sider det er meget ik'? Til næste kursusgang. Så 
1203-1300 sider er ikke lykken vel? 
[21:53] Det har nogle fordele, og blev også meget populært, og bliver også i stor 
udstrækning brugt mange steder. Det har altså den ulempe at det faktiskt er svært at 
skrive nemme programmer. 
[22:09] Så det der med at skrive et lille fem linjers program der er interessant, det kan 
man ikke lige. 
[22:16] Et lille tyve linjers program der er interessant det er sådan set også lidt 
kompliceret. 
[22:20] Hvorimod i processing kan du godt skrive et to linjers program der gør noget, og 
du kan også lave et fem, og et ti, og tyve og femogtyve linjers program. 
[22:29] Så du kan scale op. 
[22:32] Og Java, jamen der skal du altså op på hundrede linjer før du får noget 
interessant ud af det og du skal rimeligt mange sprogbegreber i spil, før du får lavet 
noget. 
[22:40] Og så selvfølgelig kan man bare sige gør det sådan her. 
[22:43] Det er også sådan man gør det, og hvis man tager et kursus som “Essential 
Computing 1”, som er det første fagmodul kursus på datalogi, jamen så må man gøre 
det at man gelejder folk ind i det. 
[22:54] Så er der steder hvor man kaster sig over andre typer af programmeringssprog, 
funktions programmeringssprog. 
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[23:02] Det er der en stribe steder rundt omkring i verden, hvor man gør det, og så siger  
[23:09] men det er nok især er det nyttigt der hvor man har direkte op traf af studerende 
til en it-uddannelse, altså datalogi, man starter med at læse datalogi, 
[23:23] hvor folk så typisk har nogle programmeringsforudsætninger når de kommer. 
[23:29] Man starter typisk ikke med at læse datalogi, hvis man aldrig har prøvet at skrive 
et program. 
[23:37] Altså ikke mer'! For fyrre år siden ville man gøre det fordi der kunne man ikke 
selv skrive et program, men det er  et eller  andet sted mærkeligt at gøre det idag. 
[23:47] Så folk der starter med at læse datalogi vil typisk have noget, fordi hvorfor ellers 
vove sig ind i det. 
"Casper Bertel Rye Hintze" 
[23:53] Men er niveauet så sat til at du skal have et kendskab til det i forvejen? 
"Mads Rosendahl" 
[23:56] Nej, jeg vil ikke sige at niveauet er sat til det, men jeg vil bare sige at det er 
forventningen [..] at den typiske studerende har nogen forudsætninger. 
[24:04] Og det man så gør nogen steder, det er at man siger fint, det ser vi bort fra og 
det gør vi ved ikke at foretage det med den samme type af sprog, 
[24:13] så nu bliver i smidt ud i et helt andet type af sprog, 
[24:18] som ikke ligner noget af det i har i forvejen og i egentlig ikke kan bruge det i har i 
forvejen direkte. 
[24:24] Og det er så sprog som, ja så hedder det OCamel eller ML, bare ML i en eller 
anden forstand, som er sådan nogle typiske funktions programmeringssprog. 
[24:37] Der er også enkelte steder hvor man kunne finde på at bruge logik baserede 
programmeringssprog, som prolog som er et typisk sprog til det. 
[24:44] Men der er hele ideen at nu skal i sådan set lære at 
[24:49] programmere på ny. Det kan godt være i kan noget i forvejen, det ser vi lige bort 
fra i første omgang, vi skal nok få glæde af det senere hen, men nu skal i sådan set 
lære at analysere problemstillinger på den rigtige måde. 
[25:03] Ikke det her med bare at sidde og hamre på et eller andet stykke kode indtil det 
virker. Nej. 
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[25:09] Der skal noget struktur på det fra starten af, ellers kommer i ikke nogen vegne 
med det her. 
[25:16] Så det gør man nogle steder. 
[25:18] Så kan man så sige at der er en tredje vej og der er at bruge nogen mere større 
sprog som er tættere på hvad man- 
[25:31] som er mere nogle industrielle sprog kunne man så sige. 
[25:34] Så ville det tidligere have været c++ og nu måske c#. 
[25:42] c++ og c# er begge væsentligt mere komplicerede sprog end så noget som 
Java. 
[25:51] Og det gør at risikoen for at rende ind i 'nu sidder jeg bare og hamrer på det og 
ser om jeg ikke kan få det til at virke' er større. 
[26:01] Det var c++ også? 
"Casper Bertel Rye Hintze" 
[26:05] Nej, det var c#. 
"Mads Rosendahl" 
[26:06] Det var c#, ja, c# er også et mere komplekst sprog, 
[26:13] også end Java og langt mere kompliceret end Processing 
[26:24] Så er der en fjerde vej det er så det man nogen steder gør i gymnasiet, og det 
vil jeg så som noget advarer imod, er at bruge sådan nogle grafiske sprog. 
[26:35] Og det kunne være alt fra sådan noget lego hvor det er sådan noget drag and 
drop programmering, altså med sådan nogle kasser man sætter sammen eller. 
Sketchup bliver brugt nogle steder i gymnasierne som hvor man så kunne lave sådan 
nogle små ting. 
[26:51] Der er ikke noget ondt i det, men jeg mener ikke man lære programmering ved 
det. 
[26:59] Det kan godt være man bruger programmeringsbegreber, 
[27:03] men der så mange aspekter af programmering som er noget helt andet i 
virkeligheden. 
[27:08] 
[27:10] Det er det der med hvordan man analysere det og bryder det ned i noget mindre 
og samtidige kan abstrahere detaljerne væk bagefter. 
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[27:18] Det får du ikke når du får det hele præsenteret i en anden forstand. 
[27:21] Så der kan man sige at nogle af de der bliver sådan set brugt i gymnasiet, men 
er egentligt beregnet på det snarere er ti årige knægte i legeværelset der skal lege med 
det. 
[27:32] Men at bruge det i gymnasiet er lidt en misforståelse, fordi det der med det 
tekstbaserede er sådan set en central del af programmering. 
[27:39] Og præcisionen med samtidige at forstå hvad det er for nogle værktøjer man har 
[til rådighed]. 
[27:45] 
"Casper Bertel Rye Hintze" 
[27:47] Men hvad er så det bedste program at give sig ud i som nybegynder? 
"Mads Rosendahl" 
[27:51] 
[27:53] Der vil jeg egentlig sige at processing er et godt bud. Jeg har ikke lige noget 
bedre bud i øjeblikket. 
[27:59] Det er delte meninger lidt om det[..], nogen vil sige man kun kan lave en type af 
programmer og det er så også rigtigt, i en eller anden forstand, altså det bliver meget- 
det er jo til en bestemt type af grafiske programmer. Omvendt så skalerer det sådan set 
fordi du kan godt gå op og lave objekter og klasser og så videre. 
[28:25] Så du kan egentlig godt lave noget mere komplekst. 
"Casper Bertel Rye Hintze" 
[28:29] Syntaksen i Processing minder vel også meget om- jeg synes at jeg kan se, 
sammenlignet med c#, sammenligninger i opbyning 
"Mads Rosendahl" 
[28:37] [..]Ja det er det[..]. Pointen er at det er sådan set fuld Java og Java er jo et 
meget større sprog, 
[28:46] men du må bruge alle sprogbegreberne fra Java og alle biblotekerne fra Java i 
Processing. 
[28:51] Så derfor kan du egentlig skalere op. 
[28:53] Og derfor kan det være et ganske udmærket trinbræt til at komme fra ingenting 
til Processing og videre til Java. 
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[29:04] Så [..] på den måde når man kommer fra Processing til Java, så kommer man 
egentlig ikke over i et nyt sprog som sådan. 
[29:14] Og til sammenligning, det er så også det jeg har gjort med kurset her i foråret, 
det er, som netop var sådan et andet fagmodul kursus, det var at starte lige med noget 
Processing for at lave sådan noget med webcam og kunne- 
[29:31] Altså bare for at introducere, til lige at være sikker på hvor folk var henne, og så 
gå over til noget Java, men det var sådan set mere for at gå over til [..] der hvor der 
rigtig begynder blive langhåret i Java og det er når man skal lave grafiske 
brugergrænseflader. 
[29:43] Som kan en masse [med] paneler og knapper der interegere. Sådan noget hvor 
man skal kunne meget mere end man gør i Processing. 
[29:53] Og skal have en hel anden programstruktur ned over det. 
[29:56] Men noget af det vi så også gjorde var at gå videre til arduino! 
[30:02] Som man så også kan opfatte som værende et indledende 
programmeringssprog. 
[30:07] Jeg ved ikke om der er nogen af jer der har rørt ved det, men det bliver også 
brugt i humtek og i workshops og sådan noget. 
[30:14] Men også er interessant fordi det ikke er i java/processing verden, selvom det 
ligner. 
[30:22] Det er c der er det underliggende programmeringssprog i Arduino. 
[30:27] Hvilket gør at man kan skrive masser af sjove ting; 
[30:30] der er masser af sprogbegreber der som der som man kan bruge i c so man 
ikke kan- som ikke svarer til hvad man kan i Java og Processing. 
[30:41] Men jeg synes ikke det er godt som indledende programmeringssprog. 
[30:47] Altså det er meget sjovt og det giver masser af udfordringer, men ikke sådan- 
nej. 
"Casper Bertel Rye Hintze" 
[30:52] Yes, så er der bare et sidste spørgsmål. 
[30:54] Hvad tror du der kommer i fremtiden der hjælper begynder med at programmere 
og hvad kan resultatet gøre? 
"Mads Rosendahl" 
Gruppe 9: Scripting Simplified  29.05.2015 
Christiansen, M. Hansen, A. Hintze, C. Laursen, M. Schou, K. 
Side 155 af 168 
[31:02] Det der er sjovt, og som jeg har sagt på nogle kurser her det er: 
[31:15] at programmering og indledende programmering bliver ikke nemmere; det bliver 
sværere. 
[31:20] 
[31:29] Hvis man går tilbage, bare bliv siddende herovre, sådan da jeg groft set- eller da 
jeg selv skulle lære at programmere for mange år siden på universitetet, 
[31:42] så kunne vi bruge pascal. 
[31:48] Og det var- der var så mit første program. Det var sådan et der kunne læse to 
tal ind og skrive dem ud. 
[31:57] Skrive resultatet ud. 
[31:59] Hvis jeg skulle skrive det samme i java, det der program, så vil det fylde en 
sides penge 
[32:06] og inkludere masser af sjove objekt orienterede begreber. 
[32:11] 
"Casper Bertel Rye Hintze" 
[32:15] Så det er blevet sværere over tid 
"Mads Rosendahl" 
[32:16] Det er blevet sværere over tid, ja. 
"Kristoffer Schou" 
[32:18] Bare fordi det er stærkere er det jo ikke nødvendigvis nemmere. 
"Mads Rosendahl" 
[32:19] Og det betyder også for at en lærer for cirka tyve år siden eller sådan noget- så 
er det det vi brugte på, også her på RUC, og så videre, 
[32:32] det var så en variant af pascal der hedder virtual pascal som virkede på pc'en. 
[32:39] Og det fungerede sådan set meget godt og det kunne man godt og folk kunne 
skrive små programmer rimelig nemt. 
[32:46] Men siden da er det blevet sværere. 
[32:48] Og grunden til at det er blevet sværere er at interaktion er blevet meget mere 
komplekst. 
[32:54] Altså i gamle dage var interaktion med et program det bestod i at du skrev noget 
på et tastatur, eller endnu værre skrev noget på et hulkort. 
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[33:03] Og ud kom der enten noget på en skærm eller netop endnu værre, længere 
tilbage, så kom det ud på en eller anden linjeskriver, 
[33:10] en printer- udprintning. 
[33:13] Det var interaktion, der var meget nemt. 
[33:15] Nu kan interaktion være meget nemt. Det kan være et webcam der sidder og 
tager billeder ind og det kan være 
[33:24] tryk følere og temperatur målere og det kan være knapper på en grafisk 
brugergrænseflade 
[33:31] og tekstfelter og selvfølgelig kan det være musen, men det kan være så mange 
ting, så interaktion er meget mere komplekst. 
[33:38] Det bliver ikke nemmere. 
[33:40] Det er der ikke noget der tyder på. 
[33:45] Så det er jo både godt og skidt, det betyder hvis man kan noget af det så 
[33:51] skal der nok blive behov for det, også i fremtiden, det bliver ikke automatiseret. 
[33:55] 
[34:05] Så man kan i hvert fald sige tendensen over de sidste halvtreds år har været at, 
programmering er blevet mere komplekst end nemmere. 
[34:16] Og det gælder sådan set også indledende programmering. 
"Casper Bertel Rye Hintze" 
[34:21] Hvis du, bare et ekstra spørgsmål, 
"Mads Rosendahl" 
[34:24] Ja ja, bare spørg løs! 
"Casper Bertel Rye Hintze" 
[34:25] Hvis du skulle have et program til studerende, altså har du noget 
[34:30] du gerne vil se blive lavet som kunne hjælpe de studerende med at blive bedre 
til at programmere? 
"Mads Rosendahl" 
[34:36] 
[34:43] Det jeg egentlig sætter pris på det er dels- man skal have et 
[34:47] 
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[34:53] Det det i virkeligheden drejer sig om det er at kunne udvælge de dele af sprog 
som er nødvendige. 
[35:00] Og selv sprog som- omgivelser som Processing er for store. 
[35:06] Så det er i virkeligheden og finde delmængder. 
[35:08] I virkeligheden kan man jo klare sig med stort set ingenting, 
[35:13] og stort set ingenting det betyder at du behøver ikke at have en hel masse 
forskellig datatyper, du behøver ikke en masse brokonstruktioner[?], 
[35:19] du behøver ikke en hel mass biblioteksfunktioner, 
[35:22] så finde ud af hvad er det for en kerne af ting man skal kunne for at kunne lave 
noget som helst. 
[35:29] Ikke det andet, men kun det. 
[35:32] Få det skrevet op på en måde så folk kan finde det. 
[35:36] Alle har reference guide osv. men altså finde de ting som man skal kunne for at 
kunne komme nogen vegne, 
[35:43] og kunne glemme resten, 
[35:45] og så kunne- så nemt skulle kunne finde disse ting. 
[35:51] 
[35:54] Du kunne også godt sige, grunden til at det der er nemt, det er at antallet af 
sprogbegreber du skal for at kunne skrive de her simple programmer er meget lille. 
[36:03] Hvorimod hvis man har- hvis man sidder og skal prøve at skrive sit program og 
man kigger ned på ala Processings reference guide og ikke er klar man i virkeligheden 
har brug for beginVertex(), endVertex() eller hvad det nu er de hedder, 
[36:21] 
[36:26] og camera og alle andre funktioner der nu står på den liste 
[36:31] om det i virkeligheden var dem man havde brug for, for at få sit program til at 
virke 
[36:36] så er det ret komplekst. Hvis man derimod har en rimelig klar ide om 
[36:42] her er der redskaber nok, altså her er der funktioner og sprogbegreber nok 
[36:47] til at løse de problemer. Og kaste sig ud i de problemer der kan løses med det 
[36:52] og ikke kaste sig ud i noget der kræver en hel masse andet. 
[36:56] Så en klar simple sandkasse, havde jeg nær sagt, 
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[37:03] men her er der egentlig skovle og spader nok til at løse dine problemer. 
[37:08] Og her er der en type af problemer du kan lave med det. Så kan man komme 
langt. 
[37:13] Hvorimod det der med bare at kaste sig ud på dybt vand og så prøve at padle 
sig tilbage, 
[37:21] det synes jeg gør det meget abstrakt. 
[37:25] For nogen fungere det. 
[37:29] Og nogen undervisere kan lave den type af scenarier. 
[37:33] Nu kaster vi os ud og skal se om vi ikke kan få lavet en eller anden 
[37:37] sparkedragt med trykfølerer på, og lad os se om vi ikke kan få det til at virke. 
[37:42] Og det kan også godt være at man få det til at virke. Om man så ha- 
[37:46] nødvendigvis er klar over hvorfor det virker eller ikke virker 
[37:50] det ved jeg så ikke lige, men det er der hvor jeg synes- Der synes jeg det kan 
blive komplekst. 
[37:54] Hvorimod hvis du ved, her er der noget der hedder fill og der er noget der 
hedder stroke 
[37:59] og der er noget der hedder line og der er noget der hedder ellipse. 
[38:01] Ok med det kan du altså lave et tetris spil, eller et eller andet. 
[38:07] Der er ikke- Du behøver ikke andet. 
[38:10] Der er ikke nogle skjulte smutveje eller et eller andet. 
[38:15] Der synes jeg egentlig- så føler jeg egentlig man- at det bliver mindre abstrakt. 
[38:21] Og generelt set synes jeg det det der er den største udfordring, det er hvis man 
som 
[38:27] studerende bare føler at man sidder bare og skraber lidt i en eller anden 
overflade og der er en hel masse man ikke har fået at vide også noget man 
[38:34] ikke har fået at vide som man nok egentlig måske burde have vidst for at kunne 
få tingene til at virke og at 
[38:40] når mit program ikke virker så er det nok fordi der er et eller andet jeg ikke ved. 
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Bilag 6: Interview med Henning Christiansen 
C: Hvad tror du programmeringsbegyndere har størst problemer med? 
H: Det kommer meget and på begynderen. Hvad det er for nogle folk, der er nogle 
mennesker som har et problem i forehold til matematik, den matematiske tankegang 
med et x og et y. Og der skal man starte ud med den her at understrege at man giver 
symbolske navne til ting og at x er sådan en sær variable sådan noget der kan ændre 
sig. Det kan godt være en hurtle for nogle. Ellers, kan jeg lige få spørgsmålet igen? 
C: Hvad tror du programmeringsbegyndere har størst problemer med? 
H: Hvad de første umiddelbar problemer er? 
C: Ja. 
H: Altså for nogle er den der x- y-skræk, eller mangel på vej med at tænke symbolsk. 
Og så er der andre for hvem det overhovedet ikke er noget problem. Og en ting som 
kan være svært det er en lille men irriterende ting er det med at forstå at syntaksen skal 
altså være helt rigtig. Der skal stå et semikolon, og hvis sproget kræver krølle-parrentes 
skal man altså bruge krølle-parrenteser og ikke nogle andre parrenteser, og så videre. 
Det at ting skal skrives ultra præcis på en helt bestemt måde for at den dumme maskine 
fatter det. Det kan være lidt af et problem. 
Når vi så lige kommer et niveau længere, så vil jeg sige, ja er der nogle ting som er 
specielt problematiske? Nej jeg vil sige at sådan det der med program løkker og så 
videre, det tror jeg enligt ikke er det store problem. Det er bare nogle ting man skal 
lære, og igennem. 
Men hvis, jeg tror nok at hvis der er noget der skal fremhæves som problemer så er det 
for nogle det der med symbolsk tænkning. Det med at omsætte fx sådan noget med at 
tegne en tegning på et stykke papir, og så omsætte den til noget med x’er og y’er og 
koordinater. 
Den der symbolsk tænkning, og så er der det med at få den forbandede syntaks til at 
makke ret. 
C: Hvor tror du så de studerende lære programmering bedst? Altså der hjemme, selv 
studie, forelæsning eller øvelsestimer? 
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H: Det kan jeg godt sige dig. Øvelsestimer hvor man sider og sveder i et fældes rum, 
hvor der er nogen der sider ved siden af og slås med de samme problemer. Og der er 
nogle der lige har fattet det, og hvis der så er en hjælpelære på af en slags, så er det 
super. Så fx en kort introduktion af en lære til lige som at male det overordnede billede, 
det helt fint. Men så det og for alvor at kunne det der skal man selv arbejde med det, og 
der er der altså en ting som vi ikke gør så meget i her på RUC er simpelhed at man har 
nogle fældes rum hvor der er computere hele vejen igennem og der sidder nogle folk på 
cirka samme niveau som jer selv, nogle som er lidt dyktigere som man kan spørge om 
dit og dat. Sidder der i, om jeg så må sige, en fældes svedhørm og knokler i time vis og 
langt ud på natten. 
C: Hvilke aspekter syntes at du er sværest for programøer at lære? Altså arrays, 
variabler og pointes eller andet? Altså hvad syntes du er sværest af aspekterne ved 
programmering? 
H: Det er nok sådan noget hvor man har procedure kald inde i hinanden, det der med 
scope af variable, forskellen på lokale og globale variable, og det at hvis man har en 
variable der hedder x forskellige steder, og hvis proceduren eller funktionen eller 
metoden, hvad man nu kalder den, kalder sig selv mange gange hvad er det så for 
nogle x’er vi taler om? Det kan være lidt svært. 
Noget der ofte bliver fremhævet som problem, det er at forstå rekreative programmer. 
Men det syntes jeg faktisk ikke er så stort et problem. 
C: Hvad er et rekreativt program helt præcis? 
H: Det er et program der kalder sig selv. Eller undskyld, et program der er baseret på at 
du har funktioner som kalder sig selv en helt masse gange. Men der har jeg fundet ud af 
at hvis ikke indføre det som noget svært, men indføre det i forbindelse med nogle data 
struktur som naturligt er rekreative, fx hvis man har et træ, der er byget op af pointere, 
det er også en rekreativ struktur fordi et binært træ består af en knude med noget 
information med referencer til to andre træer, og træer kan så eventelt være nul, eller 
ikke være der. 
Så et træ består af noget information og to andre træer. Og sådan noget kan man 
nemlig tegne, og så kan man skrive fx en simple rekreativ funktion som summer tallene 
sammen i sådan et træ. Så det du gør er at du tager tallet her (her holder han hånden i 
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luften) og hvis der er et træ til venstre (her rykker han så hånden til venstre) kalder du 
rekreativt summen på venstre træ, og ligger til og så kalder du vis højre træ (her rykker 
han så hånden til højre) ikke er nul ås kalder du rekreativt sumfunktionen på det og så 
ligger du til. Så kalder det sig selv. 
Noget hvor man også bruger rekreation det er hvis man tegner de der fin sådan nogle 
planteligne figurer. Fx sådan nogle, hvad hedder de, Lindenmayer systemer og sådan 
nogle ting. Det er sådan nogle principper hvorefter du kan tegne planter og sådan nogle 
ting. 
Pointere kan være svære fordi hvis du har en variable der indeholder en pointer kan du 
både ændre den variabels pointer, altså pointeren i variablen, eller du kan også ændre 
det pointeren peger på. Der kan man godt lave kludder i det. 
C: Hvilke redskaber tror du de studerende bedst? Altså et visualiserings program, online 
guides som fx Codeacademy, og youtube, eller er det skolebøger der er bedst? Eller er 
det noget helt andet? 
H: Det er altid godt at have en skolebog, men det er også godt at have et godt online 
værktøj. Eller undskyld, en måde at visualisere data strukturer er altid godt. Og i øvrigt 
visualisere programmer. Så det vil jeg sige det er en af grundene til at processing bliver 
brugt en del for begyndere, der er at du kan umiddelbart se det som dit program 
fortager sig, og så kan du sammenligne det som programmet tegner og din kode. Og så 
kan du faktisk hvis du har en eller anden listig opgave der skal vise noget om arrays, så 
vil der formenligt på skærmen være noget som minder om at vi har et antal ting 
vedsiden af hinanden der minder om hinanden. Eller de kommer i tid og sådan nogle 
ting. 
Jeg lavede engang for en million år siden, før man havde sådan nogle gode værktøjer, 
der skulle jeg lave et begynderkursus for nogle folk der programmerede i pascal, gode 
gamle pascal. Og det er altså folk med meget varierede baggrund og ikke nødvendigvis 
særlig god matematik, og der opfandt jeg et system af procedure, eller metoder eller 
hvad man nu vil kalde dem. Til at tegne møbler med, fx designe en vækreol der skal 
have en række elementer, og så blev det skrevet ud med sådan god gammeldags 
skrivemaskinegrafik. Og det virkede faktisk, og det viser faktisk meget godt at hvis du 
har noget visuelt du kan sammenholde din kode med, så er det med til at gøre det 
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nemmere for folk. Fx noget kode som kun kan køre rundt i nogle løkker og beregner 
nogle tal det kan godt være svært at forstå. Også sådan en detalje at du kan se hvis du 
fx kan klikke på en variable og ås kan du lige få at hvide at den variable er af den type 
og sådan, og sådan, og den er kaldet her oppe, den slags værktøjer er god for eller skal 
man bruge en heldves tid på at rode rundt efter en information. Og endelig også forhold 
til syntaksen, en editor der tjekker syntaksen løbende, ikke en der kommer med 
fejlmeddeler uafbrudt men der fx farve indikation. Det gør det en hel del nemmere at 
slås med den satans syntaks. 
C: tror du programmeringsbaseret uddannelser er mere kravende end andre? 
H: Næh. På sin vis er de meget nemmere at gå til end så meget andet, fordi man har en 
kobling mellem noget teoretisk og noget praktisk. Man kan godt undervise i 
programmering som ren og skær tavle regn, de gjorde de faktisk i Kina for meget længe 
siden hvor man altid skulle programmer man de ikke havde råd til nogle computere. Og 
så er det selvfølge matematik lærende der overtog det, og så diverse algoritmer og 
datastrukturer de var simpelhed som matematiske kurser. Og et eller andet sted er det 
jo helt fint, men ikke særligt nødigt, og heller ikke særligt pædagogisk men det at man 
kan få en overordnet forståelse og så hen og prøve det af, i mod sætning til noget som 
er rent teoretisk, og det gør det også nemmere fx dårlig matematik undervisning kraver 
virkelig at det er folk der er gode til at abstrahere og selv tegne en masse små tegninger 
og forstå. Men overfor programmering har vi det hærlige at vi har en maskine vi kan 
prøve vores ideer af på. Vi tænker en tanke, vi skriver den og trykker på knappen, så får 
vi umiddelbart realiseret den tanke og måske finde ud af at den var kun ¾ af det vi 
enligt godt ville. Så den der umiddelbare feedback, fra tanke til en realisering og en 
undersøgelse ved at simpelhed køre skidtet og se hvordan det virker. Til at reflektere 
igen og revidere, der forgår sådan en cyklus der sådan i en trekant. Det er virkelig med 
til at speede indlæringen op og gøre det spændende. 
C: Hvorfor tror du at frafaldsraten er højere på programmeringsbaseret uddannelser? 
H: Det tror jeg ikke at der er. Det her jeg ikke en formening om at det specielt skulle 
være. Har du dokumentation for det? 
C: Ja gennemsnitligt ligger frafaldsraten på bacheloruddannelser på 28% men på 
programmeringsbaserede uddannelser ligger den oppe på ca. 50% på datalogi og it. 
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H: Der må jeg svare genneralt, at kan skyldes dårlig undervisning, og at det er folk som 
dybets set ikke er interesseret i den tekniske side, men har meldt sig til uddannelsen 
fordi ”sådan noget med it det er jo spændende og der kan man få job” men hvis man 
ikke lige har den der lidt matematiske inklination så er det måske ikke der man skulle 
være. Ellers så vil jeg sige: jeg ser ingen objektive grunde til at 
programmeringsundervisning skulle være mere kedeligt eller svære end så meget 
andet. Måske er det nogen som heller vil ”male med den store pencil” designe og hvad 
ved jeg, og så føler de at de bliver sløvet ned af at de lige skal lære et håndværk først. 
C: Hvilke sprog er i din mening sværest at lære, for en begynder? Altså i det hele taget, 
som Java, C++, Python osv. 
H: Det er nok sådan noget som, hvis vi tager et sprog som er nogenlunde udbredt, så vil 
jeg nok sige Java. Der er to røvirriterende ting ved Java. Den ene er at man skal skrive 
så uendeligt meget kode, bare for at få et program til at skrive ”Hello world”. Så det gør 
at den der umiddelbare feedback du får ved at kære dit program, du skal virkeligt 
mestre dit sprog for at få den der effektive løkke mellem at tænke, revidere og få et 
feedback. I sådan noget som Java der vil man typisk indsætte, når der er noget som 
ikke rigtigt vil så indsætter man en heldveds masse testudskrift. Hvad der i øvrigt er en 
meget nødig ting sådan generelt, bare sætte nogle testudskrifter ind, fordi det er ofte 
hurtigere end at bruge en eller anden tracer, fordi så skal man igennem det hele. 
Den anden ting jeg ikke kan lide ved Java det er den katastrofe af en såkaldt 
objektorienteret API. Hvor der er så mange lag af abstraktionen, og skal man have fat i 
en bestemt, lad mig lige være lidt mere præcis. Mange lag af nedarvning, der er 
interfaces og klaser som er præfixet med andre klasser osv. Så hvis du lige skal finde 
de håndtag til at gøre en enkelt lille ting, så skal du ligge og bladre rundt, søge efter 
den, og der er ingen god grund til hvorfor den nu er placeret her oppe eller dernede i 
klassehierarkiet. Det er en katastrofe. Og fx bare det at, hvis vi besluttede her at vi vil 
skrive et Java program som lukker et vindue op på skærmen og tegner en tegning af en 
tændstikman. Hvis ikke vi lige har lavet det samme program i går, så tager det en halv 
dag at finde ud af hvor de faciliteter der er til at bruge det der er, og det syntes jeg er 
forfærdeligt. 
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C: Er det bedst for begyndere at begynde sig ud i et tungt program som C++ eller er det 
bedre at starte med noget som processing? Og hvilke sprog vil du anbefale til en 
begynder? 
H: C++ skal man holde sig fra, det kan man altid tage med i sin portfolio når man har 
lavet den. Men til at komme i gang syntes jeg at processing er skide godt. Fordi at man 
har umiddelbart nem tilgang til diverse grafiske og andre liggende faciliteter. De har den 
der web side hvor der står noget med references, den fylder en side. Det syntes jeg, det 
er ret genialt. Og så kan man komme i gang. 
Så er der så ting som ikke står i den reference, det er at man har sådan set hele Java til 
rådighed. Så hvis man vil et eller andet langhåret så kan man sku nok godt finde det. 
Når man ligesom er nået til et lidt mere avanceret niveau. 
Men et andet type sprog man kan starte med er logikbaseret og funktionsbaseret sprog. 
Mit ynglings sprog heder Prolog. Det er et sprog hvor man programmere i logiske regler. 
Hvor at et program er en slags database, og man kan umiddelbart spørge til det. Der er 
det min erfaring at der på en kursusgang, der kan komme helt grønne folk ind, og i 
slutningen af den kursusgang så har de skrevet deres egne interessant og sjove 
programmer. Men det er så en anden tilgang hvor man tænker på et program, ikke som 
en redegørelse for i hvilken rækkefølge ting skal udføres. Men simpelhed som en 
repræsentation af viden. Det giver faktisk en indspilning på fordi at en anden type sprog 
som har lidt samme kareter det er funktionsorienteret sprog. Hvor det simpelthen 
handler om matematiske funktioner der kalder hinanden og så kan man en helt masse 
fixfaxerier, som også er relativt højniveau og også er simpelt at gå til. Og specielt 
funktions programmering var på et tidspunkt meget hot i Sverige. Og ca. omkring år 
2000 var jeg involveret i en evaluering af en række svenske datalogiuddannelser. Der 
var der tradition for, altså hvis det er datalogi som særskilt fag, så skulle du altså lære 
en bred klasse af programmeringssprog. Sådannogle af de imperativ objektorienteret, 
men også de logikbaseret og funktionsbaseret sprog, du skulle ligesom have det i din 
portefølje. I den kontekst kan man gribe sådan det generelt programmeringsforløb and 
på to måder. Du kan starte med de smukke elegante sprog, og når folk gennem dem 
har fået en fornemmelse af hvad det vil sige at programmere, så kan du så gå i gang 
med de lidt tungere som Java eller C++. Eller du kan gøre det omvendte og sige okay 
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nu lære vi det basale håndværk, og de der luksus bider kan vi så gemme til bagefter. 
Vores konklusion at det er hip som hap, folk blev sådanset lige gode i den sidste ende 
uanset, altså der er masevis af gode argumenter for den ene model, og masevis af 
gode argumenter for den anden, men resultatet blev sku det samme. 
C: Hvad tror du der kommer i fremtiden der kan hjælpe begyndere med at programmer, 
og eventuelt hvad skal man gøre? 
H: Hvad der kommer i fremtiden? 
C: Ja i nærmeste fremtid. 
H:Der er det ret sjovt at se, jeg syntes ikke der er sket det store inden for de sidste 15 
måske 20 år. Altså der er kommet den forskel at nu begynder folk at bruge IDEer 
(Interaktive Development Environment) for du noget foræret i tracing osv. Men på den 
anden side det er mere programmeringsværktøj, de har den ulempe at sætte sig ind i 
dem før du for alvor kan bruge dem. Sådan noget som processing syntes jeg er godt, 
fordi der har du syntaks farvningen og du har den umiddelbare visuelle feedback. Jeg vil 
nok tror at det er noget af det vigtigste og noget som virker det er diverse former for 
visualisering. I forhold til programmering, det er jo sådan en relativ basal disciplin, hvor 
det at putte alt for meget intelligens og alt for meget hjælpeværktøjer i det vil sådan set 
mere for mudre tingene. Fordi det det handler om er at forstå begrebet et program som 
er en tekst der har en klar deterministisk fortolkning. Og hvis man begynder på alt for 
mange intelligens hjælpeværktøjer på som bare lige ændre koden og fx skriver en del af 
koden for en, det kan faktisk virke modsat fordi så får man den fornemmelse af 
programmering er bare at trække ting ind fra menuer og trække nogle stregger imellem 
dem. Så det er faktisk at snyde folk, det kan det nemt være hvis man gør det for nemt 
og for intelligent, fordi det man skal lære er at tumle, kontrollere, styre den organisme 
som en stor samling kode linjer er. Jeg ser sådan set ikke noget vildt kvantespring 
sådan i nærmeste fremtid. Jeg tror snare det er en elaborering og en perfektionering af 
de principper man allerede har fundet ud af, og at visualisering er en af dem. Der kan 
man se sådan noget som processing det har en succes, og et eller andet sted for satan 
hvor er det dog banalt ik? Og netop derfor er det effektivt i undervisnings 
sammenhæng. At man kan gå i gang uden at skulle overskue alt for meget på en gang, 
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som man skal hvis det man starter med er at blive kylet ud i Java og en IDE. For ikke at 
tale om Javas API. Så har man simpelheden bedt om at folk går i spåner og går igen. 
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Bilag: Test uden VKG 
Testpersoner ser programmet bagefter. 
Testperson 1: 
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Testperson 2: 
 
 
 
 
 
