ABSTRACT With the rapid development of smart factory of Industry 4.0, all kinds of industrial devices are adopted in smart factory. As a result, the complexity of cooperative behaviors among industrial devices increases rapidly. It becomes more and more difficult for practicing engineers to ensure temporal correctness of cooperative behaviors. At the same time, smart factory has made its way into the domain of safetycritical systems, where there is a higher requirement for temporal correctness of cooperative behaviors. Therefore, it faces great challenges for practicing engineers to ensure temporal correctness of cooperative behaviors. Nowadays, some methods have been proposed for analysis of cooperative behaviors. They can use graphic methods and formal methods to create the graphic model and formal model to analyze and ensure the temporal correctness. However, these methods lack the capability of multi-perspective analysis that is exactly necessary for those systems that have a higher requirement for temporal correctness. To address this issue, in this paper, we propose a multi-perspective method that can analyze cooperative behaviors from the macroscopic perspective and the microscopic perspective. Comparing to existing methods, it can provide a more thorough analysis for cooperative behaviors. The usage of our method is illustrated by a semiconductor manufacturing scenario.
I. INTRODUCTION
The Industry 4.0 depicts a smart production system that aims to build the global value creation networks by combining various industrial production factors such as production facilities, warehousing systems, and logistics systems [1] , [2] . The smart factory is a marked feature of Industry 4.0 that focuses on integrating various industrial devices to establish a networked manufacturing system [3] . Now, the smart factory has become an emerging technology for solving conflicts between supply and demand appearing in the market.
In the context of Industry 4.0, an industrial manufacturing process of smart factory can be regarded as a serial of cooperative behaviors among multiple industrial devices. These cooperative behaviors are executed according to certain temporal orders. Therefore, it is of great significance to ensure the temporal correctness of cooperative behaviors for an industrial manufacturing system. However, with the rapid development of Industry 4.0, all kinds of intelligent devices are widely adopted in smart factory and the complexity of cooperative behaviors increases rapidly [4] . It becomes more and more difficult for practicing engineers to ensure the temporal correctness of cooperative behaviors of a manufacturing process. At the same time, we have seen smart factory making its way into the domain of SCS [5] - [7] , where there is a higher requirement for temporal correctness of cooperative behaviors. As a result, it faces severe challenges for practicing engineers to ensure temporal correctness of cooperative behaviors.
The temporal correctness implies that cooperative behaviors can meet the desired temporal properties. To be specific, these temporal properties can be classified into two categories: structure properties and business properties. Structure properties can be grouped into deadlock properties and equivalence properties. The correctness of deadlock property shows that a manufacturing process can't fall into deadlock state. The correctness of equivalence property represents different models of a manufacturing process are consistent. The correctness of business property states execution sequence of a manufacturing process conforms to specific business regulations. Overall, a structure property expresses an objective requirement to cooperative behaviors whilst a business property expresses a subjective requirement to cooperative behaviors.
Nowadays, graphic modeling and formal modeling are the two commonly used methods for analysis of cooperative behaviors [8] - [12] . Graphic modeling methods depend on graphic tools, (e.g. the UML sequence diagram and the UML statechart diagram [13] ), to provide graphic models for analysis of cooperative behaviors. Due to having perceptual intuition capability, this kind of methods are beneficial to communication between different practicing engineers. However, as they are short of definite description capability, there may are various understands to toward a same graphic model. In contrast, formal modeling methods (e.g. the π -calculus [14] , the MWB [15] , and the NuSMV model checker [16] ), depend on mathematical tools to describe cooperative behaviors and can provide a definite model for analysis of cooperative behaviors. However, this kind of methods are somewhat abstract and not very convenient to communicate between different practicing engineers. Overall, different methods have their own advantages and a single method can't ensure the temporal correctness of cooperative behaviors very well. Therefore, research on combination of graphic methods and formal methods begins to draw much attention.
Currently, some comprehensive methods have been proposed for analysis of cooperative behaviors. A comprehensive method was proposed in [11] . The authors first use the UML sequence diagram to create the macroscopic model of cooperative behaviors, and then transform the obtained macroscopic model into the π -calculus formal model. Finally, the authors employ the NuSMV model checker to verify business properties of cooperative behaviors. Another method was proposed in [17] . This method adopts the UML statechart diagram [13] to create the microscopic graphic model of cooperative behaviors, the π-calculus to create the formal model and the NuSMV model checker to verify temporal properties of cooperative behaviors. Overall, both methods have graphic modeling capability as well as formal verification capability. However, they can only create a single-perspective model of cooperative behaviors, and have no capability of multi-perspective analysis, that is exactly necessary for those systems that have a higher requirement for temporal correctness.
To address this issue, in this paper, we put forward a novel comprehensive method, that can create the macroscopic model as well as the microscopic model of cooperative behaviors. Comparing to the existing methods, it has a more powerful capability for analysis of cooperative behaviors. Moreover, the usability of our method is illustrated by analysis of a semiconductor manufacturing scenario.
The remainders of this paper proceed as follows. In Section II, we introduce the architecture of our method. Then, we present a semiconductor manufacturing scenario and take it as example to illustrate how to create the macroscopic model and the microscopic model of cooperative behaviors in Section III. The method for Creating the formal model of cooperative behaviors is introduced in Section IV. In Section V, verification processes of structure property and business property are introduced. In the end, we draw some conclusions about this paper.
II. OUR METHODOLOGY
As shown in Fig. 1 , our method consists of three steps. The first step is to create graphic models of cooperative behaviors. It serves two purposes: First, it can provide an intuitive model to practicing engineers for analysis of cooperative behaviors. Second, it prepares models to be verified for the formal verification. The UML sequence diagram and statechart diagram [13] are two promising tools for describing dynamic aspects of a manufacturing process. The sequence diagram can describe cooperative behaviors among all device objects of a manufacturing system according to temporal order whereas the statechart diagram tends to depict cooperative behaviors of a device object in detail. Here, we employ the UML sequence diagram to create the macroscopic model and the UML statechart diagram to create the microscopic model of cooperative behaviors, respectively. The second step is to transform the graphic models obtained in the first step into formal models. It has three effects: First, it provides uniform semantics for different graphic models, helping to eliminate misunderstandings towards graphic models. Second, it offers formal models, which is a prerequisite for formal verification, to the formal verification layer. Third, it can cancel coupling between the graphic modeling layer and the formal verification layer and improve extensibility of our method. When adding a new tool to its former or latter layer, we only need to consider relationship of the new tool with the formal specification layer. The π -calculus [14] is a famous process algebra and suitable for describing various concurrent systems. Moreover, it is familiar with many practicing engineers. For these reasons, we accommodate π -calculus as formal specification language. Two sets of transformation rules respectively from macroscopic model and microscopic model to π -calculus models are defined. They will be introduced in Section IV.
The three step is to verify the obtained formal models against structure properties and business properties. MWB [15] is the main analysis tool for π -calculus models and supports verification of deadlock and equivalence properties. So, we choose it as the verification tool for structure properties. We choose another formal tool, NuSMV [16] , to verify business properties. NuSMV is a famous symbolic model checker for verification of a finite-state system and supports verification of user-defined business properties. Moreover, a counterexample will be fed back if the system violates the desired properties. Since it only accepts formal model specified with SMV language [18] , we define a set of transformation rules from the π -calculus model into the SMV program, that will be introduced in detail in Section V.
From the above description, We can see that our method has following characteristics:
First, it can provide multi-perspective graphic models for analysis of cooperative behaviors, which are required for applications having a higher requirement to cooperative behaviors. Indeed, it can create both macroscopic model and microscopic model for cooperative behaviors. Comparing to the existing methods, our method has a more powerful capability for analysis of cooperative behaviors.
Second, it can not only definitely verify deadlock properties and business properties using MWB and NuSMV, respectively, but can also employ MWB to verify equivalence property of the macroscopic model and the microscopic model of cooperative behaviors, helping to check out inconsistency between two different perspective models of the same manufacturing process.
III. CREATING GRAPHIC MODEL OF COOPERATIVE BEHAVIORS IN THE GRAPHIC LAYER
The first step of our method is to create macroscopic model and microscopic model of cooperative behaviors using the sequence diagram and statechart diagram, respectively. In this section, we first introduce a simple semiconductor manufacturing scenario [19] , and then take it as example to illustrate the use of our method.
A. A SCENARIO OF SEMICONDUCTOR MANUFACTURING
As shown in Fig. 2 , this scenario contains a total of six devices, Order, Monitor, Welder1, Welder2, Database, and Storage. Order is used to generate instructions to control manufacturing process and send these instructions to Monitor. Monitor is responsible for forwarding the received instructions to the corresponding productive devices, (i.g. Welder1, Welder2, and Database), and monitors these devices' statuses. Database is to load the welding file for welding wires. The two welders are the main production units and responsible for welding wires on the semiconductor wafer according to the binding file loaded in the Database. When receiving a production command from Order, Monitor will select a welder to produce a semiconductor. After the welder completes the wire welding, it will store the product into Storage. Finally, Storage informs Order that the production process has been completed.
From the above descriptions, we can infer that, to ensure the correct executions of production process, besides the deadlock and equivalence properties, cooperative behaviors of these devices must satisfy two business properties. First, the welders must be initialized before working. Second, the binding file must be loaded in the database before the welders start to work.
B. CONCEPTUAL MODEL OF COOPERATIVE BEHAVIORS
In order to use the graphic tool to create model of cooperative behaviors, we first propose a conceptual model to illustrate the basic cooperative behaviors. As shown in Fig. 3 , industrial devices can be divided into three kinds: request device, middle device and service device. The request device is responsible for launching a cooperative request to middle device. The middle device will forward this request to the relative service devices and fetches the cooperative result. The service device has a responsibility to process the request. Between two devices, there exist a message channel. The two devices can send messages to each other via their message channel. According to the differences of sending and receiving messages, the actions of a device can be classified as follows:
• Simple action A device will send a message to other device.
• Choice action A device will select a message from multiple messages and send it to other devices via the channel between them.
• Concurrent action A device send multiple concurrent messages to other devices.
• Synchronization action A device doesn't perform the next action until receiving all return messages.
C. CREATING MACROSCOPIC MODEL OF COOPERATIVE BEHAVIORS
The sequence diagram includes two main entities, objects and messages. Here, we employ an object to represent an industrial device, and a message to represent a cooperative behavior of an industrial device. According to this idea, we create the macroscopic model of the semiconductor manufacturing system shown in Fig. 4 it will send a buffer message to Storage. Finally, Storage receives a pair of choice messages, Buffer1 and Buffer2, from the two welders and returns message End to order, indicating the production process is over.
From the above descriptions, we can draw a conclusion that the macroscopic model of cooperative behaviors helps practicing engineers to understand the whole cooperative behaviors of all devices.
D. CREATING MICROSCOPIC MODEL OF COOPERATIVE BEHAVIOURS
We use the UML statechart diagram to create an independent microscopic model for every device. A statechart diagram has two kind of entities, states and transitions. They are described by an oval and an arrow, respectively. Here, we use a transition to represent a cooperative behaviour and a state to represent a new state of device after execution of a cooperative behavior. Fig. 5 shows the microscopic model of the overall manufacturing system, which is described as a concurrent state consisting of 6 sub-states, Order, Monitor, Welder1 and Welder2, Database and Storage, each of which represents a production device. The microscopic model of Storage is shown in Fig. 6 9 . That is also a pair of synchronization transitions.
The microscopic models of Order and Database are respectively shown in Fig. 8 and Fig. 9 , each of which has three simple states and two transitions. Fig. 10 and Fig. 11 show the microscopic models of the two welders. Each model has 5 simple states and 4 transitions.
IV. CREATING FORMAL MODEL OF COOPERATIVE BEHAVIORS
Now that having created graphic models of cooperative behaviors, the next step is to generate their formal models. In this section, we present the transformation method for generation of formal models from graphic models.
A. FROM MACROSCOPIC MODEL TO FORMAL MODEL
The π -calculus comprises two main elements, names and actions. The name is used mainly to represent concepts of process, channel, or message. Multiple π -calculus processes can communicate with each other depending on sending message via channels. The action is used to express behaviors of a process. It consist of the following action: A message is received along channel a by a process, if the message is equal to msg, the process will proceed as P;
• Output Action a x .P Message x is sent along channel a by a process, and then the process proceeds as P;
• Choice action P+Q A process proceeds as either P or Q;
• Parallel action P|Q VOLUME 5, 2017 The two processes, P and Q, are run in parallel. The key of transformation of the macroscopic model to the π -calculus model is to find mapping relationships between elements of the UML sequence diagram and that of the π -calculus. Below, we define a set of rules for transformation from macroscopic model to π -calculus model. (1) System
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B. FROM MICROSCOPIC MODEL TO π-CALCULUS MODEL Unlike transformation of a macroscopic model to a π -calculus model, where the device of macroscopic model and π -calculus process is one-to-one relationship, to transform the microscopic model to π -calculus model, we consider that a state in the statechart diagram is transformed into a process in π-calculus. In other words, the relationship of state of statechart diagram and π -calculus process is one-toone. The detail rules are listed as follow. According to these rules, we can obtain π -calculus models of the microscopic models (Fig. 5 -Fig. 11 ) as follows. Note that we use superscript '' '' to distinguish the macroscopic device model and the microscopic device.
(1) System System = Order |Monitor |Welder1 |Welder2 |Database |Storage
(2) Order
Order 1 = os(End).Order 2 (10) 
(4) Welder1 According to the above rules, we obtain a SMV program that has 456 lines in total, consisting of 1 main module and 6 sub-modules.
The second step is to define business properties to be verified using Computation Tree Logic (CTL) [20] formulas. In our example, the two business properties discussed earlier can be defined as follows:
Property 1: The welders must be initialized before working.
The welding file must be loaded in the database before welders start to work
The last step is to verify the SMV program against the desired business properties. In this step, we first use the command read_model to read the model file and then use the command check_ctlspec to verify business properties. The version of NuSMV is 2.5.4. It took approximately 5.224 seconds to finish the verification of these formulas. The results show that both properties can be satisfied.
B. VERIFICATION OF STRUCTURE PROPERTY USING MWB
As discussed in Section II, we use MWB to verify structure properties of cooperative behaviors. Specially, we first import the π -calculus models into MWB, and then use command deadlock to verify deadlock property for every device process. The results are listed in Tab. 1. We can see that the most complex process is System . It has 47 possible execution traces in total. The number of the maximum commitments of these traces is 18. These traces comprises a total of 846 commitments. It took 4.286 seconds to perform this command.
Next, we use the MWB command eq to verify equivalence property between the macroscopic model and the microscopic model of every process specified by π -calculus expressions. The results are listed in Tab. 2. We can see that the verification process for the pair of System and System is the most time-consuming. The MWB took 9688 simulation steps and 384.887 seconds to fulfil its verification process.
Overall, our method can not only verify deadlock properties of cooperative behaviors, but can also verify equivalence properties of the macroscopic model and the microscopic model of cooperative behaviors.
VI. CONCLUSION
In this paper, a multi-perspective method is proposed for analysis of cooperative behaviors of industrial devices of smart factory. Functionally, our method combines the advantages of graphic methods and formal methods and can provide a more thorough analysis of cooperative behaviors. Structurally, due to adoption of 3-layer architecture, our method is extensible and new analysis tools can be added easily. The use of our method is illustrated by a semiconductor manufacturing scenario. 
