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Počítačová tomografia a magnetická rezonancia sú moderné metódy využívané v medicíne.
Tieto metódy pomáhajú pri diagnostike mnohých chorôb a pri identifikácii príčin rôznych
problémov v ľudskom tele. Podstatou oboch metód je vytvorenie série snímkov ľudského tela,
na ktorých je možné rozlíšiť jednotlivé tkanivá. Tieto snímky sú obvykle vedené navzájom
rovnobežnými rovinami.
V tejto bakalárskej práci sa venujem návrhu a implementácii komponenty knižnice
pre OpenSceneGraph, čo je knižnica určená na vývoj 3D aplikácií. Pomocou mnou navrho-
vanej komponenty bude možné zo série snímkov zrekonštruovať objemový model ľudského
tela a týmto modelom viesť ľubovoľný rez. Takto vedený rez umožní skúmanie tkanív ľud-
ského tela v rovinách, ktoré nie sú rovnobežné s rovinami snímkov.
V druhej kapitole mojej práce sú uvedené zdroje 3D obrazových dát v medicíne a sú
tu uvedené aj algoritmy, ktoré dokážu tieto dáta zobrazovať. V závere kapitoly je popísaná
knižnica OpenSceneGraph aj s popisom najdôležitejších tried, ktoré budú použité v návrhu
komponenty.
V tretej kapitole je uvedený návrh komponenty. V návrhu bolo nutné zobrať do úvahy,
že OpenSceneGraph je postavený na koncepte grafu scény. Graf scény je strom alebo graf,
ktorý umožňuje rozdeliť scénu do uzlov. Komponenta definuje 3 nové typy uzlov. Prvý typ
uzlu uchováva odkaz na 3D obrazové dáta, druhý typ uzlu prevádza hodnoty dát na farbu
a posledný typ uzlu zobrazuje rez definovaný rovinou cez 3D obrazové dáta.
Vo štvrtej kapitole je uvedený popis programov, ktoré ilustrujú, ako sa komponenta
používa. Súčasťou popisu programov sú aj krátke ukážky zdrojových kódov, ktoré popisujú




2.1 Zdroj skalárnych objemových dát v medicíne
2.1.1 Počítačová tomografia
Na stránke wikipedie [13] je pojem počítačová tomografia popísaný ako: ”rádiologická vyšet-
rovacia metóda, ktorá pomocou röntgenového žiarenia umožňuje zobrazenie vnútra ľudského
tela. Metóda sa využíva najmä v oblasti medicíny, kde slúži na diagnostiku širokého spektra
poranení a chorôb.”
Pri CT vyšetrení röntgenová trubica vysiela röntgenové žiarenie skrz organizmus, pričom
organizmus žiarenie čiastočne pohltí. Vďaka poznatku, že rôzne tkanivá rôzne absorbujú
žiarenie, je možné zistiť, cez aké tkanivá žiarenie prechádzalo. Pri dostatočnom množstve
informácií o žiarení je možné vytvoriť snímok, ktorý bude zobrazovať rez organizmom. Aby
bolo možné získať väčšie množstvo informácií o žiarení z rôznych uhlov, trubica s detek-
tormi, ktoré zachycujú žiarenie, sa otáča okolo pacienta v 360◦. Na obrázku 2.1 je princíp
schématicky znázornený [15].
Obrázok 2.1: Schématický popis CT vyšetrenia, prevzaté z [15]
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Pri CT vyšetrení sa vytvára väčšie množstvo snímkov, ktoré sú obvykle vedené navzájom
rovnobežnými rovinami, ktoré sú od seba rovnomerne vzdialené. Pomocou takýchto snímkov
je možné zrekonštruovať objemový model, ktorý bude obrazom ľudského tela. Tento model
bude zložený z voxelov1, ktoré budú mať pridelenú hodnotu zodpovedajúcu pohlteného
röntgenového žiarenia.
2.1.2 Magnetická rezonancia
Pojem magnetická rezonancia je popísaná na stránke wikipedie [12] ako: ”moderná rádi-
ologická metóda, ktorá umožňuje diagnostikovať patologické zmeny v ľudskom organizme
bez toho, aby bolo nutné narušiť jeho integritu (operáciou či inou invazívnou metódou).
Pacient je vložený do veľmi silného a homogénneho magnetického poľa a do pacientovho
tela je vyslaný krátky rádiofrekvenčný impulz. Po skončení vysielania impulzu sa sníma
slabý signál, ktorý vytvára pacientovo telo, a ktorý sa následne použije na rekonštrukciu
samotného obrazu.”
Princíp vzniku snímkov pri magnetickej rezonancii, skrátene MRI, je zložitý a pre návrh
komponenty je nepodstatný. Pre návrh je podstatný výstup z MRI, ktorý má podobné
vlastnosti ako výstup z CT. Výstup je tvorený sériou snímkov, na ktorých je možné rozlíšiť
jednotlivé tkanivá.
2.1.3 Popis výstupu z CT a MRI
Výstup z CT a MRI je obvykle v podobe série snímkov. Snímky majú určité rozlíšenie,
preto je možné považovať snímky za dvojrozmerné pole. Na snímkoch je vyobrazená určitá
skalárna hodnota, preto je možné snímky spracovávať ako dvojrozmé pole, kde položky poľa
tvoria skalárne hodnoty.
Sériu snímkov je možné považovať za trojrozmerné pole skalárnych hodnôt, kde tretí
rozmer tvorí poradové číslo snímku. Ak snímky boli vytvorené v rovnobežných rovinách
a roviny si boli rovnomerne vzdialené, je možné sériu snímkov považovať za objemové dáta
umiestnené v pravidelnej mriežke. Tieto objemové dáta sú tvorené voxelmi, pričom každý
voxel má pridelenú určitú skalárnu hodnotu.
2.2 Objemové dáta
Všetky informácie, uvedené v tejto časti, boli čerpané z knihy [1], v ktorej je celá prob-
lematika preberaná viac do hĺbky.
2.2.1 Mriežka
Speray a Kennon rozdelili mriežky na základe geometrického tvaru do 7 tried. Na obrázkoch
2.2 až 2.5 sú znázornené 4 triedy mriežok. Pre všetky znázornené triedy mriežok platí, že
sú topologicky usporiadané do tvaru mriežky.
Na obrázkoch 2.2 až 2.5 sú síce mriežky pre zjednodušenie znázornené v 2 rozme-
roch, pre mriežku ale platí, že môže definovať rozmiestnenie dát v n-rozmernom priestore.
V ďalšom texte bude mriežka definovať rozmiestnenie dát v 3-rozmernom priestore [1,
strana 255].
1Pojem voxel je vysvetlený v 2.2.2 časti.
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Obrázok 2.2: Kartézska mriežka Obrázok 2.3: Pravidelná mriežka
Obrázok 2.4: Pravoúhlá mriežka Obrázok 2.5: Štrukturovaná mriežka
2.2.2 Voxel
V knihe [1, strana 256] sa uvádza: ”Pojem voxel, ktorý vznikol ako analógia dvojrozmerného
pixelu, označuje najmenší element v trojrozmernom diskrétnom priestore. Voxely majú tvar
kvádru alebo kocky a sú usporiadané do pravouhlej mriežky.”
Pojem voxel sa používa aj v trojrozmernom spojitom priestore, kde označuje dáta
umiestnené v pravouhlej mriežke. Priestor medzi umiestneniami dát tvorený interpoláciou
hodnôt dát 0. rádu2. Pre zjednodušenie môže slúžiť predstava, že voxely sú tvaru kvá-
dra a kvádre sú usporiadané vedľa seba. V celom objeme kvádra je definovaná konštantná
hodnota.
Z definície mriežky a voxelu je možné odvodiť vlastnosti:
2Hodnota v určitom bode v priestore bude taká, ako hodnota najbližšieho suseda.
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• Pozícia a rozmery voxelu sú vždy závislé na susedoch. Zmena pozície jedného voxelu
ovplyvní aj ostatné voxely.
• V pravidelnej mriežke majú všetky voxely rovnaké rozmery.
• V kartézskej mriežke majú všetky voxely tvar kocky. Na obrázku 2.6 sú znázornené
voxely umiestnené v kartézskej mriežke.
Obrázok 2.6: Voxely umiestnené v kartézskej mriežke, prevzaté z [16]
2.2.3 Algoritmy opláštenia voxelov
V tejto kategórii sú algoritmy, ktoré z objemových dát vytvárajú plášť. Na obrázku 2.7
je znázornený opláštený model lebky. Vytvorený povrch je obvykle tvorený trojuholníkmi
alebo štvoruholníkmi, ktoré je možné zobraziť bežnými metódami zobrazujúcimi povrch.
Metódy opláštenia sa rozdeľujú na objemové metódy, ktoré rekonštruujú povrch uložený
v priestorovej mriežke a povrchové metódy, ktoré pracujú s rezmi a interpolujú susedné rezy
pásmi trojuholníkov.
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Obrázok 2.7: Zobrazený povrch lebky, prevzaté z [21]
Obrázok 2.8: Výstup algoritmu pochodujúcej kocky, prevzaté z [14]
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Prepojenie kontúr
Tento algoritmus patrí medzi povrchové metódy. Vstupom algoritmus je množina kontúr3
a výstupom je sieť trojuholníkov, ktoré popisujú povrch. Pri vytváraní kontúr prichádzame
o informácie o objeme, preto sieť trojuholníkov tvorí hrubú aproximácia povrchu.
Pri povrchových metódach je kvalita vytvoreného povrchu silne závislá na vstupných
kontúrach. Pri nevhodne zvolených kontúrach môže byť výsledný povrch veľmi nepresnou
aproximáciou povrchu objemových dát. Výber kontúr nie je ale triviálna úloha, preto sa
pri výbere kontúr používa heuristika alebo interakcia s užívateľom.
Metóda povrchových kociek
Táto objemová metóda hľadá povrchové voxely, ktoré prevedie na šesticu štvoruholníkov.
Samotný algoritmus sa používa na rýchle vygenerovanie povrchu. Výsledný povrch má nízku
kvalitou, pretože povrch má výrazne kockovanú štruktúru.
Algoritmus pochodujúcej kocky
Vstup algoritmu tvoria objemové dáta usporiadané do pravidelnej mriežky. Výstup al-
goritmu pochodujúcej kocky je povrch tvorený sieťou trojuholníkov. Ukážka výstupu je
znázornená na obrázku 2.8. Vytvorený povrch je výrazne štrukturovaný, je ale kvalitnejší,
ako výstup metódy povrchových kociek. Princíp algoritmu je značne komplikovaný, preto
nebude v tejto práci uvedený. Algoritmus je podrobne popísaný v knihe [1] na stranách
260–263.
Algoritmus delenej kocky
Tento algoritmus namiesto generovania siete trojuholníkov generuje sieť bodov. Generované
body majú veľkosť jedného obrazového bodu a sú navzájom od seba vzdialené tak, aby sa
generovaný ”povrch”pri určitej vzdialenosti javil ako spojitý. Pri priblížení pohľadu k telesu
na vygenerovanom povrchu vzniknú ”diery”a je nutné znovu vygenerovať sieť bodov, ktoré
tvoria povrch.
2.2.4 Priame zobrazovanie objemov
V knihe [1, strana 461] sú do kategórie priameho zobrazovania objemov zaradené metódy
vrhania lúčov (ray casting). Vrhanie lúčov je možné členiť podľa výstupu:
1. Metódy zobrazujúce povrch, ktoré nezisťujú normálu. Výstupom je neosvetlený povrch
telesa.
2. Metódy, ktoré hľadajú povrch a odhadujú normály povrchu.
3. Metódy, ktoré nepracujú len s povrchom, ale pracujú nad celým objemom dát. Vý-
stupom môže byť obraz maximálnych hodnôt v smere vysielaných lúčov, súčet hodnôt,
priemerná hodnota a pod. Taktiež tu patrí aj zobrazenie priesvitných telies. Ukážka
zobrazenia priesvitného telesa je na obrázku 2.9.
3Plocha, ktorá vznikne prienikom telesa s rovinou.
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Obrázok 2.9: Priehľadné zobrazenie objemového telesa, prevzaté z [10]
Obrázok 2.10: Ukážka rezu, prevzaté z [12]
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2.2.5 Zobrazenie rezu
Pri spracovávaní rezu, sa vyberú z objemových dát voxely, cez ktoré prechádza definovaná
rovina. Tieto voxely je možné zobraziť buď priamo, alebo sa hodnoty týchto voxelov najprv
načítajú do textúry, a až táto textúra sa bude zobrazovať. V kapitole 3 je uvedený návrh




Graf scény je koncept, podstatou ktorého je rozdelenie celej scény do grafu. Existujú rôzne
definície grafe scény v závislosti na systéme, v ktorom sú aplikované. Graf scény môže byť
chápaný ako n-árny strom [1, stana 398], alebo môže byť chápaný ako orientovaný graf
bez cyklov (v OpenSceneGraph).
V knihe [1, strana 398] sa uvádza: ”Dôležitou vlastnosťou stromu je schopnosť vyjadriť
vzťahy medzi uzlami. Jedným zo vzťahov je dedičnosť. Umožňuje v jednom mieste stromu
definovať vlastnosť, ktorá bude platná pre ďalšie uzly. Rozsah platnosti je daný vzájom-
nou polohou uzlov v rámci stromu. Je možné definovať, že vlastnosť definovaná v uzle je
platná pre všetkých následníkov tohoto uzlu.”Spôsob ako sa nastavené vlastnosti uzlov vy-
hodnocujú pre ostatné uzly taktiež závisí na systéme. V niektorých prípadoch sa vlastnosť
prejaví len v nastavenom uzle a u potomkov uzla. V iných systémoch sa vyhodnocujú uzly
v pevnom poradí zľava-doprava a vlastnosť sa môže prejaviť aj u uzlov, ktoré sú na rovnakej
úrovni, ako uzol nastavujúci vlastnosť [1].
Pri popise vzťahov v grafe scény sa používajú pojmy rodič a potomok. Koreňový uzol
na obrázku 2.11 je rodičom uzlu Transformácia 3. Uzly Nastavenie svetla a Koreňový uzol
sú rodičmi uzlu Transformácia 2. Uzol Transformácia 2 má len jedného bezprostredného
rodiča a tým je uzol Nastavenie svetla. Analogické vzťahy platia aj pri pojme potomok.
Uzol Transformácia 1 má troch potomkov, a to: uzol Model stola, uzol Transformácia 4
a uzol Model vázy. Bezprostrední potomkovia uzlu Transformácia 1 sú uzol Model stola
a uzol Transformácia 4.
Pochopenie konceptu grafu scény je rozhodujúce pre pochopenie celého OpenSceneGraph,
preto si popíšeme vzťahy v grafe scény na príklade. Na obrázku 2.11 je ukážka jednoduchého
grafu scény. Uvedený graf scény má za úlohu zobraziť scénu, v ktorej budú dve stoličky,
jedna osvetlená, druhá neosvetlená. Okrem stoličiek v scéne bude zobrazená váza a stôl.
Uzly, ktoré nemajú potomkov sú v uvedenom príklade uzly modelov. Uzly modelov majú
za úlohu zobraziť určitý model v scéne. Medzi uzlami modelov a Koreňovým uzlom sa
nachádzajú uzly, ktoré majú za úlohu ovplyvňovať zobrazenie modelov. Jedným z týchto
uzlov je uzol pomenovaný Nastavenie svetla. Úlohou tohto uzlu je nastaviť svetlo, ktoré bude
osvetľovať potomkov. Toto svetlo ovplyvní uzol Model stola, uzol Model vázy a uzol Model
stoličky 1. Uzol Model stoličky 2 nie je potomkom uzlu Nastavenia svetla, preto stolička
2 nebude týmto svetlom osvetlená. Ďalším typom uzlu, ktoré sa v príklade nachádzajú,
sú uzly transformácií. Úlohou uzlov transformácií je transformovať pozíciu zobrazovaných
modelov v potomkoch. Typickými transformáciami je posunutie, rotácia modelu atď. V uve-
denom príklade stôl bude transformovaný uzlom Transformácia 1. Model stoličky 1 bude
transformovaný uzlom Transformácia 2. Zaujímavý prípad nastáva pri modely vázy, ktorý
je transformovaný uzlom Transformácia 1 aj uzlom Transformácia 4. Predpokladajme, že
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Obrázok 2.11: Ukážka grafu scény
uzol Transformácia 4 nastaví zobrazenie vázy tak, aby sa váza zobrazila na stole. V tomto
momente aj keď sa nastavená transformácia v uzle Transformácia 1 bude meniť, váza stále
bude stáť na stole.
2.3.2 Popis OpenSceneGraph
OpenSceneGraph, skrátene OSG, je multiplatformová grafická knižnica určená na vývoj
vysokovýkonných aplikácií, ako sú letecké simulátory, hry, aplikácie zobrazujúce virtuálnu
realitu. OSG je taktiež možné využiť v mnohých ďalších oblastiach. Pre väčšinu štandard-
ných úloh a problémov poskytuje nástroje, vďaka ktorým sa vývoj aplikácií môže významne
zrýchliť a zjednodušiť.
OSG je založené na koncepte grafu scény, ktorý je vysvetlený v časti 2.3.1. OSG je ob-
jektovo orientovaná knižnica napísaná v C++. Táto knižnica využíva STL knižnicu a na zo-
brazenie scény používa OpenGL rozhranie. Tým, že obaľuje volania OpenGL, odoberá vývo-
járovi starosť o implementáciu a optimalizáciu kódu na nízkej úrovni [17].
Celá knižnica je chránená OpenSceneGraph Public Licence, skrátene OSGPL, ktorá je
založená na Lesser GNU Public Licence. Zdrojový kód je možno volne modifikovať a dis-
tribuovať. Taktiež je možné voľne distribuovať knižnicu OSG, pričom licencia nenúti vývo-
jára kód využívajúci OSG zverejňovať. Rozšírenia OSG nie sú kryté OSGPL licenciou a je
ich možné distribuovať pod akoukoľvek licenciou. Komponenta, ktorá sa navrhuje a im-
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plementuje v tejto bakalárskej práci, je v podobe rozšírenia OSG, preto aj komponentu je
možné distribuovať pod ľubovolnou licenciou [18].
2.3.3 osg::Node
Trieda Osg::Node je rodičovská trieda všetkých typov uzlov v OSG. Trieda je implemento-
vaná ako list v grafe scény, čo znamená, že uzol typu osg::Node môže mať rodičov v grafe
scény, ale nemôže mať potomkov. Trieda osg::Node umožňuje nastavovať uzlom množinu
vlastností pomocou metódy osg::Node::setStateSet().
Jedna zo základných úloh, ktoré trieda osg::Node implementuje, je mechanizmus prechá-
dzania grafu scénu od určitého uzlu smerom k rodičom alebo k potomkom4. Tento mech-
anizmus sa obvykle využíva pri aktualizovaní dát v grafe scény. Postup je jednoduchý.
V zdedenej triede od osg::NodeVisitor5 sa špecifikuje činnosť, ktorá sa bude vykonávať
pri prechádzaní grafu scény. Potom sa inštancia tejto triedy nastaví ako parameter jed-
nej z metód osg::Node::apply(), osg::Node::traverse() alebo osg::Node::ascend() [7].
Trieda osg::Node poskytuje mechanizmus callbackov. Callbacky umožňujú definovať čin-
nosť, ktorá sa bude vykonávať automaticky v určitých situáciach. Typickou situáciou je poži-
adavka OSG, aby sa uzly v grafe scény aktualizovali. Požiadavku na aktualizovanie predá
OSG koreňovému uzlu. Koreňový uzol spustí callbacky, ktoré mu boli pridelené. Koreňoví
uzol následne predá svojím potomkom požiadavku na aktualizovanie. Uzly potomkov sa
aktualizujú pomocou callbackov a predajú požiadavku na aktualizovanie svojim potomkom
atď.
Na stránke [11] sú uvedené 3 typy callbackov:
• Update - má aktualizovať dáta v uzle.
• Cull - zisťuje, či daný uzol sa bude vykresľovať.
• Draw - slúži na vykresľovanie.
Na stránke [6] a uvádzajú ďalšie 2 typy:
• ComputeBoundingSphereCallback - počíta obálku typu guľa. Pojem obálka je popísaný
v knihe [1, strana 402].
• Event - je vyvolávaný pred update callbackom.
2.3.4 osg::Group
Trieda osg::Group verejne dedí z triedy osg::Node, pričom k zdedenej funkcionalite pridáva
funkcionalitu umožňujúcu pridávať a pracovať s potomkami v grafe scény. Trieda osg::Group
umožňuje vytvárať graf scény, v ktorom bude viac ako jeden uzol [4].
2.3.5 osg::MatrixTransform
Trieda osg::MatrixTransform dedí z triedy osg::Group, pričom k zdedenej funkcionalite pri-
dáva schopnosť transformovať modely nastavené v potomkoch pomocou matice, ktorá má
4Trieda sama síce nemôže mať potomkov v grafe scény, ale zdedené triedy pridávanie potomkov môžu
implementovať.
5NodeVisitor je aplikáciou návrhového vzoru Návštevník.
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rozmery 4x4. Hlavnou úlohou tohto uzlu je zobrazované modely posúvať, rotovať, skosiť
a pod.
Ak sa pri prechode od vykresľovaného uzlu smerom ku koreňovému uzlu vyskytne via-
cero uzlov typu classosg::MatrixTransform, transformácie nastavené v uzloch sa budú kom-
binovať. Zjednodušene sa dá povedať, že vykresľovaný model bude najprv transformovaný
najbližším transformačným uzlom k vykresľovanému uzlu, následne druhým najbližším atď.
Tento postup vykonáva veľa operácií, preto sa v praxi využíva rýchlejší postup. Všetky
transformačné matice nastavené v uzloch sa spoločne vynásobia a až výsledná matica trans-
formuje vykresľovaný model [5].
2.3.6 osg::Geode
Trieda osg::Geode verejne dedí z triedy osg::Node. Trieda osg::Geode a taktiež trieda osg::Node
neimplementujú vytváranie potomkov v grafe scény, preto uzol typu osg::Geode nemôže mať
vlastných potomkov v grafe scény.
Hlavnou úlohou uzlu typu osg::Geode je vykresľovať model. Spôsob ako sa model bude
vykresľovať, ovplyvňuje uzol typu osg::Geode a jeho rodičovské uzly [2].
Aby model mohol byť správne zobrazený, musí existovať spôsob, ako model zadefi-
novať a uzlu priradiť. Na zadefinovanie modelu sa používa trieda osg::Drawable. Trieda
osg::Drawable a triedy od nej zdedené riešia najrôznejšie tvary modelov. Trieda osg::Geometry,
ktorá dedí od osg::Drawable, poskytuje metódy, ktoré umožňujú vrcholom zadefinovať pozí-
ciu v priestore, farbu, pozíciu textúry a mnohé iné užitočné vlastnosti [3].
2.3.7 osgViewer::Viewer
Pomocou vyššie uvedených tried je možné zostaviť graf scény. Uzly samotné neošetrujú
interakciu s užívateľom, preto v OSG je vytvorená trieda osgViewer::Viewer, ktorá rieši
interakciu s užívateľom. Táto trieda poskytuje jednoduché ovládanie pohľadu na scénu





Hlavnou úlohou tejto bakalárskej práce je vytvoriť komponentu OSG, ktorá rozšíri OSG
o schopnosť zobrazovať rez objemovými dátami. Nakoľko knižnica OSG nedisponuje mož-
nosťou zobrazovať rez cez objemové dáta, úlohou komponenty bude rozšíriť OSG o túto
funkcionalitu. Funkcionalita rezu bude definovaná v nových typoch uzlov, ktoré bude možné
pridať do grafu scény. V nasledujúcej časti kapitoly bude uvedené, aké výhody plynú z rozde-
lenia návrhu komponenty do viacerých uzlov.
3.1 Rozdelenie úlohy komponenty do uzlov
V prvom kroku návrhu budeme vychádzať z jediného typu uzlu grafu scény, ktorý by mal
za úlohu uchováva objemové dáta a zobrazovať cez dáta rez. Príklad takéhoto uzlu umiest-
neného v grafe scény je znázornený na obrázku 3.1.
Obrázok 3.1: Graf scény s jedným univerzálnym uzlom
Ak by užívateľ požadoval zobraziť viacej rezov cez rovnaké dáta, musel by vytvoriť
viacej uzlov tohto typu a každý uzol by musel uchovávať odkaz na rovnaké dáta. Ak by
užívateľ chcel zmeniť dáta, musel by v každom uzle zmeniť odkaz na dáta. Ak by sa dáta
oddelili od zobrazovania rezu, povýšením na samostatný uzol, problém so zmenou dát by
sa zredukoval na zmenu obsahu jedného uzlu. V tomto prípade by komponenta musela
definovať dva typu uzlov. Jeden uzol by bol určený pre správu objemových dát, druhý uzol
by zobrazoval rez cez tieto dáta. Pre užívateľa komponenty by v tomto prípade stačilo,
aby zmenil odkaz na dáta v uzle pre správu dát a komponenta by sama aktualizovala rezy
zobrazované uzlami rezov. Na obrázku 3.2 je ukážka grafu scény, v ktorom sa nachádzajú
2 nové typy uzlov.
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Obrázok 3.2: Graf scény s uzlom dát a s uzlami rezov
Týmto by bol problém vznikajúci, pri zmene dát vyriešený. Ostáva rozhodnúť, kam umi-
estniť prevodovú funkciu, ktorá bude prevádzať intenzitu dát1 na farbu. Jedna možnosť by
bola umiestniť prevod do uzlu rezu. Pri tomto riešení nastáva podobný problém ak užívateľ
by chcel zobraziť dva rezy cez rovnaké dáta a v každom reze by chcel zobraziť iné tkanivá.
V tomto prípade bude užívateľ musieť prejsť všetky uzly rezov a v každom uzle by musel
zmeniť prevodovú funkciu. Druhá možnosť, kam umiestniť funkciu prevodu, je že by sa
umiestnila do uzlu s dátami. Toto riešenie prináša problém v prípade, keď užívateľ kom-
ponenty bude požadovať zobrazenie rôznych tkanív v rovnakých dátach. V tomto prípade
bude musieť vytvoriť dva uzly pre správu dát, pričom v každom uzle je definovaní odkaz
na rovnaké dáta. Jediné v čom by sa uzly líšili, by bola nastavená prevodová funkcia. Preto
ani druhá možnosť nie je vhodné riešenie.
Z vyššie uvedenej analýzy vyplýva, že prevodovú funkciu nie je vhodné umiestniť ani
do uzlu pre správu dát a ani do uzlu rezu. Ostáva možnosť umiestniť prevodovú funkciu
do samostatného uzlu. Tento uzol sa bude umiestňovať medzi uzol pre správu dát a uzol
rezu, kde bude slúžiť na prevod intenzity dát na zobrazovanú farbu v rezoch. Na obrázku
3.3 je ukážka grafu scény, ktorý ilustruje, ako je možné tieto tri nové uzly v praxi využiť.
Obrázok 3.3: Graf scény s uzlami pre správu dát, uzlami prevodov a uzlami rezov
1Pojem intenzita dát označuje hodnoty skalárnych dát umiestnených v priestorovej mriežke.
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Zhrnutie Na základe vyššie uvedenej analýzy vyplýva, že komponenta bude tvorená tromi
novými typmi uzlov:
• Uzol pre správu dát, ktorý bude umiestňovať objemové dáta do grafu scény. Tento
uzol je popísaný v časti 3.2.
• Uzol prevodu, ktorý bude uchovávať prevod intenzity na farbu. Návrh tohto uzlu je
v časti 3.3.
• Uzol rezu, ktorý bude zobrazovať rez. Tento uzol je popísaný v časti 3.4.
3.2 NodeVolumetricCube - Uzol pre správu dát
Úloha uzlu pre správu dát je umiestňovať objemové dáta do grafu scény. Tento uzol dáta
nezobrazuje, len definuje priestor pomocou objemových dát. O zobrazovanie dát sa budú
starať potomkovia v grafe scény. Diagram tried pre tento uzol je popísaný na obrázku 3.7.
Hlavnou triedou na tomto diagrame je trieda NodeVolumetricCube, s ktorou bude pracovať
užívateľ a ktorú bude možné umiestniť do grafu scény. NodeVolumetriCube má definované
vzťahy s viacerými triedami. Postupne si popíšeme jednotlivé vzťahy.
Obrázok 3.4: Diagram tried uzlu NodeVolumetricCube
Vzťah BoundingBox Trieda NodeVolumetricCube vytvára inštanciu triedy NodeCube.
Pomocou tejto inštancie je možné v scéne identifikovať oblasť, v ktorej sa nachádzajú obje-
mové dáta. Samotná trieda NodeCube je nový typ uzlu, ktorý sa automaticky pripája k uzlu
NodeVolumetricCube v konštruktore triedy NodeVolumetricCube.
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Uzol NodeCube slúži na vykreslenie kocky, ktorej jeden z rohov bude ležať na pozícii
[0,0,0] a na pozícii [1,1,1] sa bude nachádzať protiľahlý roh kocky. Na obrázku 3.5 sa
nachádza popis rozhrania tejto triedy. Na obrázku 4.2 je možné vidieť scénu, v ktorej sú
zobrazené dva modely kocky, nastavené v uzloch typu NodeCube.
Obrázok 3.5: Diagram tried uzlu NodeCube
Vzťah VolumetricCube Tento vzťah oddeľuje objemové dáta od mechanizmov, ktoré
umiestňujú dáta do grafu scény. Vďaka tomuto vzťahu dáta netvoria súčasť uzlu, ale sú
pridelené uzlu v podobe referencie. Tento vzťah umožňuje prideliť jednu inštanciu Volume-
tricCube viacerým uzlom NodeVolumetricCube. Druhá výhoda tohto vzťahu sa prejaví, ak
užívateľ komponenty bude chcieť zmeniť dáta pridelené uzlu. V tomto prípade bude stačiť,
aby správne inicializovanú inštanciu triedy VolumetricCube užívateľ nastavil uzlu pomocou
metódy NodeVolumetricCube::setVolumetricCube(). Touto metódou sa predchádzajúci odkaz
na VolumetricCube nahradí novým odkazom.
Dedenie z MatrixTransform Aby bolo možné vysvetliť, prečo trieda NodeVolumetric-
Cube dedí z triedy osg::MatrixTransform, je dôležité poznať funkcionalitu rodičovskej triedy.
Z časti 2.3.5 vyplýva, že trieda osg::MatrixTransform je typ uzlu, ktorý je možné umiestniť
do grafu scény OSG. Samotná trieda má funkcionalitu, ktorá umožňuje pridávať potomkov,
ktorých bude samotný uzol pri vykresľovaní scény transformovať pomocou transformačnej
matice. Potomok NodeVolumetricCube zdedí všetky uvedené vlastnosti. Z tohto poznatku
vyplýva, že trieda NodeVolumetricCube je typ uzlu, ktorý môže mať potomkov v grafe
scény. Dôvod, prečo potomkovia budú pri zobrazení transformovaní, vyplýva z faktu, že
algoritmy použité v uzle NodeCut2 sú jednoduchšie pre objemové dáta umiestnené v jed-
notkovej kocke3. Vďaka transformáciam je možné dáta v jednotkovej kocke zobraziť tak,
ako keby objemové dáta boli umiestnené do kvádra4.
2Uzol NodeCut je vysvetlený v časti 3.4.
3Pojmom jednotková kocka budeme označovať kocku, ktorá má jeden roh umiestnený v priestore na súrad-
niciach [0, 0, 0] a protiľahlý roh na súradniciach [1, 1, 1].
4Pomer strán kvádra definuje trieda VolumetricCube.
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3.2.1 Abstraktná trieda VolumetricCube
Táto trieda obaľuje priestorové skalárne dáta, ktoré sú usporiadané do pravidelnej mriežky.
Obálka5 skalárnych dát v tejto triede musí mať tvar jednotkovej kocky. Ak do triedy Volu-
metricCube požadujeme umiestniť objemové dáta, ktorých obálka je tvaru kvádra, je nutné
dáta transformovať do tvaru jednotkovej kocky. Táto transformácia je už v triede Volume-
tricCube implementovaná v metóde getValueInCube(). Táto metóda využíva hodnoty, ktoré
vracajú getVoxelValue() a getCountVoxels(). Tieto metódy nie sú v triede VolumetricCube
implementované, preto je nutné implementovať tieto metódy v potomkoch triedy.
Metóda getAspectRatio()6 ovplyvní transformačné matice v uzloch NodeVolumetricCube,
v ktorých je sama nastavená ako referencia. Táto metóda zaručí, že obálka dát bude mať
správny pomer strán.
Dvojica metód dirty() a getModifiedCount() slúži na informovanie ostatných uzlov v grafu
scény o zmene obsahu v objemových dátach. Ak nastane v dátach zmena, metóda dirty()
zväčšuje hodnotu čítača zmien. Ostatné uzly v grafe scény zistia pomocou metódy getMo-
difiedCount() počet zmien a podľa počtu zmien sa rozhodnú, či sa majú aktualizovať alebo
nie.
Na obrázku 3.6 je diagram tried popisujúci VolumetricCube vo vzťahu k ostatným
triedam.
Obrázok 3.6: Diagram tried VolumetricCube
Triedu VolumetricCube dedia nasledujúce triedy:
5Pojem obálka označuje v tomto význame jednoduchý geometrický útvar, ktorý ohraničuje objem.
6Metóda vracia pomer strán obálky objemu.
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VolumetricCubeZero Trieda simuluje objemové dáta, v ktorých je jeden voxel s inten-
zitou 0.
VolumetricCubeSphere Táto trieda je predstaviteľ dynamicky počítaných dát. Trieda
”umiestňuje”do objemových dát guľu, pričom v objemových dátach intenzita lineárne na-
rastá smerom do stredu gule. Počet voxelov, ktoré sa v objeme nachádzajú, je možné
meniť pomocou metódy resize(). Príklad rezu cez tento typ objemových dát je zobrazený
na obrázku 4.8.
VolumetricCubeLoadedData Trieda načíta objemové dáta zo súborov do trojrozmer-
ného poľa. Trieda pomocou dát zo súborov inicializuje trojrozmerné pole, s ktorým sa bude
pracovať pomocou metód getVoxel() a getCountVoxels().
3.3 NodeIntensityToColor - Uzol prevodu intenzity na farbu
Pri návrhu tohto uzlu bol použitý návrhový vzor Stratégia, ktorý umožnil oddeliť algoritmus
prevodu IntensityToColorStrategy od triedy uzlu NodeIntensityToColor. Trieda NodeIntensi-
tyToColor dedí z triedy osg::Group jej vlastnosti. Trieda osg::Group je popísaná v časti 2.3.4.
Na obrázku 3.7 sa nachádza diagram tried, na ktorom je znázornená trieda uzlu NodeInten-
stityToColor vo vzťahu k ostatným triedam.
Obrázok 3.7: Diagram tried uzlu prevodu intenzity na farbu
3.3.1 Abstraktná trieda IntensityToColorStrategy
Táto trieda obaľuje algoritmus prevodu, ktorý prevádza intenzitu voxelu na farbu. Rozhranie
pre algoritmus tvorí metódu getColor(). Samotný algoritmus prevodu nie je v tejto triede
implementovaný, preto triedy potomkov musia metódu getColor() implementovať.
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Trieda IntensityToColorStrategy okrem deklarácie metódy getColor() obsahuje metódy
dirty() a getModifiedCount(), ktoré umožnia informovať ostatné uzly o zmene v prevodovom
algoritme.
Trieda IntensityToColorStrategy má v navrhovanej komponente dvoch potomkov, ktorí
implementujú prevod:
IntensityToColorStrategyBlack Prevádza ľubovolnú intenzitu na čiernu farbu.
IntensityToColorStrategyLinearInterpolation Táto trieda rozdeľuje intenzitu vox-
elov do troch intervalov. Intenzity, ktoré spadajú do intervalu < 0 ; minIntensity>, prevedie
na farbu colorMin. Intenzity, ktoré spadajú do intervalu <maxIntensity ; 65535>, prevedie
na farbu colorMax. Ak intenzita bude patriť do intervalu (minIntensity ; maxIntensity) vý-
sledná farba sa vznikne lineárnou interpoláciou farieb colorMin a colorMax. Na obrázkoch 3.8
a 3.9 sú znázornené prevody. V hornej polovici obrázkov sú uvedené dôležité hodnoty inten-
zít. V dolnej polovici obrázkov je ukázané, ako sa intenzita prevedie na farbu. Na obrázku
colorMin má pridelenú zelenú farbu a colorMax má pridelenú červenú farbu.
Obrázok 3.8: Prevod intenzity na farbu, ak minIntensity!=maxIntensity
Obrázok 3.9: Prevod intenzity na farbu, ak minIntensity==maxIntensity
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3.4 NodeCut - Uzol rezu
Obrázok 3.10: Diagram tried NodeCut
Na obrázku 3.10 je uvedený diagram tried, ktorý popisuje triedu NodeCut vo vzťahu k os-
tatným triedam. Vzťahy v diagrame sú uvedené v nasledujúcom texte.
Dedenie z osg::Geode Použitie uzlu osg::Geode umožňuje jednoduché vykresľovanie
modelov v scéne. Podrobnosti o tejto triede sú uvedené v časti 2.3.6.
Vzťah s triedou UpdateNodeCutCallback a s triedou UpdateNodeCutCallback-
Handler Trieda UpdateNodeCutCallback je vyvolávaná ako update callback pre uzol Node-
Cut. Pri každom vyvolaní zisťuje zmeny uzlov v grafe scény. Ak nastane zmena, callback
informuje o zmene triedu NodeCut.
Abstraktná trieda UpdateNodeCutCallbackHandle poskytuje časť z rozhrania NodeCut
pre update callback.
Kompozícia s triedou LinesIntersectedCubeWithPlane Trieda LinesIntersected-
CubeWithPlane počíta prienik objemových dát a roviny a umožní zobraziť ohraničenie tohto
prieniku. Na obrázku 4.4 sú znázornené ohraničenie prieniku dvoch rovín s objemovými dá-
tami. Jeden rez je znázornený zelenou farbou. Druhý rez je zobrazený modrou farbou.
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Kompozícia s triedou TextureIntersectedCubeWithPlane Trieda spravuje poly-
gón, na ktorom je zobrazená textúra rezu. Na obrázku 4.13 je zobrazený otextúrovaný
polygón, ktorý táto trieda do scény umiestňuje.
3.4.1 Uzol rezu vo vzťahu k ostatným uzlom
Hlavnou úlohou uzlu rezu v grafe scény je zobraziť rez cez objemové dáta, ktoré sú defino-
vané v inštancii triedy VolumetricCube. Trieda VolumetricCube je nastavená v uzloch typu
NodeVolumetricCube. Objemové dáta je nutné previesť na farbu pomocou triedy Intensity-
ToColorStrategy. Trieda IntensityToColorStrategy je nastavená v uzloch typu NodeVolumet-
ricCube.
Z týchto skutočností vyplýva, že uzol rezu musí uzly NodeVolumetricCube a NodeInten-
sityToColor vyhľadať v grafe scény, aby mohol v reze zobraziť objemové dáta v správnych
farbách. Pri vyhľadávaní v grafe scény je nutné ošetriť viaceré problémy:
Hľadané uzly sa medzi rodičmi nenachádzajú Ak nastane tento problém, kompo-
nenta vyvolá chybu. Druhá varianta ako riešiť tento problém je, že ak sa nenájde požadovaný
uzol v grafe scény, uzol rezu použije záložný objekt. Táto varianta pracuje proti myšlienke
grafu scény a nabáda užívateľa komponenty k prístupu: ”Načo vytvárať uzly typu Node-
VolumetricCube a NodeIntensityToColor, keď stačí nastaviť správne záložné objekty.”
Uzly máju viac ako jedného bezprostredného rodiča V prípade ak NodeCut má viac
bezprostredných rodičov typu NodeIntensityToColor nastáva problém sa rozhodnúť, ktorý
uzol sa má použiť pri prevode intenzity na farbu7. Podobné nejasnosti budú vznikať, ak
pri vyhľadaní uzlov typu NodeIntensityToColor a NodeVolumetricCube budú mať rodičovské
uzly viac ako jedného bezprostredného rodiča. Vo všetkých prípadoch, keď rodičovské uzly
budú mať viac ako jedného bezprostredného rodiča, komponenta vyvolá chybu.
Uzol rezu má viacero rodičov hľadaného typu Problém je znázornený na obrázku
3.11. Tento problém je možné riešiť:
• Z uzlov sa vyberie náhodne jeden uzol. Toto riešenie je nedeterministické a preto
nevhodné.
• Uzol rezu vyberie najbližší rodičovský uzol.
• Uzol rezu vyberie najvzdialenejší rodičovsky uzol.
• Komponenta vyvolá chyba, z dôvodu nekonzistencie grafu.
Ak chápeme uzly ako nositeľov vlastností a vlastnosti sa v grafe scény môžu navzájom
prekrývať, výber najbližšieho rodičovského uzlu sa javí ako správne riešenie. Tento prístup
je použitý aj v implementácii komponenty.
7Tento prípad je znázornený na obrázku 4.9.
23
Obrázok 3.11: Graf scény s viacerými uzlami prevodu
Medzi uzlom NodeVolumetricCube a uzlom NodeCut sa nenachádza uzol pre-
vodu Ak nastane tento prípad, nie je definované, ako sa majú objemové dáta nastavené
v uzle NodeVolumetricCube previesť na farbu. Z tohto titulu bude vyvolaná chyba nekonzis-
tencie grafu scény.
Medzi uzlom NodeVolumetricCube a uzlom NodeCut sa nachádzajú uzly typu
MatrixTransform Na obrázku 4.7 je znázornený graf scény, v ktorom tento prípad
nastáva. Uzly v grafe scény, tak ako sú definované v OSG, ovplyvňujú len potomkov uzlu.
Rodičia uzlu nesmú byť transformáciami ovplyvnení. Z tohto poznatku vyplýva, že ak sa
medzi uzlom NodeVolumetricCube a uzlom NodeCut bude nachádzať transformačný uzol,
poloha objemových dát nesmie byť ovplyvnená. Ovplyvnená môže byť len rovina rezu.
Rozhodnúť, akým prístupom vyhľadávať v grafe scény V OSG sú dve možnosti,
ako prechádzať graf scény smerom k rodičom:
• Použiť metódu osg::Node::getParent().
• Použiť osg::NodeVisitor, ktorý je implementáciou návrhového vzoru Návštevník.
Použitie osg::NodeVisitor sprehľadňuje algoritmus vyhľadávania, preto je v komponente
použitá práve táto varianta. Podrobnosti o vyhľadávaní v grafe scény je možné nájsť
v návode k OSG na stránke [20].
24
3.4.2 Výpočet pozície vrcholov rezu
Výpočet pozície vrcholov je použitý v triedach LinesIntersectedCubeWithPlane a TextureInter-
sectedCubeWithPlane, kde sa pomocou vypočítaných vrcholov zobrazuje ohraničenie, resp.
otextúrovaný polygón. Existuje viacero spôsobov, ako vypočítať pozíciu vrcholov. V tejto
časti je uvedený postup, ktorý je implementovaný v komponente.
1. krok — Transformačné uzly medzi uzlami NodeVolumetricCube a uzlami
NodeCut transformujú rovinu rezu Dôvod tohto kroku je uvedený v časti 3.1.
2. krok — Vypočítajú sa 4 vrcholy, ktoré budú ležať v rovine rezu Na obrázku
3.12 je znázornený výstup tohto kroku, pričom vrcholy na obrázku sú spojené zelenou
čiarou. Pre výstupné vrcholy V1 = [x1, y1, z1], V2 = [x2, y2, z2], V3 = [x3, y3, z3]
a V4 = [x4, y4, z4] bude platiť, že sú navzájom rôzne, ležia v rovine rezu a pre vrcholy
bude platiť aspoň jedno z pravidiel:
• Hodnoty x1, x2, x3, x4, y1, y2, y3, y4 patria do množiny {0; 1}.
• Hodnoty x1, x2, x3, x4, z1, z2, z3, z4 patria do množiny {0; 1}.
• Hodnoty y1, y2, y3, y4, z1, z2, z3, z4 patria do množiny {0; 1}.
Tieto podmienky bude spĺňať nasledujúci algoritmus, ak vstupné vektory pre algoritmus
budú [0, 0], [0, 1], [1, 1] a [1, 0]:
1. Vstupom algoritmu bude vektor V = [u, v] a rovina R s koeficientami a, b, c, d, pričom
pre aspoň jeden z koeficientov a, b, c bude platiť, že je rôzny od 0. Bod X = [x, y, z]
leží v rovine R, ak bude platiť rovnica 0 = ax by + cy + d.
2. Porovnajú sa absolútne hodnoty koeficientov a, b, c. .
3. Ak absolútna hodnota a je najväčšia, algoritmus vráti vektor
X = [(−ub− vc− d)/a, u, v].
4. Ak absolútna hodnota b je najväčšia, algoritmus vráti vektor
X = [u, (−ua− vc− d)/b, v].
5. Ak absolútna hodnota c je najväčšia, algoritmus vráti vektor
X = [u, v, (−ua − vb− d)/c].
3. krok — Pomocou vrcholov z predchádzajúceho kroku sa vypočítajú vrcholy,
ktoré definujú ohraničenie rezu Výstup z predchádzajúce kroku definuje polygón,
ktorý sa v tomto kroku bude orezávať stenami kocky8. Tento krok bude mať výstup zná-
zornený na obrázku 3.13.
Nasledujúci algoritmus, orezáva vrcholy v rámci jednej roviny. Ak potrebujeme orezať
vrcholy viacerými rovinami, je potrebné nasledujúci algoritmus vykonať pre každú z rovín.
Kvôli zjednodušeniu výkladu budeme o vrchole tvrdiť, že sa nachádza vo vnútri, ak sa bude
nachádzať na tej strane roviny, na ktorej sa nachádzajú aj objemové dáta.
8Algoritmus z predchádzajúceho kroku generuje vrcholy, ktoré stačí orezať len 2 stenami kocky.
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Obrázok 3.12: Štyri vrcholy, ktoré ležia v jednej rovine
Obrázok 3.13: Vrcholy, ktoré definujú prienik roviny s objemovými dátami
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1. Vstup tvorí usporiadaná množina vrcholov I.
2. Vytvorí sa prázdna usporiadaná množina O.
3. Vyberie sa prvý vrchol z I, označí sa Pos1.
4. Do Pos2 sa priradí vrchol, ktorý leží za Pos1. V tomto kroku sa vrchol z usporiadanej
množiny neodstraňuje.
5. Ak sa Pos1 leží vo vnútri, pridá sa Pos1 do množiny O.
6. Ak platí, že Pos1 leží vonku a Pos2 leží vo vnútri, hodnoty Pos1 a Pos2 sa navzájom
vymenia.
7. Ak platí, že Pos1 leží vo vnútri a Pos2 leží vonku, vykonajú sa kroky v nasledujúcom
bloku. Ak neplatí podmienka, pokračuje algoritmus krokom 8.
(a) Do v1 sa priradí vzdialenosť bodu Pos1 od roviny.
(b) Do v2 sa priradí vzdialenosť bodu Pos2 od roviny.
(c) Do newPos sa priradí hodnota výrazu Pos1 + Pos2−Pos1v1/(v1+v2) .
(d) newPos sa pridá do množiny O.
8. Pokiaľ nie je množina I prázdna, choď na krok 3.
9. Orezané vrcholy sa nachádzajú v usporiadanej množine O.
4. krok – Vrcholy sa transformujú, aby boli správne umiestnené Transformačné
uzly medzi uzlom NodeVolumetricCube a uzlom NodeCut budú transformovať pozíciu vr-
cholov pri vykresľovaní scény. Aby pozícia vrcholov pri vykreslení rezu bola správna vzhľadom
na objemové dáta, inverzné matice transformačných uzlov ”predtransformujú”vr-
choly. Až takto predtransformované vrcholy je možné použiť na definíciu pozície rezu.
3.4.3 Generovanie obsahu textúry
Pre každý texel9 v textúre sa vyhľadá voxel v objemových dátach. Intenzita voxelu sa
prevedie na farbu a až výsledná farba sa nastaví texelu. Objemové dáta a funkcia prevodu
sa získa z grafu scény, tak ako bolo popísané v časti 3.4.1, jediné čo nebolo doteraz vyriešené
je ako mapovať texely na voxely.
Mapovacia funkcia mapujúca texely na voxely Na mapovanie texelov na voxely je
možné použiť algoritmus na generovanie 4 vrcholov uvedený v časti 3.4.2. Avšak pri mapo-
vaní texelov na voxely vstup algoritmu bude tvoriť relatívna poloha texelu v rámci tex-
túry10.
9Pojem texel označuje základnú jednotku textúry. Texel v textúre vznikol ako analógia k pixelu v obraze.
10Pre texel v jednom rohu budú použitý vektor [0, 0] pre texel v protiľahlom rohu [1, 1]. Vektory pre ostatné




V tejto kapitole sú popísané programy, ktoré ukazujú funkcionalitu komponenty. Programy
popísané v tejto kapitole sa nachádzajú na priloženom DVD aj so zdrojovými kódmi pro-
gramov. Zdrojové kódy sú okomentované, preto v tejto časti budú uvedené len kľúčové časti
programov. Všetky programy využívajú na zobrazovanie scény triedu osgViewer::Viewer,
preto vo všetkých programoch je použité rovnaké ovládanie pomocou myši:
• Pohyb kurzoru so stlačeným ľavým tlačítkom otáča scénou.
• Pohyb kurzoru hore so stlačeným pravým tlačítkom odďaľuje scénu.
• Pohyb kurzoru dole so stlačeným pravým tlačítkom približuje scénu.
• Pohyb myši so stlačeným súčasne ľavým a pravým tlačítkom posúva scénu.
V tejto kapitole sú programy usporiadané od najjednoduchšieho až po najzložitejší,
preto je možné túto kapitolu brať aj ako návod na používanie komponenty. Presne v takom
poradí, ako sú usporiadané programy v tejto kapitole, je vhodné prezerať aj zdrojové kódy
programov. Pomocou poznatkov z fungovania jednoduchšieho programu je možné rýchlejšie
pochopiť zložitejší program.
4.1 exampleNodeCube
ExampleNodeCube je najjednoduchší program, v ktorom sa vytvára graf scény znázornený
na obrázku 4.1.
Nasledujúci kód zostaví graf scény:
osg::Group* group = new osg::Group ();
osgMedicalExt::NodeCube* cube1 = new osgMedicalExt::NodeCube ();
osgMedicalExt::NodeCube* cube2 = new osgMedicalExt::NodeCube ();





Obrázok 4.1: Graf scény exampleNodeCube Obrázok 4.2: Scéna exampleNodeCube
4.2 exampleOnlyEdges
Tento program vytvára graf scény, ktorý je znázornený na obrázku 4.3. Program zobrazuje
ohraničenie dvoch rezov, zobrazovanie textúr v rezoch sú v tomto programe vypnuté.
Na obrázku 4.4 sa nachádza výstup tohto programu.
Obrázok 4.3: Graf scény exampleOnlyEdges Obrázok 4.4: Scéna exampleOnlyEdges
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Hlavnou úlohou tohto programu je ukázať, ako sa inicializujú rezy v prípade, ak užívateľ
nepožaduje zobraziť textúry. Nasledujúca časť zdrojového kódu inicializuje zelený rez:
// Vytvorí uzol rezu:
osgMedicalExt::NodeCut* nc2 = new osgMedicalExt::NodeCut ();
// Definuje rovinu rezu
nc2–>4setPlane (osg::Plane (0.5f,1.f,0.5f,-0.8f));
// Nastaví hranu rezu viditeľnú
nc2–>setEdgeVisibility (true);
// Nastaví farbu hrany rezu na červenú
nc2–>setEdgeColor (osg::Vec4 (0., 1., 0., 1.));
// Vypne zobrazovanie textúry
nc2–>setTextureVisibility (false);
4.3 exampleSimpleCut
Tento program rozširuje funkcionalitu predchádzajúceho programu v nasledujúcich bodoch:
1. Nastavuje uzlu NodeVolumetricCube, aby obsahovala dáta:
// osgMedicalExt::NodeVolumetircCube* nvc;
nvc–>setVolumetricCube (new osgMedicalExt::VolumetricCubeSphere ());
2. Priradí uzlu prevodu novovytvorený prevod:
// osgMedicalExt::NodeIntensityToColor* nitc;
nitc–>setStrategy (new osgMedicalExt::IntensityToColorStrategyLinearInterpolation (
osg::Vec4 (0, 0, 0, 0), osg::Vec4 (0, 1., 1., 1.)));
3. Nastaví, aby sa ohraničenie zeleného rezu neorezávalo:
// osgMedicalExt::NodeCut* nc2;
nc2–>setEdgeIsClipped (false);
4. Nastaví, aby sa zobrazovala textúra rezu:
// osgMedicalExt::NodeCut* nc2;
nc2–>setTextureVisibility (true);
Predvolené správanie textúry rezu a hranice rezu je, že sa zobrazujú tak, aby definovali
správne priestor rezu. Trieda NodeCut umožňuje upraviť zobrazovanie rezu tak, aby sa
správal ako je znázornené na obrázku 4.6. Na tomto programe je zaujímavé, že v prípade
rezu so zeleným ohraničením sa ohraničenie rezu zobrazuje aj mimo priestoru objemových
dát. Výhody tohto správania sú ukázané v programe exampleErrorPlane, ktorý je uvedený
v časti 4.6.
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Obrázok 4.5: Graf scény exampleSimpleCut Obrázok 4.6: Scéna exampleSimpleCut
Obrázok 4.7: Graf scény exampleAffect-
Transform
Obrázok 4.8: Scéna exampleAffectTransform
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4.4 exampleAffectTransform
Program ukazuje ako ovplyvňujú transformačné uzly rovinu rezu. Vzťahy medzi uzlami
v grafe scény je možné vidieť na obrázku 4.7.
V programe exampleAffectTransform je zaujímavá časť, v ktorej sa definujú parametre
rezových uzlov:
// Vytvoria sa 2 rezy:
osgMedicalExt::NodeCut* nc1 = new osgMedicalExt::NodeCut ();
osgMedicalExt::NodeCut* nc2 = new osgMedicalExt::NodeCut ();
// Obom sa priradí rovnaká rovina rezu:
nc1–>setPlane (osg::Plane (0., 0., -1., 0));
nc2–>setPlane (osg::Plane (0., 0., -1., 0));
// nc1 nebude ovplyvňovaný transformačným uzlom mt; nc2 bude ovplyvňovaný
nc1–>setEnableTransformation (false);
nc2–>setEnableTransformation (true);
Transformačný uzol mt definuje posun o vektor [0,5; 0,5; 0,5]. Na obrázku 4.8 je znázornený
výstup programu, na ktorom je možné vidieť 2 rezy. Rovina rezu nc1 nie je transformovaná
uzlom mt, a preto je na obrázku zobrazený čiernou farbou. Rovina rezu nc2 je posunutá,
a preto uzol rezu nc2 zobrazuje rez stredom objemových dát.
4.5 exampleErrorGraph
Program je ukážkou odchytávania výnimiek, ktoré vyvoláva komponenta, ak nastane v kom-
ponente chyba. Graf scény, ktorý vytvára tento program, je znázornený na obrázku 4.9.
Zámerne je v tomto programe vytvorený nekonzistentný graf scény, ktorý vyvolá výnimku
osgMedicalExt::ErrorException. Výnimka je odchytávaná v hlavnej funkcii programu a dá sa
schematicky popísať:
try{
// Kód vytvorí graf scény a zobrazí scénu. . .
}
catch (const osgMedicalExt::ErrorException* err)
{





Tento program je ukážkou situácie, ak rovina rezu neprenikne cez objemové dáta v tomto
prípade sa štandardne rovina rezu nezobrazí. Ak užívateľ požaduje zobrazovať rovinu rezu,
je možné pomocou nasledujúceho kódu správanie rezovej rovinu upraviť.
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// osgMedicalExt::Node nc;
nc–>setEdgeIsClipped (false); // neoreže hrany
nc–>setTextureIsClipped (false); // neoreže polygón
Na obrázku 4.11 je scéna programu exampleErrorPlane, na ktorom vidno nevhodne
definovanú rovinu rezu.
Obrázok 4.9: Graf scény exampleErrorGraph
Obrázok 4.10: Graf scény exampleErrorPlane Obrázok 4.11: Scéna exampleErrorPlane
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4.7 exampleMultipleUsedObjects
Tento program ukazuje dve vlastnosti komponenty:
• Je možné priradiť viacerým uzlom osgMedicalExt::NodeVolumetricCube jeden osgMe-
dicalExt::VolumetricCube. Táto vlastnosť umožňuje zobraziť tie isté dáta vo viacerých
oblastiach. Nasledujúci program ukazuje, ako sa priradenie definuje v kóde:
osgMedicalExt::NodeVolumetricCube* nvc[4];
osgMedicalExt::VolumetricCubeSphere* vcs;
for (int i = 0; i < 4; i++)
nvc[i]–>setVolumetricCube (vcs);
• Je možné definovať rôzne prevodové stratégie na zobrazenie tých istých dát. Dôsled-
kom tejto skutočnosť je, že z rovnakých objemových dát je možné zobraziť rôzne
informácie.
Na obrázku 4.13 je ukážka výstupu tohto programu, na ktorom je možno obe vyššie uvedené
vlastnosti pozorovať.
Obrázok 4.12: Graf scény exampleMultipleUsedObjects
34
Obrázok 4.13: Scéna exampleMultipleUsedObjects
4.8 exampleShowModel
Program sa snaží zobraziť dáta z CT a MRI pomocou rezov tak, aby zobrazené rezy simulo-
vali výstup z algoritmov na priame zobrazenie objemov. Výstup tohto programu je znázor-
nený na obrázkoch 4.14 a 4.15. Program vytvorí veľké množstvo rezov, pričom v každom
reze sa nastaví priesvitnosť niektorých texelov pomocou prevodového uzlu. Program vytvára
takmer 400 rezov, preto spracovávanie rezov trvá rádovo sekundy. Komponenta je vytvorená
na zobrazenie menšieho množstva rezov, preto je odozva programu veľmi pomalá.
Tento program okrem problému s veľkým množstvo rezov ukazuje, ako je jednoduché
meniť zobrazované objemové dáta. Stačí správne inicializované objemové dáta a prevodové
stratégie nastaviť príslušným uzlom. Nasledujúci kód ilustruje, ako je možné nastavovať
dáta v uzloch spravujúcich objemové dáta a v uzloch prevodu. Uzly rezov nie je potrebné
o zmenách v rodičovských uzloch explicitne informovať, uzly rezov si zmenu dát zistia sami.
// osgMedicalExt::NodeIntensityToColor* g nitc;
// osgMedicalExt::NoveVolumetricCube* g nvc;
switch (nModel) {
case 0: // vyberieme zobrazovanie CT dat:
g nitc–>setStrategy (g itcsCT);
g nvc–>setVolumetricCube (g vcCT); break;
case 1: // vyberieme zobrazovanie MR dat:
g nitc–>setStrategy (g itcsMR);
g nvc–>setVolumetricCube (g vcMR); break;
}
Program je možné ovládať pomocou kláves:
• 1 – zobrazí dáta z CT; zmena dát trvá rádovo sekundy
• 2 – zobrazí dáta z MRI; zmena dát trvá rádovo sekundy
• o – pridá pixely/voxely, ktoré sa zobrazia
• p – odoberie pixely/voxely, ktoré sa zobrazia
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Obrázok 4.14: Scéna exampleShowModel s modelom MRbrain
Obrázok 4.15: Scéna exampleShowModel s modelom CThead
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Obrázok 4.16: Graf scény exampleShowModel
4.9 exampleCutRealData
Program exampleCutRealData ukazuje, ako sa dá reálne využiť komponenta. Tento pro-
gram zobrazuje tri rezy cez dáta z CT a MRI. Zobrazenie rezov je možné zapínať a vypínať
pomocou klávesnice. Na obrázku 4.17 je zobrazený vertikálny rez, na obrázku 4.18 horizon-
tálny rez a na obrázku 4.19 všeobecný rez.
V programe je taktiež možné nastavovať priesvitnosť texelov v rezoch a je možné dosiah-
nuť efekt znázornený na obrázku 4.20. Na obrázku je zobrazený horizontálny a všeobecný
rez čiastočne priesvitný. Nastavovaním priesvitnosti je možné vykresliť len tie objemove
dáta, ktoré nás zaujímajú (v tomto prípade len časť hlavy).
Program je možné ovládať pomocou kláves:
• o, p - nastavuje viditeľnosť texelov
• 1, 2 - prepína medzi dátami CT/MRI
• z - zapína/vypína zobrazenie horizontálneho rezu
• x - zapína/vypína zobrazenie vertikálneho rezu
• c - zapína/vypína zobrazenie všeobecného rezu
• šípka hore, šípka dole - posúva horizontálny rez
• šípka vpravo, šípka vľavo - posúva vertikálny rez
• w,a,s,d - otáča všeobecný rez okolo stredu
• r,f - posúva všeobecný rez
37
Obrázok 4.17: Scéna exampleCutThru-
Data so zobrazeným vertikálnym rezom
Obrázok 4.18: Scéna exampleCutThru-
Data so zobrazeným horizontálnym rezom
Obrázok 4.19: Scéna exampleCutThru-
Data so zobrazeným všeobecným rezom
Obrázok 4.20: Scéna exampleCutThru-
Data s nastavenou priesvitnosťou
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Obrázok 4.21: Graf scény exampleCutThruDatal
4.10 CutThruData
Program CutThruData umožňuje načítať z ľubovolného súboru 16-bitové objemové dáta.
Program je vytvorený na základe programu exampleCutRealData, ktorý rozširuje o možnosť
zadávať parametre programu. Pomocou parametrov je možné nastaviť cestu k súboru s dá-
tami a spôsob zobrazovania dát. Na spracovávanie argumentov sa používajú zdrojové súbory
getopt.h a getopt.c, ktoré boli prevzaté z knižnice argtable [9].
Program je možné spustiť s nasledujúcimi parametrami:
• CutThruData -h
Program vypíše nápovedu.
• CutThruData -f CThead\CThead -b -s -x 256 -y 256 -z 113 -Z -2
Program načíta dáta CThead a zobrazí scénu znázornenú na obrázku 4.22.
• CutThruData -f MRbrain\MRbrain -b -s -x 256 -y 256 -z 109 -Y -1 -Z 2
Program načíta dáta MRbrain a zobrazí scénu znázornenú na obrázku 4.23.
• CutThruData -f 3dknee\3dknee -x 256 -y 256 -z 127 -Y -1 -Z 2
Program načíta dáta 3dknee a zobrazí scénu znázornenú na obrázku 4.24.
• CutThruData -f 3dhead\3dhead -x 256 -y 256 -z 109 -Y -1 -Z 2
Program načíta dáta 3dhead a zobrazí scénu znázornenú na obrázku 4.25.
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Program je možné ovládať pomocou kláves:
• o, p - nastavuje viditeľnosť texelov
• z - zapína/vypína zobrazenie horizontálneho rezu
• x - zapína/vypína zobrazenie vertikálneho rezu
• c - zapína/vypína zobrazenie všeobecného rezu
• šípka hore, šípka dole - posúva horizontálny rez
• šípka vpravo, šípka vľavo - posúva vertikálny rez
• w,a,s,d - otáča všeobecný rez okolo stredu
• r,f - posúva všeobecný rez
Obrázok 4.22: Rez cez dáta CThead Obrázok 4.23: Rez cez dáta MRbrain




Cieľom mojej bakalárskej práce bolo preštudovať problematiku zobrazovania 3D obrazových
dát v medicíne a preštudovať knižnicu OpenSceneGraph do takej miery, aby som mohol
navrhnúť komponentu schopnú zobrazovať 3D obrazové dáta. Na základe návrhu som mal
navrhnutú komponentu implementovať a otestovať.
Problematiku zobrazovania 3D obrazových dát v OpenSceneGraph som preštudoval
a výsledok som uviedol v druhej kapitole, kde je uvedený popis niektorých známych metód,
ktoré umožňujú zobrazovanie 3D obrazových dát. Na základe informácií získaných štúdiom
som navrhol komponentu, ktorá je schopná zobrazovať rezy cez 3D obrazové dáta. Výsledný
návrh aj s popisom problémov, ktoré bolo nevyhnutné ošetriť pri implementácii, som uviedol
v tretej kapitole. Na základe návrhu som implementoval komponentu, ktorá umožňuje zo-
braziť rezy. Zdrojový kód komponenty a popis rozhrania sú na priloženom DVD. Pre ov-
erenie funkcionality komponenty som vytvoril programy, ktoré využívajú mnou vytvorenú
komponentu. Popis programov je uvedený v štvrtej kapitole.
Hlavným prínosom mojej práce je, že som vytvoril komponentu, ktorá umožňuje jednodu-
cho zobrazovať rezy 3D obrazovými dátami, pričom zachováva princípy grafu scény. Každý
programátor so základnými znalosťami programovania v OpenSceneGraph by mal pochopiť
na základe týchto programov, ako komponentu používať.
Na vývoji komponenty je možné ďalej pokračovať a v ďalších verziách rozširovať funk-
cionalitu komponenty, implementáciou ďalších algoritmov zobrazujúcich 3D obrazové dáta.
Taktiež je možné rozšíriť zobrazovanie rezov tak, aby bolo možné rezy vytvárať na základe
ľubovolne definovanej plochy a nie len v rovine.
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Na priloženom DVD sa nachádzajú zložky:
• application – obsahuje programy, ktoré používajú mnou navrhovanú komponentu.
• data – obsahuje dáta.
• documentation – obsahuje dokumentáciu komponenty.
• osg – obsahuje knižnicu OpenSceneGraph verzie 2.8.0.
• sources – obsahuje zdrojové kódy programov a komponenty.
• thesis – obsahuje dokument bakalárskej práce so zdrojovými kódmi.
Zdrojové kódy komponenty a programov boli vytvorené v Microsoft Visual Studio 2008
Professional Edition. Zdrojové kódy je možné skompilovať v programe Visual Studio 2008,
ak bude dostupná knižnica OSG a budú zadefinované premenné prostredia operačného
systému:
• OSG ROOT bude mať nastavenú cestu do koreňového adresára OSG (t.j. adresár,
ktorý obsahuje zložky src, include. . .)
• OSG INCLUDE PATH = %OSG ROOT%\include
• OSG LIB PATH = %OSG ROOT%\lib
Na stránke [19] je uvedený podrobný návod ako postupovať.
Skompilované programy musia byť schopné nájsť súbory v dynamicky linkované knižnice
OSG. Toto sa dá dosiahnuť:
• Skopírovať obsah adresára %OSG ROOT%\bin do adresára so skompilovanými pro-
gramami.
• Pridať do premennej prostredia PATH hodnotu %OSG ROOT%\bin;
Pre programy, ktoré načítavajú dáta zo súborov, je potrebné nastaviť adresár data ako
pracovný adresár. Adresár data sa nachádza na CD v koreňovom adresári.
Pozn: V adresári application sa nachádza kópia adresára data.
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