Використання AutoLISP в AutoCAD by Кузьменко, Ігор Миколайович et al.
МІНІСТЕРСТВО ОСВІТИ ТА НАУКИ УКРАЇНИ 
НАЦІОНАЛЬНИЙ ТЕХНІЧНИЙ УНІВЕРСИТЕТ УКРАЇНИ 
"КИЇВСЬКИЙ ПОЛІТЕХНІЧНИЙ ІНСТИТУТ" 
 
 
І.М. Кузьменко, В.А. Лабжинський , О.І. Бандурка 
 
Використання AutoLISP  
в AutoCAD 
 
 
 
 
Методичні вказівки до виконання комп’ютерних практикумів 
з курсу „Конструкторські САПР” 
для студентів денної форми навчання спеціальності 
“ Комп’ютерні науки та інформаційні технології” 
 
 
 
Затверджено  
на засіданні кафедри АПЕПС  
протокол № 6 від 20.01.2016 р. 
 
 
 
Київ НТУУ «КПІ» 
 
2016
 2 
Використання AutoLISP в AutoCAD. Методичні вказівки для студентів 
спеціальності: “Інформаційні технології проектування”/ Укл. І.М.Кузьменко 
В.А. Лабжинський, О.І. Бандурка - К.: НТУУ “КПІ”, 2016.- 35 с. 
 
 
 
 
 
Укладачі:  
Кузьменко Ігор Миколайович, к.т.н., доцент 
Лабжинський Володимир Анатолійович, к.т.н., доцент 
Бандурка Олена Іванівна, ст. викл. 
 
 
Рецензент: Голінко Ігор Михайлович, к.т.н., доц. каф. АТЕП тепло-
енергетичного факультету НТУУ „КПІ” 
    
 
 Редактор  
 Коректор 
 
 
Відповідальний за випуск: Лук'яненко Святослав Олексійович, д.т.н, проф. 
 3 
Вступ 
Головним об’єктом діяльності бакалавра за кваліфікацією „Фахівець з 
інформаційних технологій”, відповідно до спеціальності „Комп’ютерні науки та 
інформаційні технології” є розробка та використання інформаційних технологій 
автоматизованого проектування та моделювання графічних технічних об’єктів 
та систем. 
Нерідко призначенням таких інформаційних технологій є просторове 
моделювання, зокрема, формування графічних зображень за допомогою САПР 
систем, формування графічних зображень шляхом розробки додатків для 
параметризованого моделювання. 
У зв’язку з цим студент-бакалавр має оволодіти методами та засобами 
формування графічних зображень. 
Тому завданням даних методичних вказівок, відповідно до робочої 
навчальної програми курсу «Конструкторські САПР», є ознайомлення студента з 
використанням технологій автоматизованого проектування в САПР AutoCAD з 
використанням AutoLISP, як засобу створення параметризованих моделей. 
Загальний порядок виконання комп’ютерних практикумів: 
– ознайомитися з теоретичними відомостями до відповідного 
комп’ютерного практикуму; 
– сумлінно виконати отримане завдання; 
– скласти протокол комп’ютерного практикуму; 
– здати комп’ютерний практикум. 
Вимоги до оформлення протоколів комп’ютерних практикумів 
Протокол комп’ютерного практикуму, охайно оформлюється в вигляді 
текстового файлу. 
На титульному аркуші зверху з вирівнюванням по центру вказують назву 
вузу, факультету та кафедри. Нижче під ними розміщують номер, назву 
комп’ютерного практикуму. Ще нижче, з вирівнюванням вправо, вказують 
прізвище автора роботи, групу та прізвище викладача, який буде здійснювати 
перевірку роботи. 
На наступних листах вказують мету роботи та розміщують лістинг 
результатів. 
Для здачі комп’ютерного практикуму: 
надається протокол з результатами роботи; 
демонструється робота програмного продукту; 
відповідаємо на уточнюючі запитання викладача. 
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Комп’ютерний практикум 1 
Побудова параметризированих зображень моделей 
на площині 
Мета роботи – отримання навичок розробки програми для побудови 
параметризированого зображення моделі на площині. 
ТЕОРЕТИЧНІ ВІДОМОСТІ 
 
1. AutoLISP, основні функції та команди 
 
AutoLISP — діалект мови програмування LISP, створений для 
використання з повною версією AutoCAD. Засоби програмування AutoLISP  
ідентичні, або дуже близькі до своїх аналогів на LISP. Програми AutoLISP 
взаємодіють з користувачем через базові функції, які дозволяють користувачеві 
вводити дані, оперувати ними, а також використовують команди AutoCAD для 
побудови моделей, зокрема – на площині. АutoLisp також має мову управління 
діалогами, для створення інтерактивних форм введення даних в AutoCAD. 
 
2. Основні функції AutoLisp 
 
Для реалізації своїх можливостей AutoLISP використовує ряд функцій та 
команд.  
Створення функцій користувача в AutoLISP відбувається наступним чином: 
(defun <ім’я функції>  (аргументи) <тіло функції > ) 
Після завантаження програми в системі AutoCAD таку функції можна 
викликати з командного рядка за допомогою написання її назви в круглих 
дужках. 
Наприклад функцію (defun DrawDetail()) можна викликати написавши в 
командному рядку (DrawDetail). 
Опис команди відрізняється від опису функції лише символами с: перед 
назвою наприклад: (defun с:DrawDetail()). Команду потрібно викликати без 
дужок: DrawDetail. 
Синтаксис функції присвоювання наступний: 
(setq <Змінна якій присвоюється значення> <Значення яке присвоюється>). 
Всі арифметичні операції записуються в префіксній формі. Тобто, спочатку 
йде знак операції а потім операнди. Наприклад, a+b матиме вигляд + a b. 
Списки у AutoLISP формуються з використанням функції (list a b c ) наступним 
чином (setq a (list b c)). В цьому випадку змінній а буде присвоєний список, 
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який складається з елементів b і c. Доступ до елементів списку можна отримати 
за допомого команди nth. Наприклад (setq d (nth 0 a)). 
В цьому випадку змінній d буде присвоєно перше значення зі списку який 
зберігається у змінній а. Списки рекомендується використовувати для 
зберігання координат точок. 
3. Основні команди системи AutoCAD в мові AutoLISP 
 
Зауважимо, що команди наводяться для англійської версії системи AutoCAD. 
Для використання команд у російськомовній версії AutoCAD додається нижнє 
підкреслювання (наприклад _сircle). 
Для створення геометричних фігур в просторі моделі (листі, чи у блоці) 
використовуються команди додавання графічних об’єктів, наприклад: circle, 
line, arc, dimradius, dimlinear. Розглянемо їх докладніше. 
 
Команда circle 
Команда  сircle  додає коло з заданими координатами центра і радіусом. 
Формат команди: (command "_circle" StartPoint R ),  
де StartPoint – початкова точка (може складатися зі списку – двох або трьох 
координат точки), R – радіус кола. 
Приклад функції: 
(defun progr1 () ; оголошення функції з порожнім списком змінних 
(setq R 5) ;змінній R присвоюється значення 5 
(setq StartPoint (list 0 0)) ;змінній StartPoint присвоюється список з двох 
елементів 0 і 0 
(command "_circle" StartPoint R) ;викликається команда circle з центром в 
StartPoint і радіусом R 
) ; завершення функції 
Команда line 
Команда line додає лінію. Аргументами  є координати  початкової  і  кінцевої  
точки  лінії.  Формат команди: (command "_line" p1 p2 ""), де p1 p2 – точки 
початку і кінця лінії., "" в кінці команди означає завершення команди.  
Команда line будує необмежену кількість ліній. Наприклад: (command "_line" 
p1 p2 p3 "") будує дві лінії: перша – від точки р1 до р2, і друга – р2 до р3. 
Приклад функції: 
(defun progr2 () 
(setq p1 (list 0 0))  
(setq p2 (list 5 5)) 
(command "_line" p1 p2 "") 
) 
Команда arc 
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Команда arc додає дугу. Аргументами  є координати  початкової (p1), 
верхньої (p2) і  кінцевої (p3) точки дуги.  Формат команди: (command "_arc" p1 
p2 p3). Приклад функції: 
(defun progr3 () 
(setq p1 (list (-5 0))) 
(setq p2 (list (0 5))) 
(setq p3 (list (5 0))) 
(command "_.arc" p1 p2 p3) 
) 
Команди dimradius i dimlinear 
Команди dimradius i dimlinear призначені для виставлення розмірів, 
радіальних та лінійних, відповідно. 
Формат команди dimradius: (command "_.dimradius" p1 p2), де р1 – точка на 
колі або дузі, р2 – точка поза колом (дугою). Точка p2 вказує де буде написано 
числове значення розміру.  
Формат команди dimlinear: (command "._dimlinear" p3 p4 p5 ""), дер3 – 
початкова точка відмірювання, р4 – кінцева точка відмірювання, р5 – точка 
положення числового значення розміру. 
 
Команда роботи з шарами layer 
Команда layer призначена для створення та редарування шарів в AutoCAD.  
Формат команди наступний: (command "_.layer" "_опція" "ім’я-шару"). 
Наступні опції при роботі з шарами: 
_N - new, створення нового шару; 
_C - color, колір шару; 
_L - ltype, тип линії шару; 
_LW - lweight, вага шару; 
_S - set, установка шару поточним; 
_M - make, створює і робить шар поточним; 
_LO, _U - lock/unlock, блокування и розблокування шару; 
_ON, _OFF - on/off, включає і виключає видимість шару; 
_F, _T - on/off, включає і виключає  заморозку шару; 
_TR, Transprency - прозорість шару;  
_MAT, Material - матеріал шару; 
Кожен раз при обранні опції потрібно вказувати  імя шару, наприклад: 
(command "_.layer" "_N" "Шар1" "_LW" "0.2" "Шар1" "_C" "1" "Шар1" "") 
створює шар "Шар1" червоного кольору з товщиною лінії 0.2 мм. 
За допомогою описаних функцій і команд можна виконувати більшість дій 
над моделями в AutoCAD,  як показано далі – в прикладах 1 і 2. 
 
Середовище розробки додатків Visual Lisp 
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В цілому Visual Lisp є покращеною версією AutoLisp, що надає VBA-подібний 
доступ до об’єктної моделі AutoCAD, обробку подій для об’єктів AutoCAD та ряд 
інших. 
На даному етапі середовище розробки додатків VisualLisp в системі AutoCAD 
дозволяє створювати, редагувати та відстежувати (Trace) програми на AutoLisp. 
 
Для написання програм на AutoLisp в середовищі AutoCAD перейдемо на 
вкладку Управление і оберемо Редактор VisualLISP, як показано на рисунку 1.1. 
 
 
Рисунок 1.1. Вкладка Управление в середовищі AutoCAD 
 
На екрані відкривається інтегроване середовище розробки (IDE), як показано 
на рис. 1.2. 
 
Рис. 1.2. Інтегроване середовище розробки (IDE) Visual Lisp 
 
IDE включає декілька вікон, кожне з яких є незалежним від інших. Тому їх 
можна згортати, відображати та ін. Для створення нової програми обираємо 
Файл -> Новый файл – з'являється вікно, в якому пишемо нову програму, як 
показано на рис. 1.3. 
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Рис. 1.3. Вікно для написання програми 
 
Після написання зберігаємо файл. Обираємо Файл->Сохранить как, вводимо 
назву файлу і тип Исходные LISP файлы. Далі завантажуємо програму в Visual 
Lisp. Найпростіше це зробити комбінації клавіш Ctrl+Alt+E. Програма 
завантажена і її функції та команди можна використовувати безпосередньо в 
середовищі AutoCAD. 
 
Середовище написання додатків Notepad++ 
Іншим варіантом написання програм AutoLisp для AutoCAD є використання 
текстового редактора Notepad++. В текстовому редакторі Notepad++ (не 
Notepad) створюється програма за допомогою Файл->Створити. Для зручності 
редагування обрати підсвічування синтаксису мови: Підсвічування->L->Lisp. 
Після написання програми зберегти файл з розширенням LSP. Завантажити 
програму в Visual Lisp. Для завантаження в середовищі AutoCAD треба обрати: 
Управление->Приложения, як показано на рис. 1.4. У вікні, що відкриється,  
обираємо файл і натискаємо Загрузить. Програма завантажена в AutoCAD, її 
функції можна використовувати в середовищі AutoCAD. 
 
Рис. 1.4. Завантаження програми мовою AutoLisp в середовищі AutoCAD 
 
Приклад 1 програми  
Приведемо приклад програми, яка будує фігуру зображену на рис. 1.5, 
використовуючи при цьому введення даних із консолі 
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Рис. 1.5. Приклад 1 деталі 
 
Відповідно, до завдання програма має створювати наступні елементи. 1) Три 
шари: шар розмірних ліній, шар осьових ліній, шар деталі. 2) Власне осьові лінії. 
3) Власне деталь. 4) Власне розмірні лінії.  
Розберемо як будуватиметься власне деталь. Деталь складається з шести 
основних точок(не враховуючі допоміжні, які будуть використовуватися для 
написання програми), які показано на рис. 1.5 червоними маркерами, одного 
кола в центрі, чотирьох прямих і двох дуг. 
Нижче наведено код програми, яка у даному випадку є функцією і написана 
зверху-до низу: введення даних, обрахунок точок, рисування деталі, рисування  
осьових ліній, рисування розмірних ліній на кожному з шарів. Програма 
(функція) має наступний вигляд: 
 
;оголошення функції DrawDetail з аргументами 
(defun DrawDetail(varR varD varA varB varH CoordX CoordY)   
 
  ;присвоєння змінних 
  (setq R varR) 
  (setq D varD) 
  (setq A varA) 
  (setq B varB) 
  (setq h varH) 
  (setq StartPoint (list CoordX CoordY)) 
   
  ;Створення головного шару 
  (command "_.layer" "_N" "layerGeneral" "_LW" "1.5" "layerGeneral" "") 
  ;Робимо  шар поточним 
  (setvar "clayer" "layerGeneral") 
   
  ;Рисуємо коло в центрі 
  (command "_circle" StartPoint (/ D 2)) 
 
  ; Рисуємо ліву лінію по точках  p1 p2 
  (setq p1 (list (-(nth 0 StartPoint) (- A B)) (+(nth 1 StartPoint)(/ h 2)))) 
  (setq p2 (list (-(nth 0 StartPoint) (- A B)) (-(nth 1 StartPoint)(/ h 2)))) 
  (command "_line" p1 p2 "") 
 
  ; Рисуємо верхню лінію по точках p3 p5 
  (setq p3 (list (+(nth 0 StartPoint) (- A B)) (+(nth 1 StartPoint) (/ h 2)))) 
  (setq p5 (list (+(nth 0 StartPoint) B) (+(nth 1 StartPoint) (/ h 2)))) 
  (command "_line" p5 p3 "") 
 
  ;Рисуємо нижню лінію по точках  p4 p6 
  (setq p4 (list (+(nth 0 StartPoint) (- A B)) (-(nth 1 StartPoint) (/ h 2)))) 
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  (setq p6 (list (+(nth 0 StartPoint) B) (-(nth 1 StartPoint) (/ h 2)))) 
  (command "_line" p4 p6 "") 
 
  ;Рисуємо праву лінію по точках p5 p6 
  (command "_line" p5 p6 "") 
 
  ;Рисуємо верхню дугу по точках p1 p7 p3 
  (setq p7 (list (nth 0 StartPoint) (+(nth 1 StartPoint) R))) 
  (command "_.arc" p1 p7 p3) 
 
  ;Рисуємо нижню дугу по точках  p2 p8 p4 
  (setq p8 (list (nth 0 StartPoint) (-(nth 1 StartPoint) R))) 
  (command "_.arc" p2 p8 p4) 
 
  ;Створюємо шар для осей і Рисуємо їх за допомогою  
  ;допоміжних точок p9 p10 p11 p12 
  (command "_.layer" "_N" "layerOsi" "_LW" "0.5" "layerOsi" "_L" "ACAD_ISO08W100" "layerOsi" 
"") 
  (setvar "clayer" "layerOsi") 
  (setq p9 (list (- (nth 0 StartPoint) (* R 2)) (nth 1 StartPoint))) 
  (setq p10 (list (+ (nth 0 StartPoint) A) (nth 1 StartPoint))) 
  (command "_line" p9 p10 "") 
 
  (setq p11 (list  (nth 0 StartPoint) (+ (nth 1 StartPoint) (* R 2) ))) 
  (setq p12 (list  (nth 0 StartPoint) (- (nth 1 StartPoint) (* R 2) ))) 
  (command "_line" p11 p12 "") 
 
  ;Створюємо шар для розмірів 
  (command "_.layer" "_N" "layerDim" "_LW" "1" "layerDim" "") 
  (setvar "clayer" "layerDim") 
 
  ;Ставимо радіус дуги 
  (setq po1(list (+ (nth 0 StartPoint)(*  R 0.5)) (+(nth 1 StartPoint)(*  R  0.866))))   
  (command "._dimradius" po1 po1 "") 
  ; Ставимо розмір h за допомогою точки p13  
  (setq p13 (list  (- (nth 0 p5) 10) (-(nth 1 p5) (/ h 4)) ) ) 
  (command "._dimlinear" p5 p6 p13 "") 
 
  ; ставимо розмір B за допомогою точки p14 
  (setq p14 (list  (+ (nth 0 StartPoint) (/ B 2)) (-(nth 1 StartPoint) (+ R 5)) ) ) 
  (command "._dimlinear" StartPoint p6 p14 "") 
 
  ; Ставимо розмір A за допомогою точки p15 
  (setq p15 (list  (+ (nth 0 StartPoint) (/ B 2)) (-(nth 1 StartPoint) (+ R 10)) ) ) 
  (command "._dimlinear" p2 p6 p15 "") 
;Проставляєммо діаметр 
  (setq p16 (list   (+ (nth 0 StartPoint) (* (/ D 2) -0.707)) (+ (nth 1 StartPoint) (* (/ D 
2) 0.707)))) 
   (command "_dimdiameter" p16 p4 "") 
) 
Для запуску програми завантажуємо програму в VisualLisp за допомогою 
комбінації клавіш Ctrl+Alt+E, переходимо в середовище AutoCAD і в командній 
стрічці набираємо, наприклад: (DrawDetail 30 10 80 50 20 0 0). Отримуємо 
деталь, побудовану з використанням трьох шарів. 
 
Приклад 2 програми  
Приведемо приклад програми, яка будує фігуру зображену на рис. 1.6. 
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Рис. 1.6. Приклад 2 деталі. 
 
Програма використовує функціональну побудову і складається з ряду 
функцій. MAIN – запускає основну функцію , яка присвоює значення основним 
змінним та передає керування функціям CreateLayers (яка створює три шари 1, 
2 і 3) та StartDrawing (яка передає керування по черзі чотирьом функціям – 
DrawContour (на шарі 0 рисується прямокутник, як рамка), DrawDetail 
(побудова деталі на шарі „2”), DrawAxisLines (побудова осей на шарі „1”), 
DrawDimensions (нанесення розмірних ліній на шарі „3”). 
Дана програма має дві особливості. Перша, якщо запуск у командній 
стрічці AutoCAD розпочати з функції MENU, то спочатку запитується введення 
значень основних змінних, а потім, як і раніше, виконання передається 
функціям CreateLayers та StartDrawing. В цьому разі функція (MAIN ()) не 
отримує доступу взагалі. 
Друга особливість – в функції DrawDetail використовуться команди 
системи AutoCAD для редагування 2D примітиву. Зокрема, Trim та Fillet. 
Загальний доступ до команд AutoCAD в AutoLISP  
(COMMAND „Імя_Команди” Опції_команди ””),  
де ” ” – є аналогом натискання клавіші Enter. 
Так, наприклад, для виконання команди Fillet попередньо командою 
FilletRad встановлюється значення радіусу округлення (див. приклад 2). 
Для управління типами даних, що вводяться, використовується функція 
initget, яка використовує бітові коди. Так, код 1 – забороняє введення 
порожнього значення, 2 – забороняє введення нульового значення, 4 – 
забороняє введення негативного значення. Наприклад: (initget (+ 1 2 4)) – 
очікується додатне число, більше нуля. Власне код програми подано нижче: 
 
 ( DEFUN MAIN() 
 
 
(COMMAND "_ERASE" "_ALL" "" ) 
 ( SETQ Xmax 420 ) 
 ( SETQ Ymax 297 ) 
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   ( SETQ Xb 60 ) 
   ( SETQ Yb 50 ) 
    
 ( SETQ A 300 ) 
   ( SETQ B 200 ) 
   ;( SETQ R 50 ) 
   
 ( CreateLayers ) 
 
   ( StartDrawing ) 
 
) 
 
( DEFUN StartDrawing( ) 
   
 
 ( COMMAND "_ERASE" "_ALL" "" ) 
   
 ( DrawContour )    
   ( DrawDetail ) 
   ( DrawAxisLines ) 
   ( DrawDimensions )   
 
) 
 
 
( DEFUN DrawDetail( ) 
 
  
   ( SETQ A1 B ) 
   ( SETQ B1 ( - ( / A1 2 ) 30 ) ) 
 
   ( SETQ R  ( / ( + B1 20 ) 2 ) ) 
 
;---------------------------SET-COORDINATES----------------------------------- 
   
   ( SETQ X1 Xb ) 
 ( SETQ Y1 Yb ) 
 ( SETQ X2 ( + X1 A ) ) 
 ( SETQ Y2 Y1 ) 
 ( SETQ X3 X2 ) 
 ( SETQ Y3 ( + Y2 B ) ) 
 ( SETQ X4 X1 ) 
 ( SETQ Y4 Y3 ) 
 
    
 ( SETQ Y5 ( + Y1 ( / ( - B B1 ) 2 ) ) ) 
   ( SETQ X5 ( + X1 ( / ( - A A1 ) 2 ) ) ) 
 ( SETQ X6 ( + X5 A1 ) ) 
 ( SETQ Y6 Y5 ) 
 ( SETQ X7 X6 ) 
 ( SETQ Y7 ( + Y6 B1 ) ) 
 ( SETQ X8 X5 ) 
 ( SETQ Y8 Y7 ) 
 
 
 ( SETQ P1 ( LIST X1 Y1 ) ) 
 ( SETQ P2 ( LIST X2 Y2 ) ) 
 ( SETQ P3 ( LIST X3 Y3 ) ) 
 ( SETQ P4 ( LIST X4 Y4 ) ) 
   ( SETQ P5 ( LIST X5 Y5 ) ) 
 ( SETQ P6 ( LIST X6 Y6 ) ) 
 ( SETQ P7 ( LIST X7 Y7 ) ) 
 ( SETQ P8 ( LIST X8 Y8 ) ) 
 
   
;---------------------------DRAW LINES---------------------------------- 
 
 ( COMMAND "_LAYER" "_S" "2" "" ) 
 
 ( COMMAND "_LINE" P1 P2 "" ) 
 ( COMMAND "_LINE" P2 P3 "" ) 
 ( COMMAND "_LINE" P3 P4 "" ) 
 ( COMMAND "_LINE" P4 P1 "" )  
 ( COMMAND "_LINE" P5 P6 "" ) 
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 ( COMMAND "_LINE" P6 P7 "" ) 
 ( COMMAND "_LINE" P7 P8 "" )   
 ( COMMAND "_LINE" P8 P5 "" ) 
   
 
;---------------------------DRAW CIRCLE--------------------------------- 
   
 ( SETQ XO ( + X1 ( / A 2 ) ) ) 
 ( SETQ YO ( + Y1 ( / B 2 ) ) ) 
   
 
 ( COMMAND "_CIRCLE" ( LIST XO YO ) R "" ) 
 ( SETQ     CIRCLE  ( ENTLAST )  ) 
   
 
;------------------------------TRIM------------------------------------ 
   
 ( COMMAND "_TRIM" CIRCLE  "" ( LIST XO Y8 ) "" ) 
 ( COMMAND "_TRIM" CIRCLE  "" ( LIST XO Y5 ) "" ) 
 
 ( COMMAND "_RECTANGLE" P5 P7 "" ) 
 ( SETQ RECT ( ENTLAST ) ) 
   
 ( COMMAND "_TRIM" RECT  "" ( LIST ( + XO R ) YO ) "" ) 
 ( COMMAND "_TRIM" RECT  "" ( LIST ( - XO R ) YO ) "" )  
 ( ENTDEL RECT ) 
   
 
;------------------------------FILLET------------------------------------ 
   
 ( COMMAND  "_FILLETRAD" 10 ) 
 
 ( COMMAND "_FILLET" ( LIST ( + X1 5 ) Y1 ) ( LIST X1 ( + Y1 5 ) ) ) 
 ( COMMAND "_FILLET" ( LIST ( - X2 5 ) Y2 ) ( LIST X2 ( + Y2 5 ) ) ) 
 ( COMMAND "_FILLET" ( LIST ( - X3 5 ) Y3 ) ( LIST X3 ( - Y3 5 ) ) ) 
 ( COMMAND "_FILLET" ( LIST ( + X4 5 ) Y4 ) ( LIST X4 ( - Y4 5 ) ) )   
 
) 
 
( DEFUN DrawAxisLines( ) 
   
 
 ( COMMAND "_LAYER" "_S" "1" "" ) 
 
 ( COMMAND "_LINE" ( LIST ( - X1 5 ) ( + Y1 ( / B 2 ) ) ) 
       ( LIST ( + X2 5 ) ( + Y2 ( / B 2 ) ) ) "" ) 
 
 ( COMMAND "_LINE" ( LIST ( + X1 ( / A 2 ) ) ( - Y1 5 ) ) 
       ( LIST ( + X1 ( / A 2 ) ) ( + Y4 5 ) ) "" ) 
   
) 
 
( DEFUN DrawDimensions( ) 
   
 
 ( COMMAND "_LAYER" "_S" "3" "" ) 
 
   ( COMMAND  "_DIMTXT" 5 ) 
 
 ( COMMAND "_DIMLINEAR" ( LIST ( - X1 0 ) ( + Y1 10 ) ) ( LIST ( + X2 0 ) ( + Y1 10 ) 
) ( LIST XO ( - Y1 20 ) ) ) 
 ( COMMAND "_DIMLINEAR" ( LIST ( - X2 10 )      Y1  )   ( LIST ( - X3 10 )       Y3 )   
( LIST ( + X2 20 ) YO ) ) 
   
 ( COMMAND "_DIMLINEAR" P7 P8 ( LIST ( + X1 ( / A 2 ) ) ( + Y4 20 ) ) ) 
 ( COMMAND "_DIMLINEAR" P5 P8 ( LIST ( - X1 20  ) ( + Y1 ( / B 2 ) ) ) ) 
 
 ;( COMMAND "DIMDIAMETER" ( LIST XO ( + YO R ) ) ( LIST XO ( + YO R 10 ) ) ) 
 ( COMMAND "_DIMDIAMETER" ( LIST 224 191 ) ( LIST 234 201 ) ) 
 
   ( COMMAND "_COLOR" "_WHITE" ) 
   ( COMMAND "_TEXT" ( LIST ( -  Xmax 70 ) 10 ) "7" "0" "Шевчук О." "" ) 
   ( COMMAND "_COLOR" "_BYLAYER") 
   
) 
 14 
 
( DEFUN DrawContour( ) 
   
   
 ( COMMAND "_LAYER" "_S" "0" "" ) 
 ( COMMAND "_RECTANGLE" "0,0" ( LIST Xmax Ymax ) "" ) 
 
) 
 
( DEFUN CreateLayers( ) 
   
   
 ( COMMAND "_LAYER" "_M" "1" "_LW" "0.0"  "" "_C" "_WHITE" "" "_L" "ACAD_ISO04W100" "" 
"" ) 
   ( COMMAND "_LAYER" "_M" "2" "_LW" "0.35" "" "_C" "_RED"   "" "" ) 
   ( COMMAND "_LAYER" "_M" "3" "_LW" "0.0"  "" "_C" "_BLUE"  "" "" ) 
   
) 
 
( DEFUN MENU( ) 
 
(COMMAND "_ERASE" "_ALL" "" ) 
 ( SETQ Xmax 420 ) 
 ( SETQ Ymax 297 ) 
 
   ( INITGET 7 ) 
 
   ( SETQ Xb ( GETDIST "X <60>: ") ) 
   ( SETQ Yb ( GETDIST "Y <50>: ") ) 
    
 ( SETQ A ( GETDIST "Input A <300>: " ) ) 
   ( SETQ B ( GETDIST "Input B <200>: " ) ) 
   ;( SETQ R ( GETDIST "Input R <50>: " ) ) 
 
 ( CreateLayers ) 
   ( StartDrawing ) 
 
;( MAIN ) 
 
 
Індивідуальні завдання  
Відповідно до варіанта записати програму в AutoLISP з обов'язковими 
елементами: 
1) рознесеними по шарах лініями – основні (контур деталі), осьові й 
розмірні лінії (значення розмірів задаються при побудові); 
2) інтерактивним введенням даних з перевіркою. 
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Комп’ютерний практикум 2 
Побудова параметризированих зображень моделей з 
використанням діалогових вікон 
Мета роботи – отримання навичок розробки програми для 
відображення на екрані параметризованого зображення деталі зі створенням 
графічного інтерфейсу для вводу параметрів. 
ТЕОРЕТИЧНІ ВІДОМОСТІ 
АutoLisp також має мову управління діалогами, для створення 
інтерактивних форм введення даних в AutoCAD. Однак, її складність зменшує 
можливості створення графічного інтерфейсу з використанням мови AutoLISP. 
Тому рекомендується створювати інтерфейс за допомогою стороннього 
продукту – OpenDCL Studio. Розглянемо створення графічного інтерфейсу на 
наступному прикладі. 
Приклад 1. Створення графічного інтерфейсу 
Розглянемо створення графічного інтерфейсу вводу параметрів для 
програми з прикладу 1 в попереднього лабораторного практикуму. 
Відкриваємо OpenDCL Studio, як показано на рис. 2.1 
 
 
Рис. 2.1. Головне вікно OpenDCL Studio 
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Для створення графічного інтерфейсу додамо модальне вікно Project-
>Add Modal Dialog, як показано на рис. 2. З’явиться нове вікно в якому будемо 
розміщувати елементи діалогу. 
 
Рис. 2.2. Додавання модального вікна 
Надалі будуємо графічний інтерфейс. Для цього обираємо елемент Label 
з панелі інструментів і розташовуємо в модальному вікні. Зміною Caption у 
вкладці Properties, змінюємо текст в елементі Label (рис 2.3). Аналогічно 
додаємо елемент TextBox (рис 2.4) та у вкладці Properties змінюємо фільтр 
вводу для елементу TextBox на числові значення Numeric Units Filter (рис. 2.5). 
 
Рис. 2.3. Елемент Label в модальному вікні 
 
Рис. 2.4. Елемент TextBox в модальному вікні 
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Рис. 2.5. Установка елементу TextBox вводу лише числових значень (Numeric 
Units Filter) 
Після встановлення необхідної кількості елементів Label і TextBox, 
відповідно до кількості змінних, додаємо елемент Button до модального вікна 
(рис. 2.6).  
 
Рис. 2.6. Загальний вигляд модального вікна 
Надалі ув’яжемо створене модальне вікно з програмою на AutoLISP. Для 
цього переходимо до програми на AutoLisp та дописуємо команду (command 
"OPENDCL") на початку програми(саме програми, а не функції). 
Далі в AutoLisp створюємо функцію (точніше – команду), розміщену в 
програмі(надалі саме команду Main будемо викликати в середовищі AutoCAD): 
 
(defun c:Main ()  
 (dcl_Project_Load "D:\DrawDetail" T);вказуємо шлях до збереженого 
;файлу OpenDCL з нашим вікном  
 (dcl_Form_Show DrawDetail_Form1);відображаємо форму 
 (princ) 
) 
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Далі згенеруємо елемент коду, який запускатиметься при натисканні на 
кнопку «Виконати креслення». Цей код читатиме дані з елементів TextBox, 
перевірятиме їх і запускатиме функцію побудови деталі. Для цього переходимо 
в OpenDCL Studio, обираємо кнопку „Виконати креслення” і у вкладці Events 
ставимо галочку для Clicked (рис. 2.7). Далі натискаємо Clipboard Copy та 
копіюємо код у буфер обміну. 
 
Рис. 2.7. Робота з подіями (Events) 
В програмі AutoLisp вставляємо код з буфера обміну, який 
виконуватиметься при натисканні на кнопку: 
(defun c:DrawDetail_Form1_TextButton1_OnClicked (/) 
(dcl_MessageBox "To Do: code must be added to event 
handler\r\nc:DrawDetail_Form1_TextButton1_OnClicked" "To 
do") 
) 
Видаляємо команду, яка в подальшому не знадобиться. 
(dcl_MessageBox "To Do: code must be added to event 
handler\r\nc:DrawDetail_Form1_TextButton1_OnClicked" "To do") 
Для зчитування значення з TextBox переходимо в OpenDCL Studio і двічі 
клікаємо на TextBox. У вікні, що відкрилось, знаходимо Text і копіюємо метод 
Get Function, як показано на рис. 2.8. 
Вставляємо цей код в команду яка опрацьовує натискання кнопки. 
Отримуємо: 
 
(defun c:DrawDetail_Form1_TextButton1_OnClicked (/) 
(dcl_Control_GetText DrawDetail_Form1_TextBox1) 
) 
Таким чином, текст зчитано. Для конвертації тексту в числове значення 
виконуємо дві операції: присвоєння і приведення до числового типу: 
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(setq CoordX (atof(dcl_Control_GetText DrawDetail_Form1_TextBox1))) 
Зчитуємо значення з TextBox1, функцією atof конвертуємо до числового типу і 
присвоюємо змінній CoordX. 
 
Рис. 2.8. Копіювання методу Get Function 
Аналогічно виконуємо для всіх інших TextBox. Надалі обчислюємо 
необхідні параметри. Для прикладу це h і R: 
 
(setq varH  (* (- varA varB) 2))  
(setq varR  (/ varH (* 2 (sin(/ 3.14 4))))) 
 
Перевіряємо сумісність введених параметрів. Для цього введемо булеву 
змінну: (setq check t), яка може набувати двох значень: t(true) і nil(false). 
Для роботи з булевою змінною використаємо оператор умовного переходу, 
який ви має вигляд: 
(if (<умова>) (<те що виконується в разі якщо умова повертає t>)) 
 
В результаті, перевірка в AutoLisp програмі матиме вигляд: 
 
(if (< varA varB) 
    ( 
     (dcl_messagebox (strcat "Помилка: введене a більше за b" )) 
     (setq check nil) 
    ) 
  ) 
 
  (if (> (/ varD 2) (- varA varB)) 
    ( 
     (dcl_messagebox (strcat "Помилка: введене D більше за 
допустиме" )) 
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     (setq check nil) 
    ) 
  ) 
 
І якщо змінна check має значення t викликається функція рисування 
деталі: 
 
(if check (DrawDetail varR varD varA varB varH)) 
 
Надалі завантажимо програму в AutoCAD і викличемо за допомогою 
команди Main. Для цього переходимо у вкладку Управление в AutoCAD і 
натискаємо Приложения (рис .2.9). 
 
 
Рис. 2.9. Завантаження програми в середовищі AutoCAD 
 
У вікні, що відкриється, обираємо програму на AutoLISP і завантажуємо. 
Після цього вводимо головну команду програми в середовищі AutoCAD, як 
показано на рис. 2.10. 
 
 
Рис. 2.10. Введення головної команди програми в середовищі AutoCAD 
 
Програма запускається та відображає графічний інтерфейс для вводу 
параметрів (рис .2.11). 
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Рис. 2.11. Графічний інтерфейс для вводу параметрів в середовищі AutoCAD 
 
Натиснувши кнопку „Виконати креслення” отримаємо параметризоване 
зображення деталі (рис. 2.12).  
 
 
Рис. 2.12. Параметризоване зображення деталі 
 
Повний код програми 
 
(command "OPENDCL") 
 
(defun c:Main ()  
  
 (dcl_Project_Load "D:\DrawDetail" T) 
 (dcl_Form_Show DrawDetail_Form1) 
 (princ) 
    
) 
 
 
(defun c:DrawDetail_Form1_TextButton1_OnClicked (/)  
 
  (setq check t) 
   
  (setq CoordX (atof(dcl_Control_GetText DrawDetail_Form1_TextBox1))) 
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  (setq CoordY (atof(dcl_Control_GetText DrawDetail_Form1_TextBox2))) 
 
  (setq varD (atof (dcl_Control_GetText DrawDetail_Form1_TextBox3))) 
 
  (setq varA (atof(dcl_Control_GetText DrawDetail_Form1_TextBox4))) 
 
  (setq varB (atof(dcl_Control_GetText DrawDetail_Form1_TextBox5))) 
 
  (setq varH  (* (- varA varB) 2))  
   
  (setq varR  (/ varH (* 2 (sin(/ 3.14 4))))) 
   
 
  ; perevirka a>b 
  (if (< varA varB) 
    ( 
     (dcl_messagebox (strcat "Помилка: Введене a більше за b" )) 
     (setq check nil) 
    ) 
  ) 
 
  (if (> (/ varD 2) (- varA varB)) 
    ( 
     (dcl_messagebox (strcat "Помилка: Введене D більше за допустиме" )) 
     (setq check nil) 
    ) 
  ) 
 
  (if check (DrawDetail varR varD varA varB varH CoordX CoordY)) 
) 
 
 
 
(defun DrawDetail(varR varD varA varB varH CoordX CoordY) 
   
 
  ;variable declaration 
  (setq R varR) 
  (setq D varD) 
  (setq A varA) 
  (setq B varB) 
  (setq h varH) 
  (setq StartPoint (list CoordX CoordY)) 
 
  ;Головний шар 
  (command "_.layer" "_N" "layerGeneral" "_LW" "1.5" "layerGeneral" "") 
  (setvar "clayer" "layerGeneral") 
 
  ; центральне коло 
   
  (command "_circle" StartPoint (/ D 2)) 
 
  ; ліва лінія 
  (setq p1 (list (-(nth 0 StartPoint) (- A B)) (+(nth 1 StartPoint)(/ h 2)))) 
  (setq p2 (list (-(nth 0 StartPoint) (- A B)) (-(nth 1 StartPoint)(/ h 2)))) 
  (command "_line" p1 p2 "") 
 
  ;верхня лінія 
  (setq p3 (list (+(nth 0 StartPoint) (- A B)) (+(nth 1 StartPoint) (/ h 2)))) 
  (setq p5 (list (+(nth 0 StartPoint) B) (+(nth 1 StartPoint) (/ h 2)))) 
  (command "_line" p5 p3 "") 
 
  ;нижня лінія 
  (setq p4 (list (+(nth 0 StartPoint) (- A B)) (-(nth 1 StartPoint) (/ h 2)))) 
  (setq p6 (list (+(nth 0 StartPoint) B) (-(nth 1 StartPoint) (/ h 2)))) 
  (command "_line" p4 p6 "") 
   
  ;права лінія 
  (command "_line" p5 p6 "") 
   
  ;верхня дуга 
 
  (setq helppoint (+ (nth 1 StartPoint) (/ R 1))) 
   
  (setq p7 (list (nth 0 StartPoint) helppoint)) 
  (command "_.arc" p1 p7 p3) 
   
  ;наижня дуга 
  (setq p8 (list (nth 0 StartPoint) (- (nth 1 StartPoint) R))) 
  (command "_.arc" p2 p8 p4) 
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  ;осі 
  (command "_.layer" "_N" "layerOsi" "_LW" "0.5" "layerOsi" "_L" "ACAD_ISO08W100" "layerOsi" "") 
  (setvar "clayer" "layerOsi") 
   
  (setq p9 (list (- (nth 0 StartPoint) (* R 2)) (nth 1 StartPoint))) 
  (setq p10 (list (+ (nth 0 StartPoint) A) (nth 1 StartPoint))) 
  (command "_line" p9 p10 "") 
 
  (setq p11 (list  (nth 0 StartPoint) (+ (nth 1 StartPoint) (* R 2) ))) 
  (setq p12 (list  (nth 0 StartPoint) (- (nth 1 StartPoint) (* R 2) ))) 
  (command "_line" p11 p12 "") 
 
 
 
  ;шар розмірів 
  (command "_.layer" "_N" "layerDim" "_LW" "1" "layerDim" "") 
  (setvar "clayer" "layerDim") 
   
   
 
  ;радіус 
  (setq po1(list (+ (nth 0 StartPoint)(*  R 0.5)) (+(nth 1 StartPoint)(*  R  0.866)))) 
  (command "._dimradius" po1 po1 "") 
   
  ; розмір h  
  (setq p13 (list  (- (nth 0 p5) 10) (-(nth 1 p5) (/ h 4)) ) ) 
  (command "._dimlinear" p5 p6 p13 "") 
 
   
 
  ; розмір B  
  (setq p14 (list  (+ (nth 0 StartPoint) (/ B 2)) (-(nth 1 StartPoint) (+ R 5)) ) ) 
  (command "._dimlinear" StartPoint p6 p14 "") 
 
  ; розмір A  
  (setq p15 (list  (+ (nth 0 StartPoint) (/ B 2)) (-(nth 1 StartPoint) (+ R 10)) ) ) 
  (command "._dimlinear" p2 p6 p15 "") 
 
  ;Ставимо діаметер 
(setq p16 (list   (+ (nth 0 StartPoint) (* (/ D 2) -0.707)) (+ (nth 1 StartPoint) (* (/ D 2)    
0.707)))) 
   (command "_dimdiameter" p16 p4 "") 
  ; Виводими повідомлення і закриваємо вікно 
   (dcl_messagebox (strcat "Готово!")) 
   (dcl_Form_Close DrawDetail_Form1) 
   
) 
 
 
Індивідуальні завдання 
Мовою AutoLisp з використанням OpenDCL запрограмувати побудову 
плоского креслення за заданими параметрами. Початкові дані для розрахунку 
креслення вказати в створеному діалоговому вікні. 
Програма реалізує: 
а) інтерактивне введення даних (розмірів) з обов'язковою перевіркою на 
коректність; 
б) розрахунок всіх інших необхідних даних, залежно від основних розмірів; 
в) побудову зображення моделі з відображенням заданих розмірів та осьових 
ліній. 
Варіанти завдань відповідають завданням для комп’ютерного 
практикуму 1. 
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Комп’ютерний практикум 3 
Робота з базами даних в AutoLisp 
Мета роботи – навчитися отримувати інформацію, необхідну для 
побудови зображень в середовищі AutoCAD мовою AutoLisp, з реляційних баз 
даних. 
ТЕОРЕТИЧНІ ВІДОМОСТІ 
Більшість сучасних баз даних для персональних комп'ютерів є 
реляційними, тобто такими, що складаються із сукупності двовимірних таблиць, 
які пов’язані між собою відношеннями. 
На теперішній час існує багато систем керування базами даних (СКБД). 
СКБД є комплексом мовних і програмних засобів, призначеним для створення й 
ведення баз даних. За характером використання СКБД можуть бути 
персональними (Access, Paradox тощо) і колективного користування (Microsoft 
SQL Server, Oracle тощо), що дозволяють створювати інформаційні системи в 
архітектурі "клієнт-сервер". 
При роботі з будь-якими даними їх потрібно переглядати, редагувати, 
вибирати необхідні значення. При великому обсязі даних необхідні пошук і 
фільтрація за заданими умовами. Для САПР це не настільки актуально, як для 
інших інформаційних систем, тому що невеликі обсяги інформації можна 
просто продивитись, але розробляти все доведеться в кожному випадку 
індивідуально. Якщо розробка ведеться мовою Visual LISP, то вона вимагатиме 
великого обсягу ручної роботи. 
Технологія ADO 
З багатьох розроблених компанією Microsoft стратегій доступу до даних 
ми скористаємося технологією об'єктів даних ActiveX (Active Data Objects) – 
ADO. ADO заснована на СОМ-технології. Всі об'єкти й інтерфейси ADO є 
інтерфейсами й об'єктами СОМ, отже, ми можемо одержати до них доступ з 
середовища Visual LISP. 
Використовуючи ADO, програміст може одержати доступ до будь-яких 
баз даних, що підтримують цю технологію. На фізичному рівні з базою даних 
працює програма-провайдер (provider) через механізми OLEDB, а ADO надає в 
розпорядження програмісту зручніший інтерфейс (API). 
ADOLISP – бібліотека для роботи з базами даних в Visual LISP 
Завдяки підтримці в Visual LISP технології ActiveX ми можемо працювати 
з базами даних LISP-програм. 
Для роботи з базами даних в середовищі Visual LISP існує бібліотека 
ADOLISP, яка поширюється безкоштовно та яку можна отримати за адресою: 
http://acad.fleming-group.com/Download/ADOLisp/ADOLisp.html. 
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Функції для роботи з базами даних 
Сеанс роботи з базою даних містить три етапи: підключення, надсилання 
запитів та отримання відповідей на них, відключення. 
Перед початком сеансу роботи з базою даних необхідно підключитися до 
неї. Для цього слід використовувати функцію ADOLISP_ConnectToDB. Синтаксис 
виклику: 
(setq ConnectionObject (ADOLISP_ConnectToDB ConnectString UserName 
Password)). 
Параметри: 
ConnectString – рядок, що містить рядок підключення OLEDB або ім’я UDL-
файлу (включаючи розширення “.udl”), причому для уникнення виникнення 
помилок бажано вказувати повний шлях до файлу. 
UserName – рядок, що містить ім’я користувача, що підключається до 
бази даних. Залежно від значення першого параметра цей параметр може не 
використовуватись (тоді його значенням є порожній рядок “”), але він повинен 
бути присутнім. 
Password – рядок, що містить пароль користувача, що підключається до 
бази даних. Залежно від значення першого параметра цей параметр може не 
використовуватись (тоді його значенням є порожній рядок “”), але він повинен 
бути присутнім. 
Функція повертає NIL в разі виникнення помилок, дескриптор з’єднання з 
базою даних – в разі успішного завершення. Слід зберегти значення, що 
повернула функція ADOLISP_ConnectToDB, для подальшої передачі іншим 
функціям, які працюють з базами даних та вимагають наявності відповідного 
параметра. 
Після встановлення з’єднання з базою даних можна надсилати SQL-
запити до неї та отримувати відповіді на них. Для виконання SQL-запитів слід 
використовувати функцію ADOLISP_DoSQL. Синтаксис виклику: 
(setq Result (ADOLISP_DoSQL ConnectionObject SQLStatement)). 
Параметри: 
ConnectionObject – дескриптор з’єднання з базою даних, який повертає 
функція ADOLISP_ConnectToDB. 
SQLStatement – рядок, що містить SQL-запит, який необхідно виконати. 
Функція повертає NIL в разі виникнення помилок. В разі успішного 
завершення треба розрізняти два типи запитів: такі, що повертають як 
результат одне значення (завжди T), наприклад, запити DELETE, INSERT, UPDATE 
тощо, та такі, що повертають як результат множину рядків з бази даних (так 
званий курсор). Другий випадок стосується тільки запитів SELECT. Коли функція 
ADOLISP_DoSQL успішно виконує запит SELECT, вона повертає список 
результатів. Цей список завжди містить, як мінімум, один підсписок, отже, 
мінімальна довжина списку результатів дорівнює одиниці. Першим елементом 
списку результатів є список імен стовпчиків, які були або можуть бути отримані 
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з бази даних. Якщо був отриманий хоча б один рядок з даними, то другим 
елементом списку результатів є список значень полів, що розташовані в тому ж 
порядку, як у запиті SELECT. Перше поле має номер 0. Якщо було отримано 
більше одного рядка з даними, то вони будуть наступними елементами списку 
результатів (відповідними підсписками). 
Після закінчення сеансу роботи з базою даних слід відключитися від неї. 
Для цього слід використовувати функцію ADOLISP_DisconnectFromDB. 
Синтаксис виклику: 
(ADOLISP_DisconnectFromDB ConnectionObject). 
Параметри: 
ConnectionObject – дескриптор з’єднання з базою даних, який повертає 
функція ADOLISP_ConnectToDB. 
Функція розриває з’єднання з базою даних та завжди повертає T, однак 
вона ніколи не встановлює значення ConnectionObject рівним NIL. Програміст в 
разі необхідності може виконати цю операцію самостійно. 
 
Приклад програми, що будує фігуру на основі інформації, яка 
зберігається в базі даних 
Нижче наведений приклад програми, яка будує фігуру, зображену на рис. 
3.1, використовуючи при цьому початкові значення, отримані з бази даних. 
 
Рис. 3.1. Приклад фігури 
 
Припустимо, що в базі даних є таблиця з іменем details, яка містить 
наступні поля: id, t, R1, R2, D1, D2, A. Тут імена полів збігаються з назвами 
відповідних параметрів та належать до типу double, а в полі id, що належить до 
типу integer, зберігається деякий унікальний ідентифікатор деталі. 
Приклад програми наведено нижче. Обробка можливих помилок, що 
можуть виникнути при роботі з базою даних, не здійснюється.  
 
; Завантаження бібліотеки для роботи з базами даних в пам’ять 
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(LOAD “C:/ADOLISP_Library.lsp”) 
; Підключення до бази даних з використанням UDL-файлу 
(setq ConnectionObject (ADOLISP_ConnectToDB “C:/data.udl” “” “”)) 
; Надсилання запиту про першу деталь до бази даних 
 (setq Result (ADOLISP_DoSQL ConnectionObject “SELECT * FROM details WHERE id=1”)) 
; Відключення від бази даних 
 (ADOLISP_DisconnectFromDB ConnectionObject) 
; Введення координат для прив’язки креслення 
(setq coords (getpoint “Вкажіть координати центра кола з діаметром D1”) 
; Присвоєння значень відповідним змінним 
(setq check t) 
(setq varR1 (NTH 2 (cadr Result))) 
(setq varR2 (NTH 3 (cadr Result))) 
(setq varD1 (NTH 4 (cadr Result))) 
(setq varD2 (NTH 5 (cadr Result))) 
(setq varA (NTH 6 (cadr Result))) 
(setq varX (car coords)) 
(setq varY ((cadr coords)) 
(setq InitPoint (list (car coords) (cadr coords))) 
(setq p6 (mapcar '+ InitPoint(list (*(cos (*(/ pi 180)150))varR1) (*(sin (*(/ pi 
180)150))varR1)))) 
  ;Порівняння дуг 
  (if ( or (<= (/ varD1 2) (nth 1 p6))  (= (/ varD1 2) varR1) ) 
    ( 
     (dcl_messagebox (strcat "Невірно задані R1 та D1 (D1/2<R1)" )) 
     (setq check nil) 
    ) 
  ) 
  (if (> (/ varD2 2) varR2) 
    ( 
     (dcl_messagebox (strcat "Невірно задані R2 та D2 (D2/2<R2)" )) 
     (setq check nil) 
     ) 
    ) 
  (if (< varA (+ varR2 varR1)) 
    ( 
     (dcl_messagebox (strcat "Невірно задано А (А>R1+R2)" )) 
     (setq check nil) 
     ) 
    ) 
  ; Виклик функції для побудови креслення деталі 
  (if check (mp_kub varA varR1 varD1 varD2 varR2 varX varY) ) 
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(defun mp_kub (varA varR1 varD1 varD2 varR2 varX varY) 
  ; ініціалізація та присвоєння значень змінним 
  (setq A varA) 
  (setq R1 varR1) 
  (setq D1 varD1) 
  (setq D2 varD2) 
  (setq R2 varR2)   
  (setq InitPoint (list varX varY)) 
   
  ;Створення головного шару 
  (command "_.layer" "_N" "layerGeneral" "_LW" "0.3" "layerGeneral" "") 
  ;Робимо даний шар поточним шаром 
  (setvar "clayer" "layerGeneral") 
   
  ;Створення кола 
  (setq p0 (list A (nth 1 InitPoint))) 
  (command "_circle" p0 (/ D2 2))   
  ;Створення півкола 
  (setq p1 (mapcar '+ InitPoint(list A R2))) 
  (setq p2 (mapcar '+ p0(list  R2 0))) 
  (setq p3 (mapcar '+ InitPoint(list A (- 0 R2))))   
  (command "_arc" p1 p2 p3) 
  ;Створення верхньої лінії 
  (setq p4 (mapcar '+ InitPoint(list 0 R1))) 
  (command "_line" p1 p4 "") 
  ;Створення нижньої лінії 
  (setq p5 (mapcar '+ InitPoint(list 0 (- 0 R1)))) 
  (command "_line" p3 p5 "") 
  ;Створення верхньої більшої дуги 
  (setq p6 (mapcar '+ InitPoint(list (*(cos (*(/ pi 180)150))R1) (*(sin (*(/ pi 
180)150))R1)))) 
  (setq p7 (mapcar '+ InitPoint(list (*(cos (*(/ pi 180)113))R1) (*(sin (*(/ pi 
180)113))R1)))) 
  (command "_arc" p4  p7 p6)   
  ;Створення нижньої більшої дуги 
  (setq p8 (mapcar '+ InitPoint(list (*(cos (*(/ pi 180)210))R1) (+ 0(*(sin (*(/ pi 
180)210))R1))))) 
  (setq p9 (mapcar '+ InitPoint(list (*(cos (*(/ pi 180)247))R1) (+ 0(*(sin (*(/ pi 
180)247))R1))))) 
  (command "_arc" p8  p9 p5) 
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  ;Знаходження координати Y для побудови верхньої меншої дуги та побудова дуги 
  (setq sinAlf (/   (nth 1 p6) (/ D1 2) )) 
  (setq cosAlf (sqrt  (- 1 (* sinAlf sinAlf))  ) ) 
  (setq xC (- 0(* cosAlf (/ D1 2)))) 
  (setq p10 (mapcar '+ InitPoint(list xC (*(sin (*(/ pi 180)150))R1)))) 
  (command "_line" p6 p10 "") 
  ;Знаходження координати Y для побудови нижньої меншої дуги та побудова дуги 
  (setq sinAlf2 (/   (nth 1 p8)(/ D1 2) )) 
  (setq cosAlf2 (sqrt  (- 1 (* sinAlf2 sinAlf2))  ) ) 
  (setq xC2 (- 0(* cosAlf2 (/ D1 2)))) 
  (setq p11 (mapcar '+ InitPoint(list xC (*(sin (*(/ pi 180)210))R1)))) 
  (command "_line" p8 p11 "") 
  (setq p12 (list (/ D1 2) 0)) 
  (command "_arc" p10 p12 p11) 
   
  ; Створення шару осей 
  (command "_.layer" "_N" "layerOsi" "_LW" "0.1" "layerOsi" "_L" "ACAD_ISO08W100" "layerOsi" 
"") 
  ; Робимо даний шар поточним 
  (setvar "clayer" "layerOsi") 
   
  ; Горизонтальна вісь 
  (setq p13 (mapcar '+ InitPoint(list (- 0 (+ 10 R1)) 0))) 
  (setq p14 (mapcar '+ p0 (list (+ 10 R2) 0))) 
  (command "_line" p13 p14 "") 
  ; Вертикальна ліва вісь 
  (setq p15 (mapcar '+ InitPoint(list 0 (+ 10 R1)))) 
  (setq p16 (mapcar '+ InitPoint (list 0 (- 0 (+ 10 R1))))) 
  (command "_line" p15 p16 "") 
  ; Вертикальна права вісь 
  (setq p17 (mapcar '+ p0(list 0 (+ 10 R2)))) 
  (setq p18 (mapcar '+ p0 (list 0 (- 0 (+ 10 R2))))) 
  (command "_line" p17 p18 "") 
 
  ;Створення шару розмірів 
  (command "_.layer" "_N" "layerDim" "_LW" "0.1" "layerDim" "") 
  ; Робимо даний шар поточним 
  (setvar "clayer" "layerDim") 
   
  ; Радіус верхньої великої дуги 
  (setq p19 (mapcar '+ p7(list -5 5))) 
  (command "_.dimradius" p7 p19) 
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  ; Діаметр меншої дуги зліва 
  (setq p20 (mapcar '+ InitPoint(list (+ 0(*(cos (*(/ pi 180)60))(/ D1 2))) (*(sin (*(/ pi 
180)60))(/ D1 2))))) 
  (setq p21 (mapcar '+ p20(list 5 5))) 
  (command "_dimdiameter" p20 p21) 
   
  ; Діаметр кола 
  (setq p22 (mapcar '+ p0(list (+ 0(*(cos (*(/ pi 180)135))(/ D2 2))) (*(sin (*(/ pi 
180)135))(/ D2 2))))) 
  (setq p23 (mapcar '+ p22(list -5 5))) 
  (command "_dimdiameter" p22 p23) 
  ; Радіус півкола 
  (setq p24 (mapcar '+ p0(list (+ 0(*(cos (*(/ pi 180)45))R2)) (*(sin (*(/ pi 180)45))R2)))) 
  (setq p25 (mapcar '+ p24(list 5 5))) 
  (command "_dimradius" p24 p25) 
  ; Розмір А 
  (setq p26 (list (/ A 2) (- 0(+ R1 10)))) 
  (command "._dimlinear" InitPoint p0 p26 "") 
  ;; Розмір t 
  (setq p27 (mapcar '+ InitPoint(list (- 0 (+ R1 10)) 0))) 
  (command "._dimlinear" p6  p8 p27 "") 
) 
 
Індивідуальні завдання 
Мовою AutoLisp запрограмувати побудову фігури з отриманням 
початкових значень із бази даних. Програма має реалізувати: 
а) підключення до бази даних, яка містить початкові значення та їх зчитування; 
б) розрахунок всіх інших необхідних параметрів фігури, залежно від початкових 
значень; 
в) побудову фігури з відображенням заданих розмірів та осьових ліній. 
Варіанти фігури відповідають завданням для комп’ютерного практикуму 
1. 
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