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Fakultete za računalnǐstvo in informatiko ter mentorja.
Besedilo je oblikovano z urejevalnikom besedil LATEX.
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Povzetek
Naslov: Mobilna aplikacija za skupinsko poslušanje glasbe
Avtor: Mark Frelih
Tema diplomske naloge je izdelava mobilne aplikacije, ki rešuje problem pred-
vajanja glasbe med udeleženci poljubne družbe. Vedno ko naletimo na zah-
tevo po predvajanju glasbe med večimi udeleženci, se srečamo z enako težavo
- glasba, ki se predvaja zagotovo ne ustreza vsem udeležencem. S tem na-
menom, smo razvili aplikacijo, kjer ima vsak izmed uporabnikov preko svoje
naprave možnost dodajanja pesmi v vrsto. Aplikacija potem uporablja pame-
ten algoritem za izbiranje pesmi med vsemi uporabniki. Mobilna aplikacija je
napisana za operacijski sistem Android in za zaledni sistem uporablja sistem
Firebase.
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The theme of this BSc thesis is the development of mobile application, which
solves the problem of playing the music in a random group of people. When-
ever we want to play the music in a group of people, we encounter the same
problem - the music that is being played does not appeal to everyone. That
is why we developed an application, where every user has a chance of adding
its own music from their device to the queue. The application then uses a
smart algorithm for selecting a song from all users. The mobile application
is written for Android operating system and it uses Firebase for a backend
system.





Dandanes ima vsakdo izmed nas v žepu vsaj eno mobilno napravo. Marsikdo
tudi več kot eno. Vse manj te naprave služijo svojem prvotnem namenu -
klicanju in pošiljanju sporočil. Uporabljamo jih v službene namene, gledanje
filmov, branje knjig, igranju iger ali nasploh za kratkočasenje. Zaradi tega je
na trgu tudi poplava aplikacij, ki služijo omenjenim aktivnostim. Velikokrat
se srečamo s situacijo, kjer za eno igro, recimo Sudoku, obstaja na stotine
aplikacij in preprosto ne vemo katero bi prenesli. Redkokdaj se zgodi, da
si zaželimo neke storitve in da ta dejansko ne bi obstajala v obliki vsaj
ene aplikacije. Problem pri teh aplikacijah je ponavadi, da kljub temu, da
zadovoljijo naše zahteve do neke mere, jih ne zadovoljijo popolnoma. Tako bi
želeli prilagoditi kakšno funkcijo aplikacije po svoje, če bi le imeli to možnost.
V ta namen smo se tudi mi odločili narediti svojo aplikacijo, ki bo reševala
določen probem, tako da jo lahko oblikujemo po svojih željah in potrebah.
1.1 Predstavitev problema
Glavni problem s katerim smo se srečevali je pravično predvajanje glasbe med
vsemi udeleženci. Pri tem smo bili omejeni s strani medija, preko katerega
se je predvajala glasba, saj medij ponavadi lahko naenkrat sprejme le eno




Pomankljivost, ki se največkrat pojavi pri že obstoječih rešitvah (aplika-
cijah) je upravljanje z vrsto presmi. Največkrat je na za ta namen uporabljen
kar algoritem FIFO. Kar v praksi pomeni, da tisti uporabnik, katerega pe-
sem bo najprej dodana v vrsto, bo nato tudi prva predvajana. Iz tega izhaja
naslednji problem, kjer lahko en sam uporabnik zaporedno doda neomejeno
število pesmi in se bodo vedno znova predvajale samo njegove.
1.2 Pregled področja in sorodnih del
Ko smo iskali, če obstaja že kakšna rešitev za ta problem smo naleteli na
nekaj podobnih aplikacij, ampak nobena ni dovolj dobra za naše potrebe.
Storitev Spotify ponuja možnost “collaborative playlist”, kjer lahko upo-
rabniki ustvarijo skupen seznam glasbe. Glaven problem te rešitve je, da
vsakdo, ki ima dostop do seznama lahko po svoji volji dodaja, brǐse in me-
nja vrstni red presmi v seznamu, kar ne prepreči posameznika, da bi recimo
zbrisal vse pesmi, ki niso njegove ali mu preprosto niso všeč.
Storitev Apple Music ima podoben način ustvarjanja skupnih seznamov
kot Spotify. Slabost te storitve je, da mora vsak uporabnik, ki bi želel ka-
korkoli spreminjati deljen seznam, imeti veljaven računa za to storitev, ki ni
zastonj.
Storitev YouTube prav tako omogoča ustvarjanje skupnih seznamov. Ta
rešitev je še najbližje željeni, ker je njena uporaba zastonj. Glavna slabost, ki
je poljubno spreminjanje seznama iz strani vseh udeležencov še vedno ostaja.
Ker je storitev YouTube brezplačna, tudi naša končna rešitev temelji
na tej storitvi. Glavna razlika je, da udeleženci posredujejo svoje pesmi
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aplikaciji, naloga aplikacije pa je potem ustvarjanje tega skupnega seznama.
S tem je udeležencem onemogočeno neposredno urejanje seznama, ampak je
aplikacija tista, ki skrbi za urejanje vrstnega reda v seznamu tako, da se
pravično predvajajo pesmi od vseh udeležencev.
1.3 Cilj
Glavni cilj te diplomske naloge je izdelana delujoča aplikacija, ki bo rešila
naš problem. Da bi ta cilj dosegli v čim večji meri, smo med samo izdelavo
to aplikacijo večkrat predali v uporabo nekaj testnim uporabnikom. S tem
smo odkrili kar nekaj pomankljivosti in možnih izbolǰsav. Njihov odziv nam
je pomagal, da smo aplikacijo razvili na uporabniku čimbolj prijazen način.
1.4 Struktura diplome
Diplomska naloga je razdeljena na štiri poglavja:
• Orodja in tehnologije, ki opisuje orodja in tehnologije, katere smo upo-
rabili pri pisanju aplikacije. Predstavili bomo operacijski sistem An-
droid, razvojno okolje Android Studio, programski jezik Kotlin, plat-
formo Firebase in format za izmenjavo podatkov JSON.
• Razvoj mobilne aplikacije, ki govori o analizi pred začetkom pisanja
aplikacije, primerih uporabe, arhitekturi sistema ter arhitekturi aplika-
cije. Na kratko so opisane tudi vse knjižnjice, ki smo jih uporabili v
aplikaciji.
• Predstavitev mobilne aplikacije, ki zajema uporabnǐski vmesnik in de-
lovanje aplikacije.





V tem poglavju bomo opisali orodja in tehnologije, ki smo jih uporabili za
izdelavo aplikacije. Predstavili bomo operacijski sistem Android, razvojno
okolje Android Studio in programski jezik Kotlin. Predstavili bomo tudi
platformo Firebase, ki smo jo uporabili za zaledni sistem in format za izme-
njavo podatkov JSON.
2.1 Android
Android je operacijski sistem prvotno namenjen napravam z zaslonom na
dotik tj. pametni telefoni, tablice. Kasneje se je iz njega razvilo veliko vej
za podporo več različnih elektronskih naprav. Najbolj poznani izmed teh sta
zagotovo operacijski sistem Android TV za pametne televizorje in operacijski
sistem Wear OS za pametne ročne ure. Baziran je na jedru operacijskega
sistema Linux. Prvič so ga naznanili leta 2007, septembra 2008 pa je bila
na voljo prva naprava z operacijskim sistemom Android. Do oktobra 2020 je
bilo izdanih enajst uradnih verzij opercijskega sistema.
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Slika 2.1: Verzije operacijskega sistema Android.
2.2 Android Studio
Aplikacijo smo napisali v razvojnem okolju Android Studio [1]. To je uradno
podprto razvojno okolje za idelavo aplikacij za operacijski sistem Android.
Zgrajen je na podlagi razvojnega okolja InteliJ IDEA podjetja JetBrains.
Na voljo je za operacijske sisteme Windows, macOS in Linux. Nadomestil
je razvojno okolje Eclipse, ki se je pred tem uporabljal za razvoj aplikacij za
operacijski sistem Android. Prva uradna različica razvojnega okolja Android
Studio je bila na voljo decembra 2014.
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Slika 2.2: Razvojno okolje Android Studio.
Nekaj najbol uporabnih funkcij razvojnega okolja Android Studio je:
• Podpora avtomatskega izvajanjga gradle nalog, vključno z izdelavo in
poganjanjem aplikacij na fizičnih ali virtualnih napravah.
• Urejevalnik uporabnǐskih vmesnikov, ki podpira veliko število različnih
naprav (telefone, tablice, pametne ročne ure, pametne televizorje).
• Avtomatsko refaktoriranje programske kode.
• Pametno sugeriranje za dopolnjevanje kode.
• Podpora virtualnih naprav (emulatorjev) s prednameščenimi poljub-
nimi različicami operacijskega sistema Android.
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Slika 2.3: Emulator.
2.3 Programski jezik Kotlin
Aplikacijo smo v celoti napisali v programskem jeziku Kotlin [14]. Kotlin
je statično pisan programski jezik in je bil razvit s popolno podporo (pove-
zanostjo) s programskim jezikom Java. Njegov razvoj financirata podjetji
JetBrains in Google. Prvič se je pojavil leta 2011, leta 2017 je Google na
konferenci Google I/O naznanil uradno podporo temu jeziku, 7. maja 2019
pa je Kotlin postal tudi priporočljiv način za pisanje aplikacij za operacijski
sistem Android. Kot zanimivost je programski jezik poimenovan po otoku
“Kotlin”, ki se nahaja v Rusiji, podobno kot naj bi bil programski jezik Java
poimenovan po otoku, ki se nahaja v Indoneziji.
Posebnosti programskega jezika Kotlin so:
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• Razširitvene metode (angl. extension functions), ki programerju omogočajo
dodajanje lastnih metod že obstoječim razredom. kot so String, Inter-
ger itd.
• Vǐsjerazredne funkcije.
• Podpora primarnega konstruktorja kot del definicije samega razreda.
• Podatkovni razredi, v katerih programerju ni potrebno definirati kakršnihkoli
metod, ampak samo atribute. Metode kot so equals() in toString() se
ustvarijo samodejno pri prevajanju.
Prednosti programskega jezika Kotlin pred programskim jezikom Java so
[15] [10]:
• Programi so veliko kraǰsi - manǰse število vrstic programske kode.
• Pomaga razvijalcu, da pǐse pregledneǰse API-je.
• Vgrajen sistem za preverjanje vrednosti null.
• Varnost pred podatkovnim tipom null.
Slika 2.4: Primerjava podatkovnega razreda Java - Kotlin.
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2.4 Platforma Firebase
Firebase [22] [8] je platforma, ki smo jo uporabili kot zaledni sistem pri ra-
zvoju naše aplikacije. Razvija jo podjetje Google in je namenjena razvoju
mobilnih in spletnih aplikacij. Sestavlja jo 18 modulov, ki se delijo na razvoj,
kvaliteto in rast. Iz med teh 18 naša aplikacija trenutno uporablja Authen-
tication modul in pa Realtime Database modul. V nadaljnem razvoju pa bi
lahko implementirali še module Crashlytics, Cloud Messaging in AdMob
Slika 2.5: Nadzorna plošča platforme Firebase.
2.4.1 Authentication
Authentication modul je namenjen lažjemu avtenticiranju uporabnikov apli-
kacije. Sloni na zelo znanemu standardu za avtentikacijo OAuth 2.0. Av-
tentikacija je možna preko ponudnikov kot so Google, Facebook, Twitter,
GitHub, Microsoft itd. Prav tako omogoča avtentikacijo z e-poštnim naslo-
vom in geslom, kot tudi avtentikacijo preko telefonske številke.
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Slika 2.6: Vsi možni ponudniki avtentikacije na platformi Firebase.
V naši aplikaciji se ta modul uporablja na vpisnem oknu, kjer se lahko
uporabnik vpǐse s Facebook ali Google računom.
2.4.2 Realtime Database
Realtime Database modul omogoča sinhronizacijo podatkov med vsemi upo-
rabniki v realnem času. Podatki so shranjeni v formatu JSON. Sloni na
NoSQL podatkovni bazi, ki teče v oblaku. Omogoča sinhronizacijo podatkov
med platformami JavaScript, iOS in Android, tako da si vse platforme hkrati
delijo eno instanco podatkovne baze. Med drugim omogoča tudi dostopnost
podatkov v brez povezavnem načinu.
Ta modul je v aplikaciji uporabljen za hranjenje podatkov o pesmih vseh
uporabnikov. Te podatke aplikacija potrebuje za izbiranje pesmi. Prav tako
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so te isti podatki uporabljeni za prikazovanje celotne vrste pesmi.
Platforma Firebase vsebuje tudi modul Cloud Firestore, ki se ravno tako
lahko uporablja za hranjenje podatkov. Glavna razlika med tem modulom in
modulom Realtime Database je način shranjevanja podatkov. Medtem, ko
modul Realtime Database shranjuje podatke v velikem JSON drevesu, mo-
dul Cloud Firebase za shranjevanje podatkov uporablja zbirko dokumentov.
Iz tega izhaja tudi glavna slabost modula Realtime Database - pridobivanje
podatkov.
Slika 2.7: Primerjava modula Realtime Database in Firestore.
Ker so vsi podatki shranjeni v enem JSON drevesu, lahko to drevo hitro
postane zelo veliko. Problem pa nastane, ko hočemo dostopati do določenega
podatka v drevesu moramo zaradi strukture prenesti še vse podatke, ki se
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nahajajo v poddrevesu željenega podatka. To pripomore k prenosu velike
količine podatkov, ki jih pravzaprav sploh ne potrebujemo. Prednost mo-
dula Realtime Database pa je, da je veliko bolj pregleden od modula Cloud
Firestorm.
Za našo aplikacijo smo se odločili, da bomo uporabili modul Realtime Da-
tabase, saj vǐsina drevesa v naši aplikaciji ne bo zelo velika. Tako z uporabo
tega modula ne bomo po ne potrebnem prenašali podatkov, a hkrati ohranili
preglednost nad njimi.
2.4.3 Crashlytics
Implementacija modula Crashlytics je zelo preprosta, njegova uporaba pa
nam omogoča spremljanje napak ter hroščev vseh uporabnikov naše aplikacije
v realnem času. Vse napake, ki se zgodijo na napravah naših uporabnikov so
avtomatsko zabeležene in jih lahko spremljamo na platformi Firebase. Modul
poleg beleženja same napake samodejno zabeleži tudi kdaj, na kateri verziji
aplikacije, na katerem modelu naprave se je napaka pojavila in pa še veliko
drugih uporabnih podatkov. Iz vseh teh podatkov lahko hitro razberemo
na katerem modelu naprave, v kateri verziji aplikacije se napaka pojavlja
in katera napaka se pojavlja največkrat nasploh, kar nam omogoča bolǰse
postavljanje prioritet pri odpravljanju napak.
2.4.4 Cloud Messaging
Modul Cloud Messaging se uporablja za dostavljanje sporočil (angl. noti-
fication) do uporabnikov aplikacije. Omogoča personalizacijo sporočil, kar
pomeni da lahko različnim skupinam uporabnikov popolnoma prilagodimo
sporočila. Personalizirana sporočila posledično omogočajo, da se uporabniki




Uporaba AdMob modula omogoča, da v aplikaciji prikažemo različne vrste
reklam in na ta način tudi moniteziramo našo aplikacijo. Med drugim nam ta
modul tudi omogoča promocijo naših drugi aplikacij. Z uporabo modula do-
bimo tudi podatke na katere vrste reklam uporabniki najpogosteje reagirajo
in podatke kater ponudnik reklam je najbolj uspešen v naši aplikaciji.
Slika 2.8: Različne vrste reklam, ki jih lahko prikažemo.
2.5 JSON
JSON [13] (angl. JavaScript Object Notation) je tekstoven format za izme-
njavo podatkov. Glavna prednost tega formata je, da je zelo lahko berljiv
tako za človeka, kot tudi za računalnik.
Večina modernih programskih jezikov omogoča branje in generiranje dato-
tek tega formata, zato je idealen format za izmenjavo podatkov med različnimi
sistemi in programskimi jeziki. Tako se ta format uporablja tudi v naši apli-
kaciji in sicer pri izmenjavi podatkov z modulom Realtime Database, kot
tudi pri izmenjavi podatkov z Youtube Data APIjem.
Format JSON je velikokrat primerjan z jezikom XML [21] (angl. Exten-
sible Markup Language). Ena izmed slabosti tega jezika je, da uporablja
etikete (angl. tags), ki naredijo datoteko zapisano v tem jeziku veliko manj
pregledno. Z uporabo začetnih in končnih etiket je datoteka zapisana v je-
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ziku XML pravtako večja od datoteke zapisane v formatu JSON, čeprav obe
datoteki hranita popolnoma enako količino podatkov.




V tem poglavju bomo predstavili razvoj mobilne aplikacije. Najprej bomo
opisali analizo, ki je bila opravljena preden smo začeli z razvojem in pri-
mere uporabe. Nato bomo predstavili arhitekturo aplikacije ter arhitekturo
sistema. Na koncu bomo opisali knjižnjice, ki smo jih uporabili v aplikaciji.
3.1 Analiza
Preden smo se odločili za izdelavo aplikacije, smo najprej pregledali že ob-
toječe rešitve v upanju da najdemo vsaj eno, ki bi ustrezala našim zahtevam,
vendar je nismo našli.
Zato smo se odločili da naredimo svojo aplikacijo. Predno smo začeli z
izdelavo, smo morali definirati arhitekturo sistema in tehnologije v katerih
bomo aplikacijo naredili, da smo presodili, če je aplikacijo možno narediti iz
tehničnega vidika. Največja ovira pri tem je bila zagotovo iskanje baze pesmi,
iz katere jih bomo kasneje predvajali. Lokalno bazo pesmi smo izključili že
na začetku zaradi večih razlogov:
• Naprave kljub velikim pomnilnikom dandanes še vedno niso sposobne
hraniti zelo veliko število podatkov (pesmi).
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• Če bi hoteli lokalno hraniti kopije pesmi, bi si za le-te morali lastiti vsaj
pravice do predvajanja, kar pa ne bi bilo ravno ugodno iz finančnega
stalǐsča.
Tako smo se na koncu odločili za bazo pesmi v oblaku, bolj natančno
- odločili smo se za storitev YouTube. Za to storitev smo se odločili, ker
je zastonj in nam ponuja preprost API za dostop do podatkov, ki jih naša
aplikacija potrebuje.
3.1.1 Diagram primerov uporabe
S primeri uporabe smo prikazali kakšne so funkcionalnosti, ki jih lahko upo-
rabnik znotraj naše aplikacije uporablja. Te primeri so v našem primeru
registracija, ustvarjanje sobe, pridružitev sobi, iskanje pesmi, dodajanje pe-
smi v vrsto, spremljanje vrste pesmi in izhod iz sobe.




Celoten sistem je zgrajen iz aplikacije, modula Firebase Authentication, ki
je dalje odvisen od strežnikov ostalih ponudnikov (v našem primeru so to
strežniki podjetij Google in Facebook) ter modula Firebase Realtime Data-
base. Aplikacija za svoje delovanje uporablja tudi YouTube Data API.
Slika 3.2: Arhitektura sistema.
3.2.2 Arhitektura aplikacije
Aplikacija uporablja arhitekturo model-view-viewmodel oziroma MVVM [16].
Prednost uporabe te arhitekture je, da se logika aplikacije popolnoma loči
od grafičnega vmesnika. Model predstavlja poljuben vir podatkov - to je
lahko lokalen vir podatkov ali pa so podatki pridobljeni iz interneta. Na-
loga Viewmodela je, da reagira na interakcije uporabnika in s tem pridobi
ustrezne podatke, ki jih transformira v obliko, katero pričakuje zadnja kom-
ponenta arhitekture - View oziroma grafični vmesnik. Z uporabo te arhitek-
ture dosežemo, da logika ni odvisna od implementacije grafičnega vmesnika.
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Slika 3.3: Arhitektura MVVM.
Druge glavne prednosti arhitekture MVVM:
• bolǰsa preglednost kode,
• bolǰsa vzdržljivost kode,
• lažje testiranje.
3.3 Uporabljene knjižnjice
Za vstavljanje odvisnosti (angl. dependency injection) smo uporabili knjižnico
Hilt [6] [9]. To je nadgradnja knjižnice Dagger [5], ki se že vrsto let upora-
blja za izdelavo Android aplikacij. Glavna prednost knjižnice Hilt je njegova
enostavna vzpostavitev. Njegova uporaba pripomore pri preglednosti in ra-
zumevanju programske kode, kot tudi na lažjem testiranju.
Za izdelavo uporabnǐskega vmesnika smo uporabili knjižnjico Jetpack
Compose [11] [7] [12] [3] [4]. Gre za moderno knjižnico za grajenje upo-
rabnǐskega vmesnika za Android aplikacije, ki obljublja poenostavitev in
pohitritev gradnje. Prav tako se zmanǰsa število vrstic programske kode.
Glavna prednost takšnega načina gradnje pred klasičnim načinom je, da upo-
rabnǐski vmesnik programer samo opǐse kako naj bi izgledal, za vse ostalo
pa poskrbi knjižnica. Vse to je mogoče z uporabo programskega jezika Ko-
tlin, kar programerju naprej olaǰsa delo, s tem, da so mu ob opisovanju
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uporabnǐskega vmesnika na voljo vse funkcije programskega jezika, kot so
if stavki ter zanke. Uporaba te knjižnjice nam omogoča tudi, da povsem
opustimo uporabo jezika XML, ki je bil dolgo na voljo, kot edini način za
deklariranje uporabnǐskega vmesnika v Android ekosistemu.
Za API klice iz aplikacije smo uporabili sodobne knjižnice, kot so Retrofit
[20] in OkHttp [18]. Za serializacijo podatkov smo uporabili knjižnico Moshi




V tem poglavju bomo predstavili uporabnǐski vmesnik in delovanje aplikacije.
4.1 Uporabnǐski vmesnik
Kot že omenjeno smo uporabnǐski vmesnik aplikacije naredili s pomočjo
knjižnice Jetpack Compose. Uporaba te knjižnice nam je močno olaǰsala
definiranje celostne podobe aplikacije. Že v osnovi knjižnica uporablja v na-
prej definirano temo z barvami, oblikami ter tipografijo. Z uporabo orodja
Material Design Color Tool [2] smo kasneje le definirali barve in jih enostavno
prenesli v temo znotraj aplikacije. To temo smo potem nastavili kot privzeto
in celotna aplikacija se samodejno oblikuje po njej.
Celotna aplikacija je sestavljena iz zgolj štirih različnih zaslonov - poz-
dravno okno, vpisno okno, glavno okno in okno, kjer se predvaja glasba. Pri
oblikovanju uporabnǐskega vmesnika form smo bili pozorni, da je po funkci-
onalnosti zelo podoben že obstoječim aplikacijam, a grafično dovolj različen,
da ne kopiramo oziroma ponavljamo drugih aplikacij. Preprost in intuiti-
ven uporabnǐski vmesnik, ki so ga uporabniki navajeni že iz drugih aplikacij
omogoča enostavno uporabnǐsko izkušnjo.
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Slika 4.1: Potek aplikacije.
4.2 Delovanje aplikacije
Ko uporabnik odpre aplikacijo se najprej pojavi pozdravno okno z animacijo
ikone. Po kratkem zamiku je preusmerjen na vpisno okno, kjer se nahajata
dva gumba - za vpis z Google ali Facebook računom. Preden lahko uporabnik
dostopa do ostalih funkcij aplikacije se mora uspešno avtenticirati z enim od
omenjenih računov. Avtentikacija poteka tako, da uporabnik najprej vpǐse
svoje poverilnice, nato se sproži avtentikacija z Google ali Facebook strežniki
- odvisno od tipa računa. Ko aplikacija dobi potrditev od Google ali Fa-
cebook strežnika se sproži še avtentikacija s strežnikom Firebase. In šele
po uspešni avtentikaciji s strežnikom Firebase je uporabnik končno vpisan v
aplikacijo.
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Slika 4.2: Pozdravno in vpisno okno.
Ko je uporabnik uspešno vpisan v aplikacijo, je preusmerjen na glavni
zaslon, kjer ima na voljo tri možnosti. Kreiranje sobe, pridružitev sobi ali
izpis.
• S klikom na gumb “Create a room” aplikacija naključno generira 6-
mestno kodo za sobo, ki se bo ustvarila. To kodo aplikacija preveri na
zalednem sistemu, če slučajno že obstaja in zgenerira novo v kolikor
se to res zgodi. Ko aplikacija zgenerira kodo, ki še ne obstaja se soba
uspešno ustvari in uporabnik je preusmerjen na zaslon, kjer se predvaja
glasba.
• S klikom na gumb “Join a room” se pojavi pojavno okno, v katerega
uporabnik vpǐse 6-mestno kodo od sobe, v katero se želi pridružiti. Ko
uporabnik vnese kodo, se na zalednem sistemu preveri ali soba s to kodo
obstaja. Če soba obstaja, je uporabnik preusmerjen na zaslon, kjer se
predvaja glasba. V kolikor pa soba ne obstaja je uporabnik seznanjen
s tem v obliki sporočila “Room doesn’t exist”
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• S klikom na gumb “Sign out” se uporabnik odjavi iz aplikacije in je
preusmerjen na vpisno okno. Če se uporabnik ne odjavi in samo za-
pre aplikacijo, bo ob naslednjem zagonu preskočil vpisno okno in bo
preusmerjen direktno na glavni zaslon.
Slika 4.3: Glavni zaslon.
Izgled zaslona, kjer se predvaja glasba je odvisen od tega, ali je uporabnik
sobo ustvaril ali se ji je samo pridružil. Če je uporabnik sobo ustvaril, pomeni
da se bo iz njegove naprave predvajala glasba. Ta uporabnik je administrator
te sobe.
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Slika 4.4: Pogled administratorja sobe.
Vsi ostali uporabniki, ki so se tej sobi pridružili pa bodo lahko preko
svojih naprav dodajali pesmi v vrsto. Zato se uporabnǐski vmesnik admi-
nistratorja razlikuje v tem, da vsebuje pogled z YouTube oknom. Ostali
pogledi so enaki, ne glede na to ali je uporabnik administrator ali ne. Tako
je celotno okno sestavljeno še iz 6-mestne kode sobe, ki je vidna čisto na vrhu
in omogoča ostalim uporabnikom, da se pridružijo sobi, pogleda, ki prikazuje
katere pesmi so v vrsti in pogleda preko katerega lahko ǐsčemo pesmi preko
YouTube API-ja.
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Slika 4.5: Pogled sobe navadnega uporabnika.
Najbolj pomemben del aplikacije je zagotovo algoritem za pravično iz-
biranje pesmi vseh uporabnikov ene sobe. Ta za svoje delovanje uporablja
dve podatkovni strukturi: vrsto in dvojno vrsto. Vrsta se uporablja za hra-
njenje pesmi od uporabnikov. Vsak uporabnik ima svojo vrsto, kjer hrani
svoje pesmi in ta deluje po principu FIFO. Se pravi pesmi enega uporabnika
bodo predvajane v vrstnem redu, po katerem so bile dodane. Seveda to ne
pomeni, da se bodo predvajale zaporedoma, ampak se lahko vmes vrinejo
pesmi drugih uporabnikov.
Algoritem za računanje končne vrste pesmi uporablja še dvojno vrsto.
Ta dvojna vrsta hrani zaporedje uporabnikov, katerih pesmi se bodo pred-
vajale naslednje. Uporabnik je dodan na konec dvojne vrste v trenutku, ko
se pridruži sobi, kar pomeni, da se bo njegova pesem predvajala prva. Ko se
njegova pesem dejansko začne predvajati pa je premaknjen nazaj na začetek
vrste.
Ta algoritem se požene vedno, ko je v vrsto dodana nova pesem s strani
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kateregakoli uporabnika. V praksi algoritem deluje tako, da s pomočjo dvojne
vrste najprej sortira uporabnike oziroma vrste od uporabnikov, ki hranijo pe-
smi. Nato pa se algoritem sprehodi čez te sortirane vrste uporabnikov in po
vrsti dodaja pesmi v končno vrsto. To pomeni, da algoritem najprej vzame
prvo pesem od uporabnika, ki je prvi v dvojni vrsti, nato prvo pesem od
uporabnika, ki je drugi v dvojni vrsti itd. Ko algoritem doda prve pesmi od
vseh uporabnikov, se vrne na začetek dvojne vrste in po vrsti začne dodajati
druge pesmi od vseh uporabnikov. Se veda se lahko zgodi, da v tem trenutku
eden izmed uporabnikov nima dveh pesmi v svoji vrsti. Če pride do tega,
ga algoritem enostavno preskoči in enostavno nadaljuje naprej. Algoritem se
izvaja toliko časa, dokler ni dodana zadnja pesem od uporabnika, ki ima v
tistem trenutku v svojo vrsto dodanih največ pesmi.
S tem je zagotovljeno, da se pesmi vseh uporabnikov ene sobe resnično
predvajajo pravično. Nikoli se ne zgodi, da bi bila dvakrat zaporedoma na
vrsti pesem enega uporabnika (v kolikor je v sobi prisoten vsaj še en uporabik,
ki ima v svoji vrsti dodano vsaj eno pesem), prav tako se ne zgodi, da če




V zadnjem poglavju bomo opisali ali je bil cilj diplomske naloge dosežen.
Opisali bomo kakšno znanje smo, z izdelavo te aplikacije, pridobili. Dotaknili
se bomo tudi možnosti nadaljnega razvoja aplikacije.
5.1 Osvojeno znanje
Z izdelavo diplomske naloge, smo pridobili ogromno znanja o platformi Fire-
base, predvsem na moduloma Authentication in Realtime Database. Naučili
smo se dobro uporabljati arhitekturo MVVM znotraj Android aplikacije ter
njene prednosti in slabosti. Pridobili smo tudi ogromno znanja o knjižnjici
Jetpack Compose, ki je zagotovo prihodnost razvoja aplikacij za operacijski
sistem Android. Nasploh smo se naučili veliko novih stvari o samem Android
ekosistemu.
Cilj je, z delujočo aplikacijo, že v veliki meri dosežen. Ali bomo aplikacijo
dejansko začeli uporabljati, pa bomo videli s časom. Definitvno se s tem ne
zaključuje delo na projektu. Aplikacijo bomo še naprej vzdrževali in s tem
poskušali pridobiti čim večje število uporabnikov.
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5.2 Možnosti nadaljnjega razvoja
Glede nadaljnega razvoja aplikacije je definitivno potrebno omeniti objavo
na portalu Google Play. S tem bi omogočili prenos aplikacije velikem številu
uporabnikov. Kot že omenjeno bi lahko implementirali več modulov iz plat-
forme Firebase, ki bi pomagali izbolǰsati aplikacijo in s tem pridobiti večje
število uporabnikov.
Poleg tega pa se je že med sabo izdelavo te aplikacije pojavila ideja ozi-
roma zahteva s strani testnih uporabnikov, da bi razvili aplikacijo še za druge
operacijske sisteme. Tako, da bomo v prihodnosti najbrž razvili še aplikacijo
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