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El món de les telecomunicacions ha crescut enormement en els últims anys i, 
amb ell, les xarxes de comunicació alàmbriques i les aplicacions que les 
utilitzen. Moltes d’aquestes noves xarxes s’han desplegat aprofitant altres ja 
existents i s’ha hagut d’estudiar les característiques d’aquestes per veure si 
realment eren compatibles i es podien dur a terme els serveis desitjats o no. 
 
Com a exemple d’estudi de les característiques hi ha el que s’ha de realitzar 
per comprovar si una línia suportaria ADSL o altres productes de la família 
xDSL. La nostra aplicació tracta d’això, de poder aconseguir la funció de 
transferència i impedància d’entrada d’un bucle d’abonat introduint diferents 
configuracions per al bucle d’abonat, amb diferents elements (seccions, 
derivacions, bobines, càrregues, conjunts de bobina i càrrega i quadripols 
equivalents) i diferents paràmetres (la freqüència mínima, la màxima, l’interval, 
la impedància de la font i la càrrega final). 
 
Per tal de poder acomplir els objectius del treball, primer de tot s’ha realitzat un 
estudi tant del bucle d’abonat com del programa sobre el qual correrà la nostra 
aplicació, el Matlab, i en especial l’estudi de les interfícies gràfiques d’usuari 
(GUI) que presenta aquest.  S’ha escollit utilitzar les GUI ja que permeten 
crear una interfície agradable per l’usuari i utilitzar el motor de càlcul del 
Matlab alhora. 
 
En aquest treball s’ha realitzat una implementació en Matlab per tal que es 
pugui utilitzar a l’assignatura optativa Intensificació en Xarxes Telemàtiques 
d’aquesta universitat i així els alumnes es puguin fixar més en el contingut del 
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The world of the telecommunications has grown enormously in the last years 
and, with him, the wire communications networks and the applications that 
work on them. Many of these new networks have unfolded taking advantage of 
other existing ones and we have had to study their characteristics to see if they 
were really compatible and if they could carry out the wished services or no.  
As example of the study of the characteristics there is the one to verify if a line 
would support ADSL or other products of the family xDSL. Our application 
deals with that, to be able to obtain the transfer function and input impedance 
of a curl of subscriber with different elements (sections, bridged taps, coils, 
loads, equivalent sets of coils and loads and tow port networks) and different 
parameters (the maximum frequency, minim, the interval, the impedance of the 
source and the final load). 
In order to be able to fulfill the objectives of the work, first of all we made a 
study of the subscriber loop and of the program on which the applicationwill 
run, Matlab, and in special has been made the study of the graphical user 
interface (GUI, a part of Matlab. It has been chosen to use the GUI because 
they allow to create a pleasant interface for the user and simultaneously to use 
the calculation motor of Matlab. 
In this work an implementation in Matlab has been made so that it is possible 
to be used in the optative subjet of Intensification of Telematichs Networks of 
this university and to obtain, in this way, that the students can study more the 
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El bucle d’abonat, que inicialment s’havia ideat per transportar el senyal 
telefònic, s’ha vist utilitzat per moltes aplicacions que mai s’haguessin imaginat. 
 
El món de les telecomunicacions ha crescut enormement en els últims anys i, 
amb ell, les xarxes de comunicació alàmbriques i les aplicacions que les 
utilitzen. Moltes d’aquestes noves xarxes s’han desplegat aprofitant altres ja 
existents i s’ha hagut d’estudiar les característiques d’aquestes per veure si 
realment eren compatibles i es podien dur a terme els serveis desitjats o no. 
 
Com a exemple d’estudi de les característiques hi ha el que s’ha de realitzar 
per comprovar si una línia suportaria ADSL o altres productes de la família 
xDSL. La nostra aplicació tracta d’això, de poder aconseguir la funció de 
transferència i impedància d’entrada d’un bucle d’abonat introduint diferents 
configuracions per al bucle d’abonat, amb diferents elements (seccions, 
derivacions, bobines, càrregues, conjunts de bobina i càrrega i quadripols 
equivalents) i diferents paràmetres (la freqüència mínima, la màxima, l’interval, 
la impedància de la font i la càrrega final). 
 
Per tal de poder acomplir els objectius del treball, primer de tot s’ha realitzat un 
estudi tant del bucle d’abonat com del programa sobre el qual correrà la nostra 
aplicació, el Matlab, i en especial l’estudi de les interfícies gràfiques d’usuari 
(GUI) que presenta aquest.  S’ha escollit utilitzar les GUI ja que permeten crear 
una interfície agradable per l’usuari i utilitzar el motor de càlcul del Matlab 
alhora. 
 
En aquest treball s’ha realitzat una implementació en Matlab per tal que es 
pugui utilitzar a l’assignatura optativa Intensificació en Xarxes Telemàtiques 
d’aquesta universitat i així els alumnes es puguin fixar més en el contingut del 
tema de les xarxes d’accès i puguin assolir millor els coneixements.  
 
El treball està format per quatre capítols. En el primer capítol farem un repàs al 
bucle d’abonat, començant per la seva història, seguint per les seves 
característiques tan físiques com elèctriques, fent una explicació dels 
paràmetres més importants i dels tipus de cable més utilitzats i acabant per una 
detallada explicació de l’anàlisi del bucle, que és el que volem estudiar. En el 
capítol 2 farem una explicació del programa sobre el que funciona la nostra 
aplicació, el MatLab, així com de les funcions més importants que hem utilitzat. 
Al tercer capítol explicarem l’aplicació en sí d’aquest treball, ja que descriurem 
la seva implementació. I per finalitzar, al quart i últim capítol, mostrarem les 
proves que hem efectuat per avaluar el correcte funcionament de la nostra 
aplicació. 
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CAPÍTOL 1. EL BUCLE D’ABONAT 
 
En aquest primer capítol el que pretenem és introduir-nos al món del bucle 
d’abonat primerament explicant la seva història, seguidament les seves 
característiques físiques i elèctriques, i, finalment, la part més important per al 
nostre treball, els paràmetres de transmissió, que és el que pretenem trobar 




Hem cregut convenient començar el capítol fent un petit repàs de la història del 
bucle d’abonat, comentant com van ser els seus inicis i com es va implantar. 
1.1.1. El tret de sortida 
 
La història dels cables telefònics té més de cent anys i té el seu inici als cables 
que al principi transmetien les senyals de telègraf, l’antecessor del telèfon. 
 
Tot va començar al 1844, quan Samuel F.B. Morse va fer la primera línia 
comercial de telègraf entre Baltimore i Washington als Estats Units. Inicialment 
va provar que els cables que unien aquestes dues poblacions anessin sota 
terra, però després de varis intents fallits va provar de posar-los per un medi 
aeri. Morse va fer instal·lar 700 pals de fusta distanciats 300 peus entre ells per 
cobrir una extensió de 40 milles. A sobre de cada pal es van clavar dos braços 
(també de fusta) i es va fer una esquerda al final de cadascun.  Llavors va fer 
passar un filferro per l’esquerda i va anar connectant els pals. Aquí va ser a on 
es va plantar la llavor per al desplegament del parell trenat.  
 
 
1.1.2. La implantació 
 
Un cop el telèfon va començar a fer-se popular era necessari incrementar el 
número de fils (o cables) i va ser llavors quan es va desplegar el cable 
telefònic. El camí de tornada era la terra, és a dir, no hi havia un segon cable 
per tornar la senyal, ja que això també disminuïa el cost total. Un dels 
problemes més grossos al principi va ser el crosstalk (és a dir, s’induïa el 
senyal d’un fil en un altre del costat, o el que és el mateix, es sentien converses 
dels cables del costat) ja que encara no s’havia utilitzat el circuit de dos fils 
metàl·lics que més tard explicarem. Un altre problema també va ser que quan 
plovia o el temps era humit la conducció pel terra era pobre i hi havia pèrdues 
de senyal, de potència o de qualitat. 
 
Fins al 1881 es va treballar en molts projectes per tal de reduir el crosstalk, 
però no va ser fins llavors que Alexander Graham Bell va patentar el circuit de 
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parell trenat, que suprimia el crosstalk. Alexander Graham Bell va dir a la 
Honorable Comissió de Patents sobre els seus experiments: 
 
“ Els mètodes pels quals vaig perseguir d’aconseguir aquests resultats 
des del 26 de Novembre de 1876 era utilitzar un circuit metàl·lic, els 
cables d’anada i retorn del qual havien de ser paral·lels als cables que 
rebien alteracions i als altres... Les millores en la disposició dels cables 
que vaig idear a Anglaterra van ser: 
- situar la línia d’anada i tornada molt juntes i ... 
- trenar ambdues línies l’una amb l’altra per aconseguir que siguin 
absolutament equidistants de les línies amb alteracions. 
 
Degut a la trenació, l’energia que emana d’un i altre cable es cancel·la degut a 
que estan amb la fase oposada. 
 
Així va néixer el parell trenat.  Des de llavors la utilització del parell trenat s’ha 
estès i s’han creat molts tipus de cables i de moltes mides diferents. 
 
1.2. Característiques Físiques 
 
Amb l’enorme increment en l’ús de parell trenat s’ha de tenir molt de compte 
amb no barrejar o generalitzar les característiques dels diferents parells, ja que 
s’han instal·lat de diferents tipus i no tenir-ho en compte podria desembocar en 
molts problemes. 
 
1.2.1. Paquets de cables 
 
Els parells trenats solen anar en un paquet de cables que conté múltiples 
parells trenats dins d’un embolcall. El nombre de parells que podem trobar dins 
d’un cable va des d’un fins a 4200. Els cables que es solen utilitzar al bucle 
d’abonat normalment contenen entre 25 i 100 parells trenats. Dins d’un paquet 
es poden diferenciar els diferents parells per un codi de colors. 
 
Cada fil d’un parell trenat té una capa d’aïllament. Els parells antics utilitzaven 
un aïllament basat en el paper, mentre que els més nous utilitzen varis tipus de 
plàstics, com el PVC, el polyetilè o el polypropilè. Alguns cables també estan 
envoltats amb un gel per incrementar la seva resistència a la humitat. 
 
Els paquets de cables normalment també tenen una protecció metàl·lica 
exterior, que varia depenent del cable. Aquesta protecció ajuda a reduir les 
interferències de les fonts externes. Els cables també contenen estructures de 
suport com un abric d’acer forjat o galvanitzat o una malla. 
 
Els dos fils que formen el parell trenat normalment no tenen una capa 
protectora que els protegeixi a ambdós junts. El trenat per a un parell és 
constant durant tota la llargària del cable, però no tots els parells tenen el 
mateix trenat, aquesta mesura es fa servir perquè si els parells veïns tenen 
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diferent mesura de trenat s’aconsegueix reduir encara més el crosstalk entre 
ells. 
 
A la Fig. 1.1 podem observar l’estructura d’un paquet segons el que hem 





Fig. 1.1 Estructura d’un paquet de parells trenats 
 
1.2.2. Mesures i característiques de la línia 
 
Els parells trenats es solen caracteritzar per les seves mesures utilitzant la 
normativa de l’American Wire Gauge (AWG); les característiques (gauges) és 
un indicatiu del diàmetre del coure del cable que compon el parell trenat. Les 
mides de parell trenat típiques son les de #19, #22, #24 i #26 AWG, amb 
diàmetres que van de les 0.03589 polsades (0.912 mm) a les 0.01594 polsades 
(0.404 mm). Quant més petit és el número de AWG, més gran és el diàmetre. 
 
Taula 1.1. Parells trenats comuns i característiques 
 
AWG Diàmetre (in) Diàmetre (mm) resistència 
20º (Ω/Kft) 
altres 
19 0.03589 0.912 16.9   
22 0.02535 0.63 33.8  
24 0.02010 0.5 53.4 Típic DSL 
26 0.01594 0.4 85.8 Típic DSL 
 
Una altra classificació que s’utilitza pels cables de parell trenat és per les 
toleràncies elèctriques. Les instal·lacions per a transmissions de dades ràpides 
necessiten cables de categoria 3 o superior, ja que quant més alta és la 
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Taula 1.2. Categories de parells trenats i característiques 
 
Categoria Tasa de bits Aplicacions 
1 Sense especificar  
2 1 Mbps Circuits de dades de baixa velocitat (DDS) 
3 16 Mbps Utilitzat per Token Ring de 10BaseT o 4Mbps 
4 20 Mbps Token Ring de 10BaseT i 16Mbps 
5 100 Mbps 10/100BaseT i altres tecnologies de velocitats 
altes. 
1.3. Característiques elèctriques 
 
Per a qualsevol línia de transmissió, els paràmetres més interessants per 
estudiar són la resistència, la inductància, la capacitància i l’admitància, també 
anomenats paràmetres RLCG. A la banda de veu aquests paràmetres són 
gairebé constants per als parells trenats de #24 i #26 AWG, però a freqüències 
superiors la resistència, la inductància i l’admitància varien amb la freqüència. 
Aquests tres paràmetres també varien amb la mida (gauge). La capacitància, 
en canvi, tendeix a ser constant per a qualsevol freqüència i longitud del cable. 
 
Depenent de la situació, podem dir que hi ha dos models diferents per a 
calcular els paràmetres de la línia.  
 
El primer ignora els efectes de l’admitància i assumeix que la inductància i la 
capacitància son constants per a qualsevol freqüència. També assumeix que la 
resistència es proporcional a f ½, on f és la freqüència (en Hz).  
 
El segon model s’utilitza per càlculs numèrics de característiques del parell 
trenat com per exemple trobar la funció de transferència i les pèrdues d’inserció 
dels parells trenats així com la impedància característica o la d’entrada.  
1.3.1. Model RLCG analític 
 
El model RLCG analític ha estat acceptat i utilitzat durant molts anys, encara 
que no és exacte del tot. En les equacions (1.1) a (1.4) podem trobar els 
paràmetres i les constants a la Taula 1.3. Els valors resultants són tenint en 
compte una longitud de 1000 peus, una distancia comú de mesura en els 
parells trenats. 
 
R = Rof ½      (1.1) 
 
 
L = Lo       (1.2) 
 
 
C = Co       (1.3) 
 
 
G= 0       (1.4) 
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Taula 1.3. Paràmetres per al Model Analític 
 
Paràmetre #24 AWG #26 AWG 
R0 (Ω/Kft) 0.15 0.195 
L0 (mH/Kft) 0.188 0.205 
C0 (nF/Kft) 15.7 15.7 
 
1.3.2. Model RLCG numèric 
 
El model RLCG per als parells trenats #24 i #26 AWG és vàlid per a 
freqüències fins a 10MHz. Les equacions 1.5 a 1.8 són les equacions generals 
pers als quatre paràmetres; i les constants que s’apliquen es poden trobar a la 
Taula 1.4. El paràmetres resultants a la Taula 1.4 són prenent com a longitud 1 
km.  
 
R(f) = 4√roc+acf2     (1.5) 
 
 
            lo + l∞(f/fm)b 
L(f) =        (1.6) 
            1 + l∞(f/fm)b 
 
 
 G(f) = gofge       (1.7) 
 
 
C(f)= c∞+ cof-ce= c∞     (1.8) 
 
 
Taula 1.4. Paràmetres per al Model Numèric 
 
Paràmetre #24 AWG #26 AWG Parell llis 
sense 
trenar 
Cable de 10” Parell trenat 
cat. 5 
Roc  (Ω/km) 174.55888 286.17578 41.16 180.93 176.6 
Ros  (Ω/km) ∞ ∞ ∞ ∞ ∞ 
ac 0.053073481 0.14769620 0.001218 0.0497223 0.0500079494
as 0.0 0.0 0 0 0.0 
lo (µH/km) 617.29539 675.36888 1000 728.87 1090.8 
l∞ (µH/km) 478.97099 488.95186 911 543.43 504.5 
b 1.1529766 0.92930728 1.195 0.75577086 0.705 
fm 553.760 806.33863 174.2 718888 32570 
c∞ (nF/km) 50 49 22.68 51 48.55 
co (nF/km) 0.0 0.0 31.78 63.8 0.0 
ce 0.0 0.0 0.1109 0.11584622 0.0 
go (nS/km) 234.87476 43 53 89 1.47653 
ge 1.38 0.70 0.88 0.856 0.91 
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1.3.3. Els paràmetres RLCG per ambdós models 
 
A les Figures 1.2 a 1.5 podem observar els paràmetres RLCG tant per al model 
numèric com per l’analític. Seguidament farem alguns petits comentaris sobre 
les gràfiques. 
 
Si mirem la Fig. 1.2 veiem que fins als 100KHz els valors per als paràmetres de 
la resistència calculats analítica i numèricament són diferents i que a partir de 
llavors coincideixen. El contrari succeeix amb la inductància, si ens fixem en la 
Fig. 1.3, podrem observar que a partir de 100KHz, la inductància del parell 
trenat #24 AWG i la del #26, varien a partir d’aquesta regió depenent si està 
mesurat amb al model analític o amb el numèric. Això es degut a que segons el 
model analític, s’assumeix que la inductància és constant per a totes les 
freqüències, i això és un error acceptable degut a la simplificació que es fa. 
 
A la figura 1.4 podem observar com la capacitància es pren com una constant 
per als dos models i a la figura 1.5 només es mostra el model numèric per a 




















Fig. 1.4 Model de Capacitància per a parell trenat #24 i #26 AWG [1] 
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Fig. 1.5 Model d’Admitància per a parell trenat #24 i #26 AWG [1] 
 
1.4. Paràmetres de transmissió 
 
En general, una línia de transmissió és de la forma de la Fig. 1.6. 
 
Si la font d’alimentació fos constant el model es simplificaria molt, però en la 
realitat no és constant.  
 
El no ser una font d’alimentació constant fa que la tensió que hi ha en un punt 
variï amb el temps, o dit d’una altra forma, en un mateix instant de temps, pot 




Fig. 1.6 Model de línia de transmissió 
 
Així doncs, per estudiar la línia hem d’estudiar-la en tots els seus punts, això 
vol dir que hem d’estudiar cada infinitésima part .  
 
A la Fig. 1.7. podem observar una part de la línia caracteritzada en dos ports. 
Un segment de la línia de transmissió es pot veure com una cascada de 
seccions que són infinitésimament petites en longitud i, com hem dit abans, en 
qualsevol punt x, els voltatges a un port i a un altre serà diferent.  
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Fig. 1.7 Detall de la línia de transmissió 
 
1.4.1. Z i Y 
 
Seguidament crearem dues variables per utilitzar-les en càlculs posteriors.. 
 
Z = R + jωL   
Y = G + jωC      (1.9) 
 
A qualsevol freqüència ω = 2πf , podem trobar una relació entre els fasors de 
intensitat i voltatge i Z i Y; ja que encara que els paràmetres RLCG estudiats 
anteriorment varien en la freqüència, es consideren constants respecte a la 
longitud per a qualsevol freqüència. D’això podem extreure el següent parell 
d’equacions 1.10.  
 
 
   dV 
-        = Z · I 
   dx  
   
 
   dI 
-        = Y · V 
   dx       (1.10) 
 
1.4.2. La constant de propagació i les seves parts 
 
De les anteriors equacions s’extreuen les següents:  
 
 
   d2V 
         = Z·Y·V=γ2V 
   dx2  
   
 
   d2I 
         = Z·Y·I= γ2I 
   dx2       (1.11) 
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a on ja veiem que apareix la variable γ, que és l’anomenada constant de 
propagació, la fórmula de la qual la podem observar a l’equació 1.12. 
 
 
γ = α + jβ = √ (R + jωL) · (G + jωC) =  √ Z·Y   (1.12) 
 
 
La constant de propagació té una part real anomenada constant d’atenuació, α 
(equació 1.13, Fig. 1.8), i una part imaginaria anomenada constant de fase, β 
(equació 1.14, Fig. 1.9). 
 
 
α = R √ C/L         (1.13) 
 
 






Fig. 1.8 Gràfic de la constant d’atenuació [1] 
 
Quan la constant d’atenuació és zero, la línia no té pèrdues (R = G = 0). La 
constant d’atenuació és molt important pel parell trenat de les línies de DSL, ja 
que, a diferencia d’altres línies, sí que tenen pèrdues, és a dir, és α ≠ 0.  
 




Fig. 1.9 Gràfic de la constant de fase [1] 
 
1.4.3. La impedància característica 
 
Si retornem a l’equació 1.11 i la reformulem com la suma de dues ones de 
direcció oposada de voltatge i corrent, trobem les equacions 1.15.  
 
 
V(x) = V0+·e- γx + V0-·e γx  
 I(x) =  I0+·e- γx  +  I0-·e γx     (1.15) 
 
 
Si a les equacions diferencials de primer ordre de voltatge i corrent 1.10 els hi 
inserim les solucions apropiades, acabem obtenint una constant, que es la 
impedància característica de la línia de transmissió (equació 1.16).. 
 
 
        V0+       V0-           R + jωL            Z 
Z0=         = -        =                     =  
        I0+ I0-      √   G + jωC √    Y    (1.16) 
 
 
Hem de fixar-nos en que la impedància característica no depèn de la longitud 
del parell trenat. En les Fig. 1.10 i 1.11 podem veure el mòdul i la fase de la 
impedància característica de dos parells trenats (un de 24 AWG i l’altre de 26) 
per a diferents freqüències. 
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Fig. 1.11 Gràfic de la fase de la impedància característica [1]  
1.4.4. El modelat mitjançant paràmetres ABCD 
 
Els paràmetres ABCD són molt útils per caracteritzar xarxes o línies de dos 
ports. Una xarxa de dos ports es caracteritza per tenir només un port d’entrada 
i un únic port de sortida amb algunes funcions de transferència entre ambdós. 
Aquests paràmetres relacionen matemàticament el voltatge i el corrent 
d’entrada amb els de sortida. A la Fig. 1.12 podem observar un model de xarxa 
de dos ports, amb els paràmetres ABCD que ens relacionen V2 i I2 amb V1 i I1, i 




V1= AV2 + BI2  
 I1 = CV2 + DI2     (1.17) 





Fig. 1.12 Model de xarxa de dos ports amb el seu quadripol 
 
Si ens fixem en l’equació 1.17 podrem observar que caracteritzem la xarxa 
sense tenir en compte la terminació d’aquesta, això es degut a que el model 
amb paràmetres ABCD permet modelar amb independència de les fonts i les 
càrregues que tingui. 
 
També es pot donar que hi hagi dos quadripols equivalents en cascada, és a 
dir, dues xarxes en tàndem amb els seus respectius paràmetres ABCD. En la 




Fig. 1.13 Dues xarxes amb els seus quadripols en cascada 
 
En aquest cas, les equacions no varien respecte a les del cas anterior, per 
obtenir un quadripol equivalent haurem de multiplicar les dos matrius per 
obtenir-ne l’equivalent, com podem observar a l’equació 1.18. 
 
 
┌         ┐     ┌          ┐┌          ┐     ┌                    ┐ 
   A   B A1   B1    A2   B2        A1A2 + B1C2      A1B2 + B1D2 
     =    =  
   C   D C1   D1    C2   D2        C1A2 + D1C2      C1B2 + D1D2 
└         ┘     └          ┘└          ┘     └             ┘ (1.18) 
 
 
Si volguéssim afegir una altra xarxa de dos ports a les dues ja existents, només 
hauríem de multiplicar el quadripol ABCD d’aquesta última pel que hauríem 
obtingut amb l’equació 1.18. 
 
Els quadripols ABCD són útils per estudiar circuits que presentin diversos trams 
amb diferents característiques. Seguidament analitzarem els quadripols per a 
aquestes situacions. 
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1.4.4.1. Per a una càrrega 
Un dels casos més senzills en implementació ABCD és el d’una càrrega en 
paral·lel, com la mostrada a la Fig. 1.14. 
 
 
Fig. 1.14 Xarxa de dos ports amb resistència en paral·lel 
 
En aquest cas, V2=V1 independentment de I2. Per això les equacions del 
paràmetres ABCD es poden escriure com :  
 
 
V1= AV2 + BI2 = AV1 + BI2  
 I1 = CV2 + DI2 = CV1 + DI2     (1.19) 
 
 
Si resolem la primera equació, trobem els valors de A i B: 
 
 
     A = 1 
     B = 0      (1.20) 
 
 




I1 = Iz + I2 = V1 / Z+ I2     (1.21) 
 
 
Si comparem les equacions 1.19 i 1.21 veurem que: 
 
 
     C = 1/Z 
     D = 1      (1.22) 
 
 
Així que el quadripol equivalent per una impedància és: 
 
                ┌            ┐ 
                1       0 
   
                   1/Z   1 
                 └      ┘     (1.23) 
 
A on Z representa la impedància, que pot ser complexa o no ser-ho. 
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1.4.4.2. Per a una secció 
Per a una secció de parell trenat, trobar els paràmetres ABCD és diferent al cas 
anterior. Recordem que el voltatge en un punt es la suma de l’ona d’anada i la 
de tornada en aquell mateix punt. 
 
 
Fig. 1.15 Línia de transmissió de parell trenat 
 
L’equació que extraiem és: 
 
 
V(f,0) = (V+x=Leү(f)L + V-x=Le-ү(f)L) = V+x=L (eү(f)L + Γ Le-ү(f)L )  (1.24) 
 
 
A on Γ és el copeficient de reflexió  és l’expressió: 
 
 
        ZL(f) – Z0(f) 
    Γ L(f) =  
        ZL(f) + Z0(f)    (1.25) 
 
 
Per trobar els paràmetres ABCD és útil escriure l’equació 1.24 en funció del 
quadripol equivalent o d’una xarxa de dos ports amb el corrent i el voltatge 




Fig. 1.16 Circuit de dos ports equivalent per a un parell trenat 
 
Encara que totes les funcions depenen de la freqüència, no ho anotarem per no 
fer les fórmules tan dificultoses a la vista. 
 
Si tenim en compte que el voltatge de sortida és la suma de les onades 
d’anada i tornada de voltatge, podem trobar l’expressió: 
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V2 = V+x=L + V-x=L = V+x=L(1 + Γ L )   (1.26) 
 
 
Un cop fet això, aïllar V+x=L és senzill: 
 
 
               V2 
     V+x=L =  
           1 + Γ L    (1.27) 
 
 
Si substituïm aquest resultat a l’equació 1.24 podem trobar V1. 
 
 
            V2 
     V1 =              (eү(f)L· eү(f)L + ΓLe-ү(f)L) 
              1 + Γ L     (1.28) 
 
 
Per simplificar-ho més, utilitzem l’expressió a on resolíem el coeficient de 
reflexió (Γ), la llei d’Ohm i finalment les definicions de sinh i cosh : 
 
 
             1     Z0        1     Z0      
V1 = V2         +         eү(f)L +      -         e-ү(f)L 
            2    2ZL    2    2ZL  
 
 
                  1     Z0I2        1    Z0I2     
      = V2        +         eү(f)L +      -         e-ү(f)L 
            2    2V2    2    2V2  
 
 
           eү(f)L + e-ү(f)L           eү(f)L - e-ү(f)L    
      =     V2 + Z0            I2     
        2    2   
 
 
              = (cosh(үL))V2 + Z0 (sinh(үL)) I2  
 
      = AV2 + BI2     (1.29) 
 
 
Ara ja només ens queda trobar I1. 
 
 
               sinh(үL)  
I1 =                    V2 + (cosh(үL))I2  = CV2 + DI2  
     Z0        (1.30) 
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Resumint, els paràmetres ABCD per a una secció de parell trenat són: 
 
             ┌              ┐    ┌                  ┐ 
   A    B  cosh(үL)   Z0 (sinh(үL)) 
     = 
   C    D  sinh(үL)        cosh(үL) 
     └            ┘        Z0 
                 └                                     ┘            (1.31) 
    
1.4.4.3. Per a una derivació 
A vegades, el bucle d’abonat té un parell trenat que va fins l’usuari, i un altre 
que no s’utilitza i que està connectat al primer en algun punt. El circuit no 
utilitzat es deixa com a circuit obert i s’anomena “derivació”. 
El propòsit d’una derivació és deixar flexibilitat en la localització de l’usuari que 
utilitzi el bucle. Això es sol fer quan s’instal·la el bucle d’abonat abans de saber 
on estarà l’usuari (per exemple, en un barri en construcció). 
 
 
Fig. 1.17 Configuració típica de una derivació 
 
Els paràmetres ABCD són iguals que els d’altres configuracions de parell trenat 
(seccions) com les donades a l’equació 1.31, però en la derivació no hem de 
tenir en compte la seva funció de transferència, sinó l’efecte de la derivació en 
el bucle principal. Utilitzant les equacions 1.29 i 1.30, trobem les equacions 
utilitzades per la derivació: 
 
 
V1= cosh(үLtap)V2 + Z0,tapsinh(үLtap)I2 = cosh(үLtap)V2  
 
I1 = [sinh(үLtap)/ Z0,tap ]V2 + cosh(үLtap)I2= [sinh(үLtap)/ Z0,tap ]V2 (1.32) 
 
 
La simplificació de les equacions ve donada degut a que la derivació, per 
definició, és un circuit obert, per tant I2=0. 
 
Dividint les dues equacions trobem: 
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  V1            cosh(үLtap)V2          
Zintap=         =                                 = Z0,tap coth(үLtap) 
           I1  [sinh(үLtap)/ Z0,tap ]V2        (1.33) 
 
 
Vist des del bucle principal, la derivació té un efecte semblant a una 
impedància amb el valor de Zintap. Es per això que si ens fixem, l’equació del 
quadripol ABCD per a la derivació és molt semblant a la de la càrrega. 
 
 
            ┌              ┐    ┌                 ┐ 
   1     0            1       0 
ABCDtap=     = 
   1     1            1       1 
Zintap  Z0,tap coth(үLtap) 
                  └            ┘    └                 ┘  (1.34) 
 
 
1.4.4.4. Per a una bobina 
 
El cas de la bobina també és molt semblant al de la càrrega, l’única diferència 
es dóna al paràmetre C; que es imaginari i depèn de la freqüència i de la pròpia 
bobina. 
 
Així que el quadripol equivalent per una bobina és: 
 
 
                ┌            ┐ 
                1        0 
   
                   jωL   1 
                 └      ┘     (1.35) 
 
 
A on L representa la inductància de la bobina. 
  
 
1.4.5. La impedància d’entrada i la funció de transferència 
 
Amb el que s’ha explicat als anterior apartats, es pot caracteritzar un bucle en 
funció dels paràmetres ABCD i trobar dos característiques importants d’aquest: 
la impedància d’entrada i la funció de transferència. 
 
Per a poder concloure l’anàlisi del bucle necessitem alguna informació 
addicional a més dels paràmetres ABCD. Aquestes dades són la impedància 
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Fig. 1.18 Model de bucle d’abonat típic 
 
1.4.5.1. Impedància d’entrada 
 
Donats els paràmetres ABCD de l’equació 1.17, per trobar la impedància 
d’entrada cal dividir la primera equació per la segona, aplicant la llei d’Ohm 
(V2= I2 ZL). 
 
 
 V1         AV2 + BI2     AI2 ZL + BI2         AZL + B 
           Zin=        =                  =        = 
  I1          CV2 + DI2      CI2 ZL + DI2      CZL + D  (1.36) 
 
 
1.4.5.2. Funció de transferència 
La funció de transferència es troba utilitzant la primera de les dos equacions de 
l’equació 1.17 i aplicant de nou la llei d’Ohm. 
 
 
V1= AV2 + BI2 =AV2 + B(V2 / ZL )   (1.37) 
 
 
Un cop tenim l’equació 1.37, ja podem resoldre algebraicament la funció de 
transferència: 
 
V2                1                    ZL 
           T =        =                     =   
V1          A+ (B / ZL)        AZL + B    (1.38) 
 
 
       Zin                      Zin · ZL 
           H= T ·                =                                     
    Zin + Zs             (Zin + Zs)· (AZL + B)   (1.39) 
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CAPÍTOL 2. EL PROGRAMA BASE 
 
En aquest capítol el que pretenem es fer una breu introducció al programa 
sobre el qual funciona la nostra aplicació, el Matlab, així com a les interfícies 
gràfiques d’aquest, que ens permeten fer aplicacions amigables a l’usuari 
utilitzant el potent motor de càlcul del Matlab. 
2.1. Matlab 
 
 Matlab és un llenguatge d’alt nivell que integra computació, visualització i 
programació en un entorn senzill d’utilitzar. 
 
Matlab és un sistema interactiu l’estructura de dades del qual és un array sense 
dimensionar. Això fa que sigui senzill resoldre moltes operacions, especialment 
les que tenen fórmules amb matrius i vectors, en una fracció de temps molt 
més petita que escriure el mateix programa en un altre llenguatge. 
 
El nom de Matlab ve de “matrix laboratory”, laboratori de matrius, i inicialment 
va ser escrit per proveir d’un accés fàcil als programes de matrius 
desenvolupats pels projectes de LINPACK i EISPACK. Després va començar a 
ser utilitzar per molts usuaris. En entorns universitaris és l’eina estàndard en 
cursos de matemàtiques, enginyeria i ciències. A la indústria s’utilitza en la 
recerca, desenvolupament i anàlisi. 
 
2.1.1. El sistema de Matlab 
 
El sistema de Matlab es divideix en 5 parts principals : el llenguatge, l’entorn de 
treball, el maneig de gràfics, la llibreria de funcions matemàtiques i les API. 
2.1.1.1. El llenguatge de MATLAB 
 
És un llenguatge d’alt nivell basat en vectors i matrius, amb control de flux, 
funcions, estructura de dades, input/output i eines de programació orientades a 
objectes. 
 
Permet programar de dos modes, el ràpid, per fer programes ràpidament per 
utilitzar-los i seguidament esborrar-los, i l’elaborat, per fer programes grans, 
complexes i per guardar. 
 
Les característiques del llenguatge estan organitzades en sis directoris a la 
capsa d’eines de MATLAB: 
- ops : operadors i caràcters especials 
- lang : constructors de llenguatge de programació 
- strfun : conjunts de caràcters 
- iofun : arxius d’entrada/sortida 
- timefun : hores i dates 
- datatypes : tipus i estructures de dades 
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2.1.1.2. Entorn de treball de MATLAB 
 
És el conjunt d’eines i facilitats amb les que un usuari o programador de 
MATLAB treballa. Inclou facilitats per utilitzar les variables en l’àrea de treball 
pròpia i importar i exportar dades. També inclou eines per desenvolupar, 
manejar, depurar, perfilar arxius .m i aplicacions MATLAB. Les característiques 
de l’entorn de treball estan localitzades en un únic directori. 
 
2.1.1.3. El maneig de gràfics 
 
És el sistema de gràfics de Matlab. Inclou comandaments d’alt nivell per a la 
visualització de dades en dues i tres dimensions, processament d’imatges, 
animació, i presentació de gràfics. També inclou comandaments de baix nivell 
que permeten modificar al teu gust tota l’aparença dels gràfics així com 
construir de dalt a baix les interfícies gràfiques d’usuari (GUI) de les aplicacions 
que creem.  
 
Les funcions de gràfics estan organitzades en cinc directoris diferents de la 
caixa d’eines de MATLAB: 
 
- graph2d : gràfics de dos dimensions 
- graph3d : gràfics de tres dimensions 
- specgraph : gràfics especialitzats 
- graphics : Handle gràfics 
- uitools : eines gràfiques d’interfície usuari   
 
2.1.1.4. Llibreria de funcions matemàtiques de Matlab 
 
És una col·lecció molt amplia d’algoritmes computacionals que compren des 
d’operacions elementals com les sumes, sinus, cosinus, i aritmètica complexa, 
fins a funcions més sofisticades com inverses de matrius, matrius amb valors 
propis, funcions de Bessel, i transformades de Fourier ràpides. 
 
Les funcions matemàtiques i analítiques s’organitzen en vuit directoris en la 
capsa d’eines de Matlab. 
 
- elmat : matrius elementals i manipulació de matrius 
- elfun : funcions matemàtiques elementals 
- specfun : funcions matemàtiques especialitzades 
- matfun : funcions de matrius – àlgebra numèrica lineal 
- datafun : analisis de dades i transformades de Fourier 
- polyfun : interpolació i polinomials 
- funfun : funció de funcions i solucions de ODE 
- sparfun : matrius escases 
El programa base    23 
2.1.1.5. Interfície del programa d’aplicació de Matlab (API) 
És una llibreria que permet escriure programes en C i Fortran que interactuin 
amb Matlab. Inclou facilitats per cridar rutines des de Matlab, cridar Matlab com 
una eina computacional i per llegir i escriure arxius MAT. 
 
2.2. GUI (Graphic User Interface) 
 
Una GUI (interfície gràfica d’usuari) és una mostra gràfica que conté 
components que permeten a l’usuari dur a terme tasques interactives. Per fer 
aquestes tasques, l’usuari d’una GUI no ha de crear un script o escriure 
comandes a la línia de comandes. Sovint, l’usuari no ha de saber els detalls de 
la tasca a realitzar abans d’utilitzar la GUI. 
 
Les GUI es poden crear programant-les de zero o amb una eina anomenada 
GUIDE, en aquesta part del capítol explicarem com fer-ho en els dos casos. 
 
2.2.1. De què està composta una GUI? 
 
El components de la GUI poden ser menús, barres d’eines, botons, botons 
“radio”, llistes, ... A Matlab, una GUI pot mostrar dades de forma tabulada, en 




Fig. 2.1 Exemple de GUI senzilla 
 
Cada component, i fins i tot la GUI, està associat a una o més d’una rutina 
escrita per l’usuari anomenades crides. L’execució de cada crida és accionada 
per una acció particular feta per l’usuari com polsar un botó, polsar amb el 
ratolí, seleccionar un element d’un menú o passar el cursor per sobre un 
component. El creador de la GUI proporciona les crides. 
 
Aquest tipus de programació sovint s’anomena basada en esdeveniments. En 
la programació basada en esdeveniments, l’execució de la crida és asíncrona, 
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controlada per esdeveniments externs al software o, en el cas de les GUI de 
Matlab, interaccions de l’usuari amb la GUI. 
 




El GUIDE, que és l’entorn de programació de Matlab per les seves interfícies 
gràfiques, proporciona un set d’eines per crear GUIs. Aquestes eines 
simplifiquen el procés de creació i programació de les GUI. 
 
Abans d’entrar en matèria farem un petit resum dels passos més importants a 
fer. 
 
- creació : utilitzant l’editor de GUIDE es pot crear la imatge de la GUI 
polsant , arrossegant i desant  els seus components (com 
ara panells, botons, ...) a l’àrea de disposició. Des d’aquest 
editor es pot fer la GUI d’una mida o una altra, modificar 
l’aspecte dels components, veure una llista jeràrquica dels 
objectes, ... 
- programació : GUIDE crea automàticament un arxiu “.m” que 
controla com funciona la GUI. Aquest arxiu proporciona el 
codi per inicialitzar la GUI i conté un marc de treball per les 
crides de la GUI (les rutines que s’executen quan un usuari 
interactua amb un component de la GUI). Utilitzant l’editor 
d’arxius .m es pot afegir codi a les crides per realitzar les 
funcions que vulguem. 
 
Tot seguit mostrarem un resum de les eines de GUIDE, com podem veure a la 
figura 2.2. 
 
- editor de creació : seleccionar components de la paleta de 
components (a l’esquerra d’aquest editor) i dur-los a l’àrea 
de creació. 
- canviar la mida : estableix la mida a la que la GUI es mostra al 
iniciar-la.  
- menú de l’editor : crea menús. 
- alineació d’objectes : alinea i distribueix grups de components en 
una quadrícula o a una mesura determinada. 
- editor de l’ordre : estableix l’ordre en que es seleccionen els 
components de la creació si ens movem amb el tabulador 
del teclat. 
- inspector de propietats : estableix les propietats dels components de 
la GUI. Proporciona una llista de totes les propietats que es 
poden modificar i mostra els valors actuals. 
- navegador d’objectes : mostra una llista jeràrquica de tots els 
objectes de la GUI. 
- executar : emmagatzema i executa la GUI actual. 
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- editor d’arxius .m : mostra, en l’editor predeterminat, l’arxiu .m 








Fig. 2.2 GUIDE i les seves eines 
 
2.2.2.2. Dissenyant la GUI 
 
Abans de crear la GUI, és important decidir que és el que volem que faci la GUI 
i com volem que ho faci.  
 
És important que les GUI compleixin uns requisits bàsics, que siguin: 
 
- Simples  (que tinguin unitat, claredat i elegància) 
- Consistents (que tinguin alineació, integritat i harmonia) 
- Familiars (han de ser amigables i confortables) 
 
 
És important tenir en compte al crear una GUI que hem de dissenyar-la abans 
d’implementar-la. Això no comporta que un cop dissenyada, al implementar-la, 
haguem de fer canvis o canviar aspectes del disseny, però si implementem 
abans de tenir clara la idea perdrem molt temps. Si mirem la Fig. 2.3 veurem un 
esquema dels passos a realitzar per dissenyar una GUI, també podrem 
apreciar que hi ha fletxes en ambdues direccions, de la definició de tasques al 
dibuix de la GUI i a l’invers, i del dibuix de la GUI al test de disseny i al revés, 
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Fig. 2.3 Suggeriments per dissenyar una GUI 
 
El disseny ideal és allò que tens al cap després de rumiar molt sobre la feina 
que ha de fer la GUI i l’usuari i tenir la idea clara és el millor abans de 
començar a fer res més. 
 
Una bona idea per assegurar-se de que el nostre disseny compleix tot el que 
volem es dibuixar-lo en paper i provar-lo, és a dir, simular com si estiguéssim 
corrent el programa. Així podrem comprovar si és àgil, si es amigable, etc. 
 
Un cop ja tenim tot això és hora d’escriure el codi, però abans és aconsellable 
tenir un diagrama o una relació de la GUI i la funcionalitat associada a cada 
part de la GUI (les crides). 
 
2.2.2.3. Creant la GUI 
 
El primer que s’ha de fer és executar l’eina GUIDE d’una d’aquestes formes: 
 
- escrivint guide a la línia de comandes de Matlab 
- anar al menú File i seleccionar New i GUI 
- clicant el botó de GUIDE 
- polsant el botó START i seleccionant Matlab ? GUIDE (Gui Builder) 
 
Un cop inicialitzat apareixerà una pantalla com la de la figura 2.4, a on es pot 
optar per crear una nova GUI des de zero, a partir d’una plantilla o bé obrir una 
GUI ja existent. 
 
 
Fig. 2.4 Pantalla que apareix al inicialitzar GUIDE 
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Una GUI en blanc es mostra a l’editor amb l’aparença de la fig. 2.5. i és la que 
utilitzarem pel nostre projecte ja que les predefinides (les que es construeixen a 




Fig. 2.5 Aparença d’una GUI en blanc 
 
Per adequar la mida de la superfície de la GUI a les nostres necessitats ho 
podem fer clicant la cantonada d’abaix a la dreta de la superfície i desplaçant el 
mouse fins a la mida que vulguem o bé, si volem fer-la d’una mida exacta o que 
aparegui en un lloc en concret haurem d’anar a l’inspector de propietats, anar a 
l’apartat “units”, posar-ho a “inches” (polsades) o centímetres (amb el que ens 
sigui més fàcil treballar), seguidament anar a l’apartat de “position” i desplegar-
ho i escriure a cada element el seu valor (les coordenades x i y són el punt a on 
es vol que aparegui la cantonada inferior esquerra de la GUI, i els altres dos 
valors són l’amplada i l’alçada respectivament). Un cop fet tot això s’ha de 
tornar a posar les unitats (units) al valor que tenien abans de ser modificades 
(characters o normalized). 
 
El següent pas consisteix en afegir els components a la GUI i per fer-ho primer 
de tot s’ha de saber quins hi ha disponibles, que són tots aquells components 
que apareixen a la paleta de components de l’esquerra (veure figura 2.2) i són: 
 
- PUSH BUTTON: genera una acció quan es polsat. Només es manté 
pressionat quan es pitja amb el ratolí, quan es deixa de polsar torna 
a la posició de repòs. Un exemple seria un botó d’ OK. 
- TOGGLE BUTTON: genera una acció i indica quan està activat o 
no. Quan es pitja apareix pressionat, mostrant que està activat i això 
28  Eina docent per a l’estudi del bucle d’abonat 
 
no canvia fins que torna a ser pitjat i es desactiva. Es pot utilitzar un 
grup d’aquests botons per fer-los exclusius (Que només pugui 
funcionar un alhora). 
- RADIO BUTTON: són semblants a les “check box”  però 
normalment són exclusius l’un de l’altre en un grup de botons radio 
relacionats (només es pot escollir un i al selecccionar un altre es 
desactiva). Es seleccionen fent click amb el ratolí. 
- CHECK BOX: poden generar una acció al ser seleccionades i 
indiquen el seu estat (si s’han seleccionat o no). Són molt útils per 
fer escollir entre diverses opcions. 
- EDIT TEXT: són camps que permeten a l’usuari introduir o modificar 
cadenes de text. S’utilitzen quan es vol que el text sigui una dada 
introduïda per l’usuari i si es desitgen valors numèrics s’hauran de 
convertir. 
- STATIC TEXT: són línies de text estàtiques, és a dir, que no poden 
ser modificades per l’usuari. S’utilitzen per donar instruccions a 
l’usuari o mostrar valors ja definits. 
- SLIDER: accepta valors numèrics (dintre d’un rang especificat) que 
es pren depenent de cap a on mogui l’usuari la barra lliscadora. 
- LIST BOX: mostra una llista d’elements de la que l’usuari pot 
seleccionar un o més. 
- POP-UP MENU: s’obre per mostrar una llista d’opcions quan l’usuari 
clica a sobre la fletxa. 
- AXES: permet que la GUI mostri imatges com gràfics o imatges jpg, 
gif, ... Com tots els objectes gràfics, els axes tenen moltes propietats 
que es poden controlar i modificar. 
- PANEL: agrupa components de la GUI en grups 
- BUTTON GROUP: són semblants als panells, però s’utilitzen per 
manejar grups de selecció exclusiva, és a dir, grups on només es 
pot escollir un element. 
- ACTIVE X COMPONENT: permet mostrar controls ActiveX en la 
GUI; però només si s’utilitza sobre la plataforma WINDOWS. 
 
Per afegir els components a l’àrea de disseny els hem d’agafar amb el ratolí i 
dur-los fins a l’àrea en blanc. Un cop allà es poden moure amb el ratolí al lloc 
on desitgem o bé canviar-los la mida. 
 
El següent a fer és assignar un identificador únic a cada component. Per fer-ho, 
tenint seleccionat l’objecte, fem click a l’inspector de propietats i anem a l’opció 
“Tag”, allà escrivim el nou identificador.  
 
Per afegir un component a un panell o a un grup de botons només hem de 
situar-lo dins del mateix i la mateixa posició ja determina la relació (que són 
pare i fill) . Per donar-li un nom al panell hem de modificar el valor de l’etiqueta 
“Title” del seu inspector de propietats. 
 
Per afegir text als components s’ha de canviar el valor de l’etiqueta “String” a 
l’inspector de propietats de cada objecte. Al menú pop-up cada opció anirà a 
una línia diferent i seguint l’ordre en que desitgem que apareguin les opcions. 
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Per moure o canviar les mides dels components ho podem fer amb el ratolí o 
bé canviant els valors de l’etiqueta “Position” de les propietats de l’objecte com 
hem explicat anteriorment en com adequar la mida de la GUI. 
 
Si el que volem és alinear els components, ens ajudarem de l’eina d’alineació 
(fig. 2.6) que ens ajuda a col·locar els objectes respecte d’un i ajustar l’espai 




Fig. 2.6 Eina d’alineació de components 
 
Les operacions especificades de l’alineació s’apliquen a tots els elements que 
estiguin seleccionats al polsar el botó de l’aplicació. 
 
Els objectes es poden alinear en relació a una línia imaginaria (A dreta, 
esquerra o centre dels objectes) o bé espaiar els objectes uniformement 
respecte un i altre, és a dir, distribuir. 
 
Si en canvi el que volem és canviar l’ordre de tabulació de la GUI, o el que és el 
mateix, l’ordre en que els components de la GUI es marquen quan l’usuari 
prem la tecla del tabulador al teclat i que ve predefinit per GUIDE, hem d’anar a 
“Tab Order Editor” que està dins el menú “Tools” (eines) de l’editor i posar en 
l’ordre desitjat els objectes en la nova finestra que apareixerà. 
 
2.2.2.4. Executant la GUI 
 
Abans d’explicar com executar una GUI, hem de tenir en compte un aspecte 
important si volem canviar el nom de la GUI i no volem que deixi de funcionar. 
Tant l’arxiu .fig com l’arxiu .m de la GUI han de tenir el mateix nom. Si es vol 
renombrar la GUI l’única cosa que s’ha de fer és amb l’aplicació GUIDE utilitzar 
l’opció de “Save As” (guardar com) i posar el nou nom i, automàticament, 
GUIDE renombrarà ambdós arxius així com actualitzarà les crides i tot allò que 
utilitzi el nom. 
 
Un cop enllestida la GUI, podem executar-la de tres formes diferents: 
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- a través de l’editor de GUIDE: o bé clicant el botó de run (un triangle 
de costat verd) o bé seleccionant “Run” del menú “Tools” (eines). 
- per la línia de comandes de Matlab: posant el nom de la nostra GUI 
(per exemple, en el nostre cas, escrivint bucle). 
- a partir d’un arxiu .m: és a dir, executat la GUI a través d’un altre 
arxiu .m. És tan senzill com incloure el nom de la GUI (sense 
extensió .fig ni .m) al codi de l’arxiu .m. 
 
2.2.2.5. Programant la GUI 
 
Un crida és una funció que el programador escriu i que està associada a un 
component específic de la GUI o amb una figura de la GUI. Controla el 
comportament de la GUI o del component fent alguna acció en resposta a un 
esdeveniment. 
 
Quan succeeix un esdeveniment (com polsar un botó, ...), Matlab invoca la 
crida del component que està associada a aquest esdeveniment. 
 
Hi ha varis tipus de crides, però aquí només nomenarem les més importants: 
 
- ButtonDownFcn ? s’executa quan l’usuari prem un botó del ratolí 
mentre el punter està a sobre de la figura o el component (o en un 
radi de 5 pixels) 
- Callback (crida) ? acció del component. S’executa, per exemple, 
quan un usuari prem un botó “push” o selecciona un element del 
menú. 
- CloseRequestFcn ? s’executa abans de que la figura es tanqui. 
- CreateFcn ? creació del component. Es pot utilitzar per inicialitzar 
el component quan es creat. S’executa després de ser creada la 
figura o el component però abans de ser visible. 
- DeleteFcn ? Eliminació del component. Es pot utilitzar per fer 
operacions de neteja just abans de que la figura o el component 
sigui destruït. 
- KeyPressFcn ? S’executa quan l’usuari prem una tecla i està 
resaltat un component. 
- ResizeFcn ? s’executa quan l’usuari canvia la mida d’un panell, un 
grup de botons o una figura que té la propietat de “Resize” activada. 
 
Com ja sabem, GUIDE genera un arxiu .m per la GUI. La funció principal es diu 
igual que la GUI i cada crida en l’arxiu és una subfunció de l’arxiu principal. 
 
Quan GUIDE genera l’arxiu .m, automàticament s’inclouen algunes de les 
crides més utilitzades per a cada component. També inclou un codi 
d’inicialització i crides d’obertura i de dades de sortida de les funcions. Perquè 
la GUI faci el que nosaltres vulguem s’ha d’afegir el codi a les crides dels 
components. 
 
Les seccions més importants de l’arxiu .m d’una GUI són: 
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- Comentaris : es mostra a la línia de comandes en resposta a la 
comanda help. Es pot editar de la forma que vulguem. 
- Inicialització : Tasques d’inicialització de la GUI. Aquest codi NO 
S’HA D’EDITAR. 
- Funció d’obertura : executa les tasques d’inicialització abans que 
l’usuari tingui accés a la GUI. 
- Funció d’output: retorna outputs a  la consola de comandes. 
- Crides dels components i les figures : controla el comportament de 
la figura de la GUI i dels seus components individuals. Matlab crida 
a una crida com a resposta a un esdeveniment particular per a un 
component o per la figura de la GUI. És la més important en el 
nostre cas. 
 
GUIDE defineix una sintaxi i uns arguments predeterminats i tot això ho 
implementa en les plantilles de les crides que afegeix als arxius m. 
 
Un exemple seria: 
 
línia 1: %--- Executes on button press in pushbutton 1 
És una línia de comentari i descriu l’esdeveniment que fa que l’executi la 
crida. 
 
línia 2: function pushbutton1_Callback (hObject, enventdata, handles) 
 És la línia de definició de la funció 
 
   % hObject handle to pushbutton1 (see GCBO) 
línies 3, 4 i 5  % eventdata reserved - to be defined in a future MATLAB 
% handles structure with handles and user data (see 
GUIDATA) 




2.2.3. Crear una GUI programant 
 
2.2.3.1.     Presentant la GUI 
 
El disseny de la GUI és igual tant si es fa amb GUIDE com si es fa programant 




Al no utilitzar GUIDE, hem de crear nosaltres l’arxiu de la nostra GUI i és 
necessari seguir un ordre per tal d’onseguir que la GUI funcioni correctament, si 
ens fixem és molt semblant a l’ordre de l’arxiu .m que creava GUIDE. 
 
1. Comentaris que es mostren en resposta a la comanda help. 
2. Tasques d’inicialització com creació de dades i inputs per la línia de 
comandes. 
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3. Construcció de la figura i els seus components. 
4. Inicialització de la GUI. 
5. Crides dels components. 
6. Funcions d’utilitat. 
 
A Matlab una GUI és una figura i com a tal s’ha d’inicialitzar, afegir 
components, etc. 
 
Quan es crea la figura també es poden especificar propietats per aquesta, 
algunes de les més conegudes són: 
 
- MenuBar ? mostra o amaga la barra de menú que Matlab situa a la 
part superior de la finestra de la figura. 
- Name ? Títol que surt a la finestra de la figura. 
- Position ? Com anteriorment hem explicat és un vector de quatre 
posicions que indica les mides de la GUI i la seva posició. 
- Resize ? determina si l’usuari pot canviar la mida de la finestra de la 
figura o no. 
- Toolbar ? Mostra o amaga la barra d’eines de la figura per defecte. 
- Units ? Unitats de mesura utilitzades per interpretar el vector de 
posició. 
- Visible ? Determina quan un objecte es mostra a la pantalla. 
 
El codi de creació d’una GUI seria: 
 
 f= figure (‘Visible’, ‘off’, ‘Name’, ‘My Gui’, ... 
      ‘Position’, [360, 500, 450, 285]); 
 
Abans ja hem explicat els diversos components que es poden afegir a la GUI, 
així que aquí ens centrarem en nombrar les funcions que s’utilitzen per crear-
los i explicarem com construir-ne alguns dels més importants: 
 
- PUSHBUTTON: hboton = uicontrol (‘Style’, ‘pushbutton’, ‘String’, ‘nom’, ... 
      ‘Position’, [315, 220, 70, 25]); 
 
- POPUP MENU: hpopup = uicontrol (‘Style’, ‘popupmenu’,... 
       ‘String’, ‘{‘Opcio 1’, ‘Opcio 2’, ‘Opcio 3’}, ... 
       ‘Position’, [300, 50, 100, 25]); 
 
- TEXT ESTÀTIC: htexto = uicontrol (‘Style’, ‘text’, ‘String’, ‘Select Data’, ... 
      ‘Position’, [325, 90, 60, 15]); 
 
-  AXES:  ha = axes (‘Units’, ‘pixels’, ‘Position’, [50, 60, 200, 185]); 
 
Un cop creats els components potser el que volem és alinear-los, per això hem 
d’utilitzar la comanda: 
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A on l’alineació horitzontal pot ser: ‘none’, ‘center’, ‘left’, ‘right’, ‘distribute’ o 
‘fixed’ i la vertical pot ser: ‘none’, ‘top’, ‘middle’, ‘bottom’, ‘distribute’ o ‘fixed’. 
 
Quan ja tenim els elements creats i alineats com desitgem, hem de fer visible la 
GUI amb la comanda: 
 
set (f, ‘Visible’, ‘on’); 
 
2.2.3.2. Inicialitzar la GUI i programar-la 
 
Hi ha moltes tasques que es poden considerar com a tasques d’inicialització, 
ara explicarem algunes d’elles : 
 
- definir variables per després poder-les utilitzar des de qualsevol part 
de la GUI o des d’una GUI secundaria 
- definir valors predeterminats per alguns arguments 
- definir els valors de les propietats dels components al nostre gust 
- actualitzar o inicialitzar components 
- fer els canvis necessaris per canviar l’aparença de la GUI 
- fer els canvis necessaris per assegurar la compatibilitat entre 
diferents plataformes 
- fer la GUI invisible mentres es creen i inicialitzen els components 
- fer la GUI visible quan estigui llesta per a que sigui utilitzada per 
l’usuari 
 
Es millor agrupar aquestes tasques abans que deixar-les escampades pel codi. 
També és recomanable que apareguin abans de la construcció dels objectes si 
és possible i si no just després de la seva construcció. 
Si una tasca d’inicialització és llarga o complexa és millor crear una funció que 
faci la feina. 
 
Per últim, si el que volem és associar les crides als seus components hem 




Ja només ens queda programar els components i la mateixa GUI perquè faci la 
funció que volem. 
2.2.4. Manipulació de les dades de l’aplicació 
 
Tant si es crea la GUI manualment programant com si es crea amb GUIDE 
seguirem els mateixos passos per a manipular les dades. 
 
Per poder manejar les dades entre les GUI hem de crear un handle (una mena 
de punter) a la Opening GUI principal, perque es crei juntament amb la GUI. 
 
Per fer-ho primer escribim la sentència: 
 
setappdata (0, ‘hMainGui’, gcf); 
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Que serveix per desar el nostre handle (anomenat hMainGui) al root (0) i amb 
el valor de handle de la GUI. 
 
Per després poder treballar amb les demés variables i evitar-nos problemes 
també hem de inicialitzar-les aquí amb una comanda. 
 
setappdata (gcf, ‘nom_variable’, valor_predeterminat); 
 
Més endavant, per recuperar les dades a les diferents crides per poder treballar 
amb elles o poder emmagatzemar-les haurem d’utilitzar les comandes: 
 
hMainGui = getappdata (0, ‘hMaingGui’);  
 
Per poder accedir a les dades guardades dins el nostre handle. 
 
nomvariable = getappdata (hMainGui, ‘nom_variable’); 
 
Per recuperar el valor de la variable. 
 
setappdata (hMainGui, ‘nom’, on_està_el_valor_a_guardar ); 
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CAPÍTOL 3. IMPLEMENTACIÓ 
 
 
En aquest capítol explicarem l’estructura de la nostra aplicació, així com el seu 
mode de funcionament, i la forma d’utilitzar-lo correctament.  
3.1. L’estructura del programa 
 
La nostra aplicació ha estat pensada amb la idea de que hi ha una GUI 
principal que controla les demés, és a dir, que les secundàries depenen de la 
principal. També ho podem veure com si fossin blocs que depenen del nivell 







      Afegir Elements   Càlculs          Consulta o Modificació  Gràfics 
      (TipoSeccio)              (consulta)   
 
Secció o Derivació    bobina o càrrega     Secció o Derivació         bobina o càrrega 
(SeccyDer)    (bobinaOcarrega)              (ConsultaSeccyDer)              (consultabobinaocarrega) 
bobina + càrrega    quadripol        bobina + càrrega            quadripol  
      (bocar)   (cuadri)     (consultabocar)              (consultacuadri)  
                                               Modificar Tot (inclús tipus) 
      (ModificaTipo) 
 
 
Secció o Derivació   bobina  o càrrega  bobina + càrrega  quadripol 
  (ModSeccyDer)  (ModbobinaOcarrega)    (Modbocar)   (Modcuadri) 
 
Fig. 3.1 Estructura de la nostra aplicació 
 
Com hem pogut observar a la figura 3.1, la nostra aplicació està estructurada 
en blocs (que contenen les GUIs) dependents dels del nivell superior. En 
aquest apartat explicarem un per un els diferents blocs i les operacions que fan. 
 
3.1.1. El bloc principal 
 
Al bloc del bucle hi ha la GUI principal de l’aplicació. En ell també trobem 
emmagatzemades totes les variables utilitzades en l’aplicació. 
 
Dins d’aquest bloc trobem tant la GUI com moltes altres funcions que més 
endavant explicarem. 
 














Fig. 3.2 Interfície gràfica del bloc bucle 
  
No és difícil poder relacionar el seu codi amb la GUI de la figura anterior, ja que 
si el mirem podrem apreciar que hi ha les crides a les funcions dels 
components de la GUI, així trobem les crides de: 
- la freqüència màxima, mínima i l’interval : que comproven que el 
valor introduït sigui un número i l’emmagatzemen. 
- Les càrregues Zs i Zl : fan el mateix que les crides anteriors 
- El botó Afegir Element : la seva crida invoca a una altra funció, 
TipoSeccio, que el considerem en un altre bloc 
- El botó consultar/modificar : la seva crida també invoca a una altra 
funció, consulta, que com podem veure a l’esquema de la figura 3.1 
és un altre bloc a estudiar. 
- El botó guardar dades : fa que s’emmagatzemin les variables del 
programa a un arxiu. 
- El botó calcular : fa totes les operacions necessàries per calcular el 
mòdul i la fase de la funció de transferència i de la càrrega 
d’entrada. Activa el bloc dels càlculs. 
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- El grup gràfics : consisteix en una superfície amb coordenades x i y 
a on apareixeran els gràfics del mòdul o la fase de la funció de 
transferència o de la impedància d’entrada depenent del botó que 
premem. Depenent de si tenim seleccionada la casella d’escala  
logarítmica a la x i a la y el gràfic sortirà en escala logarítmica si es 
possible . 
- El botó tancar : tanca la GUI i al tancar aquesta, que és la principal, 
es tanca tota l’aplicació. 
3.1.2. El bloc per afegir elements i els seus sub-blocs 
 
Aquest bloc ja l’hem esmentat a l’apartat anterior, ja que al afegir un element 
utilitzem l’arxiu TipoSeccio i entrem en el bloc.  
 
Aquesta part de l’aplicació l’explicarem juntament amb els seus sub-blocs per 
fer-lo més entenedor. 
 
L’arxiu TipoSeccio l’única cosa que fa és recollir la informació que li 
proporciona l’usuari sobre quin tipus d’element vol afegir i el redirecciona cap a 
la finestra de recollida de dades (és a dir, cap al bloc o cap a l’arxiu) del tipus 





Fig. 3.3 Interfície gràfica del bloc per afegir elements 
 
Així, depenent de l’elecció de l’usuari, entraríem en un sub-bloc o un altre. Per 
exemple, si l’usuari volgués afegir una secció o una derivació entraria en el 
sub-bloc de “Secció o Derivació”, si volgués afegir una bobina o una càrrega ho 
faria al de “bobina o càrrega”, si volgués afegir un conjunt de bobina i càrrega  
entraria al sub-bloc de “bobina + càrrega” i si volgués afegir un quadripol 
entraria al sub-bloc de “quadripol”. Un cop seleccionat el tipus d’element i 
polsat el OK la figura desapareix i dóna pas a la del sub-bloc escollit. 
 
Ara veure’m els seus diferents sub-blocs. 
 
3.1.2.1 El sub-bloc de ”Secció o Derivació”  
 
Entrem al afegir com a element una secció o una derivació.  
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La seva interfície gràfica és com la mostrada a la figura 3.4, a on se’ns mostra 
el número d’element, el seu tipus (Secció o Derivació) i les dades que hem 
d’afegir.  
 
Les operacions que fa són bàsicament la recollida de dades i 
l’emmagatzematge d’aquestes en variables que es poden consultar des de 
qualsevol part de l’aplicació (abans comprova que siguin correctes).   
 
Depenent del tipus de mides que posem (peus o metres) ho transforma a 




Fig. 3.4 Interfície gràfica del sub-bloc “Secció o Derivació” 
 
3.1.2.2 El sub-bloc de “bobina o càrrega” 
 
És el sub-bloc que s’activa al voler introduir una bobina o una càrrega.  
 
El que fa és molt semblant al del bloc anterior, per la seva interfície gràfica 
(figura 3.5) ens mostra el número d’element i el tipus d’aquest, i ens demana 
que introduïm el valor de la inductància o de la resistència. Internament el 
programa comprova que les dades siguin correctes i si així ho són les 
emmagatzema a un nou element de tal forma que es puguin consultar des de 




Fig. 3.5 Interfície gràfica del sub-bloc “bobina o càrrega” 
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3.1.2.3 El sub-bloc de “bobina + càrrega” 
 
En aquest sub-bloc s’afegeix un conjunt de càrrega i bobina (un valor complex). 
 
Com en els altres blocs ja esmentats, la seva interfície mostra el número i el 
tipus d’element i, el seu codi intern,  recull i emmagatzema les dades 
introduïdes per l’usuari en una nova posició del vector element (comprovant 
abans que les dades siguin correctes).  
 




Fig. 3.6 Interfície gràfica del sub-bloc “bobina + càrrega” 
 
3.1.2.4 El sub-bloc del “quadripol” 
 
Aquest bloc s’utilitza per afegir un quadripol equivalent (constant per a totes les 
freqüències) com a element.  
 
La seva interfície gràfica ens mostra (figura 3.7), com les anteriors, el número 
d’element i el tipus, i l’usuari ha d’introduir els valors dels paràmetres A, B, C i 
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3.1.2.5 Les dades 
 




Fig. 3.8 Estructura de les dades 
 
A dins del handle hMainGui trobem les variables de les dades a les que 
accedirem desde diferents parts del codi, com ara la freqüència mínima, la 
màxima, l’interval, la impedància de la font, la càrrega de sortida, el número de 
seccions, la variable done (que serveix com a senyera per indicar si s’han fet 
els càlculs o no) i elements auxiliars. Totes aquestes variables són números 
(int), així com la R, la L, la C (cc) i la G, que només ens serveixen per efectuar 
els càlculs i no les guardem totes a dins dels elements. 
 
També trobem la funció de transferència (H) i els seus derivats (el mòdul en 
mode lineal, el mòdul en mode logarítmic i la fase), la impedància d’entrada 
(Zin) amb el seu mòdul i la seva fase i la freqüència, que són tots vectors i 
tenen tantes posicions com freqüències analitzem ( [freqmax – freqmin]/prec ). 
 
I finalment trobem la variable element, que es un vector amb tantes posicions 
com número d’elements trobem (num). A dins de la variable element trobem el 
seu tipus (tant en lletra posant el nom  com en el codi numèric que utilitza 
l’aplicació), així com les diverses variables que necessitem depenent del tipus 
d’element introduït (si es una  resistència o una bobina el valor s’introduirà a la 
variable inducoresis, si es un conjunt de ambdues s’introduirà a part_real i 
part_imaginaria, si es un quadripol equivalent els seus valors s’introduiran a  A 
B C i D i finalment, si es un asecció o una derivació, s’introduirà la longitud i tots 
els valors referits al cable, que té una estructura pròpia amb tots els valors de la 
Taula 1.4. Si es dóna el cas de que és una secció o una derivació també el 
calcularan la Gamma i la impedància característica per a cada freqüència, que 
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també s’emmagatzemaran. A la variable freqüència, que és un vector,  
s’emmagatzemen els valors de les diverses freqüències que analitzem i 
finalment, a les variables A B C i D, que també són vectors, s’emmagatzemaran 
els valors del quadripol equivalent per a cada freqüència. 
 
3.1.3. El bloc dels càlculs 
 
El següent bloc a explicar és el dels càlculs, que realment forma part del mateix 
arxiu que el de l’aplicació principal, i que és el motor de l’aplicació. 
 
Aquest bloc no té cap interfície gràfica però és dels més importants, ja que 
agafa totes les dades introduïdes per l’usuari i fa les operacions necessàries 
per trobar la funció de transferència i la impedància característica. Abans de 
començar a calcular comprova que realment l’usuari hagi afegit elements (que 
la variable num sigui diferent de zero) , si no ho ha fet anuncia que no es poden 
realitzar els càlculs. 
 
if num==0 
      errordlg('No has introducido ningún elemento', ... 
      'No hay elementos', 'modal'); 
      return 
end     
 
Seguidament es recorren tots els elements, i si són seccions o derivacions, es 
mira quina és la categoria del cable i assigna el valor de totes les variables del 
cable. Un cop fet això es guarda la variable “element” per enregistrar els canvis 
de valor del cable. 
 
for numcable=1:num 
    bandera=0; 
    if (element(numcable).tipusnum==1) 
        bandera=1; 
    end 
    if (element(numcable).tipusnum==2) 
        bandera=1; 
    end 
    if (bandera==1) 
        if (element(numcable).cable.tipus==1) 
            element(numcable).cable.roc=174.55888; 
            element(numcable).cable.ac=0.053073481; 
            element(numcable).cable.lo=617.29539*10^-6; 
           % [ … ] continua l’assignació de variables 
        end 
       % […] continua el process per als alters tipus de cable  
        setappdata(hMainGui, 'element', element); 
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Un cop fet això definim un bucle per recórrer totes les freqüències, per 
cadascuna d’ella primer de tot creem una matriu identitat. 
 
for frequencia= freqmin:prec:freqmax 
    %inicialitzo la matriu per a cada frequencia 
    matriu=[1 0; 0 1]; 
   % [...] 
 
Seguidament, dins del bucle anterior, recorrem cadascun dels elements i, 
depenent del tipus d’element que sigui, efectuem els càlculs corresponents per 
aconseguir el seu quadripol equivalent.  Abans, però, hem de guardar el valor 
de la freqüència que estem analitzant. 
 
for numcable=1:num 
        element(numcable).frequencia(i)=frequencia; 
 
        % si l’element es una secció 
        if (element(numcable).tipusnum==1) 
            % primer es calculen els paràmetres R, L, C I G 
  % [...] 
            % Seguidament Z,Y, Gamma i Zo 
  %[…] 
            % I per últim els paràmetres A, B C I D del quadripol equivalent 
        end 
 
        % si l’element és una derivació 
        if (element(numcable).tipusnum==2) 
           % primer es calculen els paràmetres R, L, C I G 
  % [...] 
            % Seguidament Z,Y, Gamma i Zo 
  %[…] 
% I per últim la impedància de la derivació per poder-la posar al  
    quadripol equivalent 
         end 
         
        % si l’element és una bobina 
        if (element(numcable).tipusnum==3) 
             % primer es calcula l’element C del quadripol amb el valor de 
      la bobina  
  omega=2*pi*frequencia; 
            imagina=j*omega*element(numcable).inducoresis; 
            % i ja només hem ‘assignar els valors del quadripol equivalent  
            element(numcable).A(i)=1; 
            element(numcable).B(i)=0; 
            element(numcable).C(i)=imagina; 
            element(numcable).D(i)=1; 
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        % si l’element es una resistència  
        if (element(numcable).tipusnum==4) 
   % es calcula la impedància 
            resisten=element(numcable).inducoresis^-1; 
            %i s’assignen els valors al quadripol equivalent  
            element(numcable).A(i)=1; 
            element(numcable).B(i)=0; 
            element(numcable).C(i)=resisten; 
            element(numcable).D(i)=1; 
        end 
 
        % si l’element és un quadripol equivalent 
        if (element(numcable).tipusnum==6) 
            % s’assignen directament els valors 
            element(numcable).A(i)=element(numcable).A(1,1); 
            element(numcable).B(i)=element(numcable).B(1,1); 
            element(numcable).C(i)=element(numcable).C(1,1); 
            element(numcable).D(i)=element(numcable).D(1,1); 
        end 
 
        % si l’elemet és un conjunt de resistència i bobina 
        if (element(numcable).tipusnum==5) 
            % primer es calcula l’equivalent a l’element C del quadripol  
            omega=2*pi*frequencia; 
            imagina=j*omega*element(numcable).parte_imaginaria; 
            resisten=element(numcable).parte_real^-1; 
            % s’assignen els valors del quadripol 
            element(numcable).A(i)=1; 
            element(numcable).B(i)=0; 
            element(numcable).C(i)=resisten+imagina; 
            element(numcable).D(i)=1; 
        end   
 
Llavors guardem altre cop els valors de l’element i creem una matriu amb els 
valors del quadripol.  Cada cop que es creï una nova matriu es multiplicarà amb 
l’anterior, per així aconseguir el quadripol equivalent de tots els elements per 
cada freqüència.  
 
setappdata(hMainGui, 'element', element); 
        mat=[element(numcable).A(i) element(numcable).B(i) ; 
element(numcable).C(i) element(numcable).D(i)];             
        matriu=matriu*mat; 
 
Un cop creada, sortim del bucle que recorria els elements i ja podem calcular la 
impedància d’entrada i la funció de transferència per a cada freqüència que 
volem estudiar. També guardem la freqüència al vector F i incrementem la 
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    Zin(i)=((matriu(1,1)*Zl)+matriu(1,2))/((matriu(2,1)*Zl)+matriu(2,2)); 
    Zin_mod(i)=norm(Zin(i)); 
    Zin_pha(i)=angle(Zin(i)); 
    H(i)=(Zl*Zin(i))/((Zin(i)+Zs)*((matriu(1, 1)*Zl)+matriu(1,2))); 
    H_log(i)=20*log(H(i)); 
    H_mod(i)=norm(H(i)); 
    H_pha(i)=angle(H(i)); 
    H_mod_log(i)=norm(H_log(i)); 
    F(i)=frequencia; 
    i=i+1; 
 
Un cop fet això amb totes les freqüències a estudiar, es surt del bucle i 
s’emmagatzemen  totes les dades calculades i es posa l’indicador “done” a 1 
perquè així el programa reconegui que ja s’han efectuat els càlculs. 
 
setappdata(hMainGui, 'Zin', Zin); 
setappdata(hMainGui, 'Zin_mod', Zin_mod); 
setappdata(hMainGui, 'Zin_pha', Zin_pha); 
setappdata(hMainGui, 'H', H); 
setappdata(hMainGui, 'H_log', H_log); 
setappdata(hMainGui, 'H_mod', H_mod); 
setappdata(hMainGui, 'H_mod_log', H_mod_log); 
setappdata(hMainGui, 'H_pha', H_pha); 
setappdata(hMainGui, 'F', F); 
done=1; 
setappdata(hMainGui, 'done', done); 
 
Un cop finalitzada la seva feina, que pot trigar més o menys depenent del 
número d’elements introduïts, el rang de freqüències a estudiar i l’interval, 
anuncia amb una finestreta que els càlculs han estat realitzats amb èxit. 
 
3.1.4. El bloc de consulta i modificació i els seus sub-blocs 
 
Aquest bloc té tres utilitats bàsiques: 
- consultar els elements afegits 
- modificar els valors dels elements afegits 
- modificar l’element afegit completament (fins i tot el tipus) 
 
Per fer-les servir s’ha d’introduir el número d’element a consultar o modificar a 
la interfície gràfica (el programa comprova que el número sigui correcte, és a 
dir, que l’element a modificar existeixi) i polsar un dels 2 botons, el primer es 
per les dos primeres utilitats abans esmentades, i el segon botó és per la 
tercera utilitat. 
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Fig. 3.9 Interfície gràfica del bloc ”Consulta o Modificació” 
 
3.1.4.1 Els sub-blocs de la opció de “consulta i modificació de valor” 
 
Els sub-blocs de la consulta i la modificació de valors son iguals als sub-blocs 
del bloc “Afegir Elements”, la única diferència és que enlloc de guardar 
l’element en una nova posició del vector, guarden les noves dades a sobre de 
les antigues (les reemplacen) en el cas de que modifiquem, o les deixen 
intactes i no guarden res en el cas que només consultem. 
 
3.1.4.2 El sub-blocs de la opció de “modificar tot” 
 
Quan volem modificar tot l’element ens trobarem com en el cas del bloc “Afegir 
Elements”, que primer de tot haurem d’especificar el tipus i seguidament, 
depenent del tipus de l’element, se’ns obrirà un sub-bloc o altre. Resumint, 
podem dir que es com el bloc d’Afegir Element sencer, però amb la diferència 
de que en lloc d’afegir l’element a la següent posició buida del vector element, 
el posa a la posició de l’element que hem modificat (borra les dades anteriors i 
introdueix les noves). 
3.1.5. El bloc dels gràfics 
 
En aquest bloc el que s’aconsegueix és mostrar els gràfics del mòdul o de la 
fase de la funció de transferència o de la impedància d’entrada bé en escala 
lineal o bé en escala logarítmica. 
 
Al polsar sobre un botó de la GUI o pantalla principal per a que ens mostri un 
dels gràfics possibles, primer de tot,  el control d’errors verifica que s’hagin 
efectuat els càlculs, i si no s’ha seleccionat ni l’opció de “Y en escala 
logarítmica” ni la de “X en escala logarítmica” mostra el gràfic en escala lineal 
en ambdós coordenades, si s’ha seleccionat alguna de les dos es mostra 
aquella coordenada en escala logarítmica. L’opció de “Y en escala logarítmica” 
només podrà ser utilitzada per dibuixar el gràfic del mòdul de la funció de 
transferència. Un cop escollida l’opció i pitjat el botó del gràfic a fer, el 








Fig. 3.10 Mostra del Gràfic a la pantalla principal 
3.2. Guia d’utilització 
 
Encara que el programa ha estat ideat per poder-lo executar de dos formes 
distintes, una de més simple que seria a través de la línia de comandes i una 
de més complexa, que seria a través d’una interfície gràfica, ens centrarem 
només en la segona per ser la més amigable amb l’usuari. 
 
Abans de començar hem de copiar tots els arxius de la nostra aplicació a la 
carpeta work de Matlab (acostuma estar a c:/MatlabXX a on XX es la versió de 
Matlab) per així assegurar-nos del correcte funcionament de tot el programa. 
 
Tot seguit hem d’obrir el programa Matlab (Inicio ? Programas ? Matlab X.X.X 
? Matlab X.X.X) i teclejar a la línia de comandes “ bucle “ (sense cometes), ja 
que és el nom de la nostra aplicació.  
 
Un cop executada apareixerà una pantalla, la principal (figura 3.2), a la que 
trobarem els espais per posar les dades de: 
 
- la freqüència mínima 
- la freqüència màxima 
- l’interval 
- la Zl  
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3.2.1. Introduir dades 
 
En la nostra aplicació hi ha unes dades predefinides que poden ser modificades 
fàcilment i al introduir dades noves hi ha un control d’errors per evitar que en 
lloc de números s’introdueixin lletres o altres caràcters. 
 
Al fer click al botó “Añadir elemento” s’obre una nova finestra (figura 3.3) on 
podem escollir el tipus d’element a introduir (secció, derivació, càrrega, bobina, 
bobina i càrrega o un quadripol equivalent) i a on se’ns mostra el número 
d’element que volem introduir. 
 
Quan escollim el tipus d’element se’ns obrirà una nova finestra a on veurem 
primerament el número d’element i seguidament el tipus. 
 
Si es tracta d’una secció o d’una derivació, figura 3.4, haurem d’introduir la 
longitud, la unitat i el tipus de cable (si no agafarà el valor per defecte que 
apareix a la finestra). 
 
En canvi, si es tracta d’una càrrega haurem d’introduir la seva resistència i si es 
tracta d’una bobina la seva inductància (figura 3.5). 
 
    
En el cas de que el que es vulgui afegir sigui un conjunt de bobina i càrrega es 
posarà el valor en part imaginaria i part real (figura 3.6). 
 
Si pel contrari el que es vol afegir és un quadripol equivalent, el que haurem de 
fer serà afegir els valors de cada part del quadripol (figura 3.7). Aquests 
números poden ser reals, imaginaris o complexes 
 
Les dades es guarden directament a una nova posició del vector element al 
polsar el botó OK. 
 
3.2.2. Consultar o Modificar dades 
 
Si el que es desitja es consultar les dades introduïdes o ens adonem que hem 
introduït algun element malament el que hem de fer és polsar el botó de 
Consultar / Modificar i ens apareixerà una finestra com la de la figura 3.9. 
 
A l’espai de sota de la pregunta de quin element volem consultar o modificar 
hem d’introduir el número d’element. Si fiquem un caràcter no numèric o un 
número d’element incorrecte ens sortirà un missatge d’error al intentar seguir el 
procés de consulta o modificació. 
 
Si el que desitgem és simplement consultar les dades introduïdes haurem de 
polsar el botó de “CONSULTAR o MODIFICAR VALOR”, ens apareixerà una 
nova finestra a on podrem veure el nostre element amb els valors que li vam 
donar, els podem consultar i acceptar o també podem modificar aquests valors. 
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Si només volem modificar els valors introduïts farem el mateix que al pas 
explicat anteriorment, si en canvi el que volem és modificar tot l’element, és a 
dir, canviar-li fins i tot el tipus, haurem de polsar el segon botó, el de 
“MODIFICAR TIPO o TODO” i començarà de nou tot el procés d’introducció de 
dades per a aquest nou element. 
 
3.2.3. Esborrar tot i començar de nou 
 
Hi ha vegades que un cop calculat un escenari desitjarem fer un de nou o que 
potser ens haurem equivocat i preferirem començar de nou abans que corregir 
tots els errors, per això s’ha creat el botó “Borrar los elementos”, que ens 
reseteja tot el programa (esborra totes les dades que hi ha a la memòria). 
 
3.2.4. Resultats i la seva presentació 
 
Un cop introduïdes les dades haurem de polsar el botó “CALCULAR” per tal 
que el programa faci els càlculs. Hem de tenir en compte que depenent del 
rang de freqüències i de l’interval que haguem introduït el programa trigarà més 
o menys en fer els càlculs. Es recomana que fins que no surti una finestra 
indicant que els càlculs han acabat de fer-se no es toqui el programa  per evitar 
bloquejar-lo (la nostra aplicació utilitza molta ram per fer els càlculs). 
 
Un cop fetes les operacions només ens falta escollir com volem recollir-les. 
Podem veure-les com a gràfics o bé podem emmagatzemar-les en un arxiu 
.mat i després consultar-les amb el Matlab. 
 
Per la segona opció hem de polsar el botó “guardar datos” i s’emmagatzemaran 
en un arxiu anomenat “dades_guardades.mat” a la carpeta 
“C:\MATLABXXX\work” a on C: és la unitat de disc dur on està instal·lat el 
programa i XXX es la versió de Matlab.  
 
És aconsellable que renombrem manualment aquest arxiu ja que si guardem 
de nou les dades substituirà l’arxiu existent per un de nou. 
 
Per consultar aquest arxiu només hem d’anar a la finestra principal del Matlab, 
anar a on hi ha situat el “Workspace” i clicar el botó en forma de carpeta oberta 
(        ). Un cop fet això seleccionem el nostre arxiu (fig. 3.11), ens assegurem 
que a la nova finestra que apareixerà estan seleccionades les variables que 
volem consultar i fem click a “Finish” (fig. 3.12)i se’ns obriran totes les variables 
dins de l’espai de treball del Matlab, allà les podrem consultar (fig. 3.13). 
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Fig. 3.12 Procés per carregar dades guardades (II) 
 
 




Fig. 3.13 Procés per carregar dades guardades (III) 
 
Si en canvi el que volem és mostrar els gràfics del mòdul o de la fase de la 
funció de transferència o de la impedància d’entrada bé en mode normal o bé 
en mode logarítmic, el que hem de fer és dirigir-nos a la pantalla principal de la 
GUI i, com ja hem explicat a l’apartat 3.1.5, si no s’ha seleccionat ni l’opció de 
“Y en escala logarítmica” ni la de “X en escala logarítmica” mostra el gràfic en 
escala lineal en ambdós coordenades, si s’ha seleccionat alguna de les dos es 
mostra aquella coordenada en escala logarítmica. L’opció de “Y en escala 
logarítmica” només podrà ser utilitzada per dibuixar el gràfic del mòdul de la 
funció de transferència. Un cop escollida l’opció i pitjat el botó del gràfic a fer, el 
programa crea el gràfic en la finestra principal posant les unitats als eixos 
(figura 3.10). 
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CAPÍTOL 4. TESTEIG DE L’APLICACIÓ 
 
Per provar el correcte funcionament del programa el que hem fet ha estat 
calcular amb ell i amb una altra eina genèrica varis escenaris amb un sol 
element i després amb varis elements i comparar els resultats. 
 
4.1. Escenari 1 
 
El primer escenari ha estat un de senzill i hem utilitzat els següents paràmetres: 
 
- Una secció de #24 AWG 
- Freqüències  ?  mínima :      1Hz  
màxima : 10.000 Hz 
interval :     1 Hz 
- Zs = Zl = 100 Ω 





4.1.1. Amb l’aplicació 
 
Taula 4.1. Resultats de l’escenari 1 amb l’aplicació 
 500 Hz 1.000 Hz 5.000 Hz 10.000 Hz 
H 0,45495 - 0,01451i 0,43813 - 0,027952i 0,36216 - 0,12022i 0,27652 - 0,20968i 
Zin 119,7 + 0,071682i 127,79 - 0,39373i 159,13 - 14,165i 165,8 - 40,98i 
 
4.1.2. Amb una altra eina genèrica 
 
Taula 4.2. Resultats de l’escenari 1 a mà 
 500 Hz 1.000 Hz 5.000 Hz 10.000 Hz 
H 0,4549 – 0,0145i 0,4382 – 0,280i 0,3617 – 0,1215i 0,2765 – 0,2097i 




A l’hora d’efectuar els càlculs observem que els valors de la “C” del quadripol 
que ens donen calculant-ho manualment disten una mica del valors que dóna la 
nostra aplicació, però atribuïm aquest error al fet de que el programa agafa més 
decimals que nosaltres. Si efectuem els càlculs agafant més decimals, els 
resultats obtinguts amb l’eina genèrica disten menys dels obtinguts amb 
Secció #24AWG – 6.000 peus 
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l’aplicació, per aquesta raó suposem que el problema és degut a la aproximació 
que fem nosaltres. 
 
Si mirem els valors de la funció de transferència i de la impedància d’entrada, 
observem que són correctes i que la taxa d’error és del 0% en la majoria de 
casos, excepte en 3, que no supera el 7’5%, però podem comprovar que si  al 
fer els càlculs tenim en compte més decimals la taxa d’error baixa. 
4.2. Escenari 2 
 
Pel segon escenari hem escollit una configuració típica de bucle per a ADSL, el  
CSA Loop #7, que consta de: 
 
- Una secció de #24 AWG de longitud 10.700 peus 
- Una derivació de #24 AWG de longitud 800 peus 
- Freqüències  ?  mínima : 20.000 Hz  
màxima : 1.000.000 Hz 
interval : 20.000 Hz 







4.2.1. Amb l’aplicació 
 
Taula 4.3. Resultats de l’escenari 1 amb l’aplicació 
 500 Hz 1.000 Hz 5.000 Hz 
H -0,16227 - 0,11756i -0,0001679 + 0,0083889i 0,0029694 + 0,0027028i 
Zin 114,31 - 46,903i 144,68 - 7,5102i 176,85 - 4,3256i 
 
4.2.2. A mà 
 
Taula 4.4. Resultats de l’escenari 1 a mà 
 500 Hz 1.000 Hz 5.000 Hz 
H -0,1625253 – 0,1167i -0,0002 + 0,0084i 0,0030 + 0,0027i 




Si observem els resultats esperats i els obtinguts veiem que són molt 
semblants i que l’error és baix, en la majoria de casos no arriba al 0’25%.  Hi ha 
però un cas que arriba al 16% en la taxa d’error. Com en la prova anterior, 
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comprovem si l’error es degut a l’arrodoniment fent les operacions de nou 









La realització d’aquest projecte ens ha servit per introduir-nos més al món de 
les xarxes d’accés, del bucle d’abonat i al Matlab i les GUI. 
 
La implementació de l’aplicació no ha estat senzilla ja que, encara que les 
operacions en sí per extreure la funció de transferència i la impedància 
d’entrada no són complicades, programar les GUI i aconseguir que funcionen 
correctament no ha sigut fàcil. 
 
Al final hem aconseguit crear una aplicació que ens permet calcular la funció de 
transferència i la impedància d’entrada del bucle d’abonat que desitgem, és a 
dir, que ens permet introduir un gran nombre de combinacions diferents 
d’elements per crear el bucle, ja siguin seccions, derivacions, càrregues, 
inductàncies, un conjunt de les dos últimes o bé un quadripol equivalent, amb 
els valors que vulguem. Les dades es poden mostrar bé gràficament a través 
de la pantalla principal de l’aplicació o bé es podem emmagatzemar i després 
consultar amb el Matlab. 
 
Després de fer proves podem afirmar que la implementació funciona 
correctament a nivell de càlculs, però es podria millorar per efectuar aquests 
càlculs de forma més ràpida. També s’ha de dir que si s’intenta fer un estudi 
que comprengui un gran nombre de freqüències i amb un interval petit, el 
programa pot acabar bloquejant-se per falta de RAM. 
 
Com a treballs futurs proposaríem, com ja hem comentat anteriorment, trobar 
una forma alternativa d’efectuar els càlculs per a què aquests es facin més 
ràpidament. Una altra possible ampliació seria que en lloc de nombrar els 
elements automàticament, l’usuari els hi pogués posar el nom que ell o ella 
desitgés. També es podria crear un menú d’ajuda que pogués donar un cop de 
mà a l’usuari en cas de dubtes. Aquestes dues últimes propostes no les hem 
dut a terme per falta de temps. 
 
La nostra aplicació en principi només és compatible amb versions de Matlab 
iguals o superiors a la 7.0.1 i que s’executin sobre el sistema operatiu 
Windows, així que trobem interessant la possibilitat de crear alguna funció o 
algun patch que faci la nostra aplicació multi-plataforma (que pugui funcionar 
amb Linux i fins i tot amb sobre Mac)  i compatible amb versions anteriors del 
Matlab.   
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Annex 1. Annex 1. L’arxiu “bucle.m” 
 
function varargout = bucle(varargin) 
% MAINGUI M-file for bucle.fig 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS  
  
% Begin initialization code - DO NOT EDIT 
gui_Singleton = 1; 
gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @bucle_OpeningFcn, ... 
                   'gui_OutputFcn',  @bucle_OutputFcn, ... 
                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin && ischar(varargin{1}) 




    [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
else 
    gui_mainfcn(gui_State, varargin{:}); 
end 
% End initialization code - DO NOT EDIT 
  
  
% --- Executes just before bucle is made visible. 
function bucle_OpeningFcn(hObject, eventdata, handles, varargin) 
% This function has no output args, see OutputFcn. 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% varargin   command line arguments to bucle (see VARARGIN) 
  
% Choose default command line output for bucle 
handles.output = hObject; 
  




% UIWAIT makes bucle wait for user response (see UIRESUME) 
% uiwait(handles.figure1); 
setappdata(0  ,         'hMainGui',     gcf); 
setappdata(gcf, 'fhUpdateAxes', @updateAxes); 
setappdata(gcf,          'freqmin',       1); 
setappdata(gcf,          'freqmax',   10000); 
setappdata(gcf,             'prec',       1); 
setappdata(gcf,               'Zl',     100); 
setappdata(gcf,               'Zs',     100); 
setappdata(gcf,      'numseccions',       0); 
setappdata(gcf,             'tipo',       0); 
setappdata(gcf,              'num',       0); 
setappdata(gcf,                'A',       0); 
setappdata(gcf,                'B',       0); 
Annex    59 
 
setappdata(gcf,                'C',       0); 
setappdata(gcf,                'D',       0); 
setappdata(gcf,                'R',       0); 
setappdata(gcf,                'L',       0); 
setappdata(gcf,               'cc',       0); 
setappdata(gcf,                'G',       0); 
setappdata(gcf,                'Z',       0); 
setappdata(gcf,                'Y',       0); 
setappdata(gcf,            'Y_box',       0); 
setappdata(gcf,            'X_box',       0); 
setappdata(gcf,                'auxi1',       0); 
setappdata(gcf,                'auxi2',       0); 




































setappdata(gcf,          'elemento',   elemento); 
setappdata(gcf,                'H',         0); 
setappdata(gcf,            'H_log',         0); 
setappdata(gcf,            'H_mod',         0); 
setappdata(gcf,        'H_mod_log',         0); 
setappdata(gcf,            'H_pha',         0); 
setappdata(gcf,              'Zin',         0); 
setappdata(gcf,           'Zin_mod',        0); 
setappdata(gcf,           'Zin_pha',        0); 
setappdata(gcf,                 'F',        0); 
setappdata(gcf,              'done',        0); 
setappdata(gcf,          'auxiliar',        0); 
setappdata(gcf,         'auxiliar1',        0); 
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setappdata(gcf,         'auxiliar2',        0); 
setappdata(gcf,         'auxiliar3',        0); 
setappdata(gcf,            'numero',        0); 
  
function varargout = bucle_OutputFcn(hObject, eventdata, handles)  
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Get default command line output from handles structure 




function Fmin_Callback(hObject, eventdata, handles) 
% hObject    handle to Fmin (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of Fmin as Fmintext 
%        str2double(get(hObject,'String')) returns contents of Fmin as 
a double 
auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico en la frecuencia 
minima', 'Variable falsa', 'modal'); 
        return 
    end 
    if auxiliar==0 
        errordlg('Debes introducir un valor mayor a 0', 'Variable 
falsa', 'modal'); 
        return 
    end     
    hMainGui = getappdata(0, 'hMainGui'); 
    setappdata(hMainGui, 'freqmin', auxiliar); 
  
% --- Executes during object creation, after setting all properties. 
function Fmin_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Fmin (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function Fmax_Callback(hObject, eventdata, handles) 
% hObject    handle to Fmax (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
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% Hints: get(hObject,'String') returns contents of Fmax as Fmintext 
%        str2double(get(hObject,'String')) returns contents of Fmax as 
a double 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico en la frecuencia 
maxima', 'Variable falsa', 'modal'); 
        return 
    end 
    if auxiliar==0 
        errordlg('Debes introducir un valor mayor a 0', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    setappdata(hMainGui, 'freqmax', auxiliar); 
  
% --- Executes during object creation, after setting all properties. 
function Fmax_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Fmax (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
   
function Int_Callback(hObject, eventdata, handles) 
% hObject    handle to Int (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of Int as Fmintext 
%        str2double(get(hObject,'String')) returns contents of Int as 
a double 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico en el intervalo', 
'Variable falsa', 'modal'); 
        return 
    end 
    if auxiliar==0 
        errordlg('Debes introducir un valor mayor a 0', 'Variable 
falsa', 'modal'); 
        return 
    end     
    hMainGui = getappdata(0, 'hMainGui'); 
    setappdata(hMainGui, 'prec', auxiliar); 
% --- Executes during object creation, after setting all properties. 
function Int_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Int (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
62              Eina docent per a l’estudi del bucle d’abonat
  
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
   
function Zs_Callback(hObject, eventdata, handles) 
% hObject    handle to Zs (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of Zs as Fmintext 
%        str2double(get(hObject,'String')) returns contents of Zs as a 
double 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico en Zs', 'Variable 
falsa', 'modal'); 
        return 
    end 
    if auxiliar==0 
        errordlg('Debes introducir un valor mayor a 0', 'Variable 
falsa', 'modal'); 
        return 
    end     
    hMainGui = getappdata(0, 'hMainGui'); 
    setappdata(hMainGui, 'Zs', auxiliar); 
  
% --- Executes during object creation, after setting all properties. 
function Zs_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Zs (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 











function Zl_Callback(hObject, eventdata, handles) 
% hObject    handle to Zl (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
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% Hints: get(hObject,'String') returns contents of Zl as Fmintext 
%        str2double(get(hObject,'String')) returns contents of Zl as a 
double 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico en Zl', 'Variable 
falsa', 'modal'); 
        return 
    end 
    if auxiliar==0 
        errordlg('Debes introducir un valor mayor a 0', 'Variable 
falsa', 'modal'); 
        return 
    end     
    hMainGui = getappdata(0, 'hMainGui'); 
    setappdata(hMainGui, 'Zl', auxiliar); 
  
% --- Executes during object creation, after setting all properties. 
function Zl_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to Zl (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 




% --- Executes on button press in Anadir. 
function Anadir_Callback(hObject, eventdata, handles) 
% hObject    handle to Anadir (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
    TipoSeccio; 
  
% --- Executes on button press in Modificar. 
function Modificar_Callback(hObject, eventdata, handles) 
% hObject    handle to Modificar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
    consulta; 
  
% --- Executes on button press in Borrar. 
function Borrar_Callback(hObject, eventdata, handles) 
% hObject    handle to Borrar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
    delete(findobj('Name','bucle')); 
    bucle; 
  
% --- Executes on button press in Calcular. 
function Calcular_Callback(hObject, eventdata, handles) 
% hObject    handle to Calcular (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
64              Eina docent per a l’estudi del bucle d’abonat
  
% handles    structure with handles and user data (see GUIDATA) 































    errordlg('No has introducido ningún elemento', 'No hay elementos', 
'modal'); 
    return 
end     
for numcable=1:num 
    bandera=0; 
    if (element(numcable).tipusnum==1) 
        bandera=1; 
    end 
    if (element(numcable).tipusnum==2) 
        bandera=1; 
    end 
    if (bandera==1) 
        if (element(numcable).cable.tipus==1) 
            element(numcable).cable.roc=174.55888; 
            element(numcable).cable.ac=0.053073481; 
            element(numcable).cable.lo=617.29539*10^-6; 
            element(numcable).cable.li=478.97099*10^-6; 
            element(numcable).cable.b=1.1529766; 
            element(numcable).cable.fm=553.760*10^3; 
            element(numcable).cable.ci=50*10^-9; 
            element(numcable).cable.go=234.87476*10^-15; 
            element(numcable).cable.ge=1.38; 
        end 
 
        if(element(numcable).cable.tipus==2) 
            element(numcable).cable.roc=286.17578; 
            element(numcable).cable.ac=0.14769620; 
            element(numcable).cable.lo=675.36888*10^-6; 
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            element(numcable).cable.li=488.95196*10^-6; 
            element(numcable).cable.b=0.92930728; 
            element(numcable).cable.fm=806.33863*10^3; 
            element(numcable).cable.ci=49*10^-9; 
            element(numcable).cable.go=43*10^-9; 
            element(numcable).cable.ge=0.70; 
        end 
        if (element(numcable).cable.tipus==3) 
            element(numcable).cable.roc=41.16; 
            element(numcable).cable.ac=0.001218; 
            element(numcable).cable.lo=1000*10^-6; 
            element(numcable).cable.li=911*10^-6; 
            element(numcable).cable.b=1.195; 
            element(numcable).cable.fm=174.2*10^3; 
            element(numcable).cable.ci=22.68*10^-9; 
            element(numcable).cable.co=31.78*10^-9; 
            element(numcable).cable.ce=0.1109; 
            element(numcable).cable.go=53*10^-9; 
            element(numcable).cable.ge=0.88; 
        end 
        if (element(numcable).cable.tipus==4) 
            element(numcable).cable.roc=180.93; 
            element(numcable).cable.ac=0.0497223; 
            element(numcable).cable.lo=728.87*10^-6; 
            element(numcable).cable.li=543.43*10^-6; 
            element(numcable).cable.b=0.75577086; 
            element(numcable).cable.fm=718888; 
            element(numcable).cable.ci=51*10^-9; 
            element(numcable).cable.co=63.8*10^-9; 
            element(numcable).cable.ce=0.11584622; 
            element(numcable).cable.go=89*10^-9; 
            element(numcable).cable.ge=0.856; 
        end 
        if (element(numcable).cable.tipus==5) 
            element(numcable).cable.roc=176.6; 
            element(numcable).cable.ac=0.0500079494; 
            element(numcable).cable.lo=1090.8*10^-6; 
            element(numcable).cable.li=504.5*10^-6; 
            element(numcable).cable.b=0.705; 
            element(numcable).cable.fm=32570*10^3; 
            element(numcable).cable.ci=48.55*10^-9; 
            element(numcable).cable.go=1.47653*10^-9; 
            element(numcable).cable.ge=0.91; 
        end 
        setappdata(hMainGui, 'element', element); 
    end 
end 
% Ara defineixo el bucle a recorrer que alhora son les diferents 
frequencies per les que passem 
i=1; %inicialitzo la variable auxiliar i per tal de poder guardar els 
valors dels calculs 
for frequencia= freqmin:prec:freqmax 
    %inicialitzo la matriu per a cada frequencia 
    matriu=[1 0; 0 1]; 




        element(numcable).frequencia(i)=frequencia; 
        if (element(numcable).tipusnum==1) 
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R=((element(numcable).cable.roc)+(element(numcable).cable.ac*(frequenc
ia^2)))^(1/4); 





            cc=element(numcable).cable.ci; 
            
G=element(numcable).cable.go*(frequencia^element(numcable).cable.ge); 
            % I seguidament Z,Y, Gamma i Zo 
            Z=R+(j*2*pi*frequencia*L); 
            Y=G+(j*2*pi*frequencia*cc); 
            auxi1=(Z*Y)^(1/2); 
            auxi2=(Z/Y)^(1/2); 
            element(numcable).Gamma(i)=auxi1; 
            element(numcable).Zo(i)=auxi2; 
            
auxi3=cosh(element(numcable).Gamma(i)*element(numcable).longitud); 
            element(numcable).A(i)=auxi3; 
            
auxi4=(element(numcable).Zo(i))*sinh(element(numcable).Gamma(i)*elemen
t(numcable).longitud); 
            element(numcable).B(i)=auxi4; 
            
auxi5=(sinh(element(numcable).Gamma(i)*element(numcable).longitud))/el
ement(numcable).Zo(i); 
            element(numcable).C(i)=auxi5; 
            element(numcable).D(i)=auxi3; 
            setappdata(hMainGui, 'R', R); 
            setappdata(hMainGui, 'L', L); 
            setappdata(hMainGui, 'cc', cc); 
            setappdata(hMainGui, 'G', G); 
            setappdata(hMainGui, 'Z', Z); 
            setappdata(hMainGui, 'Y', Y); 
            setappdata(hMainGui, 'auxi1', auxi1); 
            setappdata(hMainGui, 'auxi2', auxi2); 
        end 
        if (element(numcable).tipusnum==2) 
            
R=((element(numcable).cable.roc)+(element(numcable).cable.ac*(frequenc
ia^2)))^(1/4); 





            cc=element(numcable).cable.ci; 
            
G=element(numcable).cable.go*(frequencia^element(numcable).cable.ge); 
            % I seguidament Z,Y, Gamma i Zo 
            Z=R+(j*2*pi*frequencia*L); 
            Y=G+(j*2*pi*frequencia*cc); 
            auxi1=(Z*Y)^(1/2); 
            auxi2=(Z/Y)^(1/2); 
            element(numcable).Gamma(i)=auxi1; 
            element(numcable).Zo(i)=auxi2; 
            
Zbt=element(numcable).Zo(i)*coth(element(numcable).Gamma(i)*element(nu
mcable).longitud); 
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            Zbti=Zbt^-1; 
            element(numcable).A(i)=1; 
            element(numcable).B(i)=0; 
            element(numcable).C(i)=Zbti; 
            element(numcable).D(i)=1; 
        end 
        if (element(numcable).tipusnum==3) 
            omega=2*pi*frequencia; 
            imagina=j*omega*element(numcable).inducoresis; 
            element(numcable).A(i)=1; 
            element(numcable).B(i)=0; 
            element(numcable).C(i)=imagina; 
            element(numcable).D(i)=1; 
        end 
        if (element(numcable).tipusnum==4) 
            resisten=element(numcable).inducoresis^-1; 
            element(numcable).A(i)=1; 
            element(numcable).B(i)=0; 
            element(numcable).C(i)=resisten; 
            element(numcable).D(i)=1; 
        end 
        if (element(numcable).tipusnum==6) 
            element(numcable).A(i)=element(numcable).A(1,1); 
            element(numcable).B(i)=element(numcable).B(1,1); 
            element(numcable).C(i)=element(numcable).C(1,1); 
            element(numcable).D(i)=element(numcable).D(1,1); 
        end 
        if (element(numcable).tipusnum==5) 
            omega=2*pi*frequencia; 
            imagina=j*omega*element(numcable).parte_imaginaria; 
            resisten=element(numcable).parte_real^-1; 
            element(numcable).A(i)=1; 
            element(numcable).B(i)=0; 
            element(numcable).C(i)=resisten+imagina; 
            element(numcable).D(i)=1; 
        end   
        setappdata(hMainGui, 'element', element); 
        mat=[element(numcable).A(i) element(numcable).B(i) ; 
element(numcable).C(i) element(numcable).D(i)];             
        matriu=matriu*mat; 
    end 
    
Zin(i)=((matriu(1,1)*Zl)+matriu(1,2))/((matriu(2,1)*Zl)+matriu(2,2)); 
    Zin_mod(i)=norm(Zin(i)); 
    Zin_pha(i)=angle(Zin(i)); 
    H(i)=(Zl*Zin(i))/((Zin(i)+Zs)*((matriu(1, 1)*Zl)+matriu(1,2))); 
    H_log(i)=20*log(H(i)); 
    H_mod(i)=norm(H(i)); 
    H_pha(i)=angle(H(i)); 
    H_mod_log(i)=norm(H_log(i)); 
    F(i)=frequencia; 
    i=i+1; 
end 
setappdata(hMainGui, 'Zin', Zin); 
setappdata(hMainGui, 'Zin_mod', Zin_mod); 
setappdata(hMainGui, 'Zin_pha', Zin_pha); 
setappdata(hMainGui, 'H', H); 
setappdata(hMainGui, 'H_log', H_log); 
setappdata(hMainGui, 'H_mod', H_mod); 
setappdata(hMainGui, 'H_mod_log', H_mod_log); 
setappdata(hMainGui, 'H_pha', H_pha); 
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setappdata(hMainGui, 'F', F); 
done=1; 
setappdata(hMainGui, 'done', done); 
calculos; 
  
% --- Executes on button press in ModH. 
function ModH_Callback(hObject, eventdata, handles) 
% hObject    handle to ModH (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 







    if (done==0) 
        errordlg('Primero has de pulsar el boton CALCULAR', 'NO PUEDE 
SER', 'modal'); 
        return 
    end 
    if Y_box==1 
        aa=H_mod_log; 
        texto='Modulo de H (dB)'; 
    end 
    if Y_box==0 
        aa=H_mod; 
        texto='Modulo de H'; 
    end 
    if X_box==1 
        semilogx(F,aa); 
        xlabel('Frecuencia(Hz)'); 
        ylabel(texto); 
    end 
    if X_box==0 
        plot(F,aa); 
        xlabel('Frecuencia(Hz)'); 
        ylabel(texto); 
    end 
  
  
% --- Executes on button press in FaseH. 
function FaseH_Callback(hObject, eventdata, handles) 
% hObject    handle to FaseH (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 






    if (done==0) 
        errordlg('Primero has de pulsar el boton CALCULAR', 'NO PUEDE 
SER', 'modal'); 
        return 
    end 
    if Y_box==1 
        errordlg('La Fase no puede ser logarítmica', 'NO PUEDE SER', 
'modal'); 
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        return 
    end 
    aa=H_pha; 
    texto='Fase de H (radianes)'; 
    if X_box==1 
        semilogx(F,aa); 
        xlabel('Frecuencia(Hz)'); 
        ylabel(texto); 
    end 
    if X_box==0 
        plot(F,aa); 
        xlabel('Frecuencia(Hz)'); 
        ylabel(texto); 
    end 
  
  
% --- Executes on button press in ModZin. 
function ModZin_Callback(hObject, eventdata, handles) 
% hObject    handle to ModZin (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 






    if (done==0) 
        errordlg('Primero has de pulsar el boton CALCULAR', 'NO PUEDE 
SER', 'modal'); 
        return 
    end 
    if Y_box==1 
        errordlg('La Impedancia no puede ser logarítmica', 'NO PUEDE 
SER', 'modal'); 
        return 
    end 
    aa=Zin_mod; 
    texto='Modulo de Zin (Ohms)'; 
    if X_box==1 
        semilogx(F,aa); 
        xlabel('Frecuencia(Hz)'); 
        ylabel(texto); 
    end 
    if X_box==0 
        plot(F,aa); 
        xlabel('Frecuencia(Hz)'); 
        ylabel(texto); 
    end 
  
  
% --- Executes on button press in FaseZin. 
function FaseZin_Callback(hObject, eventdata, handles) 
% hObject    handle to FaseZin (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
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Zin_pha=getappdata(hMainGui, 'Zin_pha'); 
    if (done==0) 
        errordlg('Primero has de pulsar el boton CALCULAR', 'NO PUEDE 
SER', 'modal'); 
        return 
    end 
    if Y_box==1 
        errordlg('La Fase no puede ser logarítmica', 'NO PUEDE SER', 
'modal'); 
        return 
    end 
        aa=Zin_pha; 
        texto='Fase de Zin (radianes)'; 
    if X_box==1 
        semilogx(F,aa); 
        xlabel('Frecuencia(Hz)'); 
        ylabel(texto); 
    end 
    if X_box==0 
        plot(F,aa); 
        xlabel('Frecuencia(Hz)'); 
        ylabel(texto); 





hMainGui = getappdata(0, 'hMainGui'); 




% --- Executes on button press in Cerrar. 
function Cerrar_Callback(hObject, eventdata, handles) 
% hObject    handle to Cerrar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
    delete(findobj('Name','bucle')); 
  
  
% --- Executes on button press in guardar. 
function guardar_Callback(hObject, eventdata, handles) 
% hObject    handle to guardar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
































% --- Executes on button press in checkbox2. 
function checkbox2_Callback(hObject, eventdata, handles) 
% hObject    handle to checkbox2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
hMainGui = getappdata(0, 'hMainGui'); 
Y_box=getappdata(hMainGui, 'Y_box'); 
    if (get(hObject,'Value') == get(hObject,'Max')) 
        % checkbox seleccionada --> Y en escala logarítmica 
        Y_box=1; 
        setappdata(hMainGui, 'Y_box', Y_box); 
    else 
        % checkbox no seleccionada --> Y en escala lineal 
        Y_box=0; 
        setappdata(hMainGui, 'Y_box', Y_box); 
    end 
  
% --- Executes on button press in checkbox3. 
function checkbox3_Callback(hObject, eventdata, handles) 
% hObject    handle to checkbox3 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
hMainGui = getappdata(0, 'hMainGui'); 
X_box=getappdata(hMainGui, 'X_box'); 
    if (get(hObject,'Value') == get(hObject,'Max')) 
        % checkbox seleccionada --> X en escala logarítmica 
        X_box=1; 
        setappdata(hMainGui, 'X_box', X_box); 
    else 
        % checkbox no seleccionada --> X en escala lineal 
        X_box=0; 
        setappdata(hMainGui, 'X_box', X_box); 
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Annex 2. L’arxiu per seleccionar tipus 
 
function varagout=TipoSeccio(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'TipoSeccio',... 
            'MenuBar', 'none', 'Position', [300,300, 300, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  






% Texto estatico 
htexto_numelement = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [50,150,90,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', 
numero+1,... 
                         'Position', [160,150,90,15]); 
htexto_tipoelement = uicontrol ('Style', 'text', 'String', 'Tipo 
elemento',... 
                       'Position', [50,125,90,15]); 
  
% Los dos popups                  
listboxTipo = uicontrol ('Style', 'listbox',... 
                     'String', {'Seccion', 'Derivacion', 'Bobina', 
'Carga', 'Bobina y Carga', 'Cuadripolo'},... 
                     'Position', [160,60,100,80],... 
                     'Callback', {@hlistboxTipo_Callback}); 
  
  
% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [80,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [160,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
  
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para 
el 
% usuario 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
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% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','TipoSeccio')); 
  
function hlistboxTipo_Callback (hObject, eventdata) 
    str = get(hObject, 'String'); 
    val = get(hObject, 'Value'); 
    hMainGui = getappdata(0, 'hMainGui'); 
    tipo = getappdata(hMainGui, 'tipo'); 
     
    switch str{val} 
        case 'Seccion' 
            tipo=1; 
        case 'Derivacion' 
            tipo=2; 
        case 'Bobina' 
            tipo=3; 
        case 'Carga' 
            tipo=4; 
        case 'Bobina y Carga' 
            tipo=5; 
        case 'Cuadripolo' 
            tipo=6; 
    end 
    setappdata(hMainGui, 'tipo', tipo); 
     
  
function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento que 
    %faltaban y se suma 1 al numero total de elementos 
    hMainGui = getappdata(0, 'hMainGui'); 
    tipo=getappdata(hMainGui, 'tipo'); 
    if (tipo==1||tipo==2) 
        SeccyDer; 
        delete(findobj('Name','TipoSeccio')); 
    end 
    if (tipo==3||tipo==4) 
        bobinaOcarrega; 
        delete(findobj('Name','TipoSeccio')); 
    end 
    if (tipo==5) 
        bocar; 
        delete(findobj('Name','TipoSeccio')); 
    end 
    if (tipo==6) 
        cuadri; 
        delete(findobj('Name','TipoSeccio')); 
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Annex 3. Arxius per introduir els diversos elements 
 
Annex 3.1. Secció i derivació 
 
function varagout=SeccyDer(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Rellena',... 
            'MenuBar', 'none', 'Position', [260,260, 300, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  









setappdata(hMainGui, 'element', element); 
  
if (tipo==1) 
    auxiliar='Seccion'; 
end 
if (tipo==2) 




% Texto estatico 
htexto_numelement = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [50,150,90,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', num+1,... 
                         'Position', [160,150,90,15]); 
htexto_tipoelement = uicontrol ('Style', 'text', 'String', 'Tipo 
elemento',... 
                       'Position', [50,125,90,15]); 
htexto_tipoelemento = uicontrol ('Style', 'text', 'String', 
auxiliar,... 
                       'Position', [160,125,90,15]); 
htexto_blabla = uicontrol ('Style', 'text', 'String', 'Longitud:',... 
                       'Position', [25,95,60,15]); 
htexto_blabla2 = uicontrol ('Style', 'text', 'String', 'Unidad',... 
                       'Position', [100,95,60,15]); 
htexto_blabla3 = uicontrol ('Style', 'text', 'String', 'Cable',... 
                       'Position', [175,95,100,15]); 
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% Texto editable 
hedit_longitud = uicontrol('Style', 'edit', 'String', '100',... 
                     'Position', [25,70,60,20],... 
                     'Callback', {@hedit_longitud_Callback}); 
% Los dos popups                  
hpopupUnidad = uicontrol ('Style', 'popupmenu',... 
                     'String', {'Pies', 'Metros', 'Kilometros'},... 
                     'Position', [100,70,60,20],... 
                     'Callback', {@hpopupUnidad_Callback}); 
  
hpopupCable = uicontrol ('Style', 'popupmenu',... 
                     'String', {'24 AWG', '26 AWG', 'Par liso sin 
trenzar', 'Cable de 10"', 'Par trenzado cat. 5'},... 
                     'Position', [175,70,100,20],... 
                     'Callback', {@hpopupCable_Callback}); 
                  
  
  
% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [80,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [160,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
  
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para 
el 
% usuario 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
  
% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Rellena')); 
  
function hpopupUnidad_Callback (hObject, eventdata) 
    str = get(hObject, 'String'); 
    val = get(hObject, 'Value'); 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    switch str{val} 
        case 'Pies' 
            element(i).tiplong=2; 
        case 'Metros' 
            element(i).tiplong=1; 
        case 'Kilometros' 
            element(i).tiplong=3; 
    end 
    setappdata(hMainGui, 'element', element); 
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function hpopupCable_Callback (hObject, eventdata)     
    str = get(hObject, 'String'); 
    val = get(hObject, 'Value'); 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    switch str{val} 
        case '24 AWG' 
            element(i).cable.tipus=1; 
        case '26 AWG' 
            element(i).cable.tipus=2; 
        case 'Par liso sin trenzar' 
            element(i).cable.tipus=3; 
        case 'Cable de 10"' 
            element(i).cable.tipus=4; 
        case 'Par trenzado cat. 5' 
            element(i).cable.tipus=5; 
    end 
    setappdata(hMainGui, 'element', element); 
     
% Al dar a OK se tendran que recoger todos los datos que haya  
% introducido el usuario para poder hacer los calculos mas adelante,  
% sino el elemento  no contara como guardado 
  
function hedit_longitud_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    % y una vez comprobado hemos de guardar la variable longitud en 
nuestro elemento  
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    element(i).longitud=auxiliar; 
    setappdata(hMainGui, 'element', element); 
  
function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento que 
    %faltaban y se suma 1 al numero total de elementos 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    num=num+1; 
    i=num; 
    setappdata(hMainGui, 'num', num); 
    element = getappdata(hMainGui, 'element'); 
    tipo=getappdata(hMainGui, 'tipo'); 
    if (tipo==1) 
         element(i).tipusnum=1; 
         element(i).tipus='Seccio'; 
    end 
    if (tipo==2) 
         element(i).tipusnum=2; 
         element(i).tipus='Derivacio'; 
    end 
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    if (element(i).tiplong==1) 
        element(i).longitud=element(i).longitud/1000; 
        element(i).tiplong=3; 
    end 
    if (element(i).tiplong==2) 
        element(i).longitud=element(i).longitud*0.3048; 
        element(i).longitud=element(i).longitud/1000; 
        element(i).tiplong=3; 
    end 
  
    element(i).inducoresis=0; 
    element(i).parte_real=0;     
    element(i).parte_imaginaria=0; 
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Rellena')); 
 
 
Annex 3.2. Bobina o càrrega 
 
function varagout=bobinaOcarrega(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Rellena',... 
            'MenuBar', 'none', 'Position', [260,260, 230, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  







setappdata(hMainGui, 'element', element); 
   
if (tipo==3) 
    auxiliar='Inductancia'; 
end 
if (tipo==4) 
    auxiliar='Resistencia'; 
end 
     
% Texto estatico 
htexto_fmin = uicontrol ('Style', 'text', 'String', 'Nº Elemento',... 
                         'Position', [25,150,90,15]); 
htexto_fmax = uicontrol ('Style', 'text', 'String', num+1,... 
                         'Position', [145,150,60,15]); 
htexto_Zs = uicontrol ('Style', 'text', 'String', 'Tipo elemento',... 
                       'Position', [25,125,90,15]); 
htexto_Zl = uicontrol ('Style', 'text', 'String', auxiliar,... 
                       'Position', [145,125,60,15]); 
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htexto_blabla = uicontrol ('Style', 'text', 'String', 'Indica el valor 
de la ',... 
                       'Position', [25,95,120,15]); 
htexto_blabla2 = uicontrol ('Style', 'text', 'String', auxiliar,... 
                       'Position', [145,95,60,15]); 
  
  
% Texto editable 
hedit_inducoresis = uicontrol('Style', 'edit', 'String', '100',... 
                     'Position', [85,70,60,20],... 
                     'Callback', {@hedit_inducoresis_Callback}); 
  
% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [50,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [120,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
  




set(f, 'Visible', 'on'); 
  
  
% Ahora toca recoger los datos introducidos por el usuario 
  
% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Rellena')); 
  
% Al dar a OK se tendran que recoger todos los datos que haya 
introducido 
% el usuario para poder hacer los calculos mas adelante 
  
function hedit_inducoresis_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    element(i).inducoresis=auxiliar;    
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function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento que 
    %faltaban y se suma 1 al numero total de elementos 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    num=num+1; 
    i=num; 
    setappdata(hMainGui, 'num', num); 
    element = getappdata(hMainGui, 'element'); 
    tipo=getappdata(hMainGui, 'tipo'); 
    if (tipo==3) 
        element(i).tipusnum=3; 
        element(i).tipus='Inductancia'; 
    end 
    if (tipo==4) 
        element(i).tipusnum=4; 
        element(i).tipus='Resistencia'; 
    end 
    element(i).longitud=0; 
    element(i).tiplong=0; 
    element(i).parte_real=0;     
    element(i).parte_imaginaria=0;   
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Rellena')); 
                 
 
Annex 3.3. Conjunt de bobina i càrrega 
 
function varagout=bocar(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Rellena',... 
            'MenuBar', 'none', 'Position', [260,260, 200, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  







setappdata(hMainGui, 'element', element); 
  
% Texto estatico 
htexto_numelem = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [25,150,60,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', num+1,... 
                         'Position', [115,150,60,15]); 
htexto_tipoelem = uicontrol ('Style', 'text', 'String', 'Tipo elemento 
: Bobina + Carga',... 
                       'Position', [25,125,150,15]); 
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htexto_blabla = uicontrol ('Style', 'text', 'String', 'Parte real',... 
                       'Position', [25,95,60,15]); 
htexto_blabla2 = uicontrol ('Style', 'text', 'String', 'Parte 
imaginaria',... 
                       'Position', [105,95,80,15]); 
  
  
% Texto editable 
hedit_parte_real = uicontrol('Style', 'edit', 'String', '100',... 
                     'Position', [25,70,60,20],... 
                     'Callback', {@hedit_parte_real_Callback}); 
hedit_parte_imaginaria = uicontrol('Style', 'edit', 'String', 
'100',... 
                     'Position', [115,70,60,20],... 
                     'Callback', {@hedit_parte_imaginaria_Callback}); 
                  
  
% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [25,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [115,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
  
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para 
el 
% usuario 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
  
% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Rellena')); 
  
   
% Al dar a OK se tendran que recoger todos los datos que haya 
introducido 
% el usuario para poder hacer los calculos mas adelante 
  
function hedit_parte_real_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    element(i).parte_real=auxiliar; 
    setappdata(hMainGui, 'element', element);     
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function hedit_parte_imaginaria_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end    
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    element(i).parte_imaginaria=auxiliar; 
    setappdata(hMainGui, 'element', element);     
     
function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento que 
    %faltaban y se suma 1 al numero total de elementos 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    num=num+1; 
    i=num; 
    setappdata(hMainGui, 'num', num); 
    element = getappdata(hMainGui, 'element'); 
    tipo=getappdata(hMainGui, 'tipo'); 
    element(i).tipusnum=5; 
    element(i).tipus='Bobina+Carrega'; 
    element(i).longitud=0; 
    element(i).tipuslong=0; 
    element(i).inducoresis=0; 
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Rellena')); 
 
Annex 3.4. Quadripol equivalent 
 
function varagout=cuadri(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Rellena',... 
            'MenuBar', 'none', 'Position', [260,260, 200, 235]); 
  
 
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
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% Texto estatico 
htexto_numelem = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [25,200,60,15]); 
 
htexto_numelemento = uicontrol ('Style', 'text', 'String', num+1,... 
                         'Position', [115,200,60,15]); 
htexto_tipoelem = uicontrol ('Style', 'text', 'String', 'Tipo elemento 
: Cuadripolo ABCD',... 
                       'Position', [25,175,150,15]); 
htexto_A = uicontrol ('Style', 'text', 'String', 'A',... 
                       'Position', [25,145,60,15]); 
htexto_B = uicontrol ('Style', 'text', 'String', 'B',... 
                       'Position', [115,145,60,15]); 
htexto_C = uicontrol ('Style', 'text', 'String', 'C',... 
                       'Position', [25,90,60,15]); 
htexto_D = uicontrol ('Style', 'text', 'String', 'D',... 
                       'Position', [115,90,60,15]); 
  
% Texto editable 
hedit_A = uicontrol('Style', 'edit', 'String', '0',... 
                     'Position', [25,120,60,20],... 
                     'Callback', {@hedit_A_Callback}); 
hedit_B = uicontrol('Style', 'edit', 'String', '0',... 
                     'Position', [115,120,60,20],... 
                     'Callback', {@hedit_B_Callback}); 
hedit_C = uicontrol('Style', 'edit', 'String', '0',... 
                     'Position', [25,65,60,20],... 
                     'Callback', {@hedit_C_Callback}); 
hedit_D = uicontrol('Style', 'edit', 'String', '0',... 
                     'Position', [115,65,60,20],... 
                     'Callback', {@hedit_D_Callback}); 
               
% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [25,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [115,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para  
% el usuario 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
  
% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Rellena')); 
  
% Al dar a OK se tendran que recoger todos los datos que haya 
introducido 
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function hedit_A_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    element(i).A=auxiliar; 
    setappdata(hMainGui, 'element', element);  
     
function hedit_B_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    element(i).B=auxiliar; 
    setappdata(hMainGui, 'element', element);  
  
function hedit_C_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    element(i).C=auxiliar; 
    setappdata(hMainGui, 'element', element);  
  
function hedit_D_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    i=num+1; 
    element = getappdata(hMainGui, 'element'); 
    element(i).D=auxiliar; 
    setappdata(hMainGui, 'element', element);  
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function hboton_OK_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'num'); 
    num=num+1; 
    i=num; 
    setappdata(hMainGui, 'num', num); 
    element = getappdata(hMainGui, 'element'); 
    tipo=getappdata(hMainGui, 'tipo'); 
    element(i).tipusnum=6; 
    element(i).tipus='Quadripol'; 
    element(i).longitud=0; 
    element(i).tipuslong=0; 
    element(i).inducoresis=0; 
    element(i).parte_real=0;     
    element(i).parte_imaginaria=0; 
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Rellena')); 
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Annex 4. El bloc de consulta 
 
Annex 4.1. Consulta 
 
function varargout = consulta(varargin) 
% % MAINGUI M-file for bucle.fig 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS  
  
% Begin initialization code - DO NOT EDIT 
gui_Singleton = 1; 
gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @consulta_OpeningFcn, ... 
                   'gui_OutputFcn',  @consulta_OutputFcn, ... 
                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin && ischar(varargin{1}) 




    [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
else 
    gui_mainfcn(gui_State, varargin{:}); 
end 
% End initialization code - DO NOT EDIT 
  
  
% --- Executes just before consulta is made visible. 
function consulta_OpeningFcn(hObject, eventdata, handles, varargin) 
% This function has no output args, see OutputFcn. 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% varargin   command line arguments to consulta (see VARARGIN) 
  
% Choose default command line output for consulta 
handles.output = hObject; 
  
% Update handles structure 
guidata(hObject, handles); 
  





setappdata(hMainGui, 'numero', numero); 
  
% --- Outputs from this function are returned to the command line. 
function varargout = consulta_OutputFcn(hObject, eventdata, handles)  
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
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% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Get default command line output from handles structure 




function edit1_Callback(hObject, eventdata, handles) 
% hObject    handle to edit1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit1 as text 
%        str2double(get(hObject,'String')) returns contents of edit1 
as a double 
    hMainGui = getappdata(0, 'hMainGui'); 
    num = getappdata (hMainGui, 'num'); 
    numero = getappdata (hMainGui, 'numero'); 
    numero=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(numero) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    if (numero>num) 
        errordlg('El número introducido es superior al número de 
elementos', 'Variable falsa', 'modal'); 
        return 
    end 
    if (numero<0) 
        errordlg('El número introducido es inferior al número de 
elementos', 'Variable falsa', 'modal'); 
        return 
    end 
    if (numero==0) 
        errordlg('El número introducido es inferior al número de 
elementos', 'Variable falsa', 'modal'); 
        return 
    end 
    setappdata(hMainGui, 'numero', numero); 
  
% --- Executes during object creation, after setting all properties. 
function edit1_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
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% --- Executes on button press in consultamodifica. 
function consultamodifica_Callback(hObject, eventdata, handles) 
% hObject    handle to consultamodifica (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
    hMainGui = getappdata(0, 'hMainGui'); 
    numero = getappdata (hMainGui, 'numero'); 
    num = getappdata (hMainGui, 'num'); 
    if (numero==0) 
        errordlg('El número introducido no es correcto', 'Variable 
falsa', 'modal'); 
        return 
    end 
    if (numero>num) 
        errordlg('El número introducido no es correcto', 'Variable 
falsa', 'modal'); 
        return 
    end 
    if (numero<0) 
        errordlg('El número introducido no es correcto', 'Variable 
falsa', 'modal'); 
        return 
    end 
    element=getappdata(hMainGui, 'element'); 
    tipo = getappdata (hMainGui, 'tipo'); 
    tipo=element(numero).tipusnum; 
    if (tipo==1||tipo==2) 
        ConsultaSeccyDer; 
        delete(findobj('Name', 'consulta')); 
    end 
    if (tipo==3||tipo==4) 
        consultabobinaOcarrega; 
        delete(findobj('Name', 'consulta')); 
    end 
    if (tipo==5) 
        consultabocar; 
        delete(findobj('Name', 'consulta')); 
    end 
    if (tipo==6) 
        Consultacuadri; 
        delete(findobj('Name', 'consulta')); 
    end 
  
% --- Executes on button press in modificatipo. 
function modificatipo_Callback(hObject, eventdata, handles) 
% hObject    handle to modificatipo (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
    hMainGui = getappdata(0, 'hMainGui'); 
    numero = getappdata (hMainGui, 'numero'); 
    num = getappdata (hMainGui, 'num'); 
    if (numero==0) 
        errordlg('El número introducido no es correcto', 'Variable 
falsa', 'modal'); 
        return 
    end 
    if (numero>num) 
        errordlg('El número introducido no es correcto', 'Variable 
falsa', 'modal'); 
        return 
    end 
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    if (numero<0) 
        errordlg('El número introducido no es correcto', 'Variable 
falsa', 'modal'); 
        return 




% --- Executes on button press in cancel. 
function cancel_Callback(hObject, eventdata, handles) 
% hObject    handle to cancel (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
    delete(findobj('Name','consulta')); 
  
 
Annex 4.2. Consulta Secció o Derivació 
 
function varagout=ConsultaSeccyDer(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Consulta o Modifica',... 
            'MenuBar', 'none', 'Position', [260,260, 300, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  









    auxiliar='Seccion'; 
end 
if (tipo==2) 




    mida='Pies'; 
end 
if (medida==1) 
    mida='Metros'; 
end 
if (medida==3) 
    mida='Km'; 
end 
  
if  (wires==1) 
    wire='24 AWG'; 
end 
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if  (wires==2) 
    wire='26 AWG'; 
end 
if  (wires==3) 
    wire='Par liso sin trenzar'; 
end 
if  (wires==4) 
    wire='Cable de 10"'; 
end 
if  (wires==5) 
    wire='Par trenzado cat. 5'; 
end 
  
% Texto estatico 
htexto_numelement = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [50,150,90,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', i,... 
                         'Position', [160,150,90,15]); 
htexto_tipoelement = uicontrol ('Style', 'text', 'String', 'Tipo 
elemento',... 
                       'Position', [50,125,90,15]); 
htexto_tipoelemento = uicontrol ('Style', 'text', 'String', 
auxiliar,... 
                       'Position', [160,125,90,15]); 
htexto_blabla = uicontrol ('Style', 'text', 'String', 'Longitud:',... 
                       'Position', [25,95,60,15]); 
htexto_blabla2 = uicontrol ('Style', 'text', 'String', 'Unidad',... 
                       'Position', [100,95,60,15]); 
htexto_blabla3 = uicontrol ('Style', 'text', 'String', 'Cable',... 
                       'Position', [175,95,100,15]); 
                    
% Texto editable 
hedit_longitud = uicontrol('Style', 'edit', 'String', 
element(i).longitud,... 
                     'Position', [25,70,60,20],... 
                     'Callback', {@hedit_longitud_Callback}); 
% Los dos popups                  
hpopupUnidad = uicontrol ('Style', 'popupmenu',... 
                     'String', {'Metros', 'Pies', 'Metros', 
'Kilometros'},... 
                     'Position', [100,70,60,20],... 
                     'Callback', {@hpopupUnidad_Callback}); 
  
hpopupCable = uicontrol ('Style', 'popupmenu',... 
                     'String', {wire,'24 AWG', '26 AWG', 'Par liso sin 
trenzar', 'Cable de 10"', 'Par trenzado cat. 5'},... 
                     'Position', [175,70,100,20],... 
                     'Callback', {@hpopupCable_Callback}); 
                  
% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [80,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [160,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
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 % Ahora que ya hemos contruido la GUI la hemos de hacer visible para 
el 
% usuario 
set(f, 'Visible', 'on'); 
  
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Consulta o Modifica')); 
  
function hpopupUnidad_Callback (hObject, eventdata) 
    str = get(hObject, 'String'); 
    val = get(hObject, 'Value'); 
    hMainGui = getappdata(0, 'hMainGui'); 
    i=getappdata(hMainGui, 'numero'); 
    element = getappdata(hMainGui, 'element'); 
    switch str{val} 
        case 'Pies' 
            element(i).tiplong=2; 
        case 'Metros' 
            element(i).tiplong=1; 
        case 'Kilometros' 
            element(i).tiplong=3; 
    end 
    setappdata(hMainGui, 'element', element); 
  
function hpopupCable_Callback (hObject, eventdata)     
    str = get(hObject, 'String'); 
    val = get(hObject, 'Value'); 
    hMainGui = getappdata(0, 'hMainGui'); 
    i=getappdata(hMainGui, 'numero'); 
    element = getappdata(hMainGui, 'element'); 
    switch str{val} 
        case '24 AWG' 
            element(i).cable.tipus=1; 
        case '26 AWG' 
            element(i).cable.tipus=2; 
        case 'Par liso sin trenzar' 
            element(i).cable.tipus=3; 
        case 'Cable de 10"' 
            element(i).cable.tipus=4; 
        case 'Par trenzado cat. 5' 
            element(i).cable.tipus=5; 
    end 
setappdata(hMainGui, 'element', element); 
% Al dar a OK se tendran que recoger todos los datos que haya 
introducido 
% el usuario para poder hacer los calculos mas adelante, sino el  
% elemento no contara como guardado 
 
function hedit_longitud_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar = getappdata(hMainGui, 'auxiliar'); 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    % y una vez comprobado hemos de guardar la variable longitud en 
nuestro elemento  
    setappdata(hMainGui, 'auxiliar', auxiliar); 
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function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento que 
    %faltaban y se suma 1 al numero total de elementos 
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar = getappdata(hMainGui, 'auxiliar'); 
    num=getappdata(hMainGui, 'num'); 
    element = getappdata(hMainGui, 'element'); 
    tipo=getappdata(hMainGui, 'element(num).tipusnum'); 
    element(num).longitud=auxiliar; 
    if (tipo==1) 
         element(num).tipus='Seccio'; 
    end 
    if (tipo==2) 
         element(num).tipus='Derivacio'; 
    end 
    if (element(num).tiplong==3) 
        element(num).longitud=element(num).longitud/1000; 
    end 
    if (element(num).tiplong==2) 
        element(num).longitud=element(num).longitud*0.3048; 
    end 
  
     setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Consulta o Modifica')); 
 
 
Annex 4.3. Consulta bobina o càrrega 
 
function varagout=consultabobinaOcarrega(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Consulta o Modifica',... 
            'MenuBar', 'none', 'Position', [260,260, 230, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  






    aux='Inductancia'; 
end 
if (tipo==4) 
    aux='Resistencia'; 
end 
    
% Texto estatico 
htexto_fmin = uicontrol ('Style', 'text', 'String', 'Nº Elemento',... 
                         'Position', [25,150,90,15]); 
htexto_fmax = uicontrol ('Style', 'text', 'String', num,... 
                         'Position', [145,150,60,15]); 
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htexto_Zs = uicontrol ('Style', 'text', 'String', 'Tipo elemento',... 
                       'Position', [25,125,90,15]); 
htexto_Zl = uicontrol ('Style', 'text', 'String', tipo,... 
                       'Position', [145,125,60,15]); 
htexto_blabla = uicontrol ('Style', 'text', 'String', 'Comprueba el 
valor de la ',... 
                       'Position', [25,95,120,15]); 
htexto_blabla2 = uicontrol ('Style', 'text', 'String', aux,... 
                       'Position', [145,95,60,15]); 
  
% Texto editable 
hedit_inducoresis = uicontrol('Style', 'edit', 
'String',element(num).inducoresis,... 
                     'Position', [85,70,60,20],... 
                     'Callback', {@hedit_inducoresis_Callback}); 
 
%Botones 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [50,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [120,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
 % Ahora que ya hemos contruido la GUI la hemos de hacer visible para  
% el usuario 
  
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
  
% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Consulta o Modifica')); 
  
% Al dar a OK se tendran que recoger todos los datos  
function hedit_inducoresis_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar=gettappdata(hMainGui, 'auxiliar'); 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    setappdata(hMainGui, 'auxiliar', auxiliar);     
  
% Ahora toca que al clicar ok se abra un menu para escoger el elemento  
% a introducir 
function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento  
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar=getappdata(hMainGui, 'auxiliar'); 
    num=getappdata(hMainGui, 'numero'); 
    element = getappdata(hMainGui, 'element'); 
    element(num).inducoresis=auxiliar; 
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Consulta o Modifica'));            
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Annex 4.4. Consulta conjunt de bobina i càrrega 
 
function varagout=consultabocar(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Consulta o Modifica',... 
            'MenuBar', 'none', 'Position', [260,260, 200, 185]); 
 
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  





% Texto estatico 
htexto_numelem = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [25,150,60,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', num,... 
                         'Position', [115,150,60,15]); 
htexto_tipoelem = uicontrol ('Style', 'text', 'String', 'Tipo elemento 
: Bobina + Carga',... 
                       'Position', [25,125,150,15]); 
htexto_blabla = uicontrol ('Style', 'text', 'String', 'Parte real',... 
                       'Position', [25,95,60,15]); 
htexto_blabla2 = uicontrol ('Style', 'text', 'String', 'Parte 
imaginaria',... 
                       'Position', [105,95,80,15]); 
   
% Texto editable 
hedit_parte_real = uicontrol('Style', 'edit', 'String', 
element(num).parte_real,... 
                     'Position', [25,70,60,20],... 
                     'Callback', {@hedit_parte_real_Callback}); 
hedit_parte_imaginaria = uicontrol('Style', 'edit', 'String', 
'element(num).parte_imaginaria',... 
                     'Position', [115,70,60,20],... 
                     'Callback', {@hedit_parte_imaginaria_Callback}); 
              
%crear los botones  
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [25,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [115,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
% hacer visible la GUI 
set(f, 'Visible', 'on'); 
 
  
% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
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    delete(findobj('Name','Consulta o Modifica')); 
  
function hedit_parte_real_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar=getappdata(hMainGui, 'auxiliar'); 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    setappdata(hMainGui, 'auxiliar', auxiliar);     
  
function hedit_parte_imaginaria_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar1=getappdata(hMainGui, 'auxiliar1'); 
    auxiliar1=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar1) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end    
    setappdata(hMainGui, 'auxiliar1', auxiliar1);     
 
function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento que 
    %faltaban y se suma 1 al numero total de elementos 
    hMainGui = getappdata(0, 'hMainGui'); 
    i=getappdata(hMainGui, 'numero'); 
    element = getappdata(hMainGui, 'element'); 
    auxiliar = getappdata(hMainGui, 'auxiliar'); 
    auxiliar1 = getappdata(hMainGui, 'auxiliar1'); 
    element(i).parte_real=auxiliar; 
    element(i).parte_imaginaria=auxiliar1; 
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Consulta o Modifica')); 
 
Annex 4.5. Consulta quadripol equivalent 
 
function varagout=Consultacuadri(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Consulta o Modifica',... 
            'MenuBar', 'none', 'Position', [260,260, 200, 235]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
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% Texto estatico 
htexto_numelem = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [25,200,60,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', num,... 
                         'Position', [115,200,60,15]); 
htexto_tipoelem = uicontrol ('Style', 'text', 'String', 'Tipo elemento 
: Cuadripolo ABCD',... 
                       'Position', [25,175,150,15]); 
htexto_A = uicontrol ('Style', 'text', 'String', 'A',... 
                       'Position', [25,145,60,15]); 
htexto_B = uicontrol ('Style', 'text', 'String', 'B',... 
                       'Position', [115,145,60,15]); 
htexto_C = uicontrol ('Style', 'text', 'String', 'C',... 
                       'Position', [25,90,60,15]); 
htexto_D = uicontrol ('Style', 'text', 'String', 'D',... 
                       'Position', [115,90,60,15]); 
  
% Texto editable 
hedit_A = uicontrol('Style', 'edit', 'String', element(num).A,... 
                     'Position', [25,120,60,20],... 
                     'Callback', {@hedit_A_Callback}); 
hedit_B = uicontrol('Style', 'edit', 'String', element(num).B,... 
                     'Position', [115,120,60,20],... 
                     'Callback', {@hedit_B_Callback}); 
hedit_C = uicontrol('Style', 'edit', 'String', element(num).C,... 
                     'Position', [25,65,60,20],... 
                     'Callback', {@hedit_C_Callback}); 
hedit_D = uicontrol('Style', 'edit', 'String', element(num).D,... 
                     'Position', [115,65,60,20],... 
                     'Callback', {@hedit_D_Callback}); 
                  
% El siguiente paso a realizar es crear los botones para cancelar,  
% aceptar, borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [25,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [115,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para  
% el usuario 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
  
% Al dar a cerrar se cerrara el programa, los dos delete hacen lo 
mismo 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Consulta o Modifica')); 
  
% Al dar a OK se tendran que recoger todos los datos que haya 
introducido 
% el usuario para poder hacer los calculos mas adelante 
  
function hedit_A_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar=getappdata(hMainGui, 'auxiliar'); 
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    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    setappdata(hMainGui, 'auxiliar', auxiliar);   
     
function hedit_B_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar1=getappdata(hMainGui, 'auxiliar1'); 
    auxiliar1=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar1) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    setappdata(hMainGui, 'auxiliar1', auxiliar1);   
  
function hedit_C_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar2=getappdata(hMainGui, 'auxiliar2'); 
    auxiliar2=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar2) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    setappdata(hMainGui, 'auxiliar2', auxiliar2);   
  
function hedit_D_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    auxiliar3=getappdata(hMainGui, 'auxiliar3'); 
    auxiliar3=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar3) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    setappdata(hMainGui, 'auxiliar3', auxiliar1);   
  
function hboton_OK_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    i=getappdata(hMainGui, 'numero'); 
    auxiliar = getappdata(hMainGui, 'auxiliar'); 
    element = getappdata(hMainGui, 'element'); 
    element(i).A=auxiliar; 
    element(i).B=auxiliar1; 
    element(i).C=auxiliar2; 
    element(i).D=auxiliar3;     
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Consulta o Modifica'));          
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Annex 5. El bloc per modificar 
 
Annex 5.1. Modificar tipus 
 
function varagout=ModificaTipo(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'ModificaTipo',... 
            'MenuBar', 'none', 'Position', [300,300, 300, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  





% Texto estatico 
htexto_numelement = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [50,150,90,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', numero,... 
                         'Position', [160,150,90,15]); 
htexto_tipoelement = uicontrol ('Style', 'text', 'String', 'Tipo 
elemento',... 
                       'Position', [50,125,90,15]); 
 
% Los dos popups                  
listboxTipo = uicontrol ('Style', 'listbox',... 
                     'String', {'Seccion', 'Derivacion', 'Bobina', 
'Carga', 'Bobina y Carga', 'Cuadripolo'},... 
                     'Position', [160,60,100,80],... 
                     'Callback', {@hlistboxTipo_Callback}); 
  
% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [80,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [160,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para 
el 
% usuario 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
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% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','ModificaTipo')); 
  
function hlistboxTipo_Callback (hObject, eventdata) 
    str = get(hObject, 'String'); 
    val = get(hObject, 'Value'); 
    hMainGui = getappdata(0, 'hMainGui'); 
    tipo = getappdata(hMainGui, 'tipo'); 
     
    switch str{val} 
        case 'Seccion' 
            tipo=1; 
        case 'Derivacion' 
            tipo=2; 
        case 'Bobina' 
            tipo=3; 
        case 'Carga' 
            tipo=4; 
        case 'Bobina+Carga' 
            tipo=5; 
        case 'Cuadripolo ABCD' 
            tipo=6; 
    end 
    setappdata(hMainGui, 'tipo', tipo); 
     
  
function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento que 
    %faltaban y se suma 1 al numero total de elementos 
    hMainGui = getappdata(0, 'hMainGui'); 
    tipo=getappdata(hMainGui, 'tipo'); 
    if (tipo==1||tipo==2) 
        ModSeccyDer; 
        delete(findobj('Name','ModificaTipo')); 
    end 
    if (tipo==3||tipo==4) 
        ModbobinaOcarrega; 
        delete(findobj('Name','ModificaTipo')); 
    end 
    if (tipo==5) 
        Modbocar; 
        delete(findobj('Name','ModificaTipo')); 
    end 
    if (tipo==6) 
        Modcuadri; 
        delete(findobj('Name','ModificaTipo')); 
    end 
 
Annex 5.2. Modificar secció o derivació 
 
function varagout=ModSeccyDer(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
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f = figure ('Visible', 'off', 'Name', 'Rellena',... 
            'MenuBar', 'none', 'Position', [260,260, 300, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  







setappdata(hMainGui, 'elemento', elemento); 
  
if (tipo==1) 
    auxiliar='Seccion'; 
end 
if (tipo==2) 




% Texto estatico 
htexto_numelement = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [50,150,90,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', num,... 
                         'Position', [160,150,90,15]); 
htexto_tipoelement = uicontrol ('Style', 'text', 'String', 'Tipo 
elemento',... 
                       'Position', [50,125,90,15]); 
htexto_tipoelemento = uicontrol ('Style', 'text', 'String', 
auxiliar,... 
                       'Position', [160,125,90,15]); 
htexto_blabla = uicontrol ('Style', 'text', 'String', 'Longitud:',... 
                       'Position', [25,95,60,15]); 
htexto_blabla2 = uicontrol ('Style', 'text', 'String', 'Unidad',... 
                       'Position', [100,95,60,15]); 
htexto_blabla3 = uicontrol ('Style', 'text', 'String', 'Cable',... 
                       'Position', [175,95,100,15]); 
                    
  
  
% Texto editable 
hedit_longitud = uicontrol('Style', 'edit', 'String', '100',... 
                     'Position', [25,70,60,20],... 
                     'Callback', {@hedit_longitud_Callback}); 
% Los dos popups                  
hpopupUnidad = uicontrol ('Style', 'popupmenu',... 
                     'String', {'Pies', 'Metros', 'Kilometros'},... 
                     'Position', [100,70,60,20],... 
                     'Callback', {@hpopupUnidad_Callback}); 
  
hpopupCable = uicontrol ('Style', 'popupmenu',... 
                     'String', {'24 AWG', '26 AWG', 'Par liso sin 
trenzar', 'Cable de 10"', 'Par trenzado cat. 5'},... 
                     'Position', [175,70,100,20],... 
                     'Callback', {@hpopupCable_Callback}); 
                  




% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [80,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [160,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
  
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para 
el 
% usuario 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
  
% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Rellena')); 
  
function hpopupUnidad_Callback (hObject, eventdata) 
    str = get(hObject, 'String'); 
    val = get(hObject, 'Value'); 
    hMainGui = getappdata(0, 'hMainGui'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    switch str{val} 
        case 'Pies' 
            elemento.tiplong=2; 
        case 'Metros' 
            elemento.tiplong=1; 
        case 'Kilometros' 
            elemento.tiplong=3; 
    end 
    setappdata(hMainGui, 'elemento', elemento); 
  
  
function hpopupCable_Callback (hObject, eventdata)     
    str = get(hObject, 'String'); 
    val = get(hObject, 'Value'); 
    hMainGui = getappdata(0, 'hMainGui'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    switch str{val} 
        case '24 AWG' 
            elemento.cable.tipus=1; 
        case '26 AWG' 
            elemento.cable.tipus=2; 
        case 'Par liso sin trenzar' 
            elemento.cable.tipus=3; 
        case 'Cable de 10"' 
            elemento.cable.tipus=4; 
        case 'Par trenzado cat. 5' 
            elemento.cable.tipus=5; 
    end 
setappdata(hMainGui, 'elemento', elemento); 
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function hedit_longitud_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    % y una vez comprobado hemos de guardar la variable longitud en 
nuestro elemento  
    hMainGui = getappdata(0, 'hMainGui'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    elemento.longitud=auxiliar; 
    setappdata(hMainGui, 'elemento', elemento); 
  
function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento que 
    %faltaban y se suma 1 al numero total de elementos 
    hMainGui = getappdata(0, 'hMainGui'); 
    num=getappdata(hMainGui, 'numero'); 
    element = getappdata(hMainGui, 'element'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    tipo=getappdata(hMainGui, 'tipo'); 
    if (tipo==1) 
         element(num).tipusnum=1; 
         element(num).tipus='Seccio'; 
    end 
    if (tipo==2) 
         element(num).tipusnum=2; 
         element(num).tipus='Derivacio'; 
    end 
    element(num).tiplog=elemento.tiplong; 
    element(num).cable.tipus=elemento.cable.tipus; 
    element(num).longitud=elemento.longitud; 
     
    if (element(i).tiplong==1) 
        element(i).longitud=element(i).longitud/1000; 
        element(i).tiplong=3; 
    end 
    if (element(i).tiplong==2) 
        element(i).longitud=element(i).longitud*0.3048; 
        element(i).longitud=element(i).longitud/1000; 
        element(i).tiplong=3; 
    end 
    element(num).inducoresis=0; 
    element(num).parte_real=0;     
    element(num).parte_imaginaria=0; 
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Rellena')); 
 
Annex 5.3. Modificar bobina o càrrega 
 
function varagout=ModbobinaOcarrega(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
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% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Rellena',... 
            'MenuBar', 'none', 'Position', [260,260, 230, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  





    auxiliar='Inductancia'; 
end 
if (tipo==4) 
    auxiliar='Resistencia'; 
end 
    
% Texto estatico 
htexto_fmin = uicontrol ('Style', 'text', 'String', 'Nº Elemento',... 
                         'Position', [25,150,90,15]); 
htexto_fmax = uicontrol ('Style', 'text', 'String', num,... 
                         'Position', [145,150,60,15]); 
 
htexto_Zs = uicontrol ('Style', 'text', 'String', 'Tipo elemento',... 
                       'Position', [25,125,90,15]); 
htexto_Zl = uicontrol ('Style', 'text', 'String', tipo,... 
                       'Position', [145,125,60,15]); 
htexto_blabla = uicontrol ('Style', 'text', 'String', 'Indica el valor 
de la ',... 
                       'Position', [25,95,120,15]); 
htexto_blabla2 = uicontrol ('Style', 'text', 'String', auxiliar,... 
                       'Position', [145,95,60,15]); 
  
% Texto editable 
hedit_inducoresis = uicontrol('Style', 'edit', 'String', '100',... 
                     'Position', [85,70,60,20],... 
                     'Callback', {@hedit_inducoresis_Callback}); 
  
% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [50,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [120,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para 
el 
% usuario 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
  
function hedit_inducoresis_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
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    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    elemento.inducoresis=auxiliar;    
    setappdata(hMainGui, 'elemento', elemento);     
  
% Al clicar OK se ha de guardar el elemento en su posición correcta 
function hboton_OK_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    i=getappdata(hMainGui, 'numero'); 
    element = getappdata(hMainGui, 'element'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    tipo=getappdata(hMainGui, 'tipo'); 
    if (tipo==3) 
        element(i).tipusnum=3; 
        element(i).tipus='Inductancia'; 




    if (tipo==4) 
        element(i).tipusnum=4; 
        element(i).tipus='Resistencia'; 
    end 
    element(i).longitud=0; 
    element(i).tipuslong=0; 
    element(i).parte_real=0;     
    element(i).parte_imaginaria=0;  
    element(i).inducoresis=elemento.inducoresis; 
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Rellena'));         
     
% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Rellena')); 
 
Annex 5.4. Modificar conjunt de bobina i càrrega 
 
function varagout=Modbocar(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Rellena',... 
            'MenuBar', 'none', 'Position', [260,260, 200, 185]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
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% Texto estatico 
htexto_numelem = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [25,150,60,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', num,... 
                         'Position', [115,150,60,15]); 
htexto_tipoelem = uicontrol ('Style', 'text', 'String', 'Tipo elemento 
: Bobina + Carga',... 
                       'Position', [25,125,150,15]); 
htexto_blabla = uicontrol ('Style', 'text', 'String', 'Parte real',... 
                       'Position', [25,95,60,15]); 
htexto_blabla2 = uicontrol ('Style', 'text', 'String', 'Parte 
imaginaria',... 
                       'Position', [105,95,80,15]); 
  
 
% Texto editable 
hedit_parte_real = uicontrol('Style', 'edit', 'String', '100',... 
                     'Position', [25,70,60,20],... 
                     'Callback', {@hedit_parte_real_Callback}); 
hedit_parte_imaginaria = uicontrol('Style', 'edit', 'String', 
'100',... 
                     'Position', [115,70,60,20],... 
                     'Callback', {@hedit_parte_imaginaria_Callback}); 
   
                
% El siguiente paso a realizar es crear los botones para cancelar, 
aceptar, 
% borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [25,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [115,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
 
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para  
% el usuario 
 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
 
  
function hedit_parte_real_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    elemento.parte_real=auxiliar; 
    setappdata(hMainGui, 'elemento', elemento);     
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function hedit_parte_imaginaria_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end    
    hMainGui = getappdata(0, 'hMainGui'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    elemento.parte_imaginaria=auxiliar; 
    setappdata(hMainGui, 'elemento', elemento);     
     
% Ahora toca que al clicar ok se abra un menu para escoger el elemento 
a 
% introducir 
function hboton_OK_Callback (hObject, eventdata, handles) 
    %Al clicar OK se guardan los datos referentes a ese elemento que 
    %faltaban y se suma 1 al numero total de elementos 
    hMainGui = getappdata(0, 'hMainGui'); 
    i=getappdata(hMainGui, 'numero'); 
    setappdata(hMainGui, 'num', num); 
    element = getappdata(hMainGui, 'element'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    tipo=getappdata(hMainGui, 'tipo'); 
    element(i).tipusnum=5; 
    element(i).tipus='Bobina+Carrega'; 
    element(i).parte_real=elemento.parte_real; 
    element(i).parte_imaginaria=elemento.parte_imaginaria; 
    element(i).longitud=0; 
    element(i).tipuslong=0; 
    element(i).inducoresis=0; 
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Rellena')); 
  
% Al dar a cerrar se cerrara el programa, los dos delete hacen lo 
mismo 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Rellena')); 
 function varagout=ModbobinaOcarrega(varargin) 
 
Annex 5.5. Modificar quadripol equivalent 
 
function varagout=Modcuadri(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS             
  
% inicializar y esconder la GUI mientras se contruye 
f = figure ('Visible', 'off', 'Name', 'Rellena',... 
            'MenuBar', 'none', 'Position', [260,260, 200, 235]); 
  
% Ahora pasaremos a crear los distintos elementos que forman la GUI 
  
%Se tendrian que cargar el tipo y el numero del elemento 
hMainGui=getappdata(0, 'hMainGui'); 
num=getappdata(hMainGui, 'numero'); 
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% Texto estatico 
htexto_numelem = uicontrol ('Style', 'text', 'String', 'Nº 
Elemento',... 
                         'Position', [25,200,60,15]); 
htexto_numelemento = uicontrol ('Style', 'text', 'String', num,... 
                         'Position', [115,200,60,15]); 
htexto_tipoelem = uicontrol ('Style', 'text', 'String', 'Tipo elemento 
: Cuadripolo ABCD',... 
                       'Position', [25,175,150,15]); 
htexto_A = uicontrol ('Style', 'text', 'String', 'A',... 
                       'Position', [25,145,60,15]); 
htexto_B = uicontrol ('Style', 'text', 'String', 'B',... 
                       'Position', [115,145,60,15]); 
htexto_C = uicontrol ('Style', 'text', 'String', 'C',... 
                       'Position', [25,90,60,15]); 
htexto_D = uicontrol ('Style', 'text', 'String', 'D',... 
                       'Position', [115,90,60,15]); 
% Texto editable 
hedit_A = uicontrol('Style', 'edit', 'String', '0',... 
                     'Position', [25,120,60,20],... 
                     'Callback', {@hedit_A_Callback}); 
hedit_B = uicontrol('Style', 'edit', 'String', '0',... 
                     'Position', [115,120,60,20],... 
                     'Callback', {@hedit_B_Callback}); 
hedit_C = uicontrol('Style', 'edit', 'String', '0',... 
                     'Position', [25,65,60,20],... 
                     'Callback', {@hedit_C_Callback}); 
hedit_D = uicontrol('Style', 'edit', 'String', '0',... 
                     'Position', [115,65,60,20],... 
                     'Callback', {@hedit_D_Callback}); 
  
% El siguiente paso a realizar es crear los botones para cancelar,  
% aceptar, borrar todo o modificar un elemento 
hboton_OK = uicontrol ('Style', 'pushbutton', 'String', 'OK',... 
                       'Position', [25,30,60,20],... 
                       'Callback', {@hboton_OK_Callback}); 
hboton_cerrar = uicontrol ('Style', 'pushbutton', 'String', 
'Cerrar',... 
                       'Position', [115,30,60,20],... 
                       'Callback', {@hboton_cerrar_Callback}); 
  
% Ahora que ya hemos contruido la GUI la hemos de hacer visible para  
% el usuario 
set(f, 'Visible', 'on'); 
  
% Ahora toca recoger los datos introducidos por el usuario 
  
% Al dar a cerrar se cerrara el programa 
function hboton_cerrar_Callback (hObject, eventdata) 
    delete(findobj('Name','Rellena')); 
  
function hedit_A_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
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    elemento = getappdata(hMainGui, 'elemento'); 
    elemento.A=auxiliar; 
    setappdata(hMainGui, 'elemento', elemento);  
     
function hedit_B_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    elemento= getappdata(hMainGui, 'elemento'); 
    elemento.B=auxiliar; 
    setappdata(hMainGui, 'elemento', elemento);  
  
function hedit_C_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    elemento.C=auxiliar; 
    setappdata(hMainGui, 'elemento', elemento);  
  
function hedit_D_Callback (hObject, eventdata, handles) 
    auxiliar=str2double(get(hObject,'String')); 
    %Ahora hemos de controlar que haya puesto realmente un numero 
    if isnan(auxiliar) 
        errordlg('Debes introducir un valor numerico!!!', 'Variable 
falsa', 'modal'); 
        return 
    end 
    hMainGui = getappdata(0, 'hMainGui'); 
    elemento= getappdata(hMainGui, 'elemento'); 
    elemento.D=auxiliar; 
    setappdata(hMainGui, 'elemento', elemento);  
  
function hboton_OK_Callback (hObject, eventdata, handles) 
    hMainGui = getappdata(0, 'hMainGui'); 
    i=getappdata(hMainGui, 'numero'); 
    element = getappdata(hMainGui, 'element'); 
    elemento = getappdata(hMainGui, 'elemento'); 
    element(i).A=elemento.A; 
    element(i).B=elemento.B; 
    element(i).C=elemento.C; 
    element(i).D=elemento.D; 
    element(i).tipusnum=6; 
    element(i).tipus='Quadripol'; 
    element(i).longitud=0; 
    element(i).tipuslong=0; 
    element(i).inducoresis=0; 
    element(i).parte_real=0;     
    element(i).parte_imaginaria=0; 
    setappdata(hMainGui, 'element', element); 
    delete(findobj('Name','Rellena')); 
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Annex 6. Avisos 
 
Annex 6.1. Avís per a indicar que les operacions s’han fet 
 
function varargout = calculos(varargin) 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS  
  
% Begin initialization code - DO NOT EDIT 
gui_Singleton = 1; 
gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @calculos_OpeningFcn, ... 
                   'gui_OutputFcn',  @calculos_OutputFcn, ... 
                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin & isstr(varargin{1}) 




    [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
else 
    gui_mainfcn(gui_State, varargin{:}); 
end 
% End initialization code - DO NOT EDIT 
  
% --- Executes just before calculos is made visible. 
function calculos_OpeningFcn(hObject, eventdata, handles, varargin) 
% This function has no output args, see OutputFcn. 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% varargin   command line arguments to calculos (see VARARGIN) 
  
% Choose default command line output for calculos 
handles.output = hObject; 
  
% Update handles structure 
guidata(hObject, handles); 
  
% UIWAIT makes calculos wait for user response (see UIRESUME) 
% uiwait(handles.figure1); 
  
% --- Outputs from this function are returned to the command line. 
function varargout = calculos_OutputFcn(hObject, eventdata, handles) 
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Get default command line output from handles structure 
varargout{1} = handles.output; 
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% --- Executes on button press in pushbutton1. 
function pushbutton1_Callback(hObject, eventdata, handles) 
% hObject    handle to pushbutton1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
delete(findobj('Name','calculos')); 
  
Annex 6.2. Avís per a indicar que s’han guardat les dades 
 
function varargout = datos(varargin) 
% % MAINGUI M-file for bucle.fig 
% EINA DOCENT PER A L'ESTUDI D'UN BUCLE D'ABONAT  
%             - INTERFICIE GRAFICA -              
%            TFC 2007 - MONTSE TREVIÑO            
%             TUTOR TFC: LLUIS CASALS  
  
% Begin initialization code - DO NOT EDIT 
gui_Singleton = 1; 
gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @datos_OpeningFcn, ... 
                   'gui_OutputFcn',  @datos_OutputFcn, ... 
                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin && ischar(varargin{1}) 




    [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
else 
    gui_mainfcn(gui_State, varargin{:}); 
end 
% End initialization code - DO NOT EDIT 
  
% --- Executes just before datos is made visible. 
function datos_OpeningFcn(hObject, eventdata, handles, varargin) 
% This function has no output args, see OutputFcn. 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% varargin   command line arguments to datos (see VARARGIN) 
  
% Choose default command line output for datos 
handles.output = hObject; 
  
% Update handles structure 
guidata(hObject, handles); 
  
% UIWAIT makes datos wait for user response (see UIRESUME) 
% uiwait(handles.figure1); 
  
% --- Outputs from this function are returned to the command line. 
function varargout = datos_OutputFcn(hObject, eventdata, handles)  
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
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% Get default command line output from handles structure 
varargout{1} = handles.output; 
  
% --- Executes on button press in pushbutton1. 
function pushbutton1_Callback(hObject, eventdata, handles) 
% hObject    handle to pushbutton1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
delete(findobj('Name','datos')); 
  
 
 
