Abstract. Capacitated fixed-charge network flows are used to model a variety of problems in telecommunication, facility location, production planning and supply chain management. In this paper, we investigate capacitated path substructures and derive strong and easy-to-compute path cover and path pack inequalities. These inequalities are based on an explicit characterization of the submodular inequalities through a fast computation of parametric minimum cuts on a path, and they generalize the well-known flow cover and flow pack inequalities for the single-node relaxations of fixed-charge flow models. We provide necessary and sufficient facet conditions. Computational results demonstrate the effectiveness of the inequalities when used as cuts in a branch-and-cut algorithm.
Introduction
Given a directed multigraph with demand or supply on the nodes, and capacity, fixed and variable cost of flow on the arcs, the capacitated fixed-charge network flow (CFNF) problem is to choose a subset of the arcs and route the flow on the chosen arcs while satisfying the supply, demand and capacity constraints, so that the sum of fixed and variable costs is minimized.
There are numerous polyhedral studies of the fixed-charge network flow problem. In a seminal paper Wolsey (1989) introduces the so-called submodular inequalities, which subsume almost all valid inequalities known for capacitated fixed-charge networks. Although the submodular inequalities are very general, their coefficients are defined implicitly through value functions. In this paper, we give explicit valid inequalities that simultaneously make use of the path substructures of the network as well as the arc capacities.
For the uncapacitated fixed-charge network flow problem, van Roy and Wolsey (1985) give flow path inequalities that are based on path substructures. Rardin and Wolsey (1993) introduce a new family of dicut inequalities and show that they describe the projection of an extended multicommodity formulation onto the original variables of fixed-charge network flow problem. Ortega and Wolsey (2003) present a computational study on the performance of path and cut-set (dicut) inequalities.
For the capacitated fixed-charge network flow problem, almost all known valid inequalities are based on single-node relaxations. Padberg et al. (1985) , van Roy and Wolsey (1986) and Gu et al. (1999) give flow cover, generalized flow cover and lifted flow cover inequalities. Stallaert (1997) introduces the complement class of generalized flow cover inequalities and Atamtürk (2001) describes lifted flow pack inequalities. Both uncapacitated path inequalities and capacitated flow cover inequalities are highly valuable in solving a host of practical problems and are part of the suite of cutting planes implemented in modern mixed-integer programming solvers.
The path structure arises naturally in network models of the lot-sizing problem. Atamtürk and Muñoz (2004) introduce valid inequalities for the capacitated lot-sizing problems with infinite inventory capacities. Atamtürk and Küçükyavuz (2005) give valid inequalities for the lot-sizing problems with finite inventory and infinite production capacities. Van Vyve (2013) introduces path-modular inequalities for the uncapacitated fixed charge transportation problems. These inequalities are derived from a value function that is neither globally submodular nor supermodular but that exhibits sub or supermodularity under certain set selections. Van Vyve and Ortega (2004) and Gade and Küçükyavuz (2011) give valid inequalities and extended formulations for uncapacitated lot-sizing with fixed charges on stocks. For uncapacitated lot-sizing with backlogging, Pochet and Wolsey (1988) and Pochet and Wolsey (1994) provide valid inequalities and Küçükyavuz and Pochet (2009) provide an explicit description of the convex hull.
Contributions. In this paper we consider a generic path relaxation, with supply and/or demand nodes and capacities on incoming and outgoing arcs. By exploiting the path substructure of the network and introducing notions of path cover and path pack we provide two explicitly-described subclasses of the submodular inequalities of Wolsey (1989) . The most important consequence of the explicit derivation is that the coefficients of the submodular inequalities on a path can be computed efficiently. In particular, we show that the coefficients of such an inequality can be computed by solving max-flow/min-cut problems parametrically over the path. Moreover, we show that all of these coefficients can be computed with a single linear-time algorithm. For a path with a single node, the inequalities reduce to the well-known flow cover and flow pack inequalities. Moreover, we show that the path cover and path pack inequalities dominate flow cover and flow pack inequalities for the corresponding single node relaxation of a path obtained by merging the path into a single node. We give necessary and sufficient facet-defining conditions. Finally, we report on computational experiments demonstrating the effectiveness of the proposed inequalities when used as cuts in a branch-and-cut algorithm.
Outline. The remainder of this paper is organized as follows: In Section 2, we describe the capacitated fixed-charge flow problem on a path, its formulation and the assumptions we make. In Section 3, we review the submodular inequalities, discuss their computation on a path, and introduce two explicit subclasses: path cover inequalities and path pack inequalities. In Section 4, we analyze sufficient and necessary facet-defining conditions. In Section 5, we present computational experiments showing the effectiveness of the path cover and path pack inequalities compared to other network inequalities.
Capacitated fixed-charge network flow on a path
Let G = (N , A) be a directed multigraph with nodes N and arcs A. Let s N and t N be the source and the sink nodes of G. Let N := N \ {s N , t N }. Without loss of generality, we label N := {1, . . . , n} such that a directed forward path arc exists from node i to node i + 1 and a directed backward path arc exists from node i + 1 to node i for each node i = 1, . . . , n − 1 (see Figure 1 for an illustration). In Remarks 1 and 2, we discuss how to obtain a "path" graph G from a more general directed multigraph.
Let E + = {(i, j) ∈ A : i = s N , j ∈ N } and E − = {(i, j) ∈ A : i ∈ N, j = t N }. Moreover, let us partition the sets E + and E − such that E + k = {(i, j) ∈ A : i / ∈ N, j = k} and E − k = {(i, j) ∈ A : i = k, j / ∈ N } for k ∈ N . We refer to the arcs in E + and E − as non-path arcs. Finally, let E := E + ∪ E − be the set of all non-path arcs. For convenience, we generalize this set notation scheme. Given an arbitrary subset of non-path arcs Y ⊆ E,
Remark 1. Given a directed multigraphG = (Ñ ,Ã) with nodesÑ , arcsÃ and a path that passes through nodes N , we can construct G as described above by letting E + = {(i, j) ∈ A : i ∈Ñ \ N, j ∈ N } and E − = {(i, j) ∈Ã : i ∈ N, j ∈Ñ \ N } and letting all the arcs in E + be the outgoing arcs from a dummy source s N and all the arcs in E − to be incoming to a dummy sink t N .
Remark 2. If there is an arc t = (i, j) from node i ∈ N to j ∈ N , where |i − j| > 1, then we construct a relaxation by removing arc t, and replacing it with two arcs t − ∈ E − i and t + ∈ E + j . If there are multiple arcs from node i to node j, one can repeat the same procedure.
Throughout the paper, we use the following notation: Let [k, j] = {k, k +1, . . . , j} if k ≤ j and ∅ otherwise, c(S) = t∈S c t , y(S) = t∈S y t , (a) + = max{0, a} and d kj = j t=k d t if j ≥ k and 0 otherwise. Moreover, let dim(A) denote the dimension of a polyhedron A and conv(S) be the convex hull of a set S.
The capacitated fixed-charge network flow problem on a path can be formulated as a mixed-integer optimization problem. Let d j be the demand at node j ∈ N . We call a node j ∈ N a demand node if d j ≥ 0 and a supply node if d j < 0. Let the flow on forward path arc (j, j + 1) be represented by i j with an upper bound u j for j ∈ N \ {n}. Similarly, let the flow on backward path arc (j + 1, j) be represented by r j with an upper bound b j for j ∈ N \ {n}. Let y t be the amount of flow on arc t ∈ E with an upper bound c t . Define binary variable x t to be 1 if y t > 0, and zero otherwise for all t ∈ E. An arc t is closed if x t = 0 and open if x t = 1. Moreover, let f t be the fixed cost and p t be the unit flow cost of arc t. Similarly, let h j and g j be the costs of unit flow, on forward and backward arcs (j, j + 1) and (j + 1, j) respectively for j ∈ N \ {n}. Then, the problem is formulated as
. . . 1 2 n 3 Figure 1 . Fixed-charge network representation of a path.
Let P be the set of feasible solutions of (F1). Figure 1 shows an example network representation of (F1). Throughout we make the following assumptions on (F1):
(A.1) The set P t = {(x, y, i, r) ∈ P :
2) ensure that dim conv(P) = 2|E| + |N | − 2. If (A.1) does not hold for some t ∈ E, then x t = 1 for all points in P. Similarly, if (A.2) does not hold, the flow on such an arc can be fixed to zero. Finally, assumptions (A.3)-(A.5) are without loss of generality. An upper bound on y t can be obtained directly from the flow balance equalities (1b) by using the upper and lower bounds of the other flow variables that appear in the same constraint. As a result, the flow values on arcs t ∈ E cannot exceed the capacities implied by (A.3)-(A.5).
Next, we review the submodular inequalities introduced by Wolsey (1989) that are valid for any capacitated fixed-charge network flow problem. Furthermore, using the path structure, we provide an O(|E| + |N |) time algorithm to compute their coefficients explicitly. Wolsey (1989) shows that the value function of the following optimization problem is submodular:
Submodular inequalities on paths
where a t ∈ {0, 1} for t ∈ E + and a t ∈ {0, −1} for t ∈ E − . The set of feasible solutions of (F2) is represented by Q.
We call the sets S + and L − that are used in the definition of v(S + , L − ) the objective sets. For ease of notation, we also represent the objective sets as
be the marginal contribution of adding an arc t to C with respect to the value function v. Wolsey (1989) shows that the following inequalities are valid for P:
where the variablex t is defined as
In fact, inequalities (3) and (4) are also valid for fixed-charge network flow formulations where the flow balance constraints (1b) are replaced with constraints (2b). However, in this paper, we focus on formulations with flow balance equalities (1b). We refer to submodular inequalities (3) and (4) derived for path structures as path inequalities. In this paper, we consider sets S + and L − such that (F2) is feasible for all objective sets C and C \ {t} for all t ∈ C.
3.1. Equivalence to the maximum flow problem. Define sets K + and K − such that the coefficients of the objective function (2a) are:
where
We refer to the sets K + and K − as coefficient sets. Let the set of arcs with zero coefficients in (2a) be represented byK
Given a selection of coefficients as described in (5), we claim that (F2) can be transformed to a maximum flow problem. We first show this result assuming d j ≥ 0 for all j ∈ N . Then, in Appendix A, we show that the nonnegativity of demand is without loss of generality for the derivation of the inequalities.
− be the objective sets in (F2) and let Y be the nonempty set of optimal solutions of (F2). If d j ≥ 0 for all j ∈ N , then there exists at least one optimal solution (y * , r
Proof. Observe that y * t = 0 for all t ∈ E + \S + , due to constraints (2g). SinceK
+ from feasibility of (F2). Similarly, y * t = 0 for all t ∈ L − by constraints (2g). Now suppose that, y * t = > 0 for some t ∈ K − j (i.e., a t = −1 for arc t in (F2)). Let the slack value at constraint (2b) for node j be
. If s j ≥ , then decreasing y * t by both improves the objective function value and conserves the feasibility of flow balance inequality (2b) for node j, since s j − ≥ 0. If s j < , then decreasing y * t by violates flow balance inequality since s j − < 0. In this case, there must exist a simple directed path P from either the source node s N or a node k ∈ N \ {j} to node j where all arcs have at least a flow of ( − s j ). This is guaranteed because, s j < implies that, without the outgoing arc t, there is more incoming flow to node j than outgoing. Then, notice that decreasing the flow on arc t and all arcs in path P by − s j conserves feasibility. Moreover, the objective function value either remains the same or increases, because decreasing y t by − s j increases the objective function value by − s j and the decreasing the flow on arcs in P decreases it by at most − s j . At the end of this transformation, the slack value s j does not change, however; the flow at arc t is now y * t = s j which is equivalent to the first case that is discussed above. As a result, we obtain a new solution to (F2) where y * t = 0 and the objective value is at least as large. Proposition 2. If d j ≥ 0 for all j ∈ N , then (F2) is equivalent to a maximum flow problem from source s N to sink t N on graph G.
Proof. At the optimal solution of problem (F2) with objective set (S + , L − ), the decision variables y t , for t ∈ (E + \ S + ) ∪ K − ∪ L − can be assumed to be zero due to Proposition 1 and constraints (2g). Then, these variables can be dropped from (F2) since the value v(S + , L − ) does not depend them and formulation (F2) reduces to
Now, we reformulate (6) by representing the left hand side of the flow balance constraint by a new nonnegative decision variable z j that has an upper bound of d j for each j ∈ N :
The formulation above is equivalent the maximum flow formulation from the source node s N to the sink node t N for the path structures we are considering in this paper.
Under the assumption that d j ≥ 0 for all j ∈ N , Proposition 1 and Proposition 2 together show that the optimal objective function value v(S + , L − ) can be computed by solving a maximum flow problem from source s N to sink t N . We generalize this result in Appendix A for node sets N such that d j < 0 for some j ∈ N . As a result, obtaining the explicit coefficients of submodular inequalities (3) and (4) reduces to solving |E| + 1 maximum flow problems. For a general underlying graph, solving |E| + 1 maximum flow problems would take O(|E| 2 |N |) time (e.g., see King et al. (1994) ), where |E| and |N | are the number of arcs and nodes, respectively. In the following subsection, by utilizing the equivalence of maximum flow and minimum cuts and the path structure, we show that all coefficients of (3) and (4) can be obtained in O(|E| + |N |) time using dynamic programming.
3.2.
Computing the coefficients of the submodular inequalities. Throughout the paper, we use minimum cut arguments to find the explicit coefficients of inequalities (3) and (4). Figure 2b , we give an example of an s N − t N cut for S + = {2, 4, 5}, L − = {10} andK − = {7, 9, 10}. The dashed line in Figure 2b represents a cut that corresponds to the partition {s N , 2, 5} and {t N , 1, 3, 4} with a value of
Moreover, we say that a cut passes below node j if j is in the source partition and passes above node j if j is in the sink partition.
Let α u j and α d j be the minimum value of a cut on nodes [1, j] that passes above and below node j, respectively. Similarly, let β u j and β d j be the minimum values of cuts on nodes [j, n] that passes above and below node j respectively. Finally, let
where K − is defined in (5). Recall that S + and L − are the given objective sets. Given the notation introduced above, all of the arcs in sets S − and L − have a coefficient zero in (F2). Therefore, dropping an arc from L − is equivalent to adding that arc to S − . We compute α {u,d} j by a forward recursion and β {u,d} j by a backward recursion:
where 
and
For convenience, let
Notice that m j is the minimum of the minimum cut values that passes above and below node j. Since the minimum cut corresponding to v(C) has to pass either above or below node j, m j is equal to v(C) for all j ∈ N . As a result, the minimum cut (or maximum flow) value for the objective set
Proposition 3. All values m j , for j ∈ N , can be computed in O(|E| + |N |) time.
Obtaining the explicit coefficients of inequalities (3) and (4) also requires finding v(C \{t}) for t ∈ C and v(C ∪ {t}) for t / ∈ C in addition to v(C). It is important to note that we do not need to solve the recursions above repeatedly. Once the values m u j and m d j are obtained for the set C, the marginals ρ t (C \ {t}) and ρ t (C) can be found in O(1) time for each t ∈ E.
We use the following observation while providing the marginal values ρ t (C) and ρ t (C \{t}) in closed form. + , then,
In the remainder of this section, we give a linear-time algorithm to compute the coefficients ρ t for inequalities (3) and (4) explicitly for paths.
Coefficients of inequality (3): Path cover inequalities. Let S + and L − be the objective sets in (F2) and
We select the coefficient sets in (5) as K + = S + and
to obtain the explicit form of inequality (3). As a result, the set definition of
Definition 1. Let the coefficient sets in (5) be selected as above and (S + , L − ) be the objective set. The set (S + , S − ) is called a path cover for the node set N if
For inequality (3), we assume that the set (S + , S − ) is a path cover for N . Then, by definition,
After obtaining the values m u j and m d j for a node j ∈ N using recursions in (7)- (10), it is trivial to find the minimum cut value after dropping an arc t from S
Using Observation 1, we obtain the marginal values
On the other hand, all the coefficients ρ t (∅) = 0 for arcs t ∈ E \ C. First, notice that,
since all incoming arcs would be closed for an objective set (∅, {t}). As a result, inequality (3) for the objective set (S + , L − ) can be written as
We refer to inequalities (14) as path cover inequalities.
Remark 3. Observe that for a path consisting of a single node N = {j} with demand d := d j > 0, the path cover inequalities (14) reduce to the flow cover inequalities (Padberg et al., 1985, van Roy and Wolsey, 1986) . Suppose that the path consists of a single node
> 0 and the resulting path cover inequality
is a flow cover inequality.
Proposition 4. Let (S + , S − ) be a path cover for the node set N . The path cover inequality for node set N is at least as strong as the flow cover inequality for the single node relaxation obtained by merging the nodes in N .
Proof. Flow cover and path cover inequalities differ in the coefficients of variables x t for t ∈ S + and t ∈ L − . Therefore, we compare the values λ j , j ∈ N of path cover inequalities (14) to the value λ of flow cover inequalities (15) and show that λ j ≤ λ, for all j ∈ N . The merging of node set N in graph G is equivalent to relaxing the values u j and b j to be infinite for j ∈ [1, n − 1]. As a result, the value of the minimum cut that goes above a the merged node ism u = c(S + ) and the value of the minimum cut that goes below the merged node is
. Now, observe that the recursions in (7)- (10) imply that the minimum cut values for the original graph G are smaller:
Recall that the coefficient for the flow cover inequality is λ = (m
and the coefficients for path cover inequality are
u for all j ∈ N , we observe that λ j ≤ λ for all j ∈ N . Consequently, the path cover inequality (14) is at least as strong as the flow cover inequality (15). (14) is
and it is facet-defining for conv(P) as will be shown in Section 4. Now, consider the relaxation obtained by merging the nodes in [1, 4] into a single node with incoming arcs {1, 2, 3, 4} and demand d = 40. As a result, the flow cover inequalities can be applied to the merged node set. The excess value for the set S + = {2, 3} is λ = c(S + ) − d = 25. Then, the resulting flow cover inequality (15) is
and it is weaker than the path cover inequality (16).
Coefficients of inequality (4): Path pack inequalities. Let S + and L − be the objective sets in (F2) and let
We select the coefficient sets in (5) as
to obtain the explicit form of inequality (4). As a result, the set definition of
Definition 2. Let the coefficients in (5) be selected as above and (S + , L − ) be the objective set. The set (S + , S − ) is called a path pack for node set N if
For inequality (4), we assume that the set (S + , S − ) is a path pack for N and L − = ∅ for simplicity. Now, we need to compute the values of v(C), v(E), v(E \ {t}) for t ∈ C and v(C ∪ {t}) for t ∈ E \ C. The value of v(C ∪ {t}) can be obtained using the values m u j and m d j that are given by recursions (7)- (10). Then,
Then, using Observation 1, we compute the marginal values
Next, we compute the values v(E) and v(E \{t}) for t ∈ C. The feasibility of (F1) implies that (E + , ∅) is a path cover for N . By Assumption (A.1), (E + \ {t}, ∅) is also a path cover for N for each t ∈ S + . Then v(E) = v(E \ {t}) = d 1n and
Then, inequality (4) can be explicitly written as
We refer to inequalities (17) as path pack inequalities.
Remark 4. Observe that for a path consisting of a single node N = {j} with demand d := d j > 0, the path pack inequalities (17), reduce to the flow pack inequalities ( (Atamtürk, 2001) ). Let (S + , S − ) be a flow pack and µ := d−c(S + )+c(S − ) > 0. Moreover, the maximum flow that can be sent through S + for demand d and arcs in S − is c(S + ). Then, the value function v(S + ) = c(S + ) and the resulting path pack inequality (18) is equivalent to the flow pack inequality.
Proposition 5. Let (S + , S − ) be a path pack for the node set N . The path pack inequality
for N is at least as strong as the flow pack inequality for the single node relaxation obtained by merging the nodes in N .
Proof. The proof is similar to that of Proposition 4. Flow pack and path pack inequalities only differ in the coefficients of variables x t for t ∈ E + \ S + and t ∈ S − . Therefore, we compare the values µ j , j ∈ N of path pack inequalities (17) to the value µ of flow pack inequalities (18) and show that µ j ≤ µ for all j ∈ N . For the single node relaxation, the values of the minimum cuts that pass above and below the merged node arem
, respectively. The recursions in (7)- (10) imply that
The coefficient for flow pack inequality is µ = (m d −m u ) + and for path pack inequality (17) is
and it is facet-defining for conv(P) as will be shown in Section 4. Now, suppose that the nodes in [1, 4] are merged into a single node with incoming arcs {1, 2, 3, 4} and demand d = 40. For the same set S + , we get µ = 40 − 30 = 10. Then, the corresponding flow pack inequality (18) is
which is weaker than the path pack inequality (19).
Proposition 6. If |E + \S + | ≤ 1 and S − = ∅, then inequalities (14) and (17) are equivalent.
Proof. If E + \ S + = ∅ and S − = ∅, then it is easy to see that the coefficients of inequality (17) are the same as (14). Moreover, if |E + \ S + | = 1 (and wlog E + \ S + = {j}), then the resulting inequality (17) is
which is equivalent to path cover inequality (14) with the objective set (E + , ∅).
The strength of the path cover and pack inequalities
The capacities of the forward and the backward path arcs play an important role in finding the coefficients of the path cover and pack inequalities (14) and (17). Recall that K + and K − are the coefficient sets in (5), (S + , L − ) is the objective set for (F2) and
Intuitively, backward independence of node j ∈ N implies that the minimum cut either passes through the forward path arc (j − 1, j) or through the backward path arc (j, j − 1). Similarly, forward independence of node j ∈ N implies that the minimum cut either passes through the forward path arc (j, j + 1) or through the backward path arc (j + 1, j). In Lemmas 7 and 8 below, we further explain how forward and backward independence affect the coefficients of path cover and pack inequalities. First, let S
Lemma 7. If a node j ∈ N is backward independent for set (S + , S − ), then the values λ j and µ j do not depend on the sets S Proof. If a node j is backward independent, then either α Since the values λ j and µ j are defined as (w j ) + and (−w j ) + respectively, the result follows.
If a node j ∈ N is backward independent for a set (S + , S − ), then we observe the following: Proof. The forward independence implies either β
j − u j and in both cases, it is independent of the sets S
then we observe the following:
Corollary 9. If a node j ∈ N is backward independent for set (S + , S − ), then the values λ k and µ k for k ∈ [j, n] are also independent of the sets S Proving the necessary facet conditions frequently requires a partition of the node set N into two disjoint sets. Suppose, N is partitioned into N 1 = [1, j − 1] and N 2 = [j, n] for some j ∈ N . Let E N 1 and E N 2 be the set of non-path arcs associated with node sets N 1 and N 2 . We consider the forward and backward path arcs (j − 1, j) and (j, j − 1) to be in the set of non-path arcs E N 1 and E N 2 since the node j − 1 ∈ N i and j / ∈ N i for i = 1, 2. In
respectively, and as the empty set otherwise. Since the path arcs for N do not have associated fixed-charge variables, one can assume that there exists auxiliary binary variablesx k = 1 for k ∈ {(j − 1, j), (j, j − 1)}. Moreover, we partition the sets S + , S − and (7)- (10) for the set (S + , S − ) and recall that
Lemma 10. Let (S + , L − ) be the objective set for the node set for
and the arc sets are S
Proof. See Appendix B.1.
Lemma 11. Let (S + , L − ) be the objective set for the node set for
Proof. See Appendix B.2. 
Proof. See Appendix B.3.
Lemma 13. Let (S + , L − ) be the objective set for the node set for
Proof. See Appendix B.4.
In the remainder of this section, we give necessary and sufficient conditions for path cover and pack inequalities (14) and (17) to be facet-defining for the convex hull of P. is a path cover for N , then the following conditions are necessary for path cover inequality (14) to be facet-defining for conv(P):
if a node j ∈ [2, n] is forward independent for set (S + , S − ), then node j − 1 is not backward independent for set (S + , S − ),
is not backward independent for (S + , S − ).
Proof. (i) If for some t ∈ S + , ρ t (C \ {t }) ≥ c t , then the path cover inequality with the objective set S + \ {t } summed with y t ≤ c t x t results in an inequality at least as strong. Rewriting the path cover inequality using the objective set S + , we obtain
Now, consider summing the path cover inequality for the objective set S + \ {t }
and y t ≤ c t x t . The resulting inequality dominates inequality (3) because ρ t (S + \ {t}) ≤ ρ t (S + \ {t, t }), from the submodularity of the set function v. If the assumption of L − = ∅ is dropped, this condition extends for arcs t ∈ L − as ρ t (C \ {t}) > −c t with a similar proof.
(ii) If L − = ∅ and max t∈S + ρ t (C \ {t}) = 0, then summing flow balance equalities (1b) for all nodes j ∈ N gives an inequality at least as strong.
(iii) Suppose a node j is forward independent for (S + , S − ) and the node j − 1 is backward independent for (S + , S − ) for some j ∈ [2, n]. Lemmas 10-13 show that the nodes N and the arcs C = S
and C 1 , C 2 such that the sum of the minimum cut values for N 1 , N 2 is equal to the minimum cut for N . From Remarks 5 and 6 and Corollary 9, it is easy to see that λ i for i ∈ N will not change by the partition procedures described in Lemmas 10-13. We examine the four cases for node j − 1 to be forward independent and node j to be backward independent for the set (S + , S − ). 
which is the path cover inequality for N with the objective set
Consider the partition described in Lemma 11, where S
The path cover inequalities for nodes N 1 and N 2
summed gives the path cover inequality for nodes N and arcs C. 
summed gives the path cover inequality for nodes N and arcs C. (iv) The same argument for condition (iii) above also proves the desired result here. and S − N 2 . Remark 6 along with the partition procedure described in Lemma 10 or 11 implies that λ i will remain unchanged for i ∈ N 1 . The path cover inequality for nodes N and arcs C is
, then the path cover inequality for nodes N 1 and arcs S + N 1 , S − N 1 described in Lemma 10 is
Moreover, letm 
Using the same technique, it is easy to observe thatλ i ≥ λ i for i ∈ [p + 1, n] as well. As a result, the path cover inequality for N 2 with sets S (9)- (10), it is easy to show that the coefficients x t for t ∈ S + N 1 are equal to zero in the path cover inequality for node set N 1 . As a result, the path cover inequalities for N 1 , S Remark 7. If the node set N consists of a single node, then the conditions (i) and (ii) of Theorem 14 reduce to the sufficient facet conditions of flow cover inequalities given in (Padberg et al., 1985, Theorem 4) and (van Roy and Wolsey, 1986, Theorem 6) . In this setting, conditions (iii)-(vi) are no longer relevant.
, for all j ∈ N and let the set S + be a path cover. The necessary conditions in Theorem 14 along with
for all t ∈ S + j , j ∈ N are sufficient for path cover inequality (14) to be facet-defining for conv(P).
Proof. Recall that dim conv(P) = 2|E| + n − 2. In this proof, we provide 2|E| + n − 2 affinely independent points that lie on the face F F = (x, y, i, r) ∈ P : y(S
First, we provide Algorithm 1 which outputs an initial feasible solution (x,ȳ,ī,r), where all the arcs in S + have non-zero flow. Letd j be the effective demand on node j, that is, the sum of d j and the minimal amount of flow that needs to be sent from the arcs in S + j to ensure v(S + ) = d 1n . In Algorithm 1, we perform a backward pass and a forward pass on the nodes in N . This procedure is carried out to obtain the minimal amounts of flow on the forward and backward path arcs to satisfy the demands. For each node j ∈ N , these minimal outgoing flow values added to the demand d j give the effective demandd j .
Algorithm 1 ensures that at most one of the path arcs (j − 1, j) and (j, j − 1) have non-zero flow for all j ∈ [2, n]. Moreover, note that sufficient condition (i) ensures that all the arcs in S + have nonzero flow. Moreover, for at least one node i ∈ N , it is guaranteed that c(S + i ) >d i . Otherwise, ρ t (C) = c t for all t ∈ S + which contradicts the necessary condition (i). Necessary conditions (iii) and (iv) ensure thatī j < u j andr j < b j for all
Algorithm 1
Initialization:
. . , n − 1. Let e := arg max i∈N {c(S + i ) −d i } be the node with the largest excess capacity. Also let 1 j be the unit vector with 1 at position j.
Next, we give 2|S + | affinely independent points represented byw(i) Selectw e = (x,ȳ,ī,r) given by Algorithm 1. Let ε > 0 be a sufficiently small value. We definew t for e = t ∈ S + asȳ t =ȳ e + ε1 e − ε1 t ,x t =x e . If t < e, thenī t =ī e andr t j =r e j for j < t and for t ≥ e,r t j =r e j + ε for t ≤ j < e. (ii) In this class of affinely independent solutions, we close the arcs in S + one at a time and open all the arcs in E + \ S + :x t =x − 1 t + j∈E + \S + 1 j . Next, we send an additional y t − (c t − λ j ) + amount of flow from the arcs in S + \ {t}. This is a feasible operation because v(C \ {t}) = d 1n − (c t − λ j ) + . Let (y * , i * , r * ) be the optimal solution of (F2) corresponding to v(S + \{t}). Then let,ỹ t j = y * j for j ∈ S + \{t}. Since v(C \{t}) < d 1n , additional flow must be sent through nodes in E + \S + to satisfy flow balance equations (1b). This is also a feasible operation, because of assumption (A.1). Then, the forward and backward path flowsĩ t andr t are calculated using the flow balance equations.
In the next set of solutions, we give 2|E i=m 1 i . Finally, we give n − 1 points that perturb the flow on the forward path arcs (j, j + 1) for j = 1, . . . , n − 1 represented byw
The solution given by Algorithm 1 guaranteesī j < u j and r j < b j for j = 1, . . . , n − 1 due to necessary conditions (iii) and (iv).
(v) For j = 1, . . . , n − 1, we send an additional ε amount of flow from the forward path arc (j, j + 1) and the backward path arc (j + 1, j). Formally, the solutionw j can be obtained by:y j =ȳ e ,x j =x e ,ȋ j =ī e + ε1 j andȓ j =r e + ε1 j .
Next, we identify conditions under which path pack inequality (17) is facet-defining for conv(P). 
(iv) if a node j ∈ [1, n − 1] is backward independent for set (S + , S − ), then node j + 1 is not forward independent for set (S + , S − ),
then the node p − 1 is not forward independent for (S + , S − ),
ρ t (C) = 0 for i = 1, . . . , q for some q ∈ [1, n − 1], then the node q + 1 is not backward independent for (S + , S − ).
Proof. (i) Suppose that for some k ∈ E + \ S + , ρ k (S + ) = c k . Then, recall the implicit form of path pack inequality (17) is
Now, if we select a k = 0 in (F2), then the coefficients of x k and y k become zero and summing the path cover inequality
with y k ≤ c k x k gives the first path cover inequality. (ii) Suppose that ρ j (S + ) = 0 for all j ∈ S − . Then the path pack inequality is
Consequently, the path pack inequality with
But since 0 ≤ ρ t (S + ∪ {j}) ≤ ρ t (S + ) from submodularity of v and ρ t (S + ) = 0 for all t ∈ S − , we observe that the path pack inequality above reduces to
and it is at least as strong as the first pack inequality for S + , S − and L − = ∅.
(iii)-(iv) We repeat the same argument of the proof of condition (iii) of Theorem 14. Suppose a node j is forward independent for (S + , S − ) and the node j − 1 is backward independent for (S + , S − ) for some j ∈ [2, n]. Lemmas 10-13 show that the nodes N and the arcs C = S + ∪ L − can be partitioned into N 1 = [1, j − 1], N 2 = [j, n] and C 1 , C 2 such that the sum of the minimum cut values for N 1 , N 2 is equal to the minimum cut for N . From Remarks 5 and 6 and Corollary 9, it is easy to see that µ i for i ∈ N will not change by the partition procedures described in Lemmas 10-13. We examine the four cases for node j − 1 to be forward independent and node j to be backward independent for the set (S + , S − ). For ease of notation, let
for j ≤ k and j ∈ N , k ∈ N (and zero if j > k), where the values µ i are the coefficients that appear in the path pack inequality (17). As a result, the path pack inequality can be written as 
Similarly, the path pack inequality for N 2 is
Inequalities (21)- (22) 
The submodular inequality (4) for nodes N 1 where the objective coefficients of (F2) are selected as a t = 1 for t ∈ E + 1j−1 , a t = 0 for t = (j, j − 1),
where k t for t ∈ S + N 1 are some nonnegative coefficients. Similarly, the submodular inequality (4) for nodes N 2 , where the objective coefficients of (F2) are selected as a t = 1 for t ∈ E + jn , a t = 0 for t = (j − 1, j), a t = −1 for
where k t for t ∈ S + N 2 are some nonnegative coefficients. The sum of inequalities (23)- (24) 
where k t for t ∈ S + N 1 are some nonnegative coefficients. The path pack inequality for N 2 is
The sum of inequalities (25)- (26) 
The submodular inequality (4) for nodes N 2 where the objective coefficients of (F2) are selected as a t = 1 for t ∈ E + jn , a t = 0 for t = (j − 1, j), a t = −1 for
where k t for t ∈ S + N 2 are some nonnegative coefficients. The sum of inequalities (27)- (28) Remark 8. If the node set N consists of a single node, then the conditions (i) and (ii) of Theorem 16 reduce to the necessary and sufficient facet conditions of flow pack inequalities given in (Atamtürk, 2001 , Proposition 1). In this setting, conditions (iii)-(vi) are no longer relevant.
, for all j ∈ N and let the objective set S + be a path pack for N . The necessary conditions in Theorem 16 along with (i) for each j ∈ E + \ S + , either S + ∪ {j} is a path cover for N or ρ j (S + ) = 0,
(ii) for each t ∈ S + , there exists j t ∈ E + \ S + such that S + \ {t} ∪ {j t } is a path cover for N , (iii) for each j ∈ [1, n − 1], there exists k j ∈ E + \ S + such that the set S + ∪ {k j } is a path cover and neither node j is backward independent nor node j +1 is forward independent for the set S + ∪ {k j } are sufficient for path pack inequality (17) to be facet-defining for conv(P).
Proof. We provide 2|E| + n − 2 affinely independent points that lie on the face:
Let (y * , i * , r * ) ∈ Q be an optimal solution to (F2). Since S + is a path pack and E − = ∅, v(S + ) = c(S + ). Then, notice that y * t = c t for all t ∈ S + . Moreover, let e be the arc with largest capacity in S + , ε > 0 be a sufficiently small value and 1 j be the unit vector with 1 at position j. First, we give 2|E + \ S + | affinely independent points represented bȳ z can then be calculated using flow balance equalities (1b) where at most one of them can be nonzero for each j ∈ N . Sufficiency condition (i) guarantees the feasibility of z t . (ii) Let t ∈ E + \ S + , where ρ t (S + ) = 0 and let t = ∈ E + \ S + , where S + ∪ { } is a path cover for N . The solutionz t has arcs in S + ∪{t, } open,x t j = 1 for j ∈ S + ∪{t, }, and 0 otherwise,ȳ t j = y * j for j ∈ S + ,ȳ t t = 0,ȳ t = ρ (S + ), and 0 otherwise. The forward and backward path arc flow valuesī t j andr t j can then be calculated using flow balance equalities (1b) where at most one of them can be nonzero for each j ∈ N . Sufficiency condition (i) guarantees the feasibility ofz t .
(iii) The necessary condition (i) ensures that ρ t (S + ) < c t , thereforeȳ
Next, we give 2|S + | − 1 affinely independent feasible pointsẑ t andž t corresponding to t ∈ S + that are on the face F . Let k be the arc in E + \ S + with largest capacity.
(iv) In the feasible solutionsẑ t for e = t ∈ S + , we open arcs in S + ∪ {k} and send an ε flow from arc k to arc t.
In the solutionsž t for t ∈ S + , we close arc t and open arc j t ∈ E + \ S + that is introduced in the sufficient condition (ii). Then,x t j = 1 if j ∈ S + \ {t} and if j = j t andx t j = 0 otherwise. From sufficient condition (ii), there existsy t j values that satisfy the flow balance equalities (1b). Moreover, thesey t j values satisfy inequality (17) at equality since both S + ∪ {j t } and S + \ {t} ∪ {j t } are path covers for N . Then, the forward and backward path arc flows are found using flow balance equalities where at most one ofǐ t j andř t j are nonzero for each j ∈ N . Finally, we give n−1 pointsz j corresponding to forward and backward path arcs connecting nodes j and j + 1.
(vi) In the solution setz j for j = 1, . . . , n − 1, starting with solutionz kj , where k j is introduced in the sufficient condition (iii), we send a flow of ε from both forward path arc (j − 1, j) and backward path arc (j, j − 1). Since the sufficiency condition (iii) ensures thatr kj j < b j andī kj j < u j , the operation is feasible. Lety j =ȳ kj ,x j =x kj , i j =ī kj + ε1 j andȓ j =r kj + ε1 j .
Computational study
We test the effectiveness of path cover and path pack inequalities (14) and (17) by embedding them in a branch-and-cut framework. The experiments are ran on a Linux workstation with 2.93 GHz Intel R Core TM i7 CPU and 8 GB of RAM with 1 hour time limit and 1 GB memory limit. The branch-and-cut algorithm is implemented in C++ using IBM's Concert Technology of CPLEX (version 12.5). The experiments are ran with one hour limit on elapsed time and 1 GB limit on memory usage. The number of threads is set to one and the dynamic search is disabled. We also turn off heuristics and preprocessing as the purpose is to see the impact of the inequalities by themselves.
Instance generation. We use a capacitated lot-sizing model with backlogging, where constraints (1b) reduce to:
Let n be the total number of time periods and f be the ratio of the fixed cost to the variable cost associated with a non-path arc. The parameter c controls how large the non-path arc capacities are with respect to average demand. All parameters are generated from a discrete uniform distribution. The demand for each node is drawn from the range [0, 30] and non-path arc capacities are drawn from the range [0.75 × c ×d, 1.25 × c ×d], whered is the average demand over all time periods. Forward and backward path arc capacities are drawn from [1.0 ×d, 2.0 ×d] and [0.3 ×d, 0.8 ×d], respectively. The variable costs p t , h t and g t are drawn from the ranges [1, 10] , [1, 10] and [1, 20] respectively. Finally, fixed costs f t are set equal to f × p t . Using these parameters, we generate five random instances for each combination of n ∈ {50, 100, 150}, f ∈ {100, 200, 500, 1000} and c ∈ {2, 5, 10}.
Finding violated inequalities. Given a feasible solution (x * , y * , i * , r * ) to a linear programming (LP) relaxation of (F1), the separation problem aims to find sets S + and L − that maximize the difference
for path cover inequality (14) and sets S + and S − that maximize
for path pack inequality (17). We use the knapsack relaxation based heuristic separation strategy described in (Wolsey and Nemhauser, 1999, pg. 500) for flow cover inequalities to choose the objective set S + with a knapsack capacity d 1n . Using S + , we obtain the values λ j and µ j for each j ∈ N and let S − = ∅ for path cover and path pack inequalities (14) and (17). For path cover inequalities (14), we add an arc t ∈ E − to L − if λ j x * t < y * t and λ j < c t . We repeat the separation process for all subsets
Results. We report multiple performance measures. Let z INIT be the objective function value of the initial LP relaxation and z ROOT be the objective function value of the LP relaxation after all the valid inequalities added. Moreover, let z UB be the objective function value of the best feasible solution found within time/memory limit among all experiments for an instance. Let init gap= 100 × zUB−zINIT zUB , root gap= 100 × zUB−zROOT zUB
. We compute the improvement of the relaxation due to adding valid inequalities as gap imp= 100 × init gap−root gap init gap
. We also measure the optimality gap at termination as end gap = zUB−zLB zUB , where z LB is the value of the best lower bound given by CPLEX. We report the average number of valid inequalities added at the root node under column cuts, average elapsed time in seconds under time, average number of branch-and-bound nodes explored under nodes. If there are instances that are not solved to optimality within the time/memory limit, we report the average end gap and the number of unsolved instances under unslvd next to time results. All numbers except initial gap, end gap and time are rounded to the nearest integers.
In Tables 1, 2 and 3, we present the performance with the path cover (14) and path pack (17) inequalities under columns spi. To understand how the forward and backward path arc capacities affect the computational performance, we also apply them to the single node relaxations obtained by merging a path into a single node, where the capacities of forward and backward path arcs within a path are considered to be infinite. In this case, the path inequalities reduce to the flow cover and flow pack inequalities. These results are presented under columns mspi. In Table 1 , we focus on the impact of path size on the gap improvement of the path cover and path pack inequalities for instances with n = 50. In the columns under p = 1, we obtain the same results for both mspi and spi since the paths are singleton nodes.. We present these results under (m)spi. In columns p ≤ q, we add valid inequalities for paths of size 1, . . . , q and observe that as the path size increases, the gap improvement of the path inequalities increase rapidly. On average 97% of the initial gap is closed as longer paths are used. On the other hand, flow cover and pack inequalities from merged paths reduce about half of the initial gap. These results underline the importance of exploiting path arc capacities on strengthening the formulations. We also observe that the increase in gap improvement diminishes as path size grows. We choose a conservative maximum path size limit of 0.75 × n for the experiments reported in Tables 2, 3 and 4. In Table 2 , we investigate the computational performance of path cover and path pack inequalities independently. We present the results for path cover inequalities under columns titled cov, for path pack inequalities under pac and for both of them under the columns titled spi. On average, path cover and path pack inequalities independently close the gap by 63% and 53%, respectively. However, when used together, the gap improvement is 96%, which shows that the two classes of inequalities complement each other very well.
In Table 3 , we present other performance measures as well for instances with 50, 100, and 150 nodes. We observe that the forward and backward path arc capacities have a large impact on the performance level of the path cover and pack inequalities. Compared to flow cover and pack inequalities added from merged paths, path cover and path pack inequalities reduce the number of nodes and solution times by orders of magnitude. This is mainly due to better integrality gap improvement (50% vs 95% on average).
In Table 4 , we examine the incremental effect of path cover and path pack inequalities over the fixed-charge network cuts of CPLEX, namely flow cover, flow path and multicommodity flow cuts. Under cpx, we present the performance of flow cover, flow path and multi-commodity flow cuts added by CPLEX and under cpx spi, we add path cover and path pack inequalities addition to these cuts. We observe that with the addition of path cover and pack inequalities, the gap improvement increases from 86% to 95%. The number of branch and bound nodes explored is reduced about 900 times. Moreover, with path cover and path pack inequalities the average elapsed time is reduced to almost half and the total number of unsolved instances reduces from 13 to 6 out of 180 instances. Tables 1, 2 , 3 and 4 show that submodular path inequalities are quite effective in tackling lot-sizing problems with finite arc capacities. When added to the LP relaxation, they improve the optimality gap by 95% and the number of branch and bound nodes explored decreases by a factor of 1000. In conclusion, our computational experiments indicate that the use of path cover and path pack inequalities is beneficial in improving the performance of the branch-and-cut algorithms. set N 2 and the arc set C 2 , the value of the minimum cut is v 2 (C 2 ) = min{β
For nodes N 2 and the arc set C 2 , (1) the values β {u,d} i for i ∈ [j + 1, n] are the same for the node sets N 2 and N , (2) for the arc set C 2 the set S + j now includes the forward path arc (j − 1, j) and (3) 
