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TEST GENERATION BASED ON UML COLLABORATiON DIAGRAMS: 
IMPLEMENTATION EVALUATION 
Abstract 
In object-oriented systems, objects interact to implement behaviour. Dynamic 
interactions between a group of objects, for the realization of a use case or a complex 
operation of an object, may be specified by using UML collaboration diagrams. 
A UML collaboration diagram defines the roles of a group of objects when performing 
a particular task and several aspects of the control related to their interactions. They 
also define relationships between objects. The specification described in a collaboration 
diagram must be preserved during the transformation process into an implementation. 
Collaboration diagrams specify particularly the realisation of use cases, which are 
defined during the analysis phase. A use case is a generic transaction often requiring 
several exchanges. Use cases, as well as collaboration diagrams, provide several 
information. They can be used to support the testing process. Test generation based on 
specification described in collaboration diagrams was, at the beginning of this research 
project, poorly exploited and constitutes an interesting way to consider. 
present, in this thesis, the implementation of a test generation methodology based 
on collaboration diagrams [Bad02a, Bad02b] and its evaluation. developed 
environment is composed of several 1Ools. considered testing !11ethodology 
(generation and verification) is based on the dynamic interactions between objects and 
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takes into account several aspects related to their control. It supports an incremental 
verification of the implementation of the use cases. The generated sequences 
correspond, in fact to the different scenarios of the use cases, expected during the 
analysis and design phases. They allow verifying whether the implementation of each 
use case is in accordance with the corresponding specification. The proposed testing 
process is iterative [Bad03, Bad04] and takes into account the testability of use cases. 
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GÉNÉRATION DE SÉQUENCES DE TEST À PARTIR DES 
D.IAGRAMMES DE COLLABORATION 
IMPLÉMENTATION ET ÉVALUATION 
Sommaire 
Dans les systèmes orientés objet, les objets interagissent pour implémenter le 
comportement. Les diagrammes de collaboration UML permettent de modéliser les 
interactions dynamiques entre un groupe d'objets collaborant pour la réalisation d'un cas 
d'utilisation ou d'une opération complexe d'un objet. Ils décrivent, par ailleurs, les 
dif1erents rôles que jouent les objets lors de l'exécution d'une tâche donnée. Ils 
permettent aussi de décrire les relations existantes entre les objets. Il est donc important, 
lors de l'implémentation, que toutes les informations contenues dans les diagrammes de 
collaboration soient préservées. Les diagrammes de collaboration supportent 
essentiellement la réalisation des cas d'utilisation définis lors de la phase d'analyse des 
besoins. Un cas d'utilisation est une transaction générique nécessitant souvent plusieurs 
échanges. Il permet de saisir, à un haut niveau, les fonctionnalités d'un système. Les cas 
d'utilisation, tout comme les diagrammes de collaboration, peuvent être utilisés durant le 
processus de test et constituent une source de données et un support intéressant pour la 
génération de cas de test. La génération de cas de test basée sur ies spécifications 
décrites dans les diagrammes de collaboration constituait au début de ce travail de 
recherche, une piste intéressante et peu exploitée. 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Ce mémoire présente, essentiellement l'implémentation d'une méthodologie pour la 
génération de cas de test à partir des diagrammes de collaboration UML [Bad02a, 
Bad02b] ainsi que son évaluation. L'environnement développé est composé de plusieurs 
outils. La méthodologie considérée est basée sur les interactions dynamiques entre les 
objets et tient compte des différents aspects liés à leur contrôle. Elle permet, grâce à 
J'environnement développé, une vérification incrémentale de l'implémentation des cas 
d'utilisation. Les séquences de test générées correspondent aux ditTérents scénarios des 
cas d'utilisation. Ces différentes séquences permettent de vérifier, et ce pour chaque cas 
d'utilisation. la conformité de son implémentation à sa spécification. Le processus de 
test des cas d'utilisation finalement proposé [Bad03, Bad04] est itératif et est guidé par 
leur complexité. Les cas d'utilisation les plus complexes seront testés en premier. 
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Le Test Orienté 
LE TEST ORIENTÉ OBJET 
1.1 Introduction 
L'émergence de l'approche objet a été considérée comme la solution ultime à la crise du 
logiciel dans les années 1970. La technologie objet, grâce à sa maturité. a permis de 
mieux appréhender le développement d'applications complexes et d'améliorer leur 
qualité à différents points de vues. Elle a, cependant, soulevé de nouvelles questions 
pour le test de logiciel. 
Le test est une activité très importante dans le développement de logiciels. Il fait partie 
intégrante de leur processus de développement. test est une activité d'assurance 
qualité logiciel [PressOI]. Des auteurs comme J. Rumbaugh [Rum91J ont avancé au 
début de l'émergence des méthodes objets que le test ne constituait pas en soit une 
problématique pour l'approche objet partant essentiellement pnnclpe que notion de 
- 17-
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Le Test Orienté 
classe foumit une modularité, produisant ainsi un modèle clair et compréhensible qui 
favorise le test la maintenance et la modification. L'expérience a vite montré que malgré 
cette modularité, les systèmes orientés objet étaient sujets aux erreurs comme les autres 
systèmes [Bar94]. Par ailleurs, les caractéristiques nouve!1es apportées par l'approche 
objet ont soulevé de nouvelles questions et apporté de nouveaux défis. En eiTet, les 
techniques conventionnelles de test n'étaient pas complètement adéquates pour supporter 
le test des systèmes orientés objet. 
L'application directe des techniques conventionnelles de test sur des programmes 
orientés objet s'est vue confrontée essentiellement à deux problèmes majeurs. D'une 
part, les techniques de test procédural ne sont pas directement applicables aux 
programmes orientés objet en raison de la différence fondamentale existant entre les 
programmes procéduraux et les programmes orientés objet. D'autre part les nouvelles 
caractéristiques (encapsulation, héritage ou polymorphisme) introduites par la 
technologie objet occasionnent de nouveaux problèmes dans le processus de test comme 
les problèmes d'observabilité [Lab97] 
Au travers de ce chapitre, nous essaierons, tout d'abord, de situer la notion de test 
conventionnel. Ensuite, sur la base d'une multitude de problèmes, nous exposerons 
l'impact de l'approche orientée objet sur le test conventionnel pour, finalement, aborder 
la notion de test orienté objet. 
- Ul-
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1.2 Qu'est ce q ne le test? 
D~finition : Le test est r exécution Oll l'évaluation d'un .système ou composants d '1111 
.\}'stème par des moyens manuels ou automatisés afin de vérifier qu'il répond à ses 
spéc(flcation.')' ou pour identifier les différences entre le:.,' ré.'Iultats obtenus et le5' résultats 
attendus [Hay94][IEEE 82]. 
Le test est une activité du processus de Vérification & Validation (V & V) [Hay94] 
[Press04]. Le processus de V & V permet à la fois de découvrir les défauts et de garantir 
que le logiciel correspond bien aux attentes du client. Il existe de nombreuses définitions 
du processus de Vérification & Validation. Boehm [Boe79], en exposant la différence 
entre la vérification et la validation, a implicitement donné une définition au processus 
de Vérification et validation: 
o Validation: Avons-nous livré le bon produit? 
o Vérification: Avons-nous livré le produit correctement? 
Les définitions les plus utilisées et acceptées, du processus de Vérification et Validation, 
proviennent de ANSl/IEEE Stcmdard 729-1983. 
'r La Vér(ficalion est le proces5'us con:i'istant à déterminer si les produits d'une 
phase donnée du cycle de développement remplissent les' spéctflcalions 
établies durant la phase précédente, 
,. La Validation, quant à elle, c5,tle processus d'évaluation du logiciel il la fin 
du développement pour garantir le re.~pect des exigences du logiciel. 
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Cependant, les approches standards de test procédural ne couvrent pas questions 
soulevées par le test orienté objet comme mentionné par plusieurs auteurs 
[Bin94][Bar96] [Bad03]. Avant de présenter les différentes stratégies de test orienté 
objet, nous allons tout d'abord exposer les approches standards de test et les problèmes 
posés par la méthodologie orientée objet 
1.3 Test conventionnel 
Le test conventionnel est souvent divisé en deux catégories à savoir: le test statique et le 
test dynamique [Hay94]. Ces deux catégories de test sont présentes dans le processus de 
Vérification & Validation. À ['intérieur de ce processus, il existe deux approches 
fondamentales (figure 1) pour la vérification et l'analyse d'un système [Som04 J: 
);;- Im,pection du Logiciel (test statique).' Ana~)l!;e et vér{fication des 
représentations du système telles que les documents d'exigences, les 
modèles de conception et le code source des programmes. 
y Test de logiciel (test dynamique).' impliqlle l'exicU/ion d'une 
implémentation du logiciel avec de:·, données de test. 
Ces deux approches jouent des rôles complémentaires. Elles peuvent être reliées à deux 
approches présentes dans la littérature à savoir les approches structurelles et 
fonctionneiles. Cette complémentarité (inspections du logiciel et test de logiciel) est 
illustrée par la figure suivante: 
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Programme 
programme 
Figure 1: Vérification et Validation statique et dynamique iSom20041. 
Les tests statiques et dynamiques tels que présentés sont supportés par différentes 
techniques. 
Test statique 
Le test statique se résume à une analyse, sans exécution. d'une présentation (modèle, 
programme, etc.) [Chu92]. Les techniques de vérification utilisées lors du test statique 
implique l'analyse de la présentation qui peut correspondre par exemple à un code 
source du programme pour détecter des el1'eurs [Som2004]. Parmi ces techniques. nous 
pouvons énumérer: 
)r le processus d'inspection du programme qui met ! 'emphase sur fa 
détection de d~fàuts [Fag76] [Fag86]. 
r l'analyse Sfotique automatisée qui examine le code sans exécution 
[5'om] () 0-1]. 
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Test dynamique 
Le test dynamique consiste à exécuter un programme afin d'analyser son comportement 
[C11u92]. Tout comme le test statique, le test dynamique introduit un ensemble de 
techniques telles que [Som2004] [Press04 J: 
., Le test de composants (test unitaire) : processus qui consiste à tester 
individuellement chaque composant du système. Son hut es'( d'expo,)'er les 
erreurs dans les composants. C'est un processus de test de d~fàut. 
." Le test d'intégration: processus permettant de vérifier que les 
composants collahorant ensemble sont appelés correctement et 
transfèrent les bonnes données au bon lnoment. 
'T Le test de système (test de validation): processus d'évaluation des 
propriétés non strictement fonctionnelles du logiciel (pel/orl11ance, 
cOlnpatibililé, etc.). 
Ir Le test d'acceptation: te,'I't établi avec la participation dll client pour 
obtenir son acceptation et la livraison du logiciel. 
Tout d'abord, les composants (test de composants) sont testés en premier, ce qUl 
correspond au test unitaire. Ensuite, les tests d'intégration consistent à tester les 
interactions entre ces composants lors de leur intégration. Et les tests de validation 
portent sur le test global des modules intégrés correspondant au test du système [Hay94, 
Som04J. 
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Toutefois, à cause des caractéristiques nouvelles de la méthode orientée objet, le test 
conventionnel ne peut être appiiqué directement aux logiciels orientés objet. Ces 
caractéristiques apportent de nouvelles dimensions en termes de complexité qui ne sont 
pas couvelies par les méthodes de test conventionnel. 
Dans les programmes orientés objet, les sous-programmes (méthodes) ne peuvent être 
considérés comme unité de base pour le test [Lej92]. Dans la méthode orientée objet la 
plus petite unité pouvant être testée est l'instanciation de la classe: l'objet [Kun95]. 
L'approche orientée objet, au travers de cette unité testable, apporte les notions 
d'encapsulation, d'abstraction, de réutilisation, de polymorphisme et d'héritage. Ces 
différentes caractéristiques ont un impact sur les techniques de test [McD94]. Nous 
allons voir, dans ce qui suit, comment ces différentes notions interfèrent dans la mise en 
place des techniques de test. 
1.3.1 Encapsulation 
L'encapsulation consiste à rendre les informations propres à une classe non visibles et 
non accessibles aux utilisateurs ou à d'autres classes. Elle ne constitue pas une source 
d'erreur mais plutôt un obstacle au test car elle pose le problème de vérification de l'état 
d'un objet. En effet, le seul et unique moyen d'observer l'état d'un objet ou de tester 
l'objet en question est à partir de son état, rendu inaccessible par le principe de 
l'encapsulation soulevant ainsi un problème d'observabilité tel que mentionné dans 
[Lab97J. 
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Il nous faut alors trouver des mécanismes nous permettant d'accéder aux opérations des 
objets ai qu'à ieurs états internes. solutions proposées dans ce sens sont de nature 
intrusive et utilisent le même principe que celles définies pour le problème de la 
protection de l'information [DevOO]. 
1.3.2 Protection de l'information 
La protection de l'information, qui découle de l'encapsulation, est un principe permettant 
de cacher plusieurs détails d'un objet en les rendant inaccessibles de l'extérieur. Ainsi, la 
protection de l'information pose le même problème lors du test que celui posé par 
l'encapsulation, c'est-à-dire l'accessibilité de l'état interne d'un objet. 
Pour pallier ce problème, il existe deux solutions: 
,. modifier la classe testée pour ajouter des opérations fourni5'sant une 
visibilité sllr les opérations. 
/; d~finir des opérations qui seront ajoutées à la classe descenda1J1e dérirée 
de la classe testée. 
Honnis les deux solutions citées ci-dessus. il existe une autre solution consistant à créer 
une classe où l'on introduit le code des fonctions mais aussi le code de vérification 
(classe auto testable) [BauOOa] [BauOOb] [LeTra99]. 
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1.3.3 L'abstraction 
abstraction est une technique permettant aux programmeurs de tàce à la notion 
de complexité [Bo091]. Elle permet de séparer le compOliement essentiel de l'objet de 
son implémentation. Comme le mentionne Booch dans [Boo94]: «Une abstraction 
dénote les caractéristiques essentielles d 'un ol~jet le distinguant de tous les autres 
objets, fournissant ainsi des limites conceptuelles définies relativement cl la per5pective 
du concepteur ». Le problème avec l'abstraction est que l'information abstraite par 
l'objet est exigée pour la phase de test de r objet. 
1.3.4 L'héritage 
L 'héritage est une notion très importante dans le paradigme objet. Il permet d'organiser 
une structure hiérarchique d'un système complexe, permettant ainsi de définir une 
relation entre les classes où une classe partage sa structure et/ou son compOliement avec 
une ou plusieurs classes. Étant donnée la structure hiérarchique qu'apporte l'héritage, la 
notion de test prend une autre ampleur dans le sens où la super classe doit être testée 
avant ses classes descendantes [Lab97]. Dans ce processus, d'autres notions entrent en 
ligne de compte telles que la redéfinition des opérations héritées de la super classe et 
j'accès à l interne des classes héritées. 
L3.5Le Polymorphisme 
Le polymorphisme est une caractéristique de la méthode orientée objet. Il permet à un 
nom d·objet de désigner des instances de différentes classes. issues d'une même 
- 25 -
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arborescence [Bei90] [Bin99] [XanOO]. Le polymorphisme implique un mécanisme de 
contrôle de l'héritage [Pon94]. Le polymorphisme et les liens dynamiques introduisent 
un problème dïndécidabilité [Lab97]. Le test doit donc garantir que tous les cas 
possibles de liens dynamiques sont couverts. Plusieurs techniques de test conventionnel 
ont été développées. Cependant, il est bon de noter que les tests conventionnels étaient 
appliqués sur des programmes composés de modules qui sont composés à leur tour de 
fonctions et de procédures. Le principe de test dans le contexte de ce type de 
programmes était d'isoler les différentes fonctions qui régissaient ce programme et les 
tester individuellement. 
Avec la méthode orientée o~jet et sa notion de classe impliquant un principe de 
modularité, on ne pouvait appliquer directement ce genre de test. Les raisons sont 
multiples. Au premier plan, il n'y a pas de variables globales ou de données partagées 
entre les programmes car la classe, par sa définition, englobe toutes les propriétés d'une 
même entité (attributs, méthodes ou opérations, état de l'objet). Au deuxième plan, la 
classe n'est pas un composant testable en soi car le seul moyen de tester une classe est 
de créer une instance. Au dernier plan, r ordre des appels de ces opérations n'est pas 
séquentiel comme dans les programmes traditionnels. 
L'ordre des appels est évènementiel, car chaque action externe de l'usager 
entraîner une séquence d'appels qui change l'état de l'objet. À cause de ces diverses 
raisons, il est impossible de réduire le test orienté objet aux tests indépendants des 
opérations, en d'autres termes, aux tests conventionnels, d'où le développement de 
stratégies de test tenant compte des spécificités de la méthode orientée objet. 
- 26-
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Le Test Orienté 
1.4 Notion de test orienté objet 
Les programmes orientés objets peuvent être testés à quatre niveaux [ChenG 1] [Do094] : 
,. Le niveau algorithmique: il ce niveau, nOlis pouvons appliquer les 
techniques de test conventionnelles [Chan02] 
)r Le niveau classe (test de composants ou test lInitaire Olt encore tes! de classe) 
,. Le niveau groupe (test d ';'1tégrationJ 
j, Le niveau ,système (test de validation) 
104.1 Le test unitaire ou test de classe 
Le test unitaire consiste à tester la classe en entier. Son objectif est de véri fier l'intégrité 
de la classe en la testant comme une entité individuelle [Chan02]. En d'autres termes, ce 
test permet de vérifier: 
;r si la classe est conforme LI ses spécifications, 
,. si elle remplit toutes ses fonctionnalités el ce, malgré la présence de 
conditions non respectées, et 
, si celle-ci ne s'éloigne pas des cornportements spéctfiques qui lui sont 
attri hués. 
Ce test permet de localiser des erreurs au niveau de la classe et pour se faire, nous 
disposons de trois types de tests unitaires: 
1.4.1.1 Test de la boîte blanche ou test d'implémentation 
Le test unitaire en boîte blanche. est une méthode de test utilisant les structures de 
contrôle pour dériver des cas de test [Press97]. 
- 27 -
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test de la boite blanche est basé sur la connaissance interne des classes. Il permet de 
s'assurer que le code s'exécute tel que prévu, L 'objectif de ce type de test et de mettre 
en évidence les défauts. li permet aussi [Press97] : 
'r de garantir que tOliS les chemins indépendants à l'intérieur du composant 
ont été exécutés au moins Zlne lois. 
"y de tester toutes les décisions logiques cl leurs limites, 
jY de tester toutes les boucles à leur,)' limites el à l'intérieur des limites 
opérationnelles, 
';r de tester les structures de données pour assurer leur validité. 
1.4.1.2 Test de la boîte noire ou test basé responsabilité 
Le test de la boîte noire a pour objectif de vérifier si la classe se comporte comme elle 
doit se comporter, c'est-à-dire si elle remplit sa raison première au niveau de ses 
fonctionnalités [Press97]. Il est basé sur la spécification. 
1.4.1.3 Test d'héritage 
Le test d'héritage [Clw94][Gi194] permet de faire des tests lorsque l'on se trouve en 
présence d'une hiérarchie de classes. Le processus de test dans ce cas est un processus 
incrémentaI descendant; on commence par tester la super-classe ensuite les classes 
dérivées. Les propriétés héritées qui n'ont pas été changées au sous-classe 
ne seront pas re-testées, seules les parties correspondant à la spécialisation seront testées. 
- 28 -
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Le Test Orienté 
1.4.2 Test d'intégration 
Le test d'intégration a pour objectif de tester les classes lorsqu'elles interagissent entre 
elles par rapport à une notion de classes dépendantes ou encore classes couplées. Ii 
existe plusieurs approches pour le test dïntégration telles que [Chan02] : 
." Le test basé état: cette approche se base sur la construction de machines à 
étatsfin!s [LyeOl] [Cheu96] [Kop02]. 
>- Le test basé évènement: techniques basées sur les relations temporelles entre 
les évènements de synchronisation [Car98]. 
r Les techniques basées V}vfL: techniques de les! utilisant les diagrammes 
VML pour le test [BriOl]. 
, L'analyse de flots de données: techniques permettant de déterrniner si les 
variables d'un programme ont été crées et utilisées proprement. [Bol/OOI 
[Chen97] [SalOl]. 
Lors du test d'intégration, il est important de définir la manière dont les classes seront 
intégrées. Nous avons le choix: 
,. d'inrégrer toutes les classes ensenlble et de tester le tout une fàis, ce qui est 
généralenlent à éviter" 
~ procéder ci une intégration des classes exigées pour répondre à une 
opération ou un évènement spécifique du système (thread-based testing) , 
r d'intégrer et lester par lots de classes (intégration illcrémentale descendante 
ou ascendante). 
- 29-
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1.4.2.1 Intégration incrémentale descendante 
Dans ce cas, toutes les classes sont intégrées suivant la hiérarchie du modèle de 
conception (modèle objet), de manière descendante (figure 2). Les classes peuvent 
intégrées de deux manières possibles [Press04]: 
y En utilisant le principe de la prq(ondeur d'un arbre.' intégration de toutes les 
classes appartenant à un chemin de contrôle principal. La sélection du 
chemin de contrôle principal est faite de manière arbitraire et dépend des 
caractéristique", spécifiques de l'application. 
)r En utilisatioJ1 le principe de la largeur: intégratioll de toute~)' les classe,)' 
appartenant au même niveau 
Première intégration 
selon la profàndezf/:.····· 
.... 
. ' .~.t··· 
........ r 
C4 ......... 
/.:... .  _~~~S5~~:::::::::::;==~~~=====::::::~~.=..;~ __ ~n'.!..il~'e~~a~l::I~J 
C7 
'.~ ~ ... ~ .. - .,' 
Première intégration 
selon le niveau 
nivea1l 2 
niveau 3 
figure 2: Intégration Încrémentale descendante seloil la profondeur et la largeur. 
En se basant SUl' la figure 2. l'intégration selon la profondeur intègrera en premier les 
classes CL C2. CS. Dans ce cas de figure, on choisit comme chemin de contrôle 
principal le chemin de gauche. Ensuite, dépendamment du fonctionnement la classe 
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C2, la classe C8 ou C6 sera intégrée. Dans le cas de l'intégration selon la largeur, il faut 
intégrer toutes les classes appartement à un même niveau et toujours de manière 
descendante. Les classes qui seront intégrées en premier seront les classes du niveau 1. 
ensuite celles du niveau 2 et finalement celles du niveau 3. 
1.4.2.2 Intégration incrémentale asceru:hmte 
Dans cette intégration, on teste les classes indépendantes, donc qui n'interagissent pas 
avec d'autres classes, et ensuite les classes dépendantes (fIgure 3). Sachant que les 
classes sont intégrées du bas vers le haut. il est nécessaire d'utiliser des programmes de 





figure 3: Intégration incrémentaie ascendante IPress041. 
La figure 3 présente un cas d'intégration incrémentale ascendante. Tout d'abord, il faut 
créer des programmes pour tester les cIusters. cluster est un groupe de classes reliées 
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qui ont déjà été testées individuellement [Joh96]. Une fois les c1usters testés, ils sont 
utilisés pour tester les classes. Si nous prenons la classe Ca, nous avons les programmes 
de contrôle qui sont Di et 02 et les clusters 1 et 2. Une fois les clllS1el'S testés avec les 
programmes de contrôle, la classe Cc est testée en utilisant les clusters qui simulent les 
classes Ca et Cb. 
Un des problèmes fondamentaux posés dans le cadre de ces stratégies 
(ascendante et descendante) est la forte dépendance qui peut exister entre les classes d'un 
système orienté objet ainsi que la présence de cycles dans ces dépendances. Les modèles 
ne sont pas souvent hiérarchiques. Dans la littérature. il existe plusieurs stratégies de test 
permettant de définir un ordre d'intégration des classes [Bad95] [Bri02] [Ku099] 
[LeTraOO] [Tarn] [Bad04]. 
1.4.3 Tests de validation 
Les tests de validation ont pour objectif de tester tout le système du point de vue usager. 
Ils visent les actions de l'usager et les sorties possibles du système. Pour se faire, les 
tests de validation requièrent l'ensemble des cas d'utilisation qui définissent les 
interactions possibles entre les utilisateurs du système et le système lui-même [Som04]. 
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1.5 Problématique 
Le test a pour tel que mentionné précédemment, de vérifier si le système répond aux 
spécifications et mettre en évidence les défauts. Le test orienté objet, de part ses 
différentes caractéristiques, ne permet pas l'utilisation de la technique de test 
conventionnel [Mau04]. Il nécessite, donc, l'utilisation (développement) de nouvelles 
techniques et approches [Off99a][AbdOOb]. Deux principales classes d'approches 
émergent dans la littérature: les approches structurelles et les approches fonctionnelles. 
Ces approches ont pour objectif d'assurer l'intégrité des classes (testées 
individuellement), d'une part, et d'assurer une intégrité du système dans sa globalité, 
d'autre part. Par ailleurs, et sachant que l'approche objet implique l'interaction entre 
classes, il faut vérifier leur intégration. Les tests unitaires des classes ont fait l'objet de 
plusieurs travaux de recherche. Plusieurs propositions ont émergées. Par contre. les tests 
d'intégration, au début de ce travail de recherche, avaient étés très peu abordés. Les 
systèmes orientés o~jet sont des systèmes impliquant l'interaction de plusieurs objets. 
Il existe des méthodes dites semi-formel1es [Lan96][Jon96] permettant de modéliser le 
comportement des objets à l'intérieur d'un système. Parmi ces méthodes, la plus 
répandue étant le langage UML [Rum99]. Différents diagrammes, sources de données 
importantes sur les spécifications et interactions entre objets du système, peuvent être 
construits avec cette notation. Nous p01.xvons citer: 
, Diagrammes des cas d ·utilisation. 
;- Diagrammes de collaborotiof1. 
, Diagrammes d'étals. 
- 33-
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De nombreux travaux [Kim99] [Tse96] ont l'emphase sur l'utilisation des 
diagrammes UML pour la génération de cas de test. Ces travaux se sont penchés sur le 
comportement d'un objet. Kim et aL [Kim99, Bad96, Bad99], ont présenté 
une approche permettant de générer des cas de test à partir du diagramme d'états-
transitions. Bien que, les différents diagrammes soient présentés plus loin dans le 
document, il est important de mentionner que le diagramme d'états-transitions permet de 
modéliser les états qu'un o~jet peut avoir dans le système. 
Cependant, dans un système orienté objet, les objets collaborent entre eux pour 
implémenter le comportement du système [AbdOOb] [Bad02a, Bad02b]. 
Cette collaboration entre les objets est modélisée à l'aide des diagrammes de 
collaboration. La collaboration définit les rôles que jouent un groupe d'objets pendant 
l'exécution d'une tâche particulière, et de ce fait, les spécifications décrites dans les 
diagrammes de collaboration doivent être préservées. Malheureusement, la génération de 
cas de test à partir des diagrammes de collaboration reste un domaine peu exploité 
[AbdOOb] [Bad02a, Bad02b]. Le présent mémoire présente une nouvelle approche basée 
sur les informations contenues dans les diagrammes de collaborations (messages, 
conditions. ordonnancement, etc.). Elle permet la génération de cas de test et supporte 
une vérification incrémentale de l'implémentation des cas d'utilisation [Bad03. Bad04]. 
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Le reste du mémoire est organisé comme suit: le chapitre 2 présente les 
différentes approches pour le test orienté objet. Le chapitre 3 aborde la génération de cas 
test à des diagrammes UML. Les chapitres 4 et 5 présentent une nouvelle 
méthodologie pour génération de cas de test basée sur les diagrammes de 
collaboration, un environnement supportant cette méthodologie, et enfin les résultats de 
l'évaluation expérimentale que nous avons effectuée. 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Approches pour le Test Orienté Objet - 36 -
ApPROCHES POUR LE TEST ORIENTÉ 
OBJET 
Dans le test orienté objet, il existe principalement deux familles d'approches. D'un côté, 
nous avons les approches structurelles et de l'autre les approches fonctionnelles [Rys98]. 
2.1 Approches structurelles 
Les approches structurelles ou basées implémentation sont souvent assimilées au test de 
la boîte blanche à cause de leur vision portée sur le code. Ces approches sont fondées sur 
structures internes du programme sous principalement les graphes de contrôle. 
Elles sont sUliout utilisées durant le processus de test unitaire [Rys98] [Ric89]. 
L'utilisation des tests basés sur les approches structurelles a pour but de garantir les 
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instructions (conditions, chemins, etc.) implémentées au niveau du code sont exécutées 
que prévu. 
Pour ce type d'approches. on considère à la fois le code dans chacune des 
méthodes et les interactions entre les méthodes de la classe. Chaque métbode peut être 
testée à partir d'un ensemble d'entrées. Les techniques de test utilisées par les approches 
structurelles sont basées sur la couverture des instructions, des chemins. le test de 
valeurs spéciales, de partitions d'ensembles et d'évaluation symbolique. Dans le 
domaine des approches structurelles, nous pouvons citer des techniques de test comme le 
test d' instructions, le test de branches. le test de chemin et le test de conditions 
[Press04] [Hun02] [Som04]. 
2.1.1 Le test d'instructions 
Le test d'instructions consiste à exécuter, au moms une fois. le plus grand nombre 
d'instructions dans le programme. 
2.1.2 Le test de branches 
Le test de branches, contrairement au test d'instructions. consiste à exécuter au moins 
une fois le plus grand nombre de branches du programme. Ce test peut être utilisé pour 
vérifier les appels entre les différents composants du logiciel. L'exécution de ce type de 
test prend en compte les possibilités de traverser au moins une fois les branches du 
programme. de vérifier si les branches parcourues lors d'lm même test sont compatibles 
et de vérifier les différentes combinaisons d'exécution des branches. 
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2.1.3 Le test de chemins 
D~finition : chemin est d~fll1it comme étant un ordre d'ins'Irw.:tions ou de 
déclaration." qui COflzmence à une entrée. une jonction ou une déci.<;iol1 el prend/ln il une 
autre ou probablement la même décision, joncrion ou sortie. Un chemin peul passer par 
plusieursjol1clions. processus ou décisions. une ou plllsiell/'sfàis [Bei90j. 
Le test de chemins consiste à exécuter un nombre maximum de chemins sur le 
graphe de contrôle, ce qui donne la possibilité d'effectuer un contrôle dynamique des 
enchaînements. Il permet d'exécuter tous les chemins ou des chemins choisis à travers 
un système [IEEE99]. La difficulté de ce type de test résulte dans le fàit que le nombre 
total de chemins possibles dans un graphe de contrôle peut atteindre une valeur très 
élevée. Par ailleurs, il est bon de noter que tous les chemins d'un programme ne sont pas 
des chemins exécutables. Dans le même contexte, McCabe a introduit la notion de test 
du chemin principal (basis path testing)[Hun02] [Mcc76]. 
2.1.3.1 Le test du chemin principal 
Le test du chemin principal est un test permettant de remplir les conditions du test de 
branches et d'évaluer aussi tous les chemins indépendants pouvant être utilisés pour 
construire n'impOlte quel chemin arbitraire par le programme [Po095]. 
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Le test du chemin principal utilise la notion des graphes de contrôle. Dans cette 
technique, on définit un chemin indépendant (figure 4) comme n'importe chemin 
du système introduisant au moins une fois un nouvel ensemble instructions ou de 
nouvelles conditions [PressO 1]. Si l'on transpose cette définition de chemin indépendant 












a- l, 2, 5, 7, 8 
17- l, 3. 6, 7, 8 
c- l, 4, 6. 7, 8 
Figure 4: Illustration de la notion de chemins indépendants à l'aide d'un graphe de contrôle. 
Le processus de génération de cas de test est basé sur la complexité cyclomatique 
[Mcc76]. La notion de complexité cyclomatique sera abordée plus loin dans le mémoire. 
De manière générale, les étapes de génération de cas de test, avec comme base le test de 
chemin principal sont les suivantes [Mcc82] : 
" Construire le graphe de contrôle 
r Calculer la complexité cyclomatique 
r Choisir un ensemble de chemins indépendants (chemin principal) 
'y Générer des cas de tes! pour chacun de ces chemins 
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2.1.4 Le test de conditions 
Ces tests constituent une VerSlOl1 améliorée des tests de branches et sont 
complémentaires des tests de chemins. test de conditions permet de tester les 
conditions logiques contenues dans un programme [Tai89]. Une condition simple est 
une variable booléenne (variable ayant comme valeur vrai ou faux) ou une expression 
relationnelle [Press04]. Si, dans un programme, les décisions sont une conséquence de 
calculs ci' expression booléenne, il faut alors créer un ensem bie de cas de test pour 
pouvoir f()urnir les différentes valeurs en entrée de la condition, et ce dans Je but de 
satisfaire toutes les combinaisons possibles. 
Plusieurs travaux [Wa196] [Wat95] ont été effectués dans le domaine des approches 
structurelles. Certains d'entre eux ont utilisé les tests structurels dans le processus 
d'intégration [Mcc89] [Feg94], d'autres ont porté sur les stratégies basées sur le couplage 
entre classes et aussi la cohésion des classes. Cependant, l'inconvénient des approches 
structurelles est que les tests générés à partir de cette approche sont basés sur le code 
implémenté et non sur les spécifications du logiciel. En d'autres termes, elles ne 
garantissent pas le respect des spécifications du logiciel. Ces tests sont aussi appelés 
tests de défauts [Som04]. 
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2.2 Approches fonctionnelles 
Les approches fonctionnelles ou basées sur la spécification, quant à eUes, som assimilées 
au test de la boîte noire en ce sens qu'elles transforment les entrées en s01iies basées sur 
les spécifications propres du logiciel en ignorant la structure interne de l'objet testé 
[Rys98]. 
Les tests générés à partir de cette approche offrent plusieurs avantages. Tout 
d'abord, il est bon de préciser que les spécifications. établies lors de l'analyse, décrivent 
les fonctions que le logiciel est supposé offrir. Aussi, le processus menant à la 
production de tests basés sur les spécifications permet au développeur de mieux cerner 
les spécifications du logiciel et par la même occasion de déceler des erreurs ou 
ambiguïtés dans les spécifications. Un autre avantage de l'utilisation de cette approche 
est son indépendance vis-à-vis de l'implémentation des spécifications. Il existe plusieurs 
techniques de base dérivées des approches fonctionnelles. 
2.2.1 Le test par classes d'équivalences 
Cette technique de test (figure 5), consiste à identifier parmi l'ensemble des données 
possibles en entrée. d'une part, des classes d'équivalence. et ce. en regroupant les 
données d'entrée ayant des caractéristiques ou propriétés communes et. d'autre part, il 
vérifier le comportement du composant vis-à-vis des éléments d'une même classe 
d'équivalence (le but est de faire en sorte que le composant sous test se comporte de la 
même manière pour une même classe d'équivalence). Cette technique a pour objectif de 
contrôler les données en sOliie dans le de déterminer si celles-ci correspondent aux 
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Figure 5: Illustration du Test par classes d'équivalences. 
2.2.2 Le test aux limites 
Cette technique de test consiste à choisir des données égales ou proches des bornes des 
classes d'équivalence. 
2.2.3 Le test basé sur les besoins 
Le test basé sur les besoins est un test permettant de démontrer que le système 
implémente proprement les spécifications [Som04]. Il s'agit d'un test de validation. En 
effet, la majorité des erreurs détectées dans un système proviennent de l'implémentation 
mal effectuée des besoins [Ben03] (figure 
- 42-
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(a) Distribution des erreurs (b) Distribution de P effort de test 
figure 6: H1ustration du pourcentage d'erreurs occasionnées par un non-respect des 
besoinsl Ben031. 
Outre ces techniques de base, il existe d'autres approches basées sur l'utilisation 
des méthodes semi-formelles et formelles. 
2.3 Méthodes Formelles 
Les méthodes semi-formelles, par la diversité de leurs outils et par leur appOli dans le 
développement, sont très utilisées. Elles permettent de modéliser différents aspects d'un 
système. Parmi ces méthodes, nous pouvons citer le langage UML largement utilisé dans 
le développement de systèmes orientés objet. Le langage UML permet, en effet. de 
produire plusieurs modèles tels que le modèle objet, les diagrammes d'états. les 
diagrammes de collaboration. les diagrammes d'interactions, etc. Ces diffërents 
modèles, présentés de manière graphique, constituent, en fait. de véritables sources 
d'informations en ce qui concerne les spécifications logiciel et pouvant utilisées 
pour supporter le processus de test [AbdOOb]. 
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Cependant, les méthodes semi-formelles posent ceriains problèmes à la mise en 
place de tests dérivés des spécifications. Ces problèmes se résument au manque, parfois, 
de rigueur dans la sémantique. En eiTet, les modèles obtenus à partir des méthodes semi-
formelles peuvent être ambiguës et peuvent poser le problème. par la même occasion, de 
compréhension et d'interprétation pour établir un processus de génération de test. Pour 
pallier ce manque de précision et aussi pour éviter les problèmes d'interprétation, nous 
avons les méthodes formelles. 
Les méthodes formelles utilisées dans le développement de systèmes 
informatiques sont des techniques basées sur les mathématiques pour décrire les 
propriétés de ces systèmes [Rys98]. De telles méthodes fournissent un cadre à l'intérieur 
duquel on peut spécifier, développer et vérifier des systèmes informatiques d'une façon 
systématique, plutôt que d'une façon ad hoc. Elles reposent sur l'utilisation de la logique 
mathématique et offrent un langage éliminant l'ambiguïté et un formalisme de preuve 
permettant de garantir la validité des énoncés logiques. Elles permettent au développeur 
d'avoir une meilleure compréhension, d'obtenir des spécifications concises et peuvent 
servir de base à la vérification formeile et au développement de test par l'intermédiaire 
de l'utilisation des langages de spécification formels. Ces langages sont composés de 
composants importants qui sont [Press04]: 
r une syntaxe d#lnissant la notarion spécifique avec laquelle la spécification 
eSl représentée 
, une sémantique permellanf de définir l'univers des (J~jets [Win90] qui seront 
utilisés pour décrire le système el 
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'y un ensemble de relations définissant les règles qui indiquent quels objets 
satisfont les besoins. 
Ces différents langages de spécification formels se regroupent sous deux 
catégories [Rys98] [BurOO] [Som04]: 
'r Les langages de spéc(fication basés modèle 
r Les langages algébriques de 5péctfication. 
2.3.1 Les langages de spécification basés modèle 
Les langages de spécification basés modèle utilisent les mathématiques pour modéliser 
explicitement l'état du système [Off99b]. Ces langages expriment leurs fonctionnalités 
par le changement d'état en se basant sur le modèle d'état [Rys98]. Elles pOlie nt 
également le nom de spécification basée état. Parmi ces langages nous pouvons citer les 
langages VDM[Bsi89][Daw91][Jon90), Z[Brie92][Spi88, Spi92]et B[HungOl, Hung03]. 
2.3.2 Les langages algébriques de spécification 
Les langages algébriques de spécification décrivent le logiciel en établissant des 
instructions formelles, appelées axiomes, sur les relations entre les opérations et les 
fonctions intervenant sur ces opérations. Comme langage de spécification 
comportementale. nous pouvons citer LOTOS. Estelle et SDL [Tur93][Bo194], Larch 
[Gut93]. 
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Différents langages, dans chacune de ces familles, ont été développés pour spécifier des 
systèmes séquentiels ou concurrentiels [Som04]. Cette catégorisation des langages est 
présentée par le tableau suivant: 
Langages formels de Séquentiel Concurrentiel 
spécification 
Algébriques Lat"ch,Obj Lolos 
Basé sur les modèles Z. VDi\!f, B CSP [Hoa85], 
( model-based) Petri Nets [PetRi] 
Tableau 1: Langages de spécification formels. 
Par ailleurs, malgré leur faiblesse, les méthodes semi-formelles sont très utiles 
[WitO 1 a] [Kim99] dans le processus de génération de test à paliir des spécifications. 
Elles sont également largement utilisées relativement aux méthodes formelles 
[AmmOO][Amm94][Bou86] dans un processus de conversion des informations 
véhiculées par un langage semi-fonne! vers un langage formel. Il est donc avantageux de 
combiner les méthodes formelles et les méthodes semi-formelles dans un même et 
unique but étant celui de la génération de test cl partir des spécUicafiom;. 
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GÉNÉRATION DE CAS DE TEST À PARTIR 
DES DIAGRAMMES UML 
3.1 Introduction 
La génération de tests à partir des spécifications se résume à dériver des cas de test en se 
basant sur les descriptions fournies dans les spécifications. Le langage UML (Un(jied 
]v!odeling Language) a tàit l'objet de nombreux projets de recherche [BriO 1 ][Kab98] 
dans le but de l'utiliser comme base pour la génération de test. Cela est dü au fait que le 
langage UML est fàcile d'utilisation. d'une part, et qu'il existe plusieurs outils (Rational 
Rose, Together, etc.) le supportant. La méthode UML est à la base une notation 
graphique offrant différents types de diagrammes permettant d'exprimer différents 
aspects et propriétés d'un système [Ant02]. 
- 47-
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Avant d'aborder la génération de cas de test à partir de modèles nous allons 
d'abord présenter quelques travaux effectués pour la génération de cas de test à partir des 
méthodes formelles de spécification. Les approches basées sur la génération de cas de 
test à partir des méthodes formelles de spécification sont désignées dans la littérature par 
approches basées modèle (model-bm,;ed) [Dic93] [FroOO]. Ces approches utilisent les 
langages formels de spécification basée modèle tels que Z et VDM. 
Des auteurs comme Hans-Martin Horsher et Erich Mikk abordent [Hor95] cette 
approche en utilisant le langage Z pour la génération de cas de test. Leur approche 
consiste à dériver des classes de tests qui permettent d' obtenir des partitions de test 
séparées. Le langage Z est utilisé dans cette approche pour extraire les différentes 
situations pour lesquels nous avons des comportements différents au niveau du système. 
Cette approche est similaire à l'idée du test par pmiition. 
D'autres auteurs tels que Chen et Liu [Che96] utilisent quant à eux, le langage 
Object-Z pour développer des cas de test. Ils présentent [Che96] un exemple de la 
spécification d'une classe en Object-Z et les différentes étapes pour le test d'une classe 
basée sur leur approche. Le langage Z est à la base un langage formel avec des 
fondements dérivés de la théorie des ensembles typés [Spi92]. Le langage Object-Z est, 
quant à lui, une extension orienté objet du langage Z [GraOO] [Duk91 J. Par ailleurs, 
d'autres auteurs comme Offutt et Liu abordent la notion de génération cas de test à 
partir de SOFL (Structured Object-Oriented FormaI Language) [Off99b]. SOFL est un 
langage formel de spécification et de méthodologie développé par S. 
Offutt et C. Ho-Stuart. 
A.l 
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Cependant, la majorité des travaux effectués sur la génération de cas de test à partir des 
méthodes formelles utilisent un processus d'extraction des informations véhiculées par 
tes langages semi-formels tels que UML. Les sections suivantes abordent génération 
de cas de test à partir de UML. Ces approches utilisent les diftërents diagrammes UML 
comme base pour la génération de cas de test. 
3.2 Diagramme des cas d'utilisation (Use Cases) 
Le diagramme des cas d'utilisation permet essentiellement de définir les limites du 
système en termes de services que le système doit offrir (cas d'utilisation) et des 







figure 7: Exemple de diagramme de cas d'utilisation. 
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La planifïcation des tests à partir des cas d'utilisation demande l'identification 
de séquences possibles d'exécution des cas d'utilisation. C'est dans cette option 
qu'intervient l'utilisation des diagrammes de séquences (scénarios) et d'activités pour 
l'élaboration de tests à partir des cas d'utilisation. La génération de tests à partir des cas 
d'utilisation apporte un nouveau concept qui est celui du scenario-hased tes'! (test basé 
sur les scénarios). Des auteurs comme Lionel Briand [BriOl] et Johanne Ryser [Rys99] 
abordent cette approche. Johanne Ryser présente cette approche comme étant une 
approche consistant en trois points [Rys99]: 
r Utilisation d'un langage narurel pour les scénarios (cas d 'litilisation) pour 
valider le .système, 
r Formalisation des scénarios en diagrammesd 'élats cf annotation des 
scénarios et/ou digrammes d'états dans le but de rendre le diagramme 
d'états convenable pour la génération de cas de test convenahles. 
r Génération des cas de test en traversant les chemins dans le diagranune 
d'états, 
Cette approche, telle que présentée, passe par un processus de transformation des 
scénarios (cas d'utilisation) en diagrammes d'états avant la génération de tests. J eremiah 
Wittevrongel et Frank Mauer [WitOl présentent une autre approche (figure toujours 
basée sur le principe de la génération de tests à partir des cas d'utilisation. présentent, 
avec leur approche, un outil (SCENTOR) permettant la génération de cas de test à partir 
des diagrammes de séquences dont le processus est représenté par la figure ci-dessous 
[WitOl [WitOl 
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Figure 8 : Processus de génération de tests à partir du diagram me de séquences 1 WitO 1 al. 
Les diagrammes de séquences (illustrés par la ligure 9) permettent de modéliser 
les interactions entre objets d'un point de vue temporel. Ils sont complémentaires aux 
cas d'utilisations. Cette représentation est beaucoup plus axée sur l'expression des 
interactions. 
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Figure 9: Exemple de diagramme de séquences. 
Une autre approche, utilisant les cas d'utilisation, consiste à se serVir du 
diagramme d'activités. Un diagramme d'activités UML (figure 10) est utilisé pour 
montrer les activités, le déroulement des opérations et comment les opérations sont 
exécutées dans le système. 
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Figure 10: Exemple de diagramme d'activités IBriOn 
llML 
Cette approche basée sur l'utilisation du diagramme d'activités est présentée par 
les auteurs Lionel Briand et Yvan Labiche [BriO 1]. Elle se résume en trois étapes [BriO 1] 
illustrées par la figure suivante: 
- 53-
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est l'un des modèles les plus utilisés dans la littérature dans le domaine de la génération 
de tests à pmiir des spécifications. 
3.3 ~lodèle Dynamique 
Le modèle dynamique (figure 12) est un modèle attaché à une classe ou un cas 
d'utilisation dans le but étant de présenter les états possibles et les transitions régissant le 





l attente touet-le 1 
/.' .... 
..-. ..-~ . ..-.... ' 
louche cla\,-ier appuyée[ louctle=co lje[l J J 
. .,.,. .. --_ ......... 
~./ .... -
Attente Touche2 
Figure 12 : Exemple de diagramme d'états-transitions. 
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Plusieurs auteurs abordent la génération des cas de test à patiir du diagramme 
d'états. Parmi ces auteurs, on peut citer Jefferson Oftùtt, Yi\vei Xiong , Shaoying Liu et 
Aynur Abdurazik [AbdOOa] [Off99a. Off99c, OffU3], qui présentent des critères 
(couverture de test) permettant d'obtenir de bonnes séquences de test à partir d'un 
diagramme d'états. Ces diagrammes sont définis comme un graphe orienté. Ils 
présentent un outil SPEcTEST, (construit à Université de Georges lv!ason - USA) qui est 
basé sur les critères définis et qui permet de dériver automatiquement des cas de test à 
partir du diagramme d'états [Oft99b J. Le processus utilisé par Jefferson Oifutt et al. 
pour la génération de ces cas de test est donné par la figure suivante: 
Figure !3 : Processus général pour la génération de cas de test 1 
Tc&t 
Scripb 
Par ailleurs, et dans le même domaine, les auteurs C.D. Turner et DJ.Robson 
[Tur92] présentent un ensemble d'outils pour génération (MKTC : MaKe Test Cases). 
la compilation (MKMFTC : MaKe MakeFile for Test Cases) et pour l'exécution des cas 
·56· 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Génération de cas de test à parti!' des iJML 
de test compilés (TESTRUN). En continuant sur la lancée des outils, nous avons 
également l'outil DAS-BOOT ( Design Specification Based Object Oriented 
Testing) développé à l'Université de Californie par le Jm~lesseur Dehra J. Richardson 
[Ric99], qui teste une classe en se servant de son diagramme d'états, 
Une autre approche pour la génération de tests à partir du diagramme d'états 
consiste à transformer le diagramme d'états en une machine à états finis étendus, Ce 
concept est abordé par Y.G. Kim et al. [Kim99]. En plus de cette approche, notons 
l'approche ayant comme principe de faire du model-checking à partir du diagramme 
d'états grâce à une traduction en langage SMV [MiI92]. Le model-checking est une 
méthode permettant de vérifier automatiquement des systèmes à états finis. 
Les deux précédentes sections nous ont permis d'aborder la génération de cas de 
test à partir des cas d'utilisation, en parlant des diagrammes de séquences et d' activi tés, 
et des diagrammes d'états. La section suivante aborde, toujours dans la même lignée que 
les autres, la génération de cas de test, mais à paliir des diagrammes de collaboration. 
- 57 -
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3.4 Diagrammes de collaboration 
diagramme de collaboration est un diagramme ayant pour but montrer les 
interactions entre objets et compléter le diagramme d'objets en présentant les messages 
échangés entre eux. Il décrit le comportement d'un groupe d'objets dans la réalisation 
d'un cas d'utilisation ou d'une opération complexe. Les collaborations définissent les 
rôles que jouent les objets pour la réalisation d'une tâche particulière ainsi que plusieurs 
aspects de contrôle reliés à leurs interactions. Les collaborations incluent trois notions 
principales à savoir [Obj03] : 
~ ClassifierRoles: définissant le rôle joué par un objet à l'intérieur de la 
collaboration 
,. AssociationRole: d~finissant les relalions existantes entre « ClassiflerRoles» 
Ji" AssociatiollRole: ensemble de liem, individueLs, Un lien est une connexion 
individuelle entre deux ou plusieurs objets et est Zlne instance d'une association. 
Le diagramme de collaboration pennet d'obtenir les informations sur [Gre96] : 
y Les o~jets impliqués dans une interaction ef leur structure 
:P- Les instances de séquences d'appels permis pOlir un objet 
'Ji" Laforme sémantique d'une opération 
,. Les types de communications entre les o~je!s' dan')' la collabora/ion 
" Les caractéristiques d'exécution de l'objet, 
Le principe de génération de séquences de test à partir du diagramme de collaboration 
est intéressant et reste peu exploité. Très peu d'auteurs ont abordé ce domaine [AbdOOb]. 
- 58·, 
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Ces derniers abordent la notion de test selon deux principes, à savoir le test statique et le 
test dynamique, tout en exposant des critères de test pour chacune de ces notions. 
3.4.1 Le test statique 
Le test statique consiste en la vérification des aspects du logiciel sans exécution, en 
évaluant le code. Les auteurs identifient quatre types de données véhiculées par le 
diagramme de collaboration pouvant être utilisé pour le test statique [AbdOOb]. 
';r Classifier Roles : Cette donnée permet d'exprirner le rôle joué par un objet à 
l'intérieur d'une collaboration. Ils décrivent le type de l'objet avec lin ensemble 
d'attributs et opérations exigées. 
jr Collaborating Pairs : un « Collaborating Pair» est une paire de « Classifier 
RaIes )) ou « Association Roles » qui sonf connectés entre eux par lin lien dans le 
diagramme de collaboration. Les liens dans un diagramme de collahoration 
décrivent les contraintes structurelles des « Collahorating Pairs» ainsi que leurs 
communications. 
y Message ou stimulus: Un message fournil des ÏI?fOrnWfions S1lr le type de la 
valeur de retour, sur les structures de contrôle, sur les opérations ou méthodes 
invoquées sur l'oNet cible et les paramètres des opérations ou méthodes 
invoquées'. Un stimulus est une instance d'un message pOl/vont être un signal, 
une méthode ou lin appel d'opération. 
, Local jJariable Definition-Umge Link Pairs: Le lest de cette donnée permet de 
trouver des anomalies de flux de données au niveau modélisation. 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Génération de cas de test il partir des diagrammes UML - 60 -
3.4.2 Le test dynamique 
Un diagramme de collaboration (figure 14) un chemin complet pour un cas 
d'utilisation ou une opération, et aussi l'information pour tester les interactions d'objets. 
,..------, 3: $ ::"..::: 
ddi"''el}' s 
'Ddiw:cy 
~ 1: pNr:= ge~)N[,:) --:,... 
·Drl;" ... ,,!, 
«Ioc,<,]» 2: ïI:= getF..mOUnll) --5& 0 
'--------' d 4: delive"!)lll .SI «pa mmeter» 
figure 14: Diagramme de collaboration pour une opération jAbdOObl. 
En partant de l'hypothèse selon laquelle il existe un diagramme de collaboration 
pour chaque opération, OfIutt et Abdurazik exposent le critère de test dynamique comme 
étant le suivant: «Pour chaque diagramme de collaboration d'une spéc(fication, il 
existe au moins un cas de test t tel que, quand le logiciel est exéCltlé en wilisantle cas' de 
test t, le logiciel qui implémente la séquence de messages du diagramme de 
collaboration doit être exécuté» [AbdOOb). 
Ce critère est élaboré sur le fàit que, de pnme à bord, le diagramme de 
collaboration montre l'ordonnancement des messages pour une opération. Donc. de ce 
fait, il est possible d'obtenir une séquence de messages en se basant sur les numéros de 
séquences de chaque message. 
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A partir du diagramme de collaboration présenté ci haut, il nous est donc possible 
d'obtenir une séquence de messages présentée par figure suivante: 
"'~-"-""'---------"'-"-"'I l.· .. '·-------..~·-\ {_,."...-.... ----~m~·'1 .. r.-~------.. ...... 
1.  .eroœ~Ordol:'n·o),~\-. o'br.etpNn 1 ._j~i~J:!etÂ.1110Unl1)-~.~urchÎpNr,~} 
---- --""- ""'---- -~ ----------- --- ----;,ry,;~ Gdoliw~;~J 
- --
figure 15 : Séquence de messages il partir du diagramme de collaboration ci-haut IAbdOObl. 
Par conséquent, tester le système se résume à vérifier si l'exécution du système 
pour cette opération spécifique fournit cette séquence de messages. Il nous faut donc 
faire une trace nous permettant de suivre le chemin suivi par l'exécution du message 
testé. L'article [AbdOOb] présente un algorithme d'instrumentation qui est inséré dans le 
programme pour obtenir la trace d'exécution du message testé. Cet algorithme est 
illustré par la figure suivante: 
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output: 
ou tpnt. crit~ria: 
Im;trumcnt (Col Diagl"am, .a.U'<V'.<"M'L'-"'L"<"'""L'VU-
! collaboration diagram that models the 
i~plêmentation of an operation, and the 
implementation of the system. 
Instrumented code. 
AlI the Rodes on the message sequence path 
should be mstrumented. 
IllsgPat.hMode : {actionName, linkEndObjectTypeName, 
next} 
curNode is typA msgPathNode. curNode represents 
tlle current node in the message sequence path. 
magPath -- A linked list of type !il.E.gPath~adê 
objectE,. 
Instrument (ColDiagr"un~ Implenlplltat.iou) 
BEGIN -- Algori thlll InstrU1l!.ent 
construct a l'I!sgPatl1Jiode for eac.h link and Hs liuk ênd objeçt 
put each msgPathNode in ll1sgPath link:ed Hat 
curNode = first node in the msgPath 
WHILE (curNode != null) 
classlame = curNode.linkEndObjectTypeName 
go to the actual Implementation of className in the code 
actionName ~ curNode.actionNama 
go to the actual implementation of açtionName in the code 
insert instrument in actionName method 
curNode = curNode.next 
END WHILE 
END Algoritbm Instrument 
Figure 16 ; Algorithme d'instrumentation IAbdOObl. 
Comme nous pouvons le constater, l'algorithme présenté ne fait que vérifier si le 
message exécuté produit le chemin de séquences de messages attendu. Cependant la 
faiblesse de cette approche basée sur les diagrammes de collaboration est l'absence de 
contrôle au niveau des messages impliqués dans le chemin de séquences. diagramme 
de collaboration fournit informations sur les interactions en impliquant les structures 
de contrôle relatives à r exécution de ces messages (boucle, condition simple, choix). 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Génération de cas de test à des diagrammes llML 
Il faudrait donc tenir compte de ces structures de contrôle, vérifier si un message 
conditionné par une boucle par exemple a bien été exécuté un certain nombre de fois en 
se basant sur la condition de la boucle, vérifier les chemins de séquences de messages 
impliquant des choix multiples, etc. 
Outre ces méthodes, il existe aussi des outils, tels que SCENTOR, oeuvrant dans 
la génération de cas de test à partir des diagrammes des cas d'utilisation ou encore DAS-
BOOT pour les diagrammes d'états. Cependant, l'utilisation des diagrammes de 
collaboration pour la génération des cas de test est un domaine inexploité, hormis les 
auteurs Jeff Offutt et Aynur Abdurazik [AbdOOb] ayant présenté des critères de 
génération de cas de test à partir de ces diagrammes. lis n'ont, cependant, pas proposé 
réellement une technique de génération particulière [Bad03, Bad04]. 
L'approche. présentée dans ce mémoire, est une méthodologie de test basée sur 
le diagramme de collaboration. Elle est basée sur deux grandes étapes principales à 
savoir: 
:r Une étape de génération de cas de lest prenant en COlupte les interactions 
((vnamiques entre les objets et plusieurs ({,)pecls reliés à leur contrôle. Cette 
étape permel d'obtenir des séquences de test corresponda/1l aux d{tlérents 
scénarios d'un ca.',' cl 'utilisation. 
., Une étape de vérification incrémentale des cas d'utilisation d'un système. 
Cetfe étape utilise les séquences de test obtenues de l'instrumenratiol1 et un 
procédé de trace permeftant de te51er les cas d'utilisation.. 
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La suite de ce mémoire présente la nouvelle approche basée sur les diagrammes de 
collaboration et est organisée comme suit. : le chapitre 4 présente la méthodologie de 
rapproche, les principales phases du processus de test proposé et donne un bref aperçu 
de l'architecture de J'environnement développé ainsi que les principales étapes de 
technique de génération de séquences de test. Ce chapitre donne aussi un aperçu sur le 
processus de vérification supporté par l'approche. Le chapitre 5 présente 
l'environnement développé supportant l'approche présentée et le chapitre 6 les résultats 
des études de cas effectuées pour évaluer l'environnement. Finalement le chapitre 7 
présente quelques conclusions et perspectives au présent travail. 
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GÉNÉRATION DE CAS DE TEST À PARTIR 
DU DIAGRAMME DE COLLABORATION: 
UNE NOUVELLE ApPROCHE 
4.1 In trod uction 
Le diagramme de collaboration UML, qui décrit le comportement d'un groupe d'objets à 
travers leurs interactions, se présente sous deux formes [Obj03]: 
y Le diagramrne de col/aboration au niveau spécUication qui fait r4érence cl 
l'ensemble des classes et associations impliquées dans la collahoration pOlir 
la réali,<;atiol1 d'une lâche particulière. 
r Le diagramme de collaboration au niveau instance qui montre les installce",' 
impliquée,')' dans une interaction. 
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Le diagramme de collaboration au niveau instance permet d'obtenir des informations 
telles que les arguments des opérations, les caractéristiques des variables (locales et 
globales), les contraintes liées aux associations et la construction ou destruction d'objets 
[OffO 1] [Obj03]. A ce niveau en pm1iculier, de pm1 les informations importantes qu'il 
décrit, le diagramme de collaboration constitue une véritable source d'informations pour 
la description (réalisation en termes de collaboration d'objets) d'une opération. 
Cependant, force est de constater que malgré les aspects importants qu'ils 
permettent de spécifier entre un groupe d'objets dans une collaboration. les diagrammes 
de collaboration présentent une légère insuffisance [Bad02b]. Cette insuffisance réside 
essentiellement dans le fait que toutes les structures de contrôles liées aux interactions ne 
sont pas spécifiées de manière précise. Il est donc important de renforcer cette 
description afin de pouvoir générer les différents scénarios possibles dans une 
collaboration. La figure suivante présente des extensions qui ont été proposées afin de 
combler cette insuffisance. Ces extensions permettent de spécifier de façon explicite 
l'exclusion entre plusieurs méthodes selon une condition donnée et aussi une meilleure 
expression de l'itération selon une condition donnée [Bad02b]. 
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• 1: mèssagc2() 1 pconù2} 
1 
" 4b[not cond 2lmessage6() 
de collaboration: Une Nouvelle Approche 
2. !akxpr = casl]: ll1ess~.ge7(~ _ .. ~-~ ... -_._-~ 
,-~-_ .. _._------- ·G 
2.1 b[expr ~ cas2]: messageS() 
_._-->-
H 
Figure 17 : Exemple d'un dingrnmme de collnborntion. 
L'exemple présenté par la figure 17 montre les extensions apportées. Une première 
extension (l:message20[pcond2}) introduit la notion de post condition au niveau des 
messages. S'il existe une post condition donnée pour un message i alors le message i-'- / 
sera exécuté (durant le processus de vérification supporté) si et seulement si la post 
condition est validée. Hormis la notion de post condition, nous pouvons aussi voir que 
les messages 7, 8 et 9 sont exclusifs. Il n'y aura qu'un seul message qui sera exécuté 
selon la condition spécifiée. Par ailleurs, les messages 3 et 4 seront exécutés dans la 
même itération. Cette spécification est faite par l'utilisation de code pour représenter le 
type de l'itération et un numéro permettant d'identifier l'itération (l dans cet exemple). 
Nous avons trois types d'itération remplaçant le caractère * utilisé dans la notation 
UML: 
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}T répéter (<< repeat ») : présenté dans cel exemple et ayant pour code R 
, pOlir ({(for ») : avec comme code F et 
'r tant que «( l1'hile ») : avec comme code JïV 
Ces différentes extensions permettront de décrire de façon précise les différentes 
structures de contrôle et les conditions liées aux interactions. Toutefois. pour pouvoir 
utiliser ces informations. il ±àudrait être en mesure de les extraire des diagrammes de 
collaboration. La section suivante présente un langage permettant de traduire ces 
informations, d'une notation graphique vers une description textuelle formelle pour 
utilisation ultérieure. 
4.2 LDC: Langage de description des Diagrammes de 
Collaboration 
Le langage LDC est un langage permettant de décrire de manière textuelle et formelle un 
diagramme de collaboration. Il permet de décrire les informations de haut niveau 
contenues dans la spécification d'une collaboration entre un groupe d'objets ainsi que 
plusieurs détails liés à leurs interactions [Bad03] (messages déclenchant la collaboration, 
les diffërentes interactions, r ordre des interactions, les structures de contrôle et les 
conditions conduisant aux interactions, les pré et post conditions reliées aux messages, 
etc .. ). 
Le langage LDC n'est pas un langage en remplacement du langage UML 
[Obj03], mais constitue plutôt un outil complémentaire. Il présente deux avantages: 
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> La description LDe permel de supporter une vér[fication de la confémni/é 
d'une partie des résultats obtenus par rapporf aux résultats attendus (post 
conditions). 
'r Il permet d·e.ffècfuer certains contrôles sémantiques statiques d'une part, el 
d'aulre parI de s'assurer de la conformité du diagramme de collahoration au 
diagramme d'états des ol?jets impliqués dans la collaboration. 
4.2.1 Grammaire du langage LDC 
La grammaire du langage LDC (annexe A) se divise en deux grandes parties à savoir les 
déclarations (objets et messages impliqués) et les messages (descriptions des messages). 
La partie déclara/ions permet de déterminer les objets et les messages impliqués dans le 
diagramme de collaboration. Cette partie nous offre la possibilité de fàire une analyse 
sémantique. 
La partie messages_objets, quant à elle, décrit chacun des messages impliqués 
dans le diagramme de collaboration. Elle contient les différents termes présents dans la 
notation UML d'un message: 
prédécesseur séquence-expression valeur-de-retour := message liste-des-arguments 
Chaque élément de la notation de base constitue une source d'informations très 
importante. 
prédécesseur: liste de numéros de séquences, correspondant à des numéros de séquences 
de messages du diagramme de collaboration, devant être exécutés avant le message en 
question. 
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séquence-expression: cette expression comprend le numéro de séquence du message 
(pour établir l'ordonnancement des messages), une clause de condition (condition à 
respecter avant exécution du message) ou d'itération (exécution du message un certain 
nombre de fois dépendamment d'une condition) facultative. 
valeur-fie-retour : valeur de retour, s'il y a lieu, du message. 
message: nom du message. 
liste-des-arguments: liste des arguments, s'il y a lieu, nécessaire pour l'exécution du 
message. 
En plus de ces différents éléments présents dans la notation de base, il faut noter 
rapport de l'élément post condition à la notation. Cet élément permet de spécifier 
l'existence de conditions à respecter après exécution du message. Cet élément joue un 
rôle important dans le processus de vérification (présenté ultérieurement). La grammaire 
complète du langage LDC est fournie à l'annexe A ainsi qu'un exemple de description 
d'un diagramme de collaboration en annexe B. Le langage LDC joue un rôle impOliant 
dans l'approche de génération de cas de test à paliir du diagramme de collaboration. 
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4.3 Une nouvelle approche 
L'approche présentée dans ce mémoire est organisée en deux principaux processus, à 
saVOlf les processus de génération des séquences de test et de vérit1cation de la 
conformité aux spécifications. 
4.3.1 Processus de génération de séquences de test 
Le processus de génération de séquences de test prend en compte les différents aspects 
du contrôle spécifiés dans la description LOC d\m diagramme de collaboration. Le but 
principal de ce processus est de déduire, à partir d'une analyse de la description LOC, un 
ensemble de chemins théoriques couvrant l'ensemble des scénarios et tenant compte de 
la nature des interactions entre objets (conditionnelle, inconditionnelle, itérative, ordre 
des messages, etc .. ) [Bad02a, Bad02b]. Il faut comprendre par la notion de chemin, une 
exécution particulière d'un cas d'utilisation. Chaque chemin constitue en soi une 
séquence de test. Ce processus comporte trois étapes principales: 
P- La construction du graphe de contrôle réduit aux mes'sages 
P' La construction de l'arbre des messages 
)0- La génération des séquences de test 
4.3,1.1 Construction du graphe de contrôle réduit aux messages 
Cette étape a pour objectif. à partir de la description LDC du diagramme, de construire 
les graphes de contrôle réduits aux messages de chaque opération. Ces graphes de 
contrôle permettent avoir une vue générale et synthétique du contrôle dans la 
collaboration (différents scénarios possibles). 
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Ces graphes de contrôle sont obtenus suite à une analyse de la description LDC. Elle 
permet d'obtenir une synthèse des algorithmes des différentes opérations impliquées 
dans la collaboration. La figure suivante illustre un exemple de graphe de contrôle réduit 







message 3 (); 
message -!O; 
jusqu'à condition 1 

























____ : fin 
Figure 18 : Graphe de contrôle réduit aux messages. 
4.3.1.2 Construction de l'arbre des messages 
construction de l'arbre des messages est faite à partir des graphes de contrôle réduits 
aux messages. Ces graphes de contrôle permettront de produire la séquence principale 
servira de sode au processus de construction de l'arbre des messages. de la 
génération des séquences principales. plusieurs notations sont utilisées expnmer 
différentes possibilités. La séquence principale et les notations utilisées nous permettront 
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d'engendrer les différentes séquences correspondant aux ditIérents cas de test possibles. 
Ces notations sont les suivantes: 
,. {séquence} exprime la répétition 0 Olt plusieurs 
'Y (séquence 1 / séquence 2) exprime l'alternative entre les séquences 1 el 2 
)r [séquence 1J exprime la possibilité que la séquence 1 soit exécutée ou non. 
Cette séquence principale sera à la base du processus de construction de J'arbre des 
messages, point d'entrée de r arbre sera représenté par l'opération déclenchant la 
collaboration. La séquence et l'arbre des messages qui seront dérivés du graphe de 
contrôle (voirfigure 18) sont montrés par les figures suivantes: 
Noeud Message Tvpe Successeur 
1 A.l7lessagelO f 2 
2 B.l7lessage20 i 3 
3 C message3 (J, i .:/,5,6 D.message.:/(J 
4 C. message3 0, R 5,6 
A.message 10 D.l7lessage-/O 
B.message 20 5 E. messageS () S Aucl/Il 
6 1 F.message6() S A UCltfl {C.message 30, D.message 40J 
(E.message 50/ F.message 60) 1 
Figure 19: Séquence principale. 2 
1 
3 
1 4 5 6 
i ~.~- -_.~ 
Figure 20 : Arbre des messages. 
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À partir de la séquence principale (figure J 9), nous pouvons engendrer les différentes 
séquences correspondant aux différents cas possibles de l'exécution de l'opération (cas 
d'utilisation ou opération). Chaque message dans cette séquence sera remplacé par sa 
propre séquence principale. Le processus de substitution s'arrête aux messages qui 
constituent les feuilles de l'arbre (figure 20). Ces dernières correspondent aux opérations 
qui n'appellent aucune autre opération. 
4.3.1.3 Génération et réduction des séquences de test 
Après avoir construit l'arbre, nous abordons l'étape cruciale de la génération des 
séquences de test. La technique proposée consiste à générer, à partir de l'arbre des 
messages correspondant au diagramme de collaboration, l'ensemble des chemins 
théoriques en tenant compte des conditions liées aux interactions (pré et post conditions). 
L'arbre des messages (figure 20) est parcouru pour déterminer les chemins correspondant 
à une séquence de test donnée. Cette étape a pour objectif d'identifier parmi J'ensemble 
des chemins théoriques possibles un ensemble intéressant de chemins exécutables. C'est 
cet ensemble de chemins obtenus après réduction qui sera utilisé pour générer les 
séquences de test. Pour permettre cette réduction des chemins théoriques, deux règles ont 
été retenues : 
Chemins infaisables: l'analyse des prédicats de parcours des chemins théoriques' 
permet de déterminer les chemins infaisables. 
Réduction des cJ'des: les diagrammes de collaboration qui présentent des parties 
itéra/ives dans les interactions entre les objets peuvent engendrer un nombre imporlanl 
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(voire infini) de chemin)'. Pour des raisons évidentes, noZis ne pouvons tester tous ces 
chemins. NOlis considérons l 'hypothèse que ces chemins cons/iluent une famille de 
chemins similaires (en ce qui concerne la partie itéra/ive) et de ce fait, lester 1/71 seul 
chemin (une seule itération) derrait sz{/j/re. Cette hypothè:œ a pour al'antage de réduire 
considérablement le nombre de chemins. 
En partant de l'arbre des messages présenté par la figure 20, nous générons un ensemble 
de séquences de test présenté par la figure suivante. 
A.message JO ,B.message 20, Cmessage JO, D.mes.mge 4(), Cmessage JO. D.message 40, E.message 50 
A.message JO , B.message 20, Cmessage JO, D.message 4(), Cmessage JO, D.message 40, F.message 60 
A.message JO, S.message 20, Cmess(/ge J(), D.message 40, E.message 50 
A.message JO, B.message 20, Cmessage J(), D.mes,mge 40, F.message 6() 
Figure 21 : Séquences de messages générées. 
4.3.2 Processus de vérification 
Le processus de vérification est un processus itératif basé sur la complexité des cas 
d'utilisation [Bad03, Bad04]. Il introduit le concept connu de complexité cyclomatique 
dans le contexte des cas d'utilisation. 
4.3.2.1 Complexité cydomatique 
La complexité cyclomatique est une métriques les plus largement utilisées. 
Introduite par T.J. McCabe, elle mesure le nombre de chemins indépendants à travers un 
module [Mcc76. Mcc82. Mcc89]. Elle procure un moyen simple qui permet de comparer 
la complexité structurelle des programmes. Nous utilisons la complexité cyclomatique 
pour déterminer les cas d 'utilisation les plus complexes en pm1anl du principe qu 'un cas 
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d'utilisation est complexe si son nombre de chemins (en d'autres termes, le nombre de 
séquences de test) est élevé. Sachant qu'un graphe de contrôle possède n nœuds (blocs 
d'instructions séquentielles) et e étant le nombres d'arcs (branches suivies par 
programme), la complexité cyclomatique v est déduite de la formule suivante: 
/v=e-n+i+sl 
Cette formule est utilisée lorsque nous avons i points d'entrées et s points de 
sortie au niveau du graphe de contrôle. Cependant, le graphe de contrôle produit par 
l'environnement développé possède un point d'entrée et un point de sortie. Au vu de ces 
données, la complexité cyclomatique telle que décrite par T. J. McCabe se calcule de la 
manière suivante: 
Iv=e-n+21 
Le nombre cyclomatique, déduit de la formule précédente, permet d'avoir une 
évaluation du nombre de chemins indépendants dans le graphe de contrôle et de ce fait, 
un indice sur l'ensemble des séquences nécessaires pour le test. La complexité 
cyclomatique est utilisée à l'intérieur de la nouvelle approche comme indicateur de la 
testabilité des cas d'utilisation. Elle permet d'avoir une indication sur l'effort nécessaire 
pour tester les différents scénarios d'un cas d'utilisation. Le test d'un cas utilisation est 
régi par plusieurs étapes (figure 22). Le processus de test a pour objectif d'exécuter, 
pour chaque cas d'utilisation décrit, au moins une fois les séquences retenues et de 
vérifier leur conformité à la spécification. 
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Génération des séquences de test cmTe,~pondantes 





Définition des données en entrée et des résultats attendus 
Exécution du programme 
Vér~fication du chemin (séquence de messages) exécuté 
VérUÎcation des résultats 
Réduction de la séquence testée (couverture de test) 
Réduction du cas d'utilisation testé (couverture de test) 
Figure 22 : Test d'un cas d'utilisation. 
La nouvelle méthodologie de génération de cas de test à partir du diagramme de 
collaboration est supportée complètement par un environnement présenté dans Je 
chapitre suivant. 
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UN ENVIRONNEMENT DE TEST POUR LA 
VALIDATION DES CAS D'UTILISATION 
5.1 Un environnement pour la génération de cas de test 
Pour soutenir l'approche présentée précédemment, un environnement a été développé. 
Cet environnement (figure 23), entièrement implémenté avec le langage .lA V A, permet à 
paliir de la description LDC d'un diagramme de collaboration de générer les séquences 
(cas) de test appropriées. Chacune des séquences de test peut être exécutée 
automatiquement. Une trace d'exécution est récupérée. Elle permet de vérifier si 
l'exécution de la séquence a emprunté le chemin défini par celle-ci et de vérifier la 
conformité des résultats aux post-conditions spécifiées. Pour chaque fichier LDC (fichier 
descriptif du diagramme de collaboration), les taux de couverture de test correspondant 
au diagramme de collaboration décrit sont calculés et sauvegardés dans un Hellier Excel, 
permettant ainsi de synthétiser les résultats des tests. 
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. "ip .x 
Figure 23 : Présentation de l'environllemellt. 
L'environnement développé offre en fait plusieurs fonctionnalités. Chacune d'elles est 
présentée de manière détaillée dans la section suivante et est liée aux différentes étapes 
de rapproche. Les principales étapes de génération des cas de test sont: 
.., Analyse du jlchier LDC, 
y Génération des séquences de test, 
" Instrumentation du code pour le lest et e7?fin 
P- Exécution des séquences et récupération des résultaIs. 
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5.l.1 Analyse du fichier 
Cette première étape permet j'analyse d'un fichier (figure 2-1) correspondant à la 
description d'un diagramme de collaboration. Avant de pouvoir générer les séquences de 
test, il faut d'abord vérifier la conformité de la description élaborée à la grammaire du 
langage LDC. Grâce à cette analyse, les erreurs syntaxiques et certaines erreurs 
sémantiques seront corrigées. 
Ilep!J3l t.{ CHessalJe {CustoIller:Console rHet.ltTo.rJ.:.ToB;:tr.1k,E!),T,relopeAcceptor: ,Receip 

















Argument.;::: (mes, availal:)leAcco1.il"ltsUenu) 
(:\)mpiJe Mf~Ô:$age::, 
;CompJ.lat.ion du fichier: D: \D01.J1.JEES\Hai trise\A.ppliColla\ATI1File\ deposi t.tt:a:n3act~on. txt r:éus 
Figure 24 : Analyse d'un fichier L. D. C. 
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5.1.2 Génération des séquences de test 
La deuxième étape pOlie sur la génération des séquences de test (figure 25). Elle se base 
sur les différents aspects présents dans la notation d'un message et surtout sur les aspects 
de contrôle apparaissant dans un diagramme de collaboration. Cette étape cruciale a pour 
principal objectif de générer un ensemble de chemins théoriques à partir du fichier de 
description LDC d'un diagramme de collaboration en tenant compte de la nature des 
interactions entre o~jets (conditionnelle, inconditionnelle, itérative, ordre des messages, 
exclusion entre les messages, etc.). Il est bon de noter que chacun de ces chemins 
générés correspond à une exécution particulière du cas d'utilisation et, donc, sera utilisé 













figure 25 : Cénération de séquences de test. 
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Cette étape comporte trois sous étapes qui sont: 
, La const1'llcrion du (0,Taphe de contrôle des messages, 
;r La génération des séquences principales et 
y La génération des séquences finales. 
Chacune de ces sous étapes a été décrite de manière succincte dans le chapitre 
précédent. La construction du graphe de contrôle nécessite une sous étape de traduction 
du fichier LDC en algorithmes. En effet, une fois le fichier analysé et la génération de 
séquences de test lancée, on produit les algorithmes des opérations impliquées dans la 
collaboration. Ces algorithmes sont réduits aux interactions entre objets et tiennent 
compte du contrôle, Ils serviront de base à la construction des graphes de contrôle 
(fIgure 18) des opérations impliquées dans la collaboration. Ces graphes de contrôle 
permettront de produire la séquence principale (figure 19) qui servira de socle au 
processus de construction de l'arbre des messages (fIgure 20). Ces mêmes graphes de 
contrôle sont synthétisés pour produire le graphe de contrôle global de l'opération 
décrite par le diagramme de collaboration (opération déclanchant la collaboration). Une 
fois le graphe de contrôle global construit, la complexité cyclomatique sera calculée. Le 
total des séquences générées doit être équivalent au nombre cyclomatique calculé lors de 
construction graphe de contrôle général. 
Une fois les séquences de test générées. on entame l'étape du test. Pour se faire, 
il faut pouvoir suivre les différents chemins pris par le programme lors de l'exécution 
pour déterminer s'il correspond à la séquence de test exécutée. L'instrumentation du 
code, étape décrite ci-dessous, permet de résoudre ce problème. 
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5.1.3 Instrumentation du code pour le test 
instrumentation code est une étape intermédiaire et importante entre l'étape de 
génération de séquences de test et l'étape de test. Elle permet d'insérer des marqueurs 
spécifiques dans chacune des méthodes impliquées dans la collaboration. Ces marqueurs 
nous permettront de suivre le chemin pris par Je programme lors de t'exécution d'une 
séquence particulière. Cette instrumentation se divise en trois types. Le premier type 
d'instrumentation est constitué d'instructions qui, peu importe l'existence de pré-
conditions ou de post-conditions. est toujours injecté dans le code. Ce premier type 
d'instrumentation se résume à l'insertion de deux instructions présentée par la figure qui 
suit. 
Test. ecrire("nom _de _classe: nom _méthode() "); 
Test. checkDebug( "l1om_de _classe: 110171 _méthode{) "); 
Figure 26 : Code inséré dans toute méthode lors de l'instrumentation. 
Quant aux deux autres types d'instrumentation, ils sont dépendant de l'existence de pré-
conditions et/ou de post-conditions. Advenant le cas, où il existe une pré-condition et/ou 
une post-condition, une fonction permettant de vérifier la pré-condition et la post-
condition, ainsi que des instructions permettant de vérifier la validité de celles-ci sont 
générées automatiquement et insérées dans le code (lnstrumenteur - Analyseur Java). 
Seule la post-condition est prise en compte présentement par l'environnement. Lorsqu'il 
y a présence de post condition au niveau du fichier LDC, les instructions et la fonction 
(figure 28) sont insérées dans le code de la méthode pour laquelle la post-condition est 
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valable. Ces instructions sont insérées comme dernières instructions à exécuter au 




Test. writePostPre("Faillll'e: Post condition related 10 the 
message fI, "nom_métlwde", "is nol valid'~; 
Test.stop Exii(); 
prlvate boo/ean postCoiUClwm_méthodeO 
{ 
l'etum post condition; 
1 
Figure 28 : Méthode permettant de vérifier la post condition. 
Une fois l'instrumentation du code effectué, il est maintenant possible de passer au test 
proprement dit. 
5.1.4 Exécution des séquences et récupération des résultats 
Le test consiste en l'exécution de chacune des séquences générées par l' environnem ent. 
Lors de l'exécution d'une séquence de test particulière, une classe de test est créée 
automatiquement. Cette classe permet de lancer J'exécution du message décrit par le 
fichier LDC. Cette classe est présentée en annexe C du document. 
L'exécution d'une séquence de test comprend les deux étapes suivantes: 
;r L'étape de compilation des classes 
y L 'ét(~pe cl 'e:r:écution. 
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5.1.4.1 Étape de compilation des classes 
L'étape de compilation ou re-compilation plus exactement, suite à l'opération 
d'instrumentation, permet la compilation de toutes les classes du système sous test. Cette 
compilation se fait par le biais d'une méthode permettant d'exécuter un programme en 
parallèle (simultanément). 
5.1.4.2 Étape d'exécution 
Tout comme l"étape de compilation. l'étape d'exécution est aussi effectuée par le biais 
de la méthode permettant J'exécution d'un programme en parallèle (simultanément). La 
commande utilisée pour l'exécution de la séquence est la suivante: 
{l((osVersioll.equals("Willdows 98'~) Il (osVersioll.equa!s("Willdows 95'~)) 
command = new Strillg("commmui \Ie start comnumd \\cjava Test"); 
e!se 
commmui = new String("cmd.exe le star! "+""+"Execlltion Application 
"+""+"/i/waü cmd.exe le java Test "); 
Figure 29 ; Génération de la commande pour l'exécution de la séquence de test, 
dépendamment du système d'exploitation (version Willdows) utilisé. 
Une fois l'exécution lancée et effectuée, le résultat du test est capturé et présenté dans 
une fenêtre affichant les séquences réellement exécutées ainsi que les séquences 
prévues. Nous avons à ce stade trois types de messages en fonction des résultats de cette 
étape se divisant en deux groupes: 
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"; Un message indiquant que la séquence obtenue correspond à celle attendue 
(figure 30 
;Ir Un lnessage indiquant que la séquence obtenue ne correspond pas à celle 
attendue (figure 30b) 
~lai tel' : co"""",d ( ) 
i 
:Customel'List : cneckCust.ome1.' ( ) 
iCustornerList: Cl'eateCustomel' ( 
iCust.omel': Cl:.'eate:CustO:m2t' ( ) 
iCustOli\el'List: l.'ecol.'dCustomer ( 
1 
IOt"dei': cre.aieOrder ( ) 
1 
::Pl·oduct.List :checkProduct () 
:S"l'Plier :placeOl'del'S1lppliet' ( 
:~laitil\gOrderList :addOrdet' () 
"ai ter: COnII\iUld ( ) 
ClIBto,,",l'List: checkCust",,",r () 
CustoJTlet'List : checkCustomerFi: 
:CllBtamer: checkFine ( ) 
~c'USt omel' : get Fine ( ) 
;eus!.",,",r :pal'Fine () 
Or der : createOrdel' ( ) 
,Pl'oductList: checkProduct ( ) 
'Ol'del'List: recordOrdel' ( ) 
:OrderList: 1lpda!.ePl'odud ( ) 
produced sequence 13 in ac[:orl~\ince v'llth the 8ï,p8cte1j one PO:it COI1::litIOI1 rel:lted to tlle rne%age cilecf;(·lJsloI1Ier is not valid 
(a) succès (b) échec 
Figure 30: Processus de vérification (a) succès (b) échec. 
méthode permettant de lancer la compilation des classes ou l'exécution d'une 
séquence est présentée en annexe 0 du document. 
Pendant l'exécution d'une séquence, deux fichiers qui serviront au calcul du taux 
de couverture de test sont créés. Ces couvertures de test sont régies par des critères de 
test. Les critères de test ainsi que leurs couvertures correspondantes permettent de 
déterminer les séquences exécutées (couverture des séquences: scénario principal et ses 
- 86 -
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alternatives) et, par conséquent, les séquences qm restent à exécuter. Deux types 
critères de test ont été définis [Bad03. Bad04]: 
y Interactions entre les méthodes 
jY 5'équences de messages. 
5.1.4.2.1 Interactions entre les méthodes 
Ce critère permet de vérifier si chaque interaction a été exécutée au moins une fois. Si 
une interaction existe dans un diagramme de collaboration, cela sous-entend que cette 
interaction est susceptible d'être exécutée lors d'une séquence définie par un chemin 
d'exécution. Donc, de ce tàit, chaque interaction dans le diagramme de collaboration 
doit être exécutée au moins une fois. Pour vérifier ce critère. la couverture des 
interactions est définie comme suit: 
IC = Nombre des interactions exécutées (NE!) 
Nombre total des interactions dans le diagramme (NIC) 
Si le calcul de la couverture des interactions nous donne 1 (100%), alors toutes les 
interactions dans le diagramme ont été exécutées au moins une fois. 
5.1.4.2.2 Séquences de Messages 
Ce critère permet de s'assurer que toutes les séquences retenues (générées) par 
l'environnement ont été exécutées, dans leur totalité, au moins une fois. Cela permet de 
couvrir l'ensemble des scénarios possibles d'exécution des cas d'utilisation (ou 
opérations). 
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Comme il est mentionné ci dessus, le calcul de la couverture des interactions 
certifie si toutes les interactions ont été exécutées au moins une fois. Bien toutes les 
interactions soient exécutées au moins une fois, cela ne garantit pas que toutes les 
séquences de test ont été exécutées au moins une fois de manière complète. S'assurer 
que chaque séquence de test est exécutée complètement au moins une fois garantit que 
tous les scénarios implémentés pour le message, décrit par le diagramme de 
collaboration, seront exécutés au moins une fois. 
La couverture des séquences (SC) est définie comme suit : 
sc= Nombre de séquences exécutées (NES) 
Nombre de séquences retenues (NRS) 
S'assurer que les deux couvertures de test, interactions entre méthodes et séquences de 
messages, nous donnent 100%, permet de s'assurer que l'implémentation du diagramme 
de collaboration est complètement testée. 
L'environnement permet la génération de séquences de test, l'instrumentation du 
code à tester, le calcul de la complexité cyclomatique et le test qui est appuyé par le 
calcul des taux de couverture de test. Toutes les étapes, en pattant de l'analyse du fichier 
jusqu'à l'instrumentation pour le test. sont résumées et présentées par la figure 
suivante: 
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1-----------------------------------------------------------, 
Il 













1 ______ --------------- ______ 1 
Figure 31 : Schéma récapitulatif des différentes étapes de l'environnement. 
1 
- 89· 
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, 
EVALUATION DE L'ENVIRONNEMENT: , 
UNE ETUDE EXPÉRIMENTALE 
6.1 Introduction 
Dans le chapitre précédent nous avons présenté un environnement entièrement 
implémenté à l'aide du langage JA VA. Il supporte essentiellement la génération de cas 
de test à partir d'une analyse des descriptions formelles des diagrammes de 
collaboration d'une application sous test d'une part, et le processus de vérification, 
d'autre part. 
Ce chapitre présente le contexte et les résultats d'une étude expérimentale 
nous avons effectuée dont l'objectif principal est d'évaluer la méthodologie présentée 
ainsi que l'environnement implémenté la supportant. Dans un premier temps, nous 
présenterons un résumé de démarche (processus de test) ainsi que ditTércntes 
catégories d'erreurs injectées dans les applications utilisées comme études de cas. 
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Ensuite, nous présenterons d'une manière générale les différentes applications utilisées 
lors de l'étude expérimentale. Enfin, nous procéderons à la présentation et à 
lïnterprétation des résultats obtenus lors de l'expérimentation. Nous donnerons, lors de 
cette présentation, un aperçu sur quelques fonctionnalités importantes. 
6.2 Processus de test 
Plusieurs approches ont été utilisées pour l'évaluation de techniques et d'environnements 
de test. Parmi ces approches, nous pouvons citer le test basé faute (lault-based testing). 
Le test basé faute est un test pel111ettant de déterminer, détecter les tàutes ou détàuts 
existants dans un programme [Hay94]. Il permet de prouver l'existence d'erreurs et non 
leur absence [Hay94]. Cette approche couvre plusieurs techniques telles que le test en 
utilisant des mutants (ll1utation testing) [Ric93] [Off95] [Off96a] [Off96b]. la méthode 
d'injection de fautes (fault injection method)[Mei97], la technique basée sur le graphe de 
contrôle Cflml' graph-based tecl111hjue)[Joh96]. 
La méthodologie présentée utilise la technique basée sur le graphe de contrôle. 
Le graphe de contrôle est utilisé pour générer les cas de test correspondant aux chemins 
exécutables. Pour l'expérimentation, la technique utilisée pour le test est l'injection 
d'erreurs. Cette méthode consiste à injecter des erreurs dans le système et lancer 
l'exécution des différents cas de test. Il s'agit alors d'évaluer les capacités de 
l'environnement (et indirectement de la méthode) à détecter les erreurs injectées qui sont 
de différentes natures. 
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6.3 Nature des erreurs injectées 
Les erreurs injectées dans le code pour l'évaluation de l'environnement se présentent 
sous plusieurs catégories. Tout d'abord, nous avons les erreurs de type analytique ayant 
pour but de vérifier la syntaxe et la sémantique des fichiers LDC. Ces erreurs ne 
constituent pas en soi un argument de validité de la robustesse de l'environnement car 
l'environnement se doit de valider les fichiers LDC. Mis à part ces erreurs, nous avons 
les erreurs injectées dans le code des applications. Celles ci sont de différentes natures. 
Elles peuvent provoquer la déviation du déroulement du programme, provoquant ainsi 
l'exécution d'une séquence non conforme. Elles permettent aussi de vérifier la capacité 
de l'environnement à détecter des erreurs au niveau du non-respect des post-conditions 
spécifiées. 
6.4 Présentation des études de cas 
Cette section a essentiellement pour objectif de présenter les différentes applications 
utilisées pour l'évaluation. Nous donnerons. pour chaque application, un tableau 
récapitulatif portant sur quelques statistiques descriptives (nombre de classes, nombre 
d'attributs, nombres de méthodes, etc.). Ceci nous donnera un aperçu de leur taille ainsi 
que de leur structure. Outre le tableau récapitulatif du système, un tableau présentant les 
résultats de l'évaluation sera discuté. 
·92 
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6.4.1 Étude de cas 1 : Système ATM 
Système Nombre de classes Total des attributs 1 Total des méthodes 1 




Tableau 2: Description du système ATM. 
Le système utilisé dans le cadre de cette première étude de cas est un système permettant 
la simulation d'un distributeur automatique de billets (ATM : Automated Teller 
Machine). Le tableau 2, ci-dessus, présente les caractéristiques du système (nombre de 
classe, d'attributs et de méthodes). Les codes sources, cas d'utilisations et diagrammes 
divers de ce système ont été téléchargés à partir du site: 
En plus des codes sources des différentes composantes du système, nous avons 
les diagrammes de collaboration de certains cas d'utilisation, ainsi que les diagrammes 
de séquences. Ces derniers ont été traduits en diagrammes de collaboration. Les résultats 
de l'évaluation sont présentés dans le tableau ci-dessous (tableau 3). Plusieurs erreurs 
ont été injectées dans le code de ce système. Nous nous sommes intéressés à la capacité 
de l'environnement de les détecter (détection de défaillance par rapport aux 
spécifications établies). Le tableau 3 présente les résultats d'évaluation du système A TM 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Évaluation de l'environnement: Une étude expérimentale - 94 
Cas 1 Cns2 Cas 3 Cas 4 Cas :'1 6 {'as 7 Cas 8 Cas 9 
NA g 12 8 S 5 J 8 :1 7 
CC .2 4 4 
2 4 
l'lEI l(} 14 14 8 :'1 5 10 :) 8 
ro:n 7 12 12 .. 5 5 4 7 i 
NENn 
, 2 2 {) 0 {) " 
Légende: NI = Nombre des Interactions 
CC = Complexité Cydomatique 
NS = Nombre des Séquences 
NEI = Nombre des Erreurs Injectées 
NE ND = Nombre des Erreurs Non Détectées 
NED = Nombre des Erreurs Détectées 
Tableau 3: Tableau récapitulatif de l'évaluation de l'environnement avec le système ATM. 
6.4.1.1 Interprétation des résultats 
Le système ATM comprend 9 diagrammes de collaboration, avec un total de 17 
séquences (voir tahleau 3). Sur l'ensemble des erreurs injectées, 86% des erreurs ont été 
découvertes laissant donc 14% d'erreurs non découvertes. Comment s'est passée 
l'expérimentation au niveau de cette première étude de cas? Tout d'abord, les séquences 
générées ont été exécutées sans injection d'erreurs pour vérifier leur intégrité. Ensuite. 
pour chacune des séquences et chacune des méthodes impliquées dans les séquences, des 
erreurs ont été injectées. 
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Ces erreurs sont de différentes natures. Nous avons, comme erreur, la 
suppression d'une méthode impliquée dans une séquence de test, l'injection d'erreurs 
provoquant la déviation de l'exécution et d'autres reliées aux post-conditions. 
Si nous prenons par exemple la suppression d'une méthode. ceci consiste à la rendre 
inopérante au niveau d'une séquence de test. AinsI, lors de l'exécution de la séquence 
concernée, le chemin attendu ne sera pas respecté parce que l'une des méthodes ne sera 
pas exécutée. Pour illustrer cette erreur, prenons le cas du cas d'utilisation System 
Startup dont le diagramme de collaboration est présenté ci-dessous. 
t 1.1. performStartup() 
1 
1: swicthOnO - __ --> 
:OperatorPanel 
'CashOispenser 
-«---- 1.2: getlnitialcash() . initialcash 1.3: setinitiaICash(initialcash)-~" ~jI> 




figure 32: Diagramme de collaboration du cas d'utilisation System Startup. 
Ce cas d'utilisation comprend une séquence. Avant l'exécution. les codes sources du 
système ont été instrumentés. Des marqueurs ont été insérés dans chacune des méthodes, 
même les constructeurs. Lors de l'exécution. fois qu'une méthode est exécutée, 
l'environnement récupère le marqueur et vérifie Sl celui ci fàit partie des méthodes 
compnses dans la séquence. Les figures 33 (a) et 33 (b) présentent les résultats de 
l'exécution de la séquence de test. La figure 33(a) présente le résultat de l'exécution dans 
le cas d'une séquence exécutée avec succès et la figure 33(b) dans le cas d'un échec. 
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TI18 PIOCIUCHI sequence is in accOtcl,nce 'wit~1 the expectetJ one 
(a) Exécution avant suppression 




CashDispens€!r: set lnitialCash 1 
Netwol.'kToiank: openConn.ectioni 
F,~ilure: The producer.l ~,equ8nce is not in accol'dance 't/riiih trie e~~Pl?cted onE' 
(b) Exécution après suppression 
figure 33: Exécution d'une séquence (a) avant et (b) après suppression d'une méthode. 
6.4.2 Étude de cas 2 : Gstring 






Tableau 4: Description du système Gstring. 
La deuxième application, dont la description est présentée par le tableau 4, utilisée pour 
l'évaluation de l'environnement est une librairie de composants permettant 
essentiellement la manipulation des chaînes de caractères. 
Cette librairie est accessible gratuitement. Son code source est disponible à 
Les diagrammes de collaboration utilisés pour l'évaluation de cette étude de cas ont 
-96 
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été générés à l'aide de l'outil Together vu l'absence de ceux-ci sur le site. L'outii 
Together permet, à partir d'une méthode d'une classe donnée, de générer le diagramme 
de séquence. Ce diagramme de séquence est par suite traduit en diagramme 














Cas :2 Cas :; 
! 1 HJ 
6 ~, .. 
6 2 
18 8 
::;::: Nombre des Interactions 
= Complexité Cydomatique 







= Nombre des Erreurs Injectées 
= Nombre des Erreurs Non Détectées 
= Nombre des Erreurs Détectées 
Tableau 5 : Tableau récapitulatif de l'évaluation de l'environnement avec GString. 
6.4.2.1 Interprétation des résultats 
Pour cette application. nous avons quatre diagrammes de collaboration avec un total de 
vingt deux séquences de test. Tout comme dans l'étude de cas précédente, nous avons 
injecté des erreurs de même nature. Les résultats (tableau 5) nous donnent 80% des 
erreurs injectées qui ont été découvertes et 20% non découvertes. Dans l'étude de cas 
précédente. nous avons présenté suppression d'une méthode impliquée dans une 
.97 
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séquence. Outre cette catégorie d'erreur, il y a aussi les erreurs reliées aux post-
conditions ainsi que les erreurs dues à une mauvaIse implémentation. Prenons le cas 
d'erreur reliée à une post-condition. Pour l'illustrer, nous utiliserons le cas utilisation 
createFinderString dont le diagramme de collaboration est le suivant. 
:.1: '0: 
/.Jl 
:. ~'\f.;y,:r~;a~f > <~S~!.fC i:1S~{ .. > ••• >:' ,r:. .,Ti':;': _t '!~>'~J-(;;,',::::. "t J::~.:l~ ~''::''''''·~:.:'-·:v{.>.Y''i 
Figure 34 : Diagnlmme de collaboration createFinderString. 
Lors de l'analyse du fichier LDC, les post-conditions sont sauvegardées dans un fichier 
sera utilisé lors de j'instrumentation (fIgure 35) pour permettre lïnsertion de post-
condition dans ie code de la méthode correspondante sous la forme d'une fonction. 
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public GSrring(String a Val) 
1 
1 
Test. ecrire(f/GString: GStringf) "),: 
Tcst. checkDebug("GString:GString(J ''); 
mBL!ffér = ncvv StringBuffèr(a Va!}: 
if (! (poslCond~ GString())) 
( 








retzlrI1 (mButfcr .'= null): 
Figure 35: Insertion ûe la méthode de vérification de la post-condition. 
Alors. lorsque survient l'exécution de la séquence, toujours avec le principe des 
marqueurs insérés lors de l'instrumentation, la post-condition est vérifiée. Advenant le 
cas où la post-condition n'est pas respectée (fIgure 36(b)) , l'erreur est captée par 
J'environnement qui provoque]' arrêt de l'exécution en levant une exception. 
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Testï:ipp:~J.·eat.e:~ ) 




Do S1Jb St Ü"'IF DoS1JbStüny\) 




Trie pmduceei sequence 18 in accord;~me 'i,/iUi the exp8cTecl one 
(a) Post-condition respectée 
Testltpp: create ( ) 
GString:GStl'inq( ) 
GString:GString( } 
IinderSh'inq: EinderSt.ring( ~ 
GString:doS1JbSt>'ing( ) 
DoS1JbStl'ing:DoS1JbSt.ril\g( ) 
DoSubStl'ing: left () 
DoSubString: subsh'ingGet () 
GSt:dng: length() 
Me~:'.?ages 
FailGr'l?: Post condition r8!ale~j to ~he IS no! valid 
(b) Post-condition non respectée 
Figure 36: Validation de la post-condition. 
6.4.3 Étude de cas 3 Grammatica 
Système 
1 
Nombre de classes 
! 
Total des attributs Total des méthodes 
Grammatica 1 54 
1 
299 434 
Tableau 6 : Description du système Grammatica. 
ct uatlol1 est un 
ct cet est 
à!' 
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Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
r---" 
Cas 1 
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----
G~~U'lmlMl('~ 
('as 2 Cas 3 ('(154 Cas 5 
1:,) li 3 
4 2 
:2 
18 18 12 
14 16 HJ 
4 2 2 0 
= Nombre des Interactions 
= Complexité Cydomatique 








= Nombre des Erreurs ln,jectées 
=:: Nombre des Erreurs Non Détectées 
= Nombre des Erreurs Détectées 
Tableau 7 : Tableau récapitulatif de l'évaluation de l'environnement avec Grammaticll. 
6.4.3.1 Interprétation des résultats 
Cette troisième étude de cas comporte, quant à six diagrammes de collaboration 
pour un total de dix-neuf séquences (tableau 7). tableau correspondant indique que 
83% des erreurs injectées dans ie code ont été détectées par l'environnement et 17% non 
détectées. Les différentes erreurs injectées sont les mêmes que celles présentées dans les 
études de cas précédentes. 
- HI1 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Évaluation de l'environnement: VIle étude 
Les résultats des études de cas nous montrent qu'en moyenne environ 17% des erreurs 
injectées n'ont pas été découvertes. pourcentage d'échec au niveau des erreurs est dü 
essentiellement à la vérification des post-conditions. Le problème de la vérification des 
post-conditions est relié à l'utilisation des instructions try et catch. Si l'expression 
évaluée par la post-condition utilise une variable modifiée dans l'instruction fly. la post 
condition se déclenche lorsqu'une exception est déclenchée. En d'autres termes, la 
gestion des exceptions au niveau d'une application peut être problématique pour 
l'environnement. Outre la gestion des exceptions. la surcharge des opérations constitue 
également une faiblesse. Les post-conditions injectées dans le code des classes sont liées 
au nom d'une méthode, Une méthode peut être surchargée au niveau de son nom. Par 
exemple, nous pourrions avoir trois méthodes différentes x(parl, par2), x (j7Clrl) , xO au 
niveau du type et du nombre d'arguments mais portant le même nom de méthode x. Le 
problème est que lors de l'appel de l'instrumentation du code, la post-condition liée 
seulement à la méthode x(parl), sera évaluée pour les autres méthodes ayant le même 
nom. En d'autres termes, la fonction d'évaluation de la post-condition (dans sa version 
actuelle) prend juste en ligne de compte le nom de la méthode. Elle ne différencie pas 
pour le moment les méthodes surchargées. La conséquence de cette faiblesse est que la 
post-condition peut évaluer une expressionjaux à la suite de l"exécution d'une méthode 
surchargée qui n'agit aucunement sur la ou les variables prises en compte dans la post-
condition. 
- 102 
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6.5 Conclusion 
Les différentes études de cas ont permis de mettre en exergue les forces ainsi que 
quelques faiblesses de l'environnement développé supportant la méthodologie présentée. 
Elle a permis de faire une évaluation expérimentale des capacités de l'environnement en 
termes de détection d'erreurs et d'illustrer comment les erreurs sont détectées. Les 
résultats des trois études de cas sont résumés par le tableau et le graphique suivants: 
(;String Gran:u:nadça: 
Ne 22 38 54 
NA 14 152 199 
NM 76 384 434 
NCUA 9 4 3 
NI M 40 54 
NS 18 S4 19 
NF~1 19 76 81 
NED 69 61 71 
NI:1'\O 10 15 11 
Légende: NC = Nombre des Classes 
NA = Nombre des Attributs 
NM = Nombre des Méthodes 
NCUA == Nombre des Cas d'Utilisations lltiHsés 
NS == Nombre des Séquences 
NI = Nombre des Interactions 
NE! == Nombre des Erreurs Injectées 
NEND == Nombre des Erreurs Non Détectées 
NED == Nombre des Erreurs Détectées 
Tableau 8 : Tableau Récapitulatif des résultats d'évaluation des études de cas. 
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Graphique mettant en relief le nombre d'erreurs détectées versus 
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Figure 37: Graphique mettant en reliefle nombre d'erreurs détectées versus le nombre d'erreurs 
non détectées. 
Cette étude expérimentale (figure 37) a montré que l'environnement développé à permis 
de détecter jusqu'à 80% des erreurs injectées (relatives aux interactions entre classes). 
Elle représente néanmoins une première évaluation expérimentale. D'autres études 
expérimentales pourront éventuellement affiner les résultats obtenus. L'environnement 
développé offre un suppmi intéressant au processus de test dans le développement. Son 
étape d'instrumentation, grâce à l'insertion de marqueurs dans chacune des méthodes 
des classes du système sous test. permet de suivre pas à pas le chemin emprunté par le 
programme lors de l'exécution d'une séquence. Elle permet au programmeur de vérifier 
- Hl4 
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si l'implémentation est en concordance avec les spécifications décrites par les 
diagrammes de collaboration. Cependant, l'environnement développé possède quelques 
petites faiblesses faciles à corriger. Elles sont essentiellement reliées au fait que les 
méthodes surchargées n'ont pas été prises en compte dans la version actuelle de 
l'environnement. Une des extensions futures de l'environnement serait de les intégrer. 
L'injection d'une post-condition pour un message existant dans la description LDC 
devrait. dans ce sens, prendre en compte surcharge des méthodes de classes. Par 
ailleurs, la gestion des exceptions peut parfois conduire à une non vérification des post-
conditions. 
- lOS 
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CONCLUSIONS ET TRAVAUX FUTURS 
Le processus de test orienté objet décrit dans le présent mémoire repose sur les 
interactions dynamiques entre les différents groupes d'objets collaborant, interactions 
spécifiées dans les diagrammes de collaboration. n supporte une vérification 
incrémentale de l'implémentation des cas d'utilisation d'un système et présente 
plusieurs avantages relativement aux approches basées sur le code. Par ailleurs, 
l'approche adoptée prend en compte la complexité des cas d'utilisation pour 
l'orientation du processus de test. 
technique de génération des séquences de test implémentée est basée sur une 
description formelle du comportement collectif de groupes d'objets, en particulier, le 
concept de post-condition relative aux messages. Ceci donne une base solide au 
processus de vérification. Cette technique permet, pour chaque cas d'utilisation ou une 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Conclusions et travaux futurs - Hl7 
opération complexe d'un objet à partir d'une analyse statique de la description formelle 
du diagramme collaboration correspondant, la génération un ensemble de 
séquences de test appropriées. Ces dernières prennent en compte non seulement les 
interactions entre les objets malS aussi les différents aspects relatifs à leur contrôle. 
Chaque séquence correspond, en fait, à un scénario particulier du cas d'utilisation. 
spécifié durant les phases d'analyse et de conception. L'objectif est de COUVrlr. en 
utilisant les séquences générées, le plus grand nombre d'exécutions possibles d'un cas 
d'utilisation et de s'assurer, grâce au processus de vérification. de leur conformité à la 
spécification. 
Le processus de vérification est supporté partiellement par l'instrumentation du 
code du programme sous test. Toute déviation de la séquence exécutée relativement à 
celle qui est attendue est détectée par l'environnement et est considérée comme une 
défaillance. L'utilisateur intervient durant ce processus pour vérifier les résultats de 
l'exécution du cas d'utilisation qui ne sont pas spécifiés dans les post-conditions. Les 
séquences engendrées sont exécutées de façon incrémentale. L'analyse des traces 
d'exécution permet de vérifier la satisfaction des critères de test retenus en évaluant les 
couvertures correspondantes. 
environnement développé a été expérimenté sur de simples projets Java. Nous 
prévoyons, dans nos futurs travaux, de l'utiliser dans le contexte de projets de taiile 
importante. 
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ANNEXES 
Annexe A' 
Grammaire du Langage de Description des Diagrammes 
de Collaboration (LOC) 
<diagramme_collaboration> ::= Diagramme <identificateuf_ diagramme> 
<corps_diagramme> 
Fin _ Diagramm e 
<identificateur_diagramme> ::= <identificateur> 
<corps_diagramme> ::= <declarations> <messages_o~jets> 
<declarations> : := <declarations_objets> <declarations_messages> 
<declarations_o~jets> ::= Objets_Impliqués = <liste_objets>; 
<declarations_messages> ::= Messages_Impliqués: <liste_messages>; 
<liste_objets> ::= <objet> {,<objet>} 
<liste_messages> :;= <identificateur> {,<identificateur>} 
<messages_objets> : := <description_message> { <description_message» 
<description_message> :;= Message <identificateur_message> <corps_message> 
Fin_Message 
<identificateur_message> ;:= <identificateur> 
<corps_message> ;;= Prédecesseurs : [ <sequence_expression>] 
Séquence_Expression ~ <sequence_expression> 
Préconditions : [ <condition>] 
Postconditions : «condition>] 
Valem'_ Retour: [<valeur Jetour>] 
Arguments: [ <liste_arguments>] 
Objet_Destination: <objet> 
Objet_Départ: <objet> 
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<sequence_expression> ; := <numero_sequence> [<code _iteration>] 
<111.1111 ero _sequence> :;= <ordre> {. <ordre>} 
<ordre> ::= <entier> [ <lettre_choix>] 
<codejteration> ::= (RITIP) <numero_iteration> 
<numero iteration>:;= <entier> 
<condition> :;= <expP> 1 «expression» 
<expF> ::= <identificateur> := <entier> .. <entier> 
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<expression> ::= <sous-expression> {( && IID <sous_expression> } 
<sous_expression> ::= <identificateur> [ <suite_expression>] 1 [!]<identificateur> 
<suite_expression> :;= <operateur><identificateur> 
<operateur> ::= == 1 <: 1 <:= 1 >= 1 > 1 1= 1 + 1 . Il 1 := 
<valeur retour>::= <identificateur> 
<liste_arguments> ::= «argument> {,<argument>}) 
<argument> ::= <identificateur> 
<obj et> ::= <identificateur> 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Illsg l( ) 
Annexe B : 
Exemple de description 'un diagramme de 
collaboration avec le langage LDC 
Annexes - Il () 
la[CondI[:l11sg2()[PCond 1] L-----r-~I-a.2~W~I[~C-OI~ld~21-:n-1S~g5~()-?~ 
Ib[not CondI]:l11sg3() 
2R 1 [Cond3]:msg6( )[PCond3] 2.1a[exp=casI]:l11sg8() 
2.1 b[cxp=cas2]:l11sg9() 
2. J c[exp=cas3 j:lmg J o() 
2R 1 [Cond3]:msg7( ) 
Figure 38: Exemple de diagramme de collaboration. 





S:~:(,U.- ~'C(:" T"y.:·,f',::.-:;s en 1,.:j . 
Pr~\.>:~,n;j ~ 
p ~"I:;~': :*::): .. ''1 r: L-: n s 
figure 39: Fichier LDC correspondant du diagramme de collaboration ci haut 
Annexes - III 
Reproduced with permission of the copyright owner.  Further reproduction prohibited without permission.
Annexes - 1 li 2 
Annexe C : 
Classe Test générée par l'environnement r 
l'exécution d'une séquence de test 
import java.io. *; 
import javax.swing. UIManager; 
import java.awt.*; 
public class Test extends Thread 
private statie PrintWriter fileResult; 
private statie PrintWriter fileExecuted; 
private statie PrintWriter seqExeeuted: 
private statie PrintTraee affichage; 
private statie String[] debugString; 
private statie String seqExe = new StringO; 
private statie int index; 
private statie AppliLDC affiehageErreur = new AppliLDCO; 
boolean paekFrame = faIse; 
public Test(String seq) { 





Dimension sereenSize = Toolkit.getDefaultToolkitO.getSereenSizeO: 
Dimension frameSize = frame.getSizeO; 
if (frameSize.height > screenSize.height) 
frameSize.height = sereenSize.height; 
if (frameSize.width > sereenSize.width) 
frameSize.width = screenSize.width; 
frame.setLoeation((screenSize.width - fran1eSize.width) / 2, (sereenSize.height-
frameSize.height) / 2); 
frame.setVisible(true); 
seqExc = seq: 
this.atTiehageErreur = affiehageErreur; 
tileResult = new PrintWriter(new FileWriter("resultatTrace.txt")); 
fileExecuted = ne\v PrintWriter(new FileWriter("fileExecuted.txt")); 
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} 
} 
this.seqExecuted = new PrintWriter(new FileWriter("seqExecuted.txt")); 
BufferedReader data = new BufferedReader(new FileReader("data.txt")); 
String readLine = new String(data.readLine()); 
data.closeO; 
debugString = readLine.trimO.split("; 
index = 0: 








public static void writePostPre(String chaine,String chaine2,String chaine3) 
{ 
} 
affichage. printErrorP OStP re( chaine,chaine2,chaine 3); 
affichage.selectErrorMessage( debugString[index-l]); 
public static void ecrire(String message) 
{ 
fileResult.println(message ); 
affichage. print( message); 
public static void checkDebug(String chaine) 
{ 
} 





affichage.printError("end of sequences"); 
stopExitO; 
(!chaine.equals(debugString[index++ ] 
affichage. selectErrorMessage( chaine); 
stopAndExit(O); 
fileExecuted. println( chai ne); 
Annexes - 1 B 
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} 
public statie void stopExitO 
try 
{ 
sI eep( 60000); 
fileExecuted.closeO; 
catch(InterruptedException intexc) {} 
System.exit(O); 
public static void stopAndExit(int stop) 
{ 
if (stop == 1) 
seqExc = "seqErreur"; 
String result = affichageErreur.checkSequenceTrace(seqExc); 
Allnexes - 114 








catch(InterruptedException intexc) {} 
System.exit(O); 












BankAcco un tC ustomer: num berOiÀccountsO "); 
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} 
loadListSequenceNormalO; 
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Annexe D : 
Méthode permettant l'exée on d'un 
paraUèle 
private boolean runCommand(String cmdLine) 
{ 
String s = null; 
boolean erreurCompilation = false; 
try { 
sectionTrace.append("exécution-->" + cmdLine + "\n"); 
executeProgram = Runtime.getRuntimeO.exec( cmdLine): 
BufferedReader stdError = new BufferedReader(new 
InputStreamReader( executeProgram. getErrorStream0 »); 
BufferedReader in = new BufferedReader(new 
Annexes - 1.16 
ra me en 
InputS treamReader( ex ec utePro gram. getlnputS tream 0) ); 
} 
/ / read any errors from the attempted command 
while ((s = stdError.readLine()) 1= mlll) { 
sectionErrors.append(s+"\n"); 
erreurCompilation = true; , 
j 
while ((s = in.readLineO) 1= nuH) { 
sectionErrors.append(s+"\n"); , 
J 
catch (IOException ioexc) { 
choixAffichage.setSelectedlndex(2); 
sectionErrors.append("Erreur d'exécution "); 
ioexc.printStackTraceO; 
erreurCompilation = true; 
return erreurCompilation; 
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