In this paper we show how path queries in the WILBUR query engine can be augmented via the use of a simple rule system. This system can substitute atomic query expressions with complex queries, effectively rewriting queries. We demonstrate that this approach can be used for simple reasoning in the context of RDF(S). We further present a tool that allows the user to create complex queries merely by browsing an RDF graph, and by virtue of naming the automatically generated queries can create rules for the rule system. These rules appear in the system as "virtual" RDF properties, and enable the user to interactively customize how RDF data is presented.
Introduction
One view of the Semantic Web [3] is that it encompasses the application of knowledge representation in the context of the World Wide Web. There is a strong emphasis on machine-based interpretation of data and automatic (even autonomous) processing. Without disputing the benefits of automated (and autonomous) operation in the context of the Semantic Web, we take a different approach in this paper: Semantic Web data can be visualized and presented to human users for browsing, exploration, querying, etc. The recent emergence of tools such as "Piggy Bank" [11] demonstrate the benefits of end user access to Semantic Web data.
We present our own solution to browsing RDF data [13, 20, 5] , a system dubbed "OINK" (for "Open Integration of Networked Knowledge"). RDF data -structurally a graph -can be presented to the user as hypertext. While browsing, the path that the user takes through this graph will be used as a "template" to find other items of interest that are similarly related to the ones the user has encountered. In other words, the user's path is interpreted as a query in a path query language. Once discovered, these queries can be named and will become "rules" that are used in presenting the user with a customized, expanded view of the underlying RDF graph. We will demonstrate that relevant and realistic queries can be derived from the user's navigational paths. It is our belief that in many cases the automatic generation of queries is a better approach than forcing the user to formulate queries in a language that she first has to learn.
While OINK itself is a practical tool that we use in everyday work for debugging and reviewing Semantic Web data, the mechanisms for generating queries automatically and using them as a basis for rewrite rules are work in progress. Most notably, we are yet to conduct any user-or usability studies of these mechanisms.
A Path Query Language
OINK is implemented on top of the WILBUR Semantic Web toolkit [14, 15] and relies on WILBUR's query language WILBURQL. In this language, queries are expressed as path patterns that match paths between a root node and the members of a result set. The path patterns, effectively, are regular expressions over properties of the underlying RDF data (i.e., they are regular expressions over the edge labels of the graph). The query language is described in detail in [16, 18] . 1 In the context of this paper, it is sufficient to know that path expressions are either atomic or complex: In the former case a path expression is either an RDF property, or a special token known to the query engine (some of these are described below); in the latter case, a query expression is of the form op(e 1 , . . . , e n ) where e 1 , . . . , e n are typically path expressions. The operators op known to the query engine are:
• Sequence (concatenation in [21] ): seq(e 1 , . . . , e n ) matches a sequence of n steps in the graph, consisting of subexpressions e 1 , . . . , e n .
• Disjunction (alternation): or(e 1 , . . . , e n ) matches any one of n subexpressions e 1 , . . . , e n . The subexpressions are matched in the order they are specified.
• Repetition (closure): rep(e) matches the transitive closure of subexpression e. • Inverse: Satisfaction of inv(e) requires the path defined by the subexpression e to be matched in reverse direction -this is similar to the inversion operator of GraphLog [7] .
• Default value: The expression value(r) will insert the value r into the result set of the query. This can be used to specify default values, typically using the following pattern: or(q, value(r))
This query would return at least one value, r, in its result set, irrespective of q.
• Restriction: restrict(e) matches the value e. For example, the query expression seq(e 1 , restrict(e 2 ), e 3 ) matches whatever seq(e 1 , e 3 ) would match, but only if the node after the step e 1 equals e 2 .
• Traversal to property nodes: Two special tokens can be used in place of any property in a query expression: predicate-of-subject allows traversal through a node representing a reified statement in RDF, even if this node did not actually exist in the graph (see Figure 1) , from the subject of the statement to the node naming its predicate. Similarly, predicate-of-object allows traversal from the object of the statement. Essentially, WILBURQL treats RDF graphs as data structures. Whether such a data structure represents the original data or its deductive closure [9] is a matter of implementation choice. Specifically, OINK relies on WILBUR's 2 Admittedly this may seem like strange way of doing things, but it maintains the idea that everything in WILBURQL is expressed as graph traversal. [15] to have access to the entailments of the stored graph(s). The query engine is invoked via the access function A(v, q, G), where v is a root node (i.e., a starting node of the query), q is a query expression, and G is the underlying graph database; see the Appendix for details.
Rewriting Path Queries
WILBUR's RDF(S) reasoner is implemented by rewriting access queries -expressions of the WILBURQL language -to effectively make it look like the database, in addition to the graph stored in it, contains all the entailments of this graph. Rewriting is done by recursively substituting all occurrences of those RDF properties that have a semantic theory (rdf:type, rdfs:subClassOf and rdfs:subPropertyOf) with a more complex query expression that effectively constitutes something loosely resembling backward-chaining rules. The rewritten queries create a "view" into the underlying graph database that contains the RDF(S) closure of the original graph; this technique is described in [15] .
Using Rules to Rewrite Path Queries
The rewriting mechanism can be thought of as a simple rule system. Rewrite rules take the general form
where p is an atomic expression of the query language (i.e., something that conceivably could name an RDF property), and q is an arbitrarily complex query expression that does not contain p (with one exception that's described below). The rule engine, upon seeing a query expression, iteratively applies the rewrite rules to the expression until no rule applies. The resulting rewritten query is then presented to the query engine that computes and retrieves the result set. This architecture is illustrated in Figure 2 . In queries of the form (2) it is possible for the expression q to contain subexpressions of the form norewrite(r) where r is an expression that may contain the atomic expression p. The rule engine does not attempt to rewrite these expressions, and the norewrite operator is ignored by the query engine, in the sense that from its point of view, norewrite(p) ≡ p. This mechanism allows one to augment Referring to (1), we can give property p the default value of r by using the following rule:
Reasoning as Path Query Rewriting
As another example of the use of norewrite(p), the rule that says that all instances of a particular RDF class are also instances of any of the superclasses of this class could be expressed as follows:
where t ≡ rdf:type and s ≡ rdfs:subClassOf. Apart from a few exceptions, computation of the entire RDF(S) closure can be specified using similar rules. Assuming that the subclass rule
has also been specified, the full form of the rule (4) would be the following:
seq(predicate-of-object, rdfs:range, s), seq(predicate-of-subject, rdfs:domain, s), value(rdfs:Resource))
It should be noted that in the current implementation of WILBUR, subproperties are handled by a special rewrite rule that cannot be specified using our simple rule language: for a property p 0 with subproperties p 1 . . . p n this rewrite rule would be:
Generating Rewrite Rules
We now present a system that allows the user to interact with RDF data. This system, dubbed OINK, was built as a means of visualizing RDF graphs mainly for debugging purposes [17] ; subsequently the system has been developed as a platform for building customized solutions for browsing complex data. We will present automatic query generation in OINK as a basis for enabling the user to define rules, and more generally to allow customization of how RDF data is presented. Figure 3 . OINK page of the rss:channel class Figure 3 shows a page from OINK visualizing the rss:channel class from the RSS schema 3 (this class can be used to represent syndicated news feeds such as blogs, etc.). OINK shows both outbound and inbound edges of the graph; because OINK relies on the RDF metamodel (where everything is represented in RDF itself), everything on the page is "clickable", i.e., can be navigated to.
Query-by-Browsing
The basic idea behind the automatic construction of path queries is simple: While browsing RDF data using OINK, the user takes some path through the graph. Upon finding an item of interest, she may want to know if there are other items similarly related to some item she has viewed earlier.
The path she has taken provides the basis of the query to be expressed in WILBURQL. Figure 4 shows the steps to an automatically generated query; starting from the aforementioned rss:channel class (Figure 3) , we navigate to one of its instances 4 (an RSS profile of a blog), and then take the following steps:
1. From the rss:channel instance, we navigate to the home page URL of the blog in question (home pages are associated with the "feed" via the rdfs:seeAlso property).
2. The home page URL is associated with a dc:title property, giving the human-readable title for the blog.
3. Invoking a query based on the path we have taken from the rss:Channel class node, we get the list of the ti- tles of all the blogs currently known to the system. The corresponding query is seq(inv(rdf:type), (5) inv(rdfs:seeAlso),
dc:title)
In this example the data was taken from the "blogroll" of the aggregated blog "Planet RDF". 5 OINK can also augment the generated queries using simple heuristics. For example, the occurrence of the same property more than once in a row is changed to an arbitrary repetition of that property.
Using "Virtual" Properties
Virtual properties are rewrite rules that allow the values of new properties to be computed rather than being stored in the underlying database. To follow the example from the previous section, we could define a new property for blog RSS profiles, say, ex:title and define the following rule based on (5): ex:title → seq(inv(rdfs:seeAlso), dc:title) WILBUR provides a class wilbur:PathRewriteRule as a subclass of rdf:Property. This allows us to have virtual properties be associated with rdfs:domain definitions; given a virtual property p with a domain d, OINK uses this information to query for values of p whenever visualizing an instance of the class d. We are currently working on a user interface (as part of OINK) to allow users to add the domain (and other properties) to interactively generated rewrite rules.
Related Work
The idea of rewriting has been used as a general computational vehicle [10] , in transforming and optimizing (especially functional) programming languages [25, 24, 12] , in various practical software systems (such as the sendmail program 6 of UNIX or the Apache web server 7 ) as a "customization" mechanism, and in performing service discovery and composition [2, 19] . It has also been used in query systems for semi-structured data for providing augmented or federated views of databases [6, 22, 8] .
In comparison to most of the aforementioned work, our approach to rewriting query expressions is rather simplistic and resembles simple macro expansion. Most notably, our rewrite rules do not contain any variables or other types of patterns that would require matching to determine rule applicability (apart from a simple exact matching of names). In that sense, they resemble entity references in XML [4, section 4.1].
Conclusions and Further Development
The OINK system presented in this paper allows users access to RDF data via browsing. We currently use the system as a debugging tool when building Semantic Web applications. OINK also allows users to interactively build queries in the WILBURQL path query language merely by browsing their data; navigational paths are translated into path queries. By naming such queries users can define rewrite rules which, effectively, are used not only to add "virtual" RDF properties to the visualizations, but are also used to augment subsequent queries by rewriting them before the actual query engine processes them. The underlying RDF storage system uses query rewriting to implement an RDF(S) reasoner; the users are presented a view of the underlying stored RDF documents as a single graph that also contains its entailments.
With certain limitations the query generation approach is applicable to other query languages as well -such as SPARQL [23] . We have used WILBURQL mainly for the following reasons:
1. It is "naturally" suited to dealing with paths.
2. The simple nature of the language makes rewriting easy (hence, for example, the prototype implementation took minimal effort).
3. Certain other features of the underlying WILBUR toolkit -such as its reasoner [15] -already use WILBURQL for their implementation.
Although the query generation mechanism is work in progress (e.g., no formal user testing has been conducted at the time of writing) we believe that the feature is useful in a tool intended for viewing and exploring Semantic Web data, since it allows sophisticated querying without the user having to learn the syntactic details of the underlying query language. Planned future development of the system will focus on adding features for further customization, and will consequently take the system towards a platform for developing browsers/viewers for complex data. The ability to interactively add "virtual" properties (i.e., rewrite rules) allows users themselves to customize how their data is presented to them.
A Appendix: WILBURQL Query Algorithm
A description of the WILBURQL query algorithm, limited to those features that are relevant in this paper, can be given in terms of the following functions:
• A(v, q, G) is the main access function, as introduced in section 2; (6).
• walk(v, df a, i, G) is a procedure for "walking" a graph, guided by a finite state automaton df a; (7).
• expand(v, e, G) is a function that "expands" the query from vertex v via the edge e (where e can also be one of the special tokens supported by the query engine); (8) (9) (10) (11) (12) (13) (14) (15) .
• triple(s, p, o, G) matches edges from the graph; in a concrete implementation, such as WILBUR, this function is the main interface to the underlying graph storage; (16).
• makedf a(q) constructs a DFA corresponding to the query expression q, using a standard algorithm for translating a regular expression into a finite state automaton [1, algorithm 3.5]. A DFA, in our case, is a vector of states, each of which is a set of pairs input, index where input is any edge label of the queries graph (more specifically, any edge parameter e of the function expand(v, e, G), and index is a state index of the DFA. All states also record whether they are terminal or not. 
