We address the testing of complex, highly-configurable systems -particularly those without test oracles -by testing in the field using built-in oracles from functions' metamorphic properties. This work is advised by Prof. Gail Kaiser.
APPROACH AND HYPOTHESES
While staying mindful of the first problem, we focus primarily on the second: how to test applications without test oracles. A solution would need to address not only the issue of multiple possible configurations, environments, and states, but also consider the absence of an oracle as well.
Proposed Approach
There are two aspects to our proposed approach. First, we suggest that continuing to execute tests in the field, after deployment, will reveal defects that are dependent on configuration and the execution environment. More importantly, by executing tests from within the software while it is running under normal operations and use, additional defects that depend on the system state (or a combination of state and environment) will also be revealed. This approach requires the creation of a new type of test that is designed to be run from within the application, as it is executing. These are tests that ensure that properties of the application hold true no matter what the application's state is, and regardless of its configuration or runtime environment.
The second aspect of our approach specifically addresses the problem of applications that may depend on configuration, environment, and state but in particular have no test oracle. Although it is impossible to know if the output of the application is correct for arbitrary input, often these applications exhibit properties such that if the input or system state were modified in a certain way, it should be possible to predict the new output, given the original output. This approach is what is known as "metamorphic testing" [2] .
Metamorphic testing is a general technique for creating follow-up test cases based on existing ones, particularly those that have not revealed any failure. If input x produces an output f(x), the function's so-called "metamorphic properties" can then be used to guide the creation of a transformation function t, which can then be applied to the input to produce t(x); this transformation then allows us to predict the output f(t(x)), based on the (already known) value of f(x). If the output is not as expected, then a defect must exist. Of course, this can only show the existence of defects and cannot demonstrate their absence, since the correct output cannot be known in advance (and even if the outputs are as expected, both f(x) and f(t(x)) could be incorrect), but metamorphic testing provides a powerful technique to reveal defects in such non-testable programs by use of a built-in "pseudo-oracle" [7] . This approach does not require an oracle for the particular input; it only requires the specification of the metamorphic properties. Moreover, this has all the benefits of testing in the field: the tests are conducted within the context of the runtime environment, but also within the context of the application's state. The use of such an approach in the development environment may not reveal defects if the initial test inputs are not sufficient, or if the functions rely on application state or execution environments that were not or could not have been tested prior to deployment. However, when we use this approach in the field, we will get a wide range of input values that represent actual usage, as opposed to a smaller set of hypothetical or random test cases.
Hypothesis
The main hypothesis is as follows: For programs that do not have a test oracle, conducting metamorphic tests within the context of the application running in the field can reveal defects that would not ordinarily otherwise be found. That is, the approach can reveal defects in non-testable programs that would not be found using metamorphic testing in the development environment, or through using other approaches that test software as it runs in the field.
We will apply this approach to applications in the domain of machine learning (ML). As machine learning applications become more and more prevalent in various aspects of everyday life, it is clear that their quality and reliability take on increasing importance. Although there has been much work that applies machine learning techniques to software engineering in general and software testing in particular, we are not aware of any published work in the reverse sense: applying software testing techniques to ML applications that have no reliable test oracle. Most so-called "testing frameworks" and reusable data sets in this domain are focused on comparing the quality of the results, i.e., how well the algorithm learns, and not evaluating the correctness of the implementations. Thus, we hope to advance the state of the art in testing these types of applications, and demonstrate that our approach works for other types of non-testable programs as well.
MODEL
This section provides more detail about our approach. Here we identify the types of tests that we propose, and a framework that is used to execute these tests from within the running application.
Metamorphic In Vivo Tests
In [15] , we first identified a new type of tests, called in vivo tests, that are designed to be executed in the context of the running application. In object-oriented programming languages (Java, C#, etc.), for example, these tests would reside in the same class as (or a subclass of) the class whose methods they are testing, so that objects can be tested "from within", using their current accumulated state, as opposed to testing from a clean or constructed state, as is typical in unit testing [12] . In vivo tests go beyond program invariants or assertions [5] , and focus more on sequences of actions for which the correct response or final state is expected to hold, regardless of the state of the application or the environment. It is important to note that in vivo tests are not intended to replace unit or integration tests, but rather to enhance them by making it possible to check for correct behavior within the context of an application running in the field, which may be in a previously untested or unanticipated state.
To address the absence of a test oracle, we will then create a type of tests called metamorphic in vivo tests that are to be executed in the running application, using the arguments to selected functions as they are called. The arguments are modified according to the specification of the metamorphic properties, and the output of the function with the original input is compared to that of the function with the modified input; if the results are not as expected, then a defect has been exposed. This will allow us to not only execute tests in the field, within the context of the running application, but also to test those applications without a test oracle, by using a built-in pseudo-oracle.
For example, anomaly-based network intrusion detection systems build up a model of "normal" behavior based on what has previously been observed; this model may be created, for instance, according to the byte distribution of incoming network payloads. When a new payload arrives, its byte distribution is then compared to that model, and anything deemed anomalous causes an alert. For a particular input, it may not be possible to know a priori whether it should raise an alert, since that is entirely dependent on the model. However, if while the program is running we take the new payload and randomly permute the order of its bytes, the result (anomalous or not) should be the same, since the model only concerns the distribution, not the order. If the result is not the same, then a defect must exist.
Testing Framework
A testing framework that supports these tests has two primary requirements: execute the tests from within the context of the running application; and do so without affecting the user's application state, so that the user does not see the results of the test code rather than of his own actions. In our model of the testing framework, tests are logically attached to the functions that they are designed to test (the entire application can be treated as a function, as well, i.e. as a testable entity). Both prior to and after a function's execution, the framework invokes any corresponding test with some probability. In order not to have the user see the effects of the test, the testing framework will execute the metamorphic in vivo test in an isolated sandbox, so that any changes to the state are not reflected in the original process. Addi-tionally, the tests execute in parallel with the application: the test code does not preempt the execution of the application code, which can continue as normal. Figure 1 demonstrates the model we will use for conducting these tests.
The testing framework is also configurable, for instance to allow a developer to specify the probability with which tests will be run, on a per-function basis. To address some of the performance concerns with conducting tests from within a running application, the framework configuration can also specify the maximum number of concurrent tests that are allowed to run simultaneously. The framework can also take advantage of multi-processor/multi-core architectures by assigning the test processes to a separate processor/core, so as to further reduce overhead. All configuration can be done by the software vendor or a system administrator.
FEASIBILITY
In [15] we described a Java implementation of our in vivo testing framework, called Invite, which uses AspectJ to instrument the application code at compile time. To demonstrate feasibility of the in vivo testing approach (outside the domain of non-testable programs), we investigated OSCache 2.1.1 [18] , which contained numerous known defects that we speculated could be detected with the in vivo testing approach. These defects included some that only appeared when the application was in a certain state, some that depended on the system configuration, and others that only appeared intermittently; these are the exact types of defects that in vivo testing is designed to detect. Our case study demonstrated that Invite could reveal these defects with minimal modification of existing unit test code, which was unable to detect the defects prior to deployment.
During our testing of OSCache, we also measured the performance impact of the Invite framework. Our results indicate that incurring an overhead of just 5% (which we believe is typically less than what is noticeable to a human user in applications in this domain) still achieves almost three million tests per day. Although more investigation is still needed, this experiment demonstrates that it is possible to gain the benefits of in vivo testing with limited performance overhead. See [15] for more details.
To show the feasibility of the metamorphic in vivo testing approach, in [16] we created an extension to the Java Modeling Language (JML), a well-known "design-by-contract" specification language, to allow a developer to specify functions' metamorphic properties. We then developed a tool called Corduroy to convert these into metamorphic in vivo tests that could be invoked using JML runtime assertion checking [1] for ensuring that the specifications hold during program execution. To demonstrate that this combination of in vivo testing and metamorphic testing would be effective in revealing defects in non-testable programs, we then annotated functions in Java implementations of various machine learning algorithms in the WEKA [24] and RapidMiner [20] frameworks, with the specifications written in JML, and generated and executed metamorphic in vivo tests that revealed defects in two of the programs.
RELATED WORK
Our work is principally inspired by the notion of "perpetual testing" [19] , which suggests that analysis and testing of software should not only be a core part of the development phase, but also continue into the deployment phase and throughout the entire lifetime of the application. The in vivo testing approach is a type of perpetual testing in which the tests are executed from within the context of the running application and do not alter the state of that application from the users' perspective.
The Skoll project [13] takes a similar approach of extending testing into the deployment environment by the execution of tests at distributed installation sites, and then gathering the results back at a central server; to date this has mostly focused on acceptance testing of compilation and installation on different target platforms. Other approaches to testing software in the field include the monitoring, analysis, and profiling of deployed software, as surveyed in [8] . One of these, the Gamma system [17] , uses software tomography for dividing monitoring tasks and reassembling gathered information; this information can then be used for onsite modification of the code (for instance, by distributing a patch) to fix defects. Liblit's work on Cooperative Bug Isolation [14] enables large numbers of software instances in the field to perform analysis on themselves with low performance impact, and then report their findings to a central server, where statistical debugging is then used to help developers isolate and fix defects. All of these strategies could make use of in vivo testing as part of their implementation.
Applying metamorphic testing to situations in which there is no test oracle has been studied by Chen et al., e.g. [4] . Our work builds on theirs by applying metamorphic testing to the runtime environment, instead of using it to create new test cases prior to deployment. Additionally, whereas their work has primarily focused on functions with simple numerical input domains [3] , we are working with inputs that conceivably consist of larger, alphanumeric data sets, as a result of the types of applications we are investigating.
Metamorphic properties are similar in some ways to program invariants and algebraic specifications [6] , though algebraic specifications often declare legal sequences of function calls that will produce a known result, typically within a given data structure (e.g. pop(push(X)) == X in a Stack), but do not describe how an arbitrary function should react when its input is changed. The runtime checking of algebraic specifications has been explored previously (e.g. [21] ), though this work has not considered the specification of metamorphic properties, or the particular issues that arise from testing without oracles. Others have looked at the automatic detection of algebraic specifications [11] and of program invariants (e.g. DIDUCE [10] , Daikon [9] , etc.); automatic detection of metamorphic properties is outside the scope of our current work.
Even in the cases in which program invariants, algebraic specifications, or formal specification languages are used to act as oracles (assuming they are complete, which may be an undecidable problem [22] ), work to date has focused primarily on consistency checking of abstract data types [22] and has not sought to create oracles for applications and functions that do not otherwise have them. Our goal is to present a practical technique that can easily be used by vendors who are used to writing regular unit tests or specifying simple properties, rather than using formal techniques.
METHODOLOGY
Now that we have shown the feasibility of our approach, we are in the process of proving our hypothesis through a number of experiments. To further demonstrate that our approach can reveal defects in applications for which there is no test oracle, we will select one or more real-world machine learning applications (we already have candidates from the fields of intrusion detection systems and classification and ranking systems), identify their metamorphic properties, and instrument them with the framework. We will then conduct metamorphic in vivo testing on these applications as they run under normal operation in the field, and we expect that we will reveal new defects that were not previously known; we will also show that these defects would not ordinarily have been detected by using metamorphic testing prior to deployment.
Moreover, to show that metamorphic in vivo testing advances the state of the art in testing applications that have no test oracle, we will compare it to other dynamic and static techniques that seek to address this same problem. We will also demonstrate that in some cases there are certain defects that our approach can reveal that cannot be shown using these other techniques, and that in other cases metamorphic in vivo tests are more efficient and reveal the defects more quickly; part of our work will be to identify the different types of defects for which the approach is most suitable.
EXPECTED CONTRIBUTIONS
The contributions of this thesis are anticipated to include:
A new type of test called metamorphic in vivo tests,
which are tests that ensure that the metamorphic properties of a function or of the application hold true no matter the application's state. These tests are designed to be executed from within the context of the running application, and do not require an oracle upon their creation; rather, the metamorphic properties act as built-in test oracles.
2. A metamorphic in vivo testing framework, which supports the execution of the tests from within the context of the running application. The testing framework will ensure that the execution of the tests does not affect the state of the original application process from the users' perspective.
