We have inspected the test code for the scala.collection.Iterator trait for potential systematic maintainability enhancements. Test spies are stub objects for later veri cation of interactions with those objects in a testing scenario. According to our preliminary ndings, using a mocking framework that supports the automatic generation of test spies, such as Mockito, can lead to a signi cant improvement of test code in terms of size (in some cases over 70% smaller), readability, and conveying intent by expressing expectations through a declarative domain-speci c language. We argue that the resulting test code is not only more maintainable but also a better stylistic match for the Scala community than manually implemented, explicitly stateful test spies.
Introduction
In the context of our university-level programming languages course [6] , we recently noticed and reported a seven-year-old bug in the scanLeft method of the Scala collections library's Iterator trait, which provides some lazy stateful behaviors that are challenging to test. Indeed, the original test for Iterator.scanLeft does not fully test the correctness of this method under certain conditions.
In this-and other-courses, we emphasize the notion of tests as assets. The software development community increasingly views automated tests as longer-term, maintainable assets along with the production code itself [5, 7] . This led us to study the Scala collections library's source code, where we noticed that the test suite includes several instances of manually implemented, explicitly stateful test spies [8] , an approach we consider complex and errorprone. We found this a bit surprising, considering that one of Scala's strengths is the ability to write clear, concise, and idiomatic code. While the corrected scanLeft implementation was successful in terms of clarity, conciseness, and idiomatic style, we found the corresponding test code to be lacking in these respects and thereby more di cult to maintain than necessary. Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for pro t or commercial advantage and that copies bear this notice and the full citation on the rst page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior speci c permission and/or a fee. Request permissions from permissions@acm.org. In this paper, we present a case study of the Iterator trait's main test class, looking for opportunities to use automatically generated test spies as a systematic way to improve the tests for scanLeft and other methods and bring them in line with the notion of tests as assets. While this serves as the underlying case study for this paper, the technique we describe is of general value as a programming pearl. It also addresses the tools category by bringing existing tools to the Scala community in the hope that they will be useful. We have organized the rest of the paper as follows:
• a detailed explanation of the case study based on the scala.collection.It trait • an overview of auto-generated test spies and how they can replace manually implemented test dependencies • a side-by-side comparison of the o cial scanLeft test vs.
an equivalent test with an auto-generated spy • a comparison of code size before and after refactoring several tests from manually-implemented to auto-generated test spies, and • a summary of human and technical challenges that must be addressed for the proposed approach to be used by Scala developers, especially when it comes to core library development. We argue that this technique is of particular relevance to the Scala community because the resulting declarative test code is a better stylistic match for idiomatic Scala than manually implemented, explicitly stateful spies. In addition, as our work is also education-facing, we hope that this contribution helps to train the next generation of Scala developers how to write e ective, comprehensible, and maintainable tests.
Case study: Iterator.scanLeft
The scala.collection.Iterator trait did not have a scanLeft method until GitHub user dft reported it as missing on December 2, 2010, in Scala Issue 4054 and axel22 implemented it on January 11, 2011, through commit h ps://goo.gl/GTwdnj. This contribution is shown in Figure 3 .
This version, however, causes the example from Figure 1 to behave incorrectly as seen in Figure 2b : Instead of printing the rst updated average right after reading the rst value, it prints this only after reading the second value; it then prints each subsequent update delayed by one input value, and the nal update only after EOF. The reason is that the iterator returned by scanLeft does not return the current item until after the (premature) call to self.next() on line 600 in Figure 3 returns. The included test does not catch this bug because it focuses on the correctness of the resulting items, irrespective of the interactions with the original iterator.
We reported this bug as Scala Issue 10709 on February 3, 2018, after attempting to use scanLeft in the context of our spring 2018 Figure 1 . The imperative version of the cumulative running average lter is a simple, monolithic while loop. 1 The functional version shown here is a pipeline of modular, separately testable stages, arguably making it more readable and maintainable. Both run in linear time and constant space.
Scala-based programming languages course [6] . The Scala team promptly xed this issue on February 5, 2018, as of Scala 2.12.5, by reimplementing the method using a at four-state machine, replaced as of Scala 2.13.x [9] with an arguably more elegant and straightforward implementation based on the State pattern [4] .
The corresponding test, shown in Figure 4a , uses a test spy [8] in the form of a custom iterator with additional state to test for incremental correctness along with the "right amount of laziness". A test spy takes the place of a dependency of the system-under-test (SUT) and keeps track of the SUT's indirect outputs, i.e., interactions with the dependency in terms of method invocation frequency and arguments.
Discussion There are several possible factors contributing to the fact that this bug remained unreported for so long:
• Iterator.scanLeft might be rarely used, or rarely used incrementally as described above. • Developers might have resorted to a workaround but not taken the time to report the actual bug. • State-dependent behaviors are challenging to comprehend, document, implement, and test.
In particular, the Scala API documentation for scanLeft is terse and lacks an example, while the corresponding-similarly terse-Haskell documentation [10] includes a template indicating that the initial z value is available immediately in the result. Furthermore, there is considerable essential complexity [2] to a stateful behavior such as scanLeft: it returns a decorator [4] around the receiver, after which one is no longer allowed to interact directly with the receiver, while subsequent interactions with the decorator have side e ects on the original receiver, such as reading lines from input. This complexity carries over to the spy-based test in terms of the dynamic interactions shown in Figure 5 .
We argue that tests that rely on manually implemented spies typically su er from two additional shortcomings: (1) accidental complexity that a ects maintainability, and (2) unhelpful failure messages.
Auto-generated test spies can help
As an alternative to manually implementing test stubs [8] to represent the SUT's dependencies, mocking frameworks support the automatic generation of test stubs, usually based on their type. Some mocking frameworks, such as Mockito [3] , additionally support the automatic generation of test spies.
Concretely, we can use Mockito to wrap a test spy around a simple iterator instance, invoke scanLeft, and then interact with the iterator resulting from this invocation; these interactions still correspond to Figure 5 . During these interactions, we can test not only the (overall) correctness of the values of the resulting iterator, but also the (incremental) correctness of the e ects of these interactions on the original iterator. In this case, the correct amount of laziness means to have invoked next() on the original iterator i times, where i is the position of the current value in the resulting iterator. Speci cally, when we invoke next() on the resulting iterator for the rst time, we expect to see the initial z value of scanLeft, and there should not yet have been any invocations of next() on the original iterator.
This test is three times as short as the o cial version. We argue that it is not only more comprehensible, maintainable, and e ective at conveying the intent, but it also produces a more useful error message pointing directly to the o ending eager invocation of next().
The good By eliminating the need for custom iterator implementations with mutable state, auto-generated test spies allow the programmer to focus on the functional correctness of the SUT. This promotes the view of test code as readable, comprehensible, teachable, and maintainable assets, which has the potential to work its way back into to the API documentation. If more developers feel encouraged to write tests, this might promote a test-driven mindset in the community. Table 1 shows other test methods that can bene t from this approach; those typically exhibit smells such as var or mutable state other than the stateful SUT, e.g., a bu er.
More broadly, because Test Spy is a common subpattern of Test Double [8] , we expect the technique of spying on a stateful SUT to be bene cial in other scenarios similar to Figure 5 , even when the result of the method-under-test (MUT) result depends on the SUT in more general ways than decorating/wrapping the SUT.
The bad Mockito does constitute an additional dependency beyond JUnit, although the community is already using various Scalaspeci c test frameworks. Furthermore, most other mock frameworks do not currently handle nal or anonymous inner classes.
The ugly While we have found this technique to work reliably on Mac OS with Java 9 and 10, there appears to be a defect somewhere in the solution stack on Linux that leads to unexpected failures, nondeterministic ones with Java 9 and deterministic ones with Java 10. Because neither Scala nor Mockito nor its dependencies bytebuddy or objenesis seem to include any platform-speci c code, we suspect some issue during object initialization in the JVM and are planning to investigate this matter further.
Conclusions and Future Work
We have argued that Mockito's auto-gerated test spies eliminate much accidental complexity from certain state-based tests. We plan to conduct a similar investigation of Scala view, Stream, and the LazyList class added in 2.13.x.
More broadly, we hope to use repository mining to identify other projects that can bene t from making tests more immutable and declarative, understand the e ect of these refactorings on nonfunctional quality metrics [1] and process metrics [11] , and investigate the possibility of tool support. Finally, would a test coverage tool have indicated the problem with the original test for Iterator.scanLeft shown in Figure 3 ? It turns out that this is not the case: common coverage metrics, such as statement and branch coverage, remain unchanged (after compensating for a nite vs. inde nite iterator as SUT Table 1 . E ect on test code size (LOC counted manually) of refactoring from manually implemented to auto-generated test spies. Even when there is no or little reduction in code size, there is usually a gain in readability and clarity of intent. This table includes all a ected tests in IteratorTest, but there may be other applicable tests elsewhere in the Scala codebase. study might reveal whether more stringent existing test coverage metrics are e ective for these complex stateful behaviors.
