Routinely collected data in electronic healthcare records are often underpinned by clinical concept dictionaries. Increasingly data sets from these sources are being made available and used for research purposes, but without additional tooling it can be difficult to work effectively with these dictionaries due to their design, size and complex nature.
Introduction
Routinely collected health care data are often recorded in electronic health care record (EHR) systems using clinical concepts. These concepts take the form of dictionaries containing controlled vocabularies which map a concept code to human-readable/searchable terms. Since different health-care workers use different descriptions for concepts, dictionaries may also contain synonyms for the same concept, which allows those workers to find concepts more easily. The structure of controlled vocabularies can vary from a simple two-level hierarchy such as the 10th revision of the International Statistical Classification of Diseases and Related Health Problems (ICD10) (WHO 2017) through to a more complicated diacyclic graph (DAG) such as the Systematized Nomenclature of Medicine Clinical Terms (SNOMED-CT) (IHTSDO 2010) . Depending on the complexity of the vocabulary structure, information can also be recorded at various levels of specificity. For example, a patient could be coded generically with Asthma, or be given a more specific diagnosis of Eosinophilic asthma). Additionally, the size of vocabularies can vary from tens of thousands to hundreds of thousands of terms, concepts and codes.
Clinically coded EHR data from primary and secondary care are increasingly being made available for research purposes. In the UK this not only includes large resources and cohorts such as the Clinical Practice Research Datalink (CPRD 2012) and UK Biobank (Sudlow et al. 2015) , but also improved access and availability to smaller cohorts such as the Extended Cohort for E-health, Environment and DNA (EXCEED) (John et al. 2019 ) through initiatives such as Health Data Research UK (HDR-UK 2017). However without additional tooling it can be difficult for researchers to build, work with and interrogate clinical coding terminologies and dictionaries due to the design, size and complex nature of these dictionaries. In an effort to improve this situation clinconcept was created. This package helps researchers work with clinical concept dictionaries more effectively by providing functionality to i) build a local or remote database containing one or more clinical dictionaries, using UK NHS provided downloads of these dictionaries; ii) search clinical concepts using a dplyr focused interface to achieve complex searches; and iii) extract child and parent codes/terms with support for hierarchical and DAG-based searches (depending on the dictionary). Supported in the current version of the package are support for loading Read versions 2 and 3 (O'Neil et al. 1995), SNOMED-CT (IHTSDO 2010) and ICD10 (WHO 2017).
Installing the Package
To install the latest version of clinconcept it should be installed from github using the devtools package: devtools::install_github("rcfgroup/clinconcept") library(clinconcept)
Building the Concept Database
clinconcept builds concept databases using data files downloaded from the NHS Technology Reference data Update Distribution (NHS TRUD) web-site (https://isd.digital.nhs.uk). In order to obtain access to these downloads it is necessary to register with the NHS TRUD. For legal reasons it has not been not possible to include these files with the clinconcept package or make them available outside the NHS TRUD as separate downloads.
After you have registered, you will need to request access to, and then download your required code sets (see appendix A for details of the download types currently supported by clinconcept). Once downloaded, you should extract the files and make a note of the base location of these files for later use. As of 2020, Read version 2 and 3 downloads are deprecated and have been/are being withdrawn from the main TRUD site, but are available through a different route (see appendix A).
To build concept databases clinconcept uses a database management system (DBMS); currently it supports SQLite or MySQL. Of these, SQLite is the simplest to setup and use. If it is not already available on your local system it can easily be installed on Linux platforms through a package manager, or if using Windows by downloading it from the SQLite web site (https://sqlite.org/). If you plan to use MySQL as your DBMS you will also need to install the RMySQL package manually using install.packages.
Once the concept dictionary files have been downloaded and extracted, and a DBMS has been installed, a concept database can be built.
In this example we will use SQLite as DBMS to create a local build of the Read version 3 dictionaries; but the same approach should work for Read version 2,SNOMED-CT and ICD10.
A clinconcept clinical dictionary object must be created initially. This object provides a container for the configuration and database connection. To simplify this cc_from_ helper methods are provided.
If creating local SQLite databases the cc_from_list function can be used as no user credentials will be required, but if setting up a remote database it is recommended that the cc_from_file or cc_from_home functions are used due to the need for a username and password. The former loads options from the specified file path, while the latter loads a specified file from the user's home directory. The JSON file format is supported for this purpose and an example JSON file is given below. When using MySQL 'user', 'pass', 'port' and 'host' options may also be included.
{
"type":"sqlite", "dbname":"/path/to/readv3_db.sqlite" }
The cc_from_ functions also require a concept dictionary type. Currently supported are NHSReadV2, NHSReadV3, NHSICD10 and NHSSnomedCT. All three of the approaches below are equivalent:
#read options from list (not recommended for MySQL databases) dict<-cc_from_list("NHSReadV3", list(type = "sqlite",name = "/path/to/readv3_db.sqlite")) #read readv3.cfg from current user s home directory dict<-cc_from_home("NHSReadV3", "readv3.cfg") #read specific file path: /path/to/config/readv3.cfg dict<-cc_from_file("NHSReadV3", "/home/user/readv3.cfg")
We can now build concept databases using the clinical dictionary object. In our example, Read version 3 data files have been downloaded from the NHS TRUD site and extracted into /home/user/ReadV3.
build_concept_tables(dict, /home/user/ReadV3 )
Loading concepts may take some time, however it only needs to be done once for each concept type.
Term and Concept Searches
Once dictionary building is complete, advanced searches can be carried out using the search_concept function. This function wraps dplyr's filter function meaning these searches can be carried out using R syntax. Some examples are given below:
#find all concepts containing the term Asthma : asthma<-search_concepts(dict, term == "Asthma") #find concepts containing the term Asthma but excluding Eosinophilic asthma : asthma<-search_concepts(dict, term == "Asthma" & (! term == "Eosinophilic asthma")
Due to the nature of clinical concept codes it is important to ensure that case-sensitivity is taken into account. Unfortunately SQLite queries are by default not case-sensitive, which can cause incorrect concepts to be returned. To manage this, clinconcept provides utility functions to enable and disable case sensitivity which should be included at appropriate points in programs. It is not necessary to use these functions if using a DBMS other than SQLite, however if present they will be ignored.
enable_case_sensitivity(dict)
#find concepts with code H3... search_concepts(dict, read_code == "H3...") #find concepts with codes beginning with H3 search_concepts(dict, read_code %like% "H3%") #two ways to find concepts with code equal to H3... or H31... search_concepts(dict, read_code %in% ("H3...","H31..") search_concepts(dict, read_code == "H3..." | read_code == "H31..") disable_case_sensitivity(dict)
The output type from the search_concepts function is specified through the output argument. The default is a dplyr tbl object which can be further processed using dplyr functions (e.g. group) or finalised into a data.frame-like object (a tibble) using dplyr::collect, but it is also possible to return terms and codes as vectors, with duplicate codes removed from the latter:
> search_concepts(dict, term %like% "%airway%") Xa35l "Acute infective exacerbation of chronic obstructive airways disease 5
XaIND End stage chronic obstructive airways disease # ... with 6 more variables: term_30 <chr>, term_60 <chr>, term_198 <chr>, term_id # <chr>, synonym <chr>, status <chr>
Relationship Searches
The search_concepts function allows linear searches, but does not take into account the relationship between codes. To achieve this clinconcept provides functions to retrieve child and parent codes.
For instance the following examples will return all descendents (e.g. children, grand children etc) and immediate children: > get_child_codes(dict,"H3...")
[1] "H3122" "H312z" "H3y.." "H3y0." "H3z.." "H4641" "Hyu31" "X101i" "X101l" [10] "X101m" "X102z" "Xa35l" "XaEIV" "XaEIW" "XaEIY" "XaIND" "XaN4a" "XaZd1" > get_child_codes(dict,"H3...",immediate_children = T)
[1] "H3122" "H312z" "H3y.." "H3z.." "Hyu31" "X101l" "XaEIV" "XaEIW" "XaEIY" [10] "XaIND" "XaN4a"
You can also get all the ancestor codes for a concept, including the immediate parents. 
Technical Details

Algorithms
The algorithm used internally by the relationship code search is dependant on the complexity of the dictionary and whether it is hierarchical or a DAG. In the case of Read version 2 which is a hierarchy, searches are done based on the first letters in the supplied code. For instance, to obtain child codes for H3... a database query is run for all those codes beginning with 'H3'. DAG-based searches, such as those used by SNOMED-CT use a recursive algorithm which finds ancestors/descendants at each level, and then retrieves each of their ancestors/descendants until no ancestors/descendents are returned. To improve performance the algorithm has been designed so that the same ancestors/descendents are not retrieved multiple times.
Regression Tests
The package contains regression tests based on testthat and some example concept data files. To run these tests SQLite must be pre-installed (the tests will check for the sqlite3 binary). Therefore, it is recommended that SQLite is installed before clinconcept is installed, so that the tests are run during package install. If not present, the tests are skipped automatically, although it is possible to run them following package installation by executing:
The database table structure varies between different clinical dictionaries. The appendix includes additional information on the table structures and contents.
Extending clinconcept
If you have a clinical dictionary or DBMS which is not supported, clinconcept can be extended with support for these. It is recommended that you adapt one of the dict.R files to achieve this.
A brief example is given here for SQLite and a dictionary type called TESTCONCEPT. clinconcept uses S3 function calls with the clinical dictionary object (defined with both clinconcept and TESTCONCEPT classes). This means that the base clinconcept function will be called unless there is a TESTCONCEPT specific function. The building process is different as this is both dictionary AND DBMS specific.
The first requirement is to create the clinical dictionary object. This simply requires use of one of the cc_from_ functions: dict<-cc_from_home("TESTCONCEPT", "/path/to/dictconfig.json")
Using a combination of SQL statements and R code means clinconcept can support building different types of concept dictionaries on different DBMS platforms. The default build_concept_tables function executes the DBMS/dictionary-specific SQL statement files, the location of which is defined by dict$sql_path). SQL files before and after a specific call to build_concept_tables.sqlite.TESTCONCEPT (if it existed). A series of dictionary specific get functions are also required. These return the table names, code and term field names: The default search_concepts function uses dplyr and the table and field names returned by the get functions to search and provide output, so it may not be necessary to create a dictionary-specific version of this, although it can be done by creating a search_concepts.TESTCONCEPT function.
The get_child_codes.TESTCONCEPT get_parent_codes.TESTCONCEPT functions will need to be created, although if the dictionary is a DAG, helper functions are available to simplify this procedure.
Summary and Discussion
This article provides a general overview of the R package clinconcept which was created to simplify the use of routine health care data. A simpler approach to deal with data of this type is timely given the increased interest and availability of this type of data.
Some examples based on the use of Read version 3 are included to give the reader an idea of the overall building process and possible queries possible. Additional information for other types of clinical dictionary can be found in the appendix and in the R package documentation.
clinconcept provides a more extendable and straightforward build and query tool than the alternatives. Packages such as rpcdsearch (Olier et al. 2016 ), while they have strengths do not support simple loading of NHS-based code lists or the ability to perform relationship-based searches. Non-R options such as graphical and web-based browsers, provide the required data but do not allow the results of these to be embedded into R scripts and used programmatically.
Future plans include adding support for drug concepts (Drugs and Medicines + Devices and British National Formulary) and extending the features of clinconcept to providing crossmapping functionality. This should be straightforward because files to do this are available as NHS TRUD downloads. This would allow a researcher to determine which codes from one clinical concept dictionary are equivalent to codes in another dictionary. There is also the possibility of extending support for searches of SNOMED-CT concepts to include attributes.
It is hoped this package is useful to others and any suggestions for improvements or new features would be gratefully received.
