





















































Después! de! mucho! esfuerzo,! sacrificio! y! constancia,! muchas! alegrías! y! algún!
contratiempo,!me!encuentro!hoy!aquí,!escribiendo! los!agradecimientos!de!mi!Trabajo!de!Fin!
de! Grado,! con! el! que! cierro! una! bonita! etapa! universitaria! y! abro! otra! lleno! de! ilusión,!
esperanza!y!optimismo.!
!







oportunidad! que! me! dio! de! realizar! este! proyecto.! Asimismo,! me! gustaría! agradecer! a! mi!





compañeros! sino! también! grandes! amigos! que! me! llevo! para! siempre.! Gracias! a! Alejandro!
Martín,!con!quién!más!trato!tuve!al!comienzo!de!la!carrera,!por!aguantarme!en!aquellas!tardes!





Volviendo! al! ámbito!personal,! también!me!gustaría! dar! las! gracias! a!mi! tía! Emi,! que!
para!mi!es!como!mi!segunda!madre!y!que!siempre!ha!estado!ahí!para!ayudarme!cuando!lo!he!



























bases! de! datos! NoSQL.! Este! incremento! en! el! uso! de! estas! herramientas! viene! dado! por! el!
constante!aumento!del!número!de!datos!que!las!organizaciones!deben!manejar!a!diario!y!por!
los!nuevos!desafíos!que!propone!Internet.!Estos!sistemas!ofrecen!la!oportunidad!de!manejar!









datos! repasando! las! características! más! importantes! de! cada! uno! de! ellos.! Además,! este!
trabajo! tiene! como! objetivo! realizar! una! comparativa! entre! el! modelo! RSHP! y! Neo4j,! para!
comprobar! cuál! de! los! dos! sistemas! recupera! mejor! la! información! relevante! a! términos!
concretos.!
!
Para! todo!ello,! en!primer! lugar! se!analizan! las!principales! características!de! sistemas!
como!Neo4j,!KnowledgeMANAGER,!Sparksee,!GraphBase,!Infinite!Graph,!entre!algunos!otros.!




formas! de! almacenar! la! información! en! el! grafo! de! Neo4j,! comparándolas! entre! sí! y!
escogiendo! la! más! adecuada! para! la! comparativa! posterior.! Asimismo,! otro! aspecto!
importante! de! este! trabajo! es! la! creación! de! un! proceso! automatizado! que! sea! capaz! de!




Por! último,! después! de! ejecutar! las! consultas! en! ambos! sistemas,! se! identifican! los!
resultados! relevantes! para! cada! una! de! ellas,! comprobando! cuál! de! los! dos! recupera!mejor!





































In! order! to! perform! this! work,! firstly,! the! main! features! of! systems! such! as! Neo4j,!
KnowledgeMANAGER,!Sparksee,!GraphBase,!Infinite!Graph,!among!others,!are!analysed.!Neo4j!
and! KnowledgeMANAGER! are! studied! carefully! because! they! are! used! to! perform! the!
comparison.!
!




this!process,!queries! in!Cypher,!execution!results! in!Neo4j!and!queries! in!natural! language!to!
execute!in!RSHP,!are!obtained.!
!
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las! empresas! para! almacenar! y! gestionar! sus! datos.! Pero! en! los! últimos! tiempos,! las!
tecnologías!de!la!información!han!evolucionado!de!forma!continua!y!rápida,!lo!que!ha!llevado!




Con! estos! nuevos! retos! surge! el! concepto! de! Big! Data,! el! cual! se! refiere! a! ese! gran!
conjunto! de! datos! complejos! que! resulta! difícil! de! procesar! por! los! sistemas! tradicionales.!
Principalmente,!Big!Data!se!caracteriza!por!sus!conocidas!“Tres!Vs”,!variedad!(diferentes!tipos!
de! datos,! estructurados! y! no! estructurados),! volumen! (alta! escalabilidad,!miles! de! nodos)! y!
velocidad! (los! datos! se! procesan! en! los! servidores! donde! se! encuentran).! Junto! a! este!
concepto,!también!surgen!nuevos!sistemas!de!gestión!de!bases!de!datos!denominados!NoSQL,!





Generalmente,! las! bases!de!datos!NoSQL!utilizan!uno!de! los! siguientes! tres! tipos! de!
modelo! de! datos:! modelo! basado! en! documentos,! modelo! basado! en! grafos! y! modelo! de!
clave\valor.! El! presente! Trabajo! de! Fin! de! Grado! nace! con! un! afán! de! investigación!
enfocándose!en!las!bases!de!datos!basadas!en!grafos.!Además!de!un!análisis!de!estas!bases!de!
datos!y!de!repasar!las!características!de!los!sistemas!de!gestión!más!utilizados,!en!este!trabajo!
se! ha! realizado! una! comparativa! entre! el! modelo! RSHP! (utilizando! la! herramienta!
KnowledgeMANAGER)! y! Neo4j,! para! conocer! cuál! de! los! dos! sistemas! extrae! mejor! la!
información!para!términos!concretos.!
!
Se! ha! seleccionado! Neo4j! para! este! trabajo! de! investigación! ya! que,! es! uno! de! los!
sistemas!de!almacenamiento!basados!en!grafos!más!utilizados!hoy!en!día.!Lufthansa!Systems,!
Tomtom,! Ebay,! InfoJobs,! LinkedIn! o! National! Geographic,! son! algunos! de! sus! clientes! más!
importantes.! Por! su! parte,! se! ha! utilizado! la! herramienta! KnowledgeMANAGER! para! este!
experimento! ya! que! se! pretendía! incluir! en! la! comparación! un! sistema! relacionado! con! la!
gestión!del!conocimiento,!pero!que!también!se!basase!en!grafos.!Dicha!herramienta!se!basa!en!
el! modelo! RSHP,! el! cual! crea! un! grafo! implícito! para! almacenar! la! información! y! permite!

























• Realizar! una! comparativa,! en! lo! que! se! refiere! a! extracción! de! información,! entre!
Neo4j! y! el! modelo! RSHP! (este! último! a! través! de! la! herramienta!










Las! consultas! se! generarán,! a! partir! del! grafo! creado! en! Neo4j,! tanto! en! lenguaje!
Cypher,!para!Neo4j,! como!en! lenguaje!natural,!para!RSHP.! Las!consultas!en! lenguaje!




En! este! apartado! se! incluyen! aquellos! términos! que! son! citados! en! el! texto! y! no! ha!
quedado!claro!cuál!es!su!significado.!
!
• Ontología:! formulación! de! un! exhaustivo! y! riguroso! esquema! conceptual! dentro! de!


















En! este! apartado! se! indican! los! diferentes! capítulos! que! consta! este! documento,!
señalando!brevemente!de!qué!trata!cada!uno!de!ellos:!
!




• Estado*del* arte:*este!apartado! incluye!cuatro!grandes!secciones!referidas!a!modelos!
de! recuperación! de! información,! lenguajes! de! recuperación! de! la! información,!
sistemas! de! almacenamiento! basados! en! grafos! y! benchmarks! existentes! entre!
algunos!de!esos!sistemas.*
*
• Análisis* de* la* solución:*en!este!capítulo!se! incluye!el!análisis! realizado!para!elegir! la!
mejor! forma! de! almacenar! los! datos! en! el! grafo! de! Neo4j.! Asimismo,! se! incluyen!
apartados!para!la!generación!y!ejecución!automática!de!consultas.*
*
• Diseño* del* grafo* en* Neo4j:* en! este! capítulo! se! detalla! el! diseño! final! del! grafo! de!
Neo4j! adoptado! para! el! experimento! realizado! en! el! capítulo! de! Experimentación.!














• Conclusiones* del* trabajo* realizado* y* trabajos* futuros:* se! incluyen! las! conclusiones!
extraídas!de! la!realización!del! trabajo!y!se! indican! las!principales! líneas!a!seguir!para!
continuar!con!la!investigación!sobre!el!tema!expuesto.*
*













! En!este! capítulo! se! realiza!una! introducción!a! las!bases!de!datos!orientadas!a!grafos!
(BDOG),!incluyendo!un!análisis!de!los!principales!sistemas!existentes!hoy!en!día!en!el!mercado.!






En! esta! sección! se! van! a! repasar! los! principales! modelos! de! recuperación! de!
información! existentes! hoy! en! día.! Concretamente,! se! van! a! ver! los! tres! modelos! clásicos:!
booleano,*vectorial*y*probabilístico.!!
!




Se! componen! básicamente! de! cuatro! elementos! representados! en! una! cuádrupla! del! tipo!
[D,Q,F,R(qi,*dj)]!donde![1]:!
!
• D! son! las! representaciones! de! los! documentos! de! la! colección! que! se! desea!
recuperar.!







En! los!modelos! clásicos,! los! documentos! son! descritos! por! un! conjunto! de! términos!
K={k1…kn}.! Cada! término! tiene! asignado! un! peso! que! puede! variar! según! el! documento! que!
describa.!La!representación!del!peso!del!término!1!en!el!documento!j!sería:!W1j.!Por!lo!que!un!
documento!podría!describirse!por! los!pesos!de! los! términos!que! lo! representan:!dj! =! {W1j!…!
Wnj}.!




El!modelo* booleano*es!un!modelo! simple,!basado!en! la! lógica!de!proposiciones!y!el!
álgebra! booleana.! Asigna! pesos! binarios! teniendo! en! cuento! si! el! término! está! o! no! en! el!
documento.!No!existe!relevancia!parcial,!son!relevantes!o!no.!Las!consultas!se!construyen!en!
lenguaje!booleano!a!través!de!los!operadores!booleanos,!como!por!ejemplo,!And!(+,!^,!Y),!Or!


















Como! se! puede! observar! en! el! ejemplo! de! la! Figura) 1,! para! cada! documento,! se!
asignan!pesos!binarios!(1!si!el!término!sí!está!en!el!documento!y!0!en!el!caso!de!que!no)!a!los!















• No! permite! ordenación! de! los! documentos! por! relevancia.! Es! decir,! si! el!
término! está! en! el! documento,! se! devuelve! el! documento! sin! importar! el!
número!de!veces!que!aparezca!dicho!término.!
• No!tiene!en!cuenta!la!frecuencia!del!término.!













































consulta.! Después,! simplemente! se! realiza! el! producto! escalar! de! cada! documento! con! la!















producto! escalar! de! los! vectores! (del! documento! y! la! consulta)! tal! y! como! se!ha! visto! en! el!
apartado!anterior,!mientras!que!en!el!denominador!se!realiza!el!producto!de!los!módulos!de!
ambos!vectores.!Al!contrario!del!producto!escalar,!esta!medida!de!similitud!oscilará!entre!0!y!1!
ya! que! se! trata! del! coseno! del! ángulo.!Manteniendo! el!mismo! ejemplo! que! en! el! producto!
































forma! aleatoria! para! ver! el! funcionamiento! de! cada!modelo.! Pero! existen! diversas! técnicas!
para!calcular!los!pesos!de!los!términos!según!el!documento!en!el!que!se!encuentren,!para!que!
así,! los! resultados! a! las! consultas! sean! realmente! relevantes.! Una! de! esas! técnicas! es! la!
conocida!como!frecuencias!tfzidf.!A!continuación!se!explican!cada!una!de!estas!medidas.!
!







La!medida! idf* (inverse* document* frequency)! es! la! frecuencia! de! un! término! i! en! el!
resto! de! la! colección! de! documentos! que! se! tengan.!Mide* la* eficacia* de* un* término! en!
búsquedas!basadas!en!su!poder!de!diferenciación!con!otros!documentos!del!corpus.!En!el!caso!
de!que!un!término!aparezca!en!muchos!documentos!del!corpus,!tendrá!un!valor!discriminativo!

































El!modelo* probabilístico! calcula! la!probabilidad!de!que!un!documento!sea! relevante!
para! una! consulta,! teniendo! en! cuenta! los! términos! que! aparecen! en! ambos.! Es! un!modelo!
complejo!y!costoso!en!lo!que!se!refiere!a!computabilidad.!Sin!embargo,!es!más!robusto!que!los!
anteriores!ya!que!es!puramente!teórico.!Además,!asume!la!independencia!de!términos!por!lo!
que! la!probabilidad!de!york!P(york)!es! la!misma!que! la!probabilidad!de!york!o!new!P(york!|!




La! idea! de! este! modelo! es! la! siguiente:! dada! una! consulta,! existe! un! conjunto! de!
documentos!que!contiene!los!documentos!relevantes!y!no!otros.!Si!se!tuviera!una!descripción!




Teniendo! en! cuenta! que! la! probabilidad! de! que! el! documento! d! sea! relevante! se!
representa!P(R|d)!y!que!la!probabilidad!de!que!el!documento!d!no!sea!relevante!se!representa!







documentos! relevantes.! Por! lo! que! P(R|d),! podría! estimarse! como! la! agregación! de! las!
probabilidades!de!los!términos!que!componen!el!documento!d.!Sin!embargo,!no!se!conoce!R,!































SQL* (Structured* Query* Language)* es! el! lenguaje! estándar! ANSI/ISO! de! definición,!
manipulación!y!control!de!bases*de*datos*relacionales.!Se!trata!de!un!lenguaje!declarativo,!es!
decir,! sólo! hay! que! indicar! qué! se! desea! hacer! (mediante! sentencias)! y! no! cómo! hacerlo.!
Además,!al!tratarse!de!un!estándar,!este!lenguaje!es!válido!(exceptuando!algunas!diferencias!





estructura! de! los! objetos! que! conforman! la! base! de! datos,!mientras! que!por! el! otro! está! el!
lenguaje* de* manipulación* de* datos* (Data* Manipulation* language* o* DML),! que! permite!









• CREATE:! esta! sentencia! se! utiliza! para! la! creación! de! objetos! en! la! base! de!




las! tablas,! vistas,! índices,!aserciones,!dominios,!etc.!Por!ejemplo,!para!borrar!
una! tabla! de! la! base! de! datos,! simplemente! con! ejecutar! la! sentencia!DROP*
TABLE* nombre_tabla;! se! borraría! la! tabla! correspondiente.! Asimismo,! para!
borrar!la!base!de!datos!entera,!sería!DROP*DATABASE*nombre_baseDatos;.!*
*
• ALTER:* con! esta! sentencia! se! puede! modificar! la! estructura! de! una! tabla! u!
objeto.! Es! decir,! se! pueden! añadir! o! quitar! campos! a! una! tabla,! se! puede!
cambiar!el!tipo!de!un!campo,!modificar!disparadores,!etc.*
*
Seguidamente! se!muestra! un! ejemplo,! en! el! que! se!modifica! la! tabla!ACTOR! creada!









• TRUNCATE:* esta! sentencia! elimina! todos! los! registros! de! una! tabla.! Cabe!
destacar!que!no!acepta!la!cláusula!WHERE,!por!lo!que!será!útil!sólo!cuando!se!
quieran! borrar! todos! los! datos! de! una! tabla.! Es! importante! resaltar! que! con!
esta!sentencia!se!vacía!la!tabla!que!se!indique,!pero!esta!sigue!existiendo!en!la!
base! de! datos! después! de! ejecutar.! A! priori,! parecería! una! sentencia!
perteneciente! a! DML! pero! no! es! así! ya! que,! internamente,! la! sentencia!
TRUNCATE!borra!la!tabla!y!la!crea!de!nuevo,!sin!ejecutar!ninguna!transacción.!





En! este! lenguaje! se! incluyen! todas! aquellas! sentencias! con! las! que! se! manipulan! o!















Todo! el! texto! incluido! entre! corchetes! en! la!Figura) 9! es! opcional.! A! continuación! se!
detallan!los!principales!elementos:!
!








aplicar! una! condición! de! combinación! en! la! cláusula!WHERE.! Esto! se! verá! algo!más!
adelante.!
! WHERE:!esta!cláusula!permite!incluir!una!condición!que!se!debe!cumplir!para!que!las!
tuplas! sean! recuperadas.! Si! hay! filas! que! no! cumplen! dicha! condición,! no! serán!
devueltas.!Admite!los!operadores!lógicos!AND!y!OR.!
! GROUP* BY:! esta! cláusula! permite! agrupar! los! resultados! obtenidos! por! uno! de! los!





! HAVING:! esta! cláusula! siempre! se! utiliza! junto! con!GROUP! BY! y! permite! incluir! una!
condición,! aplicada! sobre! los! campos! referentes! a! GROUP! BY,! que! se! debe! cumplir!
para!que!los!datos!sean!devueltos.!
! ORDER*BY:*permite!ordenar!los!resultados!por!un!campo.!Se!puede!ordenar!de!forma!
ascendente! (ASC)! o! descendente! (DESC),! aunque! la! forma! predeterminada! es! la!
primera.!
! LIMIT:*con!esta!cláusula!se!consigue!recuperar!el!número!de!filas!que!se!indique.!Si!la!





























SPARQL* es! un! lenguaje! de! consulta! sobre! grafos! RDF! en! la!web! semántica! [5].! Este!
lenguaje! ha! jugado! un! papel! esencial! en! los! avances! experimentados! por! la!web! semántica!
hasta! el! momento.! A! través! de! SPARQL,! se! podrán! construir! consultas! que! obtengan!
resultados!de!distintas! fuentes!de!datos.!Pero!antes!de!profundizar!un!poco!más! sobre!este!
lenguaje!de!recuperación!de!la!información,!se!va!a!realizar!una!pequeña!introducción!sobre!la!








La! web* semántica! es! una! red* de* datos! que! pueden! ser! procesados! directa! o!






Debido!a! la! gran! cantidad!de! recursos!existentes!hoy!en!día!en! Internet,! se!originan!
ciertos!problemas!que!la!web!semántica!trata!de!solucionar.!Los!principales!problemas!son!la!




Para! que! la! web! semántica! funcione! de! forma! eficiente! es! imprescindible! que! los!
contenidos! de! las!webs! estén! correctamente! etiquetados! y! descritos.! Para! esto,! el! lenguaje!
HTML! no! es! suficiente,! por! lo! que! se! necesitan! otros! lenguajes! semánticos! más! potentes!
capaces!de!representar!el!conocimiento!por!medio!de!metadatos!y!ontologías.!
!
Cuando! surgieron! los! problemas! comentados! anteriormente,! sólo! se! utilizaba! el!
lenguaje!XML!para!representar!la!información.!A!través!de!XML!existen!numerosas!estructuras!
para! representar! la!misma! información,! lo! cual! causa!bastantes! inconvenientes! a! la! hora!de!
recuperarla.! Por! esto,! la!W3C* (World* Wide* Web* Consortium)! ha! estandarizado! el! proceso!
mediante! el!Marco! de! Descripción! de! Recursos,!RDF* (Resource* Description* Framework),! el!
cual!permite!especificar!recursos!y!las!relaciones!existentes!entre!ellos!siempre!con!la!misma!
estructura.!De!esta!manera,!una!información!sólo!estará!representada!de!una!única!manera!y!
se! facilitará,! en! gran! medida,! el! proceso! de! recuperación! y! acceso! a! la! información.! RDF!
fragmenta! el! conocimiento! en! afirmaciones! formadas! por! la! estructura! sujetoMatributoMvalor)
denominadas!tripletas.!
!
La! web! semántica! permite! navegar! a! través! de! datos! y! semánticas,! en! lugar! de!




medio! de! URIs.! El! valor! puede! ser! una! URI! o! un! literal! (por! ejemplo! texto,!
número!o!fechas).!
2. Accesibilidad:! las! tripletas! deben! ser! accesibles! por! protocolos,! como! por!




4. Navegación:! la! utilidad! reside! en! el! número! de! recursos! enlazados! por! RDF.!
Cuantos! más! recursos! haya! enlazados,! mayor! será! el! potencial! de! la! web!
semántica.!
!
Sin!embargo,! la!web!semántica! tiene!aún! importantes!problemas!a! solucionar.!Entre!
ellos,!se!encuentran!los!siguientes:!
!
• Las! técnicas! de! Procesamiento! del! Lenguaje! Natural! no! consiguen! todavía!












RDF! (conjunto!de! tripletas!enlazadas!entre! sí,! las! cuales! serán!consultadas)!para!ejecutar! las!
consultas!SPARQL.!Existen!endpoints!genéricos,!a!los!que!hay!que!indicarles!el!dataset!que!se!
quiere!utilizar,!y!endpoints!vinculados!directamente!a!un!dataset!en!concreto.!Los!resultados!
arrojados!por! los!endpoints!pueden! tener!diferentes! formatos! (HTML,! JSON,!XML,!RDF/XML,!
etc.).!
!
! DBpedia* es! una! plataforma* que! transforma! a! RDF! cada! una! de! las! tripletas! que! se!
introducen! en! la! Wikipedia.! Es! decir,! DBpedia! genera! información! semántica! a! partir! de! la!
Wikipedia.!Concretamente,!el!proceso!encargado!de!la!extracción!de!esta!información,!lo!hace!
de!15!de!los!idiomas!de!Wikipedia!(entre!ellos!el!español).!Para!cada!uno!de!estos!idiomas,!el!
comité! de! internalización! de!DBpedia! ha! asignado!un! SPARQL! Endpoint! [7].! En! cada! uno!de!
ellos,! están! disponibles! todas! las! tripletas! correspondientes! según! el! idioma.! El! SPARQL!




Las!consultas* en* SPARQL,!habitualmente!están! formadas*por! conjuntos!de!tripletas.!
Estas!tripletas!son!muy!parecidas!a!las!de!RDF,!con!la!diferencia!de!que!en!estas!tripletas,!uno!
de!los!tres!elementos!(sujeto,!atributo!o!valor)!pueden!ser!una!variable.!Es!decir,!que!los!datos!





• CONSTRUCT:! devuelve! un! grafo! RDF.! Es! decir,! devuelve! un! conjunto! de!
tripletas!enlazadas!entre!sí.!
• ASK:! devuelve! un! valor! booleano! (verdadero! o! falso)! indicando! si! se! ha!
encontrado!o!no!una!correspondencia!con!el!patrón!incluido!en!la!consulta.!




De! los! 4! tipos! de! consultas! que! se! han! especificado! en! el! apartado! anterior,! la! que!
habitualmente!se!utiliza!es!la!de!tipo!SELECT.!Por!ello,!se!va!a!detallar!cada!una!de!las!cláusulas!
que!puede! tener!este! tipo!de!consultas,! indicando! la! función!que!atañe!a!cada!una!de!ellas.!
Antes! de! nada,! cabe! destacar! que! este! tipo! de! consultas! se! utilizan! cuando! se! necesitan!







• Prefijos:! son! los!espacios!de!nombre! (namespaces)! y!qnames! con! los!que! se!
realizará!la!consulta.!
• SELECT:! esta! cláusula! es! obligatoria! y! en! ella! se! indican! los! campos! que! se!
quieren! recuperar! por!medio! de! variables.! Estas! variables! se! identifican! por!
medio!de!un!nombre! (es! recomendable!que! tenga!semántica!con! los!valores!
devueltos! para! ese! campo,! para! que! la! lectura! de! los! resultados! sea! más!
sencilla)! y! un! cierre! de! interrogación! (?)! antes! del! nombre.! Por! lo! que! si! se!
quisiese! recuperar!el!nombre!de! los!países!de! la!Unión!Europea,!una!posible!
variable!sería!?nombrePaís.!
• FROM:! es! opcional.! Sólo! se! incluye! en! el! caso! de! que! sea! un! endpoint!
genérico,! para! indicar! dónde! se! encuentra! el! dataset! al! que! se! quiere!
preguntar.*
• WHERE:! es! una! cláusula! obligatoria.! En! ella! se! incluyen! las! tripletas! RDF.! Al!
final! de! cada!una!de! las! tripletas! se! pone!un!punto! (.).! Al!menos!uno!de! los!
elementos!de!cada!tripleta!será!una!variable.*
• FILTER:!es!una!cláusula!opcional!que!se!incluye!dentro!del!WHERE!para!filtrar!
los! datos! y! conseguir! recuperar! aquellos! en! los! que! se! está! realmente!
interesado.*
• ORDER*BY:!es!opcional.!Permite!ordenar!los!resultados!obtenidos!por!una!de!
las! variables.! Se! puede! ordenar! tanto! de! manera! ascendente! (ASC)! como!
descendente!(DESC).!Se!incluye!después!de!la!cláusula!WHERE.*
• LIMIT:! este! elemento! es! también! opcional! y! en! él! se! indica! el! número! de!
resultados!que!se!desean!obtener!al!ejecutar! la! consulta.!Se! incluye!después!
de!las!cláusulas!WHERE!y!ORDER!BY!(si!está!presente!en!la!consulta).!*
*
Seguidamente,! se! van! a! analizar! distintos! ejemplos! de! consultas! de! este! tipo! para!
















las! tripletas! de! la! consulta,! la! url! del! namespace.! De! esta! forma,! tenemos! los! prefijos! res! y!















Además,! cabe!destacar!que!para! realizar!estas! consultas! se!debe!conocer! cómo!está!
estructurada! la! información! de! cada! recurso! para! utilizar! los! prefijos! y! las! propiedades!
correctamente.! De! este!modo,! como! se! puede! observar! en! el! ejemplo! anterior,! se! conocen!
cada!una!de! las!propiedades!del! recurso!al!que! se! consulta.!Para! finalizar! con!este!ejemplo,!
cabe! resaltar! que! a! la! hora! de! seleccionar! una! propiedad! de! un! recurso! en! una! tripleta,! se!
puede!utilizar!un!prefijo!o!directamente!incluir!la!propiedad!de!la!misma!manera!en!la!que!se!




en! concreto! recupera! la! homepage,! el! tipo! de! recurso! asociado,! los! idiomas! en! los! que! se!
encuentra!disponible!el! recurso,!el!propietario!y!el!creador!del! sitio!web!mail.google.com.!El!







tripletas! de! la! consulta,! utilizándose! para! el! resto! de! ellas.! En! este! caso,! se! recuperan! los!












! En! la! Figura) 15! se! comprueba! que! no! se! conoce! el! recurso! sobre! el! que! se! quiere!
preguntar,! pero! sí! se! conoce! la!homepage.! Por! lo! que,! con! la! tercera! tripleta,! se! obtiene! el!
recurso!en!?x,!el!cual!se!utilizará!en!el!resto!de!tripletas.!Como!se!quiere!devolver!el!recurso,!









en! la!utilización!de! filtros.! En! la! siguiente! consulta! se! va!a!utilizar! el! filtro! regex(?x,) “gmail”,)
“i”),!con!el!cual!se!indica!que!sólo!se!quieren!los!registros!en!los!que!la!variable!?x!contenga!el!
texto! “gmail”.! Con! el! tercer! parámetro! (“i”),! se! indica! que! no! importan! las!















recursos! con! la! palabra! clave! “gmail”.! Es! por! esto,! que! se! utiliza! el! filtro! comentado!
anteriormente,! para! obtener! sólo! los! dos! resultados! que! se! obtenían! en! la! Figura) 14.! Es!












onto:) <http://dbpedia.org/ontology/>)en! lugar! de!dbpedia2:) <http://dbpedia.org/property/>.!
Este!último!es!un!subconjunto!del!primero,!por!lo!que!habrá!elementos!que!sean!idénticos!en!
ambos! namespaces! y! otros! que! sólo! pertenecerán! a! uno! de! los! dos.! Como! se! exponía!
anteriormente,! en! SPARQL! es! esencial! conocer! cómo! se! ha! codificado! el! recurso! para! saber!
que! prefijos! de! namespaces! utilizar.! En! este! caso,! se! ha! analizado! el! recurso! y! se! ha!
determinado! que! es!más! relevante! el! criterio! de! la! ontología! knownFor.! Asimismo,! en! este!
ejemplo!se!ha!optado!por!incluir!la!URI!del!recurso!en!la!propia!tripleta,!en!lugar!de!incluir!un!








! Con! la! siguiente!consulta! se!busca! recuperar!el! resumen!de! la!vida!de!Paul!Buchheit!
sólo! en! español! (se! encuentra! codificado! en! varios! idiomas).! Además,! con! ella! se! intenta!













! En! la!Figura) 20,! se! observa! el! filtro! comentado! anteriormente,! en! el! que! la! variable!




se! podría! reducir! a! una! única! tripleta! ya! que! se! conoce! el! recurso! Paul! Buchheit.! Cabe!

















! A! partir! de! la! Figura) 21,! se! comprueba! cómo! se! recopilan! todos! los! creadores! de!
recursos! con! la! primera! tripleta,! mientras! que! con! las! dos! siguientes! se! recuperan! sus!
respectivas! fechas! y! lugares! de! nacimiento.! De! la!misma! forma,! se! evidencia! que! se! puede!




! Con! esta! última! consulta,! se! pretende! mostrar! otra! manera! de! identificar! en! una!
tripleta!un! recurso!no! conocido.!Hasta! ahora,! cuando!no! se! conocía! un! recurso,! se! utilizaba!















[],! indicando! que! el! recurso! debe! tener! la! propiedad! author! para! poder! recuperar! en! la!
variable!?creador!la!persona!en!cuestión.!En!la!segunda!tripleta,!se!utiliza!la!variable!?creador!
como!recurso,!para!obtener!los!hijos!de!cada!uno!de!los!creadores!en!la!variable!?hijo.!Por!lo!





Cypher! es! el! lenguaje! de! consulta! en! grafos! de! Neo4j! (Base! de! Datos! Orientada! a!




















! Como! se! observa! en! la! Figura) 23,! para! representar! nodos! en! Cypher! se! indica! el!
nombre!que!se!desee!entre!paréntesis.!Por! lo!que!en!el!ejemplo,!se!tendrían! los!nodos!(a)!y!

































! En! la! Figura) 26! se! puede! ver! cómo! sería! el! patrón! en! el! caso! de! que! se! quisieran!
seleccionar! a! todas! aquellas! personas! (etiqueta! Persona)! que! hayan! actuado! (relación!
ACTÚA_EN)!en!alguna!película!(etiqueta!Película).!Además,!cabe!destacar!que!tanto!a)como!b!
son! identificadores,!es!decir,!se!pueden!poner! los! identificadores!que!se!deseen,!no!varía!en!
nada! la! ejecución! de! la! consulta.! Por! lo! que,! en! vez! de! a! y! b,! se! podrían! tener! los!







1. MATCH:! todas! las! consultas! empezarán! siempre! por! esta! cláusula!
indicando! a! continuación! el! nodo! o! los! nodos! que! se! quieren! recuperar!
mediante!los!correspondientes!patrones.!
2. RETURN:!todas!las!consultas!finalizarán!con!esta!cláusula!que!servirá!para!

































































! Además,!al! igual!que!en!SQL,! se!puede! incluir! la!cláusula!WHERE!en! las!consultas!de!







! En! la! Figura) 35! se! puede! observar! como! se! mantiene! la! cláusula! MATCH,!
seleccionando! todos!aquellos!nodos!que!se!encuentren!unidos!por!una! relación! :ACTÚA_EN.)
Pero!en!este!caso,!se!incluye!la!cláusula!WHERE!para!indicar!que!sólo!se!pretenden!recuperar!




























• Segunda*parte* ((película)*<z* [:DIRIGE]* z* (director)):*con!esta!segunda!parte!se! indica!











los! títulos! de! las! correspondientes! películas.! Por! lo! que,! un! posible! enunciado! para! esta!
consulta!podría!ser!el!siguiente:!“Recuperar)todos)los)directores)con)los)que)ha)trabajado)cada)
actor,)mostrando) también)el) título)de) las) correspondientes)películas”! o!este!otro!“Recuperar)

















































fila! devuelta.! Por! cada! fila! devuelta,! Neo4j! devolvería! los! datos! que! se! han! identificado!
anteriormente! (sólo!se!ha! incluido! la!primera! fila!a!modo!de!ejemplo).!Por! lo!que,!si! se!va!a!





devolver! la! variable! p,! se! tendría! que! devolver!nodes(p).! La! consulta! sería! la!misma! que! la!
mostrada!en! la!Figura)41! excepto! la! cláusula!RETURN,)que!en! vez!de!devolver!p,! devolvería!
nodes(p).! Si! por! el! contrario,! lo! que! se! quieren! recuperar! son! las! relaciones,! con! sus!






Como!aspecto!más!avanzado,!Cypher!permite!describir! caminos!de! longitud! variable!
mediante! una! estrella! (*)! indicada! en! la! relación.! A! continuación! se! detallan! las! principales!
nomenclaturas!utilizadas!para!este!tipo!de!caminos:!
!
• (a)* z* [*1..4]* z>* (b):! este! patrón! indica! que! se! busquen! nodos! desde! a! atravesando!
relaciones!hasta!una!profundidad!máxima!de!4!relaciones.!
• (a)* z* [*]* z>* (b):! con! este! patrón! se! buscarían! nodos! desde! a! hasta! cualquier!
profundidad.!Es!decir,!su!buscarían!nodos!por!todo!el!grafo.*






y,! con! las! funcionalidades! de! manipulación! de! caminos! que! nos! ofrece! Cypher,! podremos!





Cabe!destacar!que!Neo4j!dispone!de! la! función!shortestPath().! Esta! función!permite!






En! la! Figura) 43,! se! puede! comprobar! que! la! función! shortestPath()) se! indica! en! la!
cláusula!MATCH! igualándola!a!una!variable!(en!este!caso!p)!e!incluyendo!entre!los!paréntesis!
de!la!función!el!patrón!que!se!desee.!En!este!caso,!se!devuelve!la!longitud!del!camino!mínimo!






! Como!se!puede!observar!en! la!Figura)44,!en! los!paréntesis!de! la! función!extract()! se!
indica!el!identificador!n!para!cada!uno!de!los!nodos!del!camino,!entre!corchetes!se!indica!que!















se! observa! en! la! Figura) 45,! donde! primero! se! seleccionan! los! dos! nodos! involucrados,! que!
serán! los! extremos! del! camino!mínimo! que! se! pretende! encontrar,! después! con! una! nueva!
cláusula!MATCH,! se! incluye! la! función!shortestPath()! con!el!patrón!correspondiente! (en!este!
caso!se! indica! la! relación!CONOCE,! lo!que!quiere!decir!que!se!pretende!encontrar!el! camino!
mínimo!entre!los!dos!nodos!atravesando!sólo!relaciones!de!ese!tipo)!y!finalmente,!se!devuelve!
la! propiedad! nombre! de! los! nodos! involucrados! en! el! camino! (exceptuando! los! extremos).!








1. Cláusula* WHERE:! como! se! ha! visto! en! algún! ejemplo! anterior,! con! esta!
cláusula! se!puede! filtrar!por! la!propiedad!de!un!nodo!o! relación.! En!Cypher,!







! En! este! primer! ejemplo! de! la! Figura) 46,! se! indica! explícitamente! en! la! consulta! la!
cláusula!WHERE)seleccionando!en!este!caso,!que!se!quiere!el!nodo!que!tenga!de!nombre!Tom)






!Como!se!puede!comprobar!en! la! consulta!que!aparece!en! la!Figura)47,)no!se! indica!
explícitamente! la! cláusula,! simplemente! en! la! declaración! del! nodo,! después! de! la! etiqueta!
















En! la!Figura)48! se!observa!un!ejemplo!de!uso!de!ORDER!BY.!Esta!cláusula! se! incluye!




































primeros! se! obviarían! (por! el! SKIP) 10)! y! se! recuperarían! desde! la! fila! 11! hasta! la! 20! (por! el!
LIMIT)10).!
!
5. Cláusula* DISTINCT:! en! las! consultas! que! se! han! visto! hasta! el! momento,! se!
podrían!obtener!tuplas!repetidas!en!el!caso!de!que!un!actor!haya!actuado!en!















filas! recuperadas,! el! mismo! actor! varias! veces,! por! lo! que! no! se! estarían! devolviendo!
realmente!los!10!valores!distintos!esperados.!
!
! Seguidamente,! se!presentan! las!principales! funciones!de!agregado!que!se!utilizan!en!
este! lenguaje! de! consulta.! Estas! funciones! de! agregado! facilitan! la! manipulación! de! los!
resultados!para!después!ordenarlos!y! conseguir! los! resultados!esperados.!Es!decir,!permiten!
contar! las! filas! que! cumplen! con! el! patrón! para! un! determinado! valor,! devolver! la! media!




• Count(x):! permite! contar! el! número! de! filas! que! se! recuperan! para! un! determinado!





número!de! filas! seleccionadas!por! el! patrón! (el! número!de!películas)! y! devolver! ese!
valor! junto! con! el! nombre! de! keanu! Reeves! en! una! única! fila.! Más! abajo! se! podrá!
comprobar!su!uso!y!los!resultados!obtenidos!mediante!un!sencillo!ejemplo.!
• Min(x):! se! utiliza! para! propiedades! que! sean! de! tipo! numérico! (la! propiedad!
correspondiente!se!indica!entre!los!paréntesis!de!la!función).!Permite!devolver!el!valor!




• Max(x):! al! igual! que! la! función! anterior,! sólo! se! utiliza! para! propiedades! de! tipo!
numérico!pero!en!este!caso!devuelve!el!valor!máximo!para!un!determinado!valor!de!
un! nodo! recuperado.! La! propiedad! de! la! que! se! quiera! extraer! el! máximo! valor! se!
indica!entre!los!paréntesis!de!la!función.!
• Avg(x):! esta!es!otra! función!para!propiedades!de! tipo!numérico!y!devuelve! la!media!
aritmética!de!un!conjunto!de!valores!correspondientes!a!un!nodo!en!concreto.!
• Sum(x):! esta! función!es! sólo!aplicable!a!propiedades!de! tipo!numérico!y! recupera! la!
suma!de!un!conjunto!de!valores!que!se!refieren!al!nodo!que!se!haya!seleccionado.!Al!

















A! partir! de! la! Figura) 52,) se! comprueba! que! las! funciones! de! agregación! se! indican!
directamente! en! la! cláusula! RETURN! como! si! se! devolviese! cualquier! otra! propiedad.! Para!





! Como! se! aprecia! en! la! Figura) 53,! cuando! se! recupera! una! propiedad! mediante! la!
función!collect(x),!se!obtiene!una!colección!con!todos!los!valores!correspondientes!a!otro!valor!
seleccionado.!En!este!caso,!para!cada!nombre!de!actor/actriz,!se!obtienen,!en!una!única!fila,!
todos! los!títulos!de! las!películas!en! las!que!ha!participado,!en!vez!de!devolver!cada!título!en!
una!fila!distinta!(si!no!se!aplicase!la!función!collect(x)).!
!








En! la! Figura) 54) se! observa! un! ejemplo! de! utilización! de! la! función! de! agregación!





















la* consulta* por* una* propiedad* de* la* relación! (en! este! caso,! la! propiedad! roles).! Como! se!
puede!observar,!al!igual!que!en!los!nodos!se!indican!los!identificadores!(keanu!y!película),!en!la!
relación! también! se! puede! incluir! un! identificador! (en! este! caso! r).! Después,! en! la! cláusula!
WHERE)se!filtra!por!la!propiedad!roles!de!la!relación!ACTÚA_EN,!utilizando!el!identificador!de!








! Como! se! puede! ver! en! la! Figura) 57,!Cypher* permite* incluir* en* la* cláusula* RETURN*











! A! partir! de! la! Figura) 58,! se! comprueba! que! Cypher! también! permite* filtrar* los*
resultados*incluyendo*patrones*en*la*cláusula*WHERE.!Los!patrones!que!se!indiquen!en!esta!
cláusula! tienen! la! misma! nomenclatura! que! los! incluidos! en! la! cláusula!MATCH.! Como! se!
puede!observar,!en!este!caso!la!consulta!selecciona!a!Tom!Hanks!y!a!todos!sus!compañeros!de!



















! En! la! Figura) 59,! se! puede! observar! la! consulta! que! devolvería! los! 3! amigos! de! los!
amigos!de!Tom!Hanks,!que!más!han!coincidido!con!los!amigos!de!Tom!actuando!en!algo!y!que!
además,!no!hayan!coincidido!nunca!con!Tom!Hanks!en!ningún!rodaje.!Con!el!fin!de!analizar!la!
consulta! con! mayor! nivel! de! detalle,! se! divide! en! tres! partes! que! van! a! ser! explicadas!
detalladamente!a!continuación:!
!
• Cláusula* MATCH:! en! esta! parte! de! la! consulta! se! selecciona! a! Tom! Hanks,! a! los!
compañeros!que!han!actuado!con!él!en!todas!las!películas!en!las!que!ha!participado!y!a!
las!personas!que!han!sido!compañeras!de!reparto!de!sus!compañeros.!Se!seleccionan!
asignando! un! identificador! para! cada! uno! (tom,!amigo! y!amigoDamigo),! de!manera!
que!en! las!siguientes!cláusulas!se!puedan!utilizar!para! filtrar! resultado!y!devolver! las!
propiedades!que!se!precisen.!
• Cláusula* WHERE:! en! esta! cláusula! lo! primero! que! se! comprueba! es! que! los! nodos!
seleccionados! en!amigoDamigo! no! sea! el! propio! Tom!Hanks.! Además,! se! incluye! un!
patrón!con!el!que!se!selecciona!a!los!compañeros!de!los!compañeros!de!Tom!con!los!
que! Tom!ha! coincidido! actuando!en! algún! rodaje,! para! eliminarlos! de! los! resultados!
devueltos!(ya!que!se!incluye!NOT)antes!del!patrón).!
• RETURN,*ORDER*BY*y*LIMIT:!por!último,!se!devuelve!en!el!RETURN!el!nombre!de!los!
amigos! de! los! amigos! de! Tom,! además! del! número! de! ocasiones! en! las! que! han!












cláusula! CREATE,! incluyendo! entre! paréntesis! un! identificador! cualquiera,! además! de! la!
etiqueta! a! la! que! pertenecerá! el! nodo! cuando! sea! creado! (es! opcional)! y! entre! llaves! las!




















es!muy!similar!a! la!de! las!consultas!que!se!veían!en! la! sección!anterior.!Simplemente!habría!







! Una! vez! que! se! tienen! al!menos! dos! nodos! creados,! ya! se! puede! crear! una! relación!









CREATE,!se!crea!un!patrón!simple!formado!por! los!dos!nodos!y! la!relación!que! los!une!entre!



















! Asimismo,! también!se!puede!añadir!una! relación!a!varios!pares!de!nodos!a! la!vez.!A!








! Como! se! puede! apreciar! en! la! Figura) 64,! en! la! relación! del! patrón! incluido! en! la!



















































Cuando! se! habla! de! la! teoría! de! grafos,! se! está! hablando! de! representación! de! la!
información,! basada! en! teoría! matemática.! En! este! trabajo,! que! trata! sobre! sistemas! de!
almacenamiento!basados!en!grafos,!era! ineludible!mencionar!a!Leonhard*Euler* (1707z1783).*
Fue!un!matemático!suizo!que!inventó!la!mayor!parte!de!la!terminología!y!notación!matemática!
moderna.! Además! fue! pionero! en! la! teoría! de! grafos.! En! 1736,! creó! y! resolvió! el! problema!





En! la!Figura)67) se!puede!observar!un!dibujo! representando! la! ciudad!de!Königsberg!
perteneciente!a!Prussia!en!1736.!En!dicha!figura,!aparece!la!zona!concreta!de!la!ciudad!en!la!
que!Euler! se!basó!para! formular!el!problema!de!“Los!7!puentes!de!Königsberg”.!Esta!ciudad!
estaba!dividida!en!4! zonas! separadas! cada!una!de!ellas!por!un! río.!El!problema!que!planteó!



























concluyó!que!era!completamente! imposible! resolver!el!problema!con!una!serie!de!8! letras!y!
por! tanto,! no! se! podían! recorrer! los! 7! puentes! de! Königsberg! de! la! forma! requerida.! Sin!






Euler! analizó! de! forma! exhaustiva! si,! para! cualquier! otra! configuración! en! lo! que! se!









sino!que! se!podrá! empezar! el! camino!en!el! nodo!que! se!quiera! y! se! finalizará! en! el!







de! abajo! a! la! izquierda,! recorriendo! las! aristas! que! se! indican! en!C2! hasta! llegar! al! nodo! de!














grafo! lo! componen! 6! nodos! y! cada! uno! de! ellos! tiene! indicada! su! valencia.! Todos! tienen!
valencia!par!excepto!dos!de!ellos!cuya!valencia!es!3.!Por! lo!que!un!camino!euleriano!sería!el!
que! aparece! en! el!Recorrido) C1,! en! el! que! se! comienza! en! el! nodo! de! arriba! a! la! izquierda!
(valencia!impar)!recorriendo!las!aristas!indicadas!en!dicho!recorrido!y!llegando!al!otro!nodo!de!









! A! medida! que! pasan! los! años,! aumenta! la! demanda! de! tener! almacenada! la!
información!y!por!tanto,! la!capacidad!que!se!necesita!en! las!aplicaciones!que!consultan!esos!




! Con! esta! situación,! como! alternativa! a! las! bases! de! datos! tradicionales! (modelo!
relacional),!surge!la!necesidad!de!encontrar!nuevas!técnicas!que!ayuden!a!realizar!esas!tareas!
computacionales! de! una! forma! eficiente.! Los! grafos! representan! de! forma! fiel! cómo! se!
estructura!la!información!en!distintas!situaciones!de!la!vida!diaria!(por!ejemplo,!en!qué!medio!
de!transporte!ha!llegado!una!persona!al!trabajo,!en!qué!restaurante!ha!comido,!los!amigos!que!
se! ha! encontrado! a! lo! largo! del! día,! etc.)! mediante! conceptos! y! relaciones.! Es! aquí! donde!
aparecen!las!BDOG,!uno!de!los!tipos!de!base!de!datos!NoSQL.!Mediante!los!grafos!se!pueden!




entre! sí!mediante! relaciones!o!aristas.!Por! lo!que,!un!grafo! se!define!de! la! forma!G!=! (V,!E),!
donde!V!es!el!conjunto!de!vértices!del!grafo!y!E!el!conjunto!de!aristas.!De!esta!forma,!en!las!






para! cada! relación! tan! sólo! dos.! De! esta! forma,! se! consigue! que! cualquier! alteración! en! la!





! Asimismo,! conviene! mencionar! que! este! tipo! de! bases! de! datos! no! significan! que,!













1. Rendimiento:! en! las! bases! de! datos! relaciones,! cuando! se! ejecutan! consultas!
intensivas! y! con! un! procesamiento! de! datos! muy! alto! (por! ejemplo,! consultas! con!
numerosos! joins),!el!rendimiento!baja!considerablemente.!Sin!embargo,!en! las!BDOG!
tanto! el! rendimiento! como! el! incremento! de! los! datos,! tienden! a! permanecer!
constantes.!Esto!es!debido!a!lo!que!se!conoce!como!procesamiento*en*grafo*de*forma*
nativa* (Native! Graph! Processing).! Al! tener! cada! nodo! una! referencia! directa! a! sus!






puedan! añadir! nuevos! tipos! de! relaciones,! incluso! nuevos! nodos! o! sub\grafos! a! una!
estructura!ya!existente!sin!modificar!las!consultas!ni!la!funcionalidad!de!la!aplicación.!
Esto! es! a! lo! que! se! conoce! con! el! nombre! de! grafo* aditivo.! Además,! tampoco! es!
necesario! reservar! espacio! para! las! propiedades,! como! sí! hay! que! hacerlo! para! los!
campos! de! las! tablas! en! las! bases! de! datos! relacionales.! Esto! aumenta! aun! más! la!
flexibilidad! de! las! BDOG! y! evita! que! se! desperdicie! espacio! en! los! registros!
almacenados.*
*
3. Agilidad:! según! crece! una! aplicación,! el! modelo! de! datos! de! la! misma! deberá!
evolucionar!para!adaptarse!a!las!nuevas!necesidades!que!surjan.!Las!BDOG!consiguen!
esto! ya! que! se* alinean* al* desarrollo* ágil* del* software,! lo! que! permite! respaldar! la!




























! Neo4j! es! un! software! libre! de! base! de! datos! orientada! a! grafos!escrito! en! java,! que!
permite! almacenar! datos! de! forma! estructurada! [12].! Se! integra! perfectamente! con! otros!
lenguajes! como! PHP,! Ruby,! .Net,! Python,! Node! y! Scala.! La! base! de! datos! se! encuentra!
embebida!en!un!servidor!Jetty!(servidor!http!100%!basado!en!java).!Neo4j!es!compatible!con!




! Existen! dos! versiones! de! Neo4j.! La! versión! Community) Edition) (open! source)! y! la!
Enterprise)Edition.!Para!realizar!pruebas!de!concepto!basta!con!! la!versión!gratuita!pero!si!se!
pretende! sacar! el! máximo! provecho! se! debe! utilizar! la! versión! EE,! que! permite! realizar!
monitorización,! backups! en! caliente! y! sistema! de! caché! de! alto! rendimiento,! entre! otras!
ventajas.!
!







habría! que! controlar! nada,! excepto! comprobar! si! se! realiza! o! no.! Si! se! tuviera! una!
operación! con! varios! pasos! intermedios,! esta! propiedad! dice! que! se! tiene! que!
comprobar!que!se!realizan!todos!los!pasos!o!ninguno.!
• Consistencia:! propiedad! que! asegura! que! todo! lo! que! se! empieza! se! puede! acabar!
correctamente.!Es!decir,!se!ejecutarán!aquellas!operaciones!que!no!rompan!las!reglas!
de!integridad!de!la!base!de!datos.!
• Aislamiento:! propiedad! que! asegura! que! una! operación! no! afecte! a! otras.! Es! decir,!


















En! la! Figura) 72! se! puede! apreciar! un! grafo! compuesto! por! 3! nodos! los! cuales! se!







1. Neo4j! ofrece! la! capacidad! de! gestionar! grandes! cantidades! de! datos! de! forma!
eficiente.!Más!concretamente,!su!capacidad!se!acerca!a!los!34.000!millones!de!nodos,!
34.000! millones! de! relaciones,! 68.000! millones! de! propiedades! y! 32.000! tipos! de!
relaciones.!!
2. Igualmente,! una! de! sus! principales! ventajas! es! la! alta! velocidad! en! la! ejecución! de!
consultas.!Permite!saltar!millones!de!veces!entre!los!nodos!en!tan!sólo!unos!segundos.!
Esto!es!posible!gracias!a!lo!que!se!comentaba!en!el!capítulo!2.3.2,!cuando!se!hablaba!















ambos! en! otro.! Por! lo! que,! al! tener! las! propiedades! separadas! en! otro! fichero,! el!
almacenamiento!de!nodos! y! relaciones! se!preocupa!exclusivamente!de! la! estructura!
del!grafo.!De!esta!forma,!se!pueden!obtener!rápidamente!nodos!en!memoria!en!base!
a! su! id,! ya! que! se! conoce! en! qué! posición! se! encuentran! estos.! Esta! forma! de!
almacenamiento,! junto! con! el! procesamiento! en! grafo! de! forma! nativa! hacen! que!











4. Neo4j! Community! no! es! escalable! para! conjuntos! de! datos! muy! grandes.! Hay! que!
cambiar!la!configuración!de!la!memoria!en!Neo4j!según!las!necesidades!del!grafo.!
5. Neo4j! prefiere! tener! todo! el! grafo! en! memoria,! si! se! puede,! pero! siempre! existen!
algunas! partes! del! grafo! que! se! mantienen! invariables! y! que! es! innecesario! e!
ineficiente! tenerlas!cacheadas.! Lo!más! recomendable!es!guardar!en!memoria! sólo!el!
conjunto!de!datos!que!vaya!a!ser!consultado.!







de! que! Neo4j! esté! embebida! en! dicha! aplicación,! mientras! que! la! otra! sería! que! Neo4j!
funcionase!como!un!servidor.!A!continuación!se!detallan!cada!una!de!ellas:!
!
• Neo4j* embebida* en* una* aplicación:* se! pueden! incluir! las! librerías! de!Neo4j! en! una!





























! En!este!apartado!se!repasan! los!principales!casos!de!uso!en! los!que!Neo4j!se!adapta!
perfectamente![14]:!
!



































** * * Figura*76:*Modelado*de*un*sistema*de*control*de*acceso*en*Neo4j13*
5. Gestión*de*datos*maestros:* la!organización!y!gestión!de! las!personas!dentro!de!una!






















KnowledgeMANAGER* (KM)! es! una! herramienta! cuyo! propósito! fundamental! es! la!
gestión!de!ontologías.!Ha!sido!creada!por!la!empresa!europea!de!tecnologías!de!la!información!
conocida!como!“The!Reuse!Company”.!El!desarrollo!de!esta!herramienta!se!ha!realizado!(y!se!




















KM! está! enfocado! precisamente! hacia! la! gestión! del! conocimiento.! Permite! crear!
conocimiento!para!ser!reutilizado!posteriormente!apoyándose!en!distintos!conceptos!como!la!
creación! de! vocabularios,! tokenización! y! normalización! de! términos,! el! uso! de! etiquetas!
sintácticas,! desambiguación!de! términos! y! el! uso!de!patrones.! KM!permite! crear!patrones! a!
través! de! los! cuáles! se! indexan! términos,! creando! artefactos! compuestos! por! distintos!





En! la!Figura)80,! se!observan! las!distintas!pestañas!que!dispone!KM.!Para!el!presente!

























fin! de! reutilizar! todo! tipo! de! conocimiento.! Además,! el! lenguaje! natural! puede! ser!
representado!también!por!relaciones!entre!distintos!términos,!utilizando!la!misma!estructura!
que!en! los! ejemplos! anteriores.! En! concreto,! para! representar! el! lenguaje!natural,! se!deben!







atómico* de* conocimiento! que! aparece! en! un! artefacto! y! que! está! vinculado,! por!
medio!de!una!o!varias!relaciones,!con!otros!KEs!para!construir!información.!Se!define!
por!un!concepto,!el!cual!es! representado!por!un! término!normalizado! (palabra!clave!




artefacto! (requisitos,! riesgos,! modelos,! pruebas,! documentos! de! texto! o! código! fuente),! se!
debe! realizar! por! medio! de! RSHPs,! donde! cada! RSHP! es! denominada! “RSHP\descripción”! y!
debe!describirse!mediante!KEs.!Una!característica! importante!de!este!modelo!es!que!no!hay!
ninguna!restricción!para!representar!un!tipo!de!conocimiento!en!particular.!Además,!RSHP!ha!
sido! utilizado! como! modelo! de! información! para! construir! sistemas! de! indexación! y!
recuperación!de!propósito!general,!modelos!de!representación!de!dominio,!para!la!evaluación!

























Por!ejemplo,! si! se! tuviese! la!oración!“El! coche! tiene! freno”,! se! tendrían! los! términos!
“El”,! “coche”,! “tiene”! y! “freno”,! cada! uno! de! ellos! con! su! categoría! sintáctica,! siendo!
determinante,!sustantivo,!verbo!y!sustantivo,!respectivamente.!Los!términos!“coche”!y!“freno”!
serían!KEs!y!se!crearía!una!relación!RSHP!entre!ambos,!a!través!del!término!“tiene”.!La!RSHP!




Como! para! la! realización! del! experimento! entre! RSHP! y! Neo4j! se! han! utilizado!
requisitos,!un!ejemplo!de!artefacto!podría!ser!un!requisito.!En!el!apartado!Experimentación!se!








! AllegroGraph! es! una! base! de! datos! en! grafo! moderna,! de! alto! rendimiento! y!
persistente.! Realiza! una! utilización! eficiente! de! la! memoria! en! combinación! con! el!
almacenamiento!basado!en!disco,! lo!que! le!permite!escalar!a!miles!de!millones!de! tripletas,!
manteniendo!un!rendimiento!superior![15].!!
!
! AllegroGraph! trabaja! con! diferentes! lenguajes! y! entornos! de! programación! como!
por! ejemplo! Java,! Python,! http,! JavaScript! y! Lisp.! Además,! como! ocurría! en! Neo4j,! las!
transacciones!en!AllegroGraph!son!ACID.!!
!
! AllegroGraph! es! una! base! de! datos! y! un! marco! de! aplicación! (framework)! para!
construir!aplicaciones!de! la!web!semántica.!Es! capaz!de!almacenar!datos!y!metadatos!como!
triples! o! tripletas.! Podemos! consultar! estas! tripletas! a! través! de!diferentes!APIs! de! consulta!
como!por!ejemplo!SPARQL!y!Prolog.!Asimismo,!permite!aplicar! razonamiento!RDFS++!con!el!
sistema! inteligente! que! incorpora.! AllegroGraph! incluye! soporte! para! análisis! de! redes!
sociales,!capacidades!geoespaciales!y!razonamiento!temporal![16].!
!
! A! continuación,! se! va! a! conocer! de! forma! más! concreta! los! tipos! de! datos! que!





! Como! se! comentaba! anteriormente,! en! la! Figura) 82! se! puede! observar! cierta!
información! sobre! Jans! y! sus! mascotas.! Como! ocurre! en! numerosos! datos! en! la! web,! se!
pueden! ver! relaciones! explícitas! como! por! ejemplo!Robbie) es) la) mascota) de) (petOf)) Jans! y!









! Existen! numerosas! formas! de! almacenar! esta! información,! pero! como! se! veía! en! el!
capítulo! “LENGUAJES) DE) RECUPERACIÓN) DE) LA) INFORMACIÓN) M) SPARQL”,) la! W3C! ha!
estandarizado!esto!mediante!RDF.!En!el!caso!de!que!se!tuviesen!muchas!tripletas!de!diferentes!




Sujeto* Predicado* Objeto* Grafo*
Jans! Type! Human! Página!de!inicio!de!Jans!
Robbie! petOf! Jans! Página!de!inicio!de!Jans!
petOf! inverseOf! hasPet! Gramática!inglesa!
Dog! subClassOf! Mammal! Ciencia!
Tabla*1:*Extracción*de*tripletas*en*AllegroGraph16*
En! la!Tabla)1! están! representadas! como! tripletas! las! afirmaciones!que! se!analizaban!
más! arriba.! La! visión! de! la!web! semántica! busca! que! las! páginas!web! contengan! suficientes!
datos! auto\descriptivos! para! que! las!máquinas! puedan! navegar! por! ellas! como! lo! hacen! los!
humanos.!Esto!permitirá!a!los!equipos!dar!mejores!respuestas!a!las!preguntas!de!los!usuarios.!




en! este! trabajo,! es! que! no! restringe! el! contenido! de! sus! tripletas! a! RDF! puro.! Es! decir,!
mediante!AllegroGraph!también!se!puede!representar!esa!información!de!la!que!se!ha!estado!
hablando!en!grafos.!De!esta!forma,!se!representarían!en!nodos!tanto!el!sujeto!como!el!objeto!
de! la! tripleta! y! en! una! relación! entre! ambos! nodos! se! incluiría! el! predicado,! creando! una!
tripleta!por! cada! relación!existente.! El! campo!que! se! citaba!anteriormente!named)graph,! se!





! Sparksee!(anteriormente! conocido! como! DEX)! es! una!base! de! datos! orientada! a!
grafos!escrita! en!C++!que! permite! realizar! rápidos! análisis! de! grandes! redes,! por! lo! que! se!
caracteriza! por! un! alto! rendimiento! [17].! Se! encuentra! disponible! de! forma! nativa! para! los!
lenguajes! .Net,! C++,! Python,! Objective\C! y! Java.! Además! está! disponible! para! todos! los!
sistemas! operativos.! Con! su! versión! para!móviles,! Sparksee! se! ha! convertido! en! la! primera!
base!de!datos!orientada!a!grafos!disponible!para!iOS!y!Android.!
Sparksee,! al! estar! basado! en! bases! de! datos! orientadas! a! grafos,! se! caracteriza! por!
tener! los! datos! estructurados! en! grafos,! realizar! las! consultas! con! operaciones! orientadas! a!
grafos!y!tener!restricciones!para!garantizar!la!integridad!de!los!datos.!
Sparksee! está! diseñado! para!multizgrafos! a! gran! escala!dirigidos,!etiquetados! y! con!
atributos.!Es!decir,!cada!nodo!y!relación!tendrán!asignado!un!tipo!de!etiqueta!y!podrán!tener!
los! atributos! que! se! deseen! en! cada! uno! de! ellos! (no! tienen! porqué! ser! los! mismos),! se!
permiten! relaciones! tanto! dirigidas! como! no! dirigidas! y! entre! dos! nodos! podrán! existir!











• Estructuras! específicas! para! mejorar* los* recorridos! por! el! grafo:! se! indexan! las!
relaciones!y!los!vecinos!de!cada!nodo.!
• Índices*de*atributos:!mejoran! las!consultas!en! las!que!se!filtra!por!un!valor!de!algún!
atributo.!








En! relación! con! la! representación! en!mapas! de! bits,! cabe! destacar! que! cada! nodo! y!
relación!es!identificado!por!un!único!e!inmutable!oid.!Cada!conjunto!de!nodos!o!relaciones!se!
representan!en!una!estructura!de!mapa!de!bits.!Cada!posición!en!un!mapa!de!bits!corresponde!
con! el! oid! de! un! objeto.! Estas! técnicas! de! compresión! permiten! reducir! el! espacio! de!
almacenamiento.!Las!operaciones!lógicas!binarias!son!muy!eficientes!con!estas!estructuras.!!





Como! se! puede! comprobar! en! la! Figura) 83,! se! necesitan! dos! mapas! los! cuales! se!
detallan!a!continuación:!







• El!mapa!de! la!derecha! (oids)! asigna! al! oid!de! cada!nodo!o! relación!un! valor! binario,!
siendo! 1! en! el! caso! de! que! el! valor! representado! sí! esté! siendo! apuntado! por! el!
correspondiente!oid!del!nodo!o!relación!en!cuestión,!o!0!en!caso!contrario.!

















1. Pequeños* espacios* de* memoria* fáciles* de* manejar:! el! grafo! es! representado! por!
estructuras! de! datos! de! mapas! de! bits! que! permiten! alcanzar! altas! tasas! de!








mediante! instrucciones! lógicas! binarias! que! simplifican! la! ejecución.! El! núcleo! C++!





4. Orientada* al* usuario:* indexación! completamente! nativa! que! permite! un! acceso!
extremadamente!rápido!a!cada!una!de! las!estructuras!de!datos!del!grafo.!Disponible!
de! forma! nativa! en! .Net,! C++,! Python,! Objective\C! y! Java! además! de! iOS! y! Android.!










• Redes* bibliográficas:! implementa! herramientas! analíticas! para! extraer! y! relacionar!
información!de!redes!tales!como!Wikipedia!o!IMDB.!






• Redes* biológicas:! analiza! y! expresa! en! un! grafo,! redes! genéticas! y! de! proteínas.!
Detecta!mutaciones!y!la!evolución!en!el!tiempo.!
• Recomendaciones* en* el* comercio* electrónico:! permite! obtener! y! almacenar!















GraphBase! ha! sido! construido! para! servidores! multiprocesador! modernos! y! está!
diseñado!para!obtener!el!máximo!beneficio!de!RAMs!de!gran!tamaño!y!del!almacenamiento!
de!alta!velocidad![20].!Un!sólo!servidor!de!bajo!coste!de!GraphBase!puede!manejar!miles!de!








El! verdadero! secreto!para! conseguir! un! rendimiento! tan! alto! reside! en! la! sofisticada!
gestión!de!hilos!y!las!estructuras!compactas!utilizadas,!lo!cual!permite!que!resida!en!memoria!






en! otras! ocasiones,! es! preferible! distribuir! el! grafo! para! que! el! procesamiento! pueda! ser!
también!distribuido.!GraphBase!está!diseñado!para!ser!distribuido!basándose!en!el!estilo!de!la!
“Nube”! o! “Cloud”! en! inglés.! Cada! servidor! es! autónomo,! la! comunicación! entre! ellos! es!
asíncrona! y! las! estrategias! sofisticadas! de! almacenamiento! en! caché! y! colas! permiten,! a! un!
conjunto!de!servidores!GraphBase,!controlar! las!cuestiones!de! latencia!y!ancho!de!banda!de!
una! nube! distribuida! geográficamente.! Las! relaciones! en! GraphBase! están! encapsuladas!
dentro!de!cada!nodo,!lo!cual!simplifica!en!gran!medida!la!distribución!de!los!datos.!
!






GraphBase! simplifica! de! forma! notoria! el! trabajo! almacenando! los! datos! en! grafos!
estructurados.! Es! una!base!de!datos! que!permite! pensar! en! grafos,! usando! grafos.! Además,!
incluye!su!propia!forma!de!realizar!consultas!sobre!grafos,!mediante!el! lenguaje!denominado!
“Bounds* Language”.! En! este! lenguaje! se! pueden! ejecutar! consultas! sencillas! en! las! que! se!
especifican! unos! límites! para! las! mismas,! indicando! las! interacciones! entre! recorridos!
simultáneos!a!través!del!grafo.!Los!resultados!de!las!consultas!son!en!forma!de!grafo.!
!











! GraphBase! Enterprise! Edition 21 !permite! configurar! primitivas! de! peso! ligero! para!
obtener! la! estructura! que! cada! cliente! desee.! También! permite! indicar! cómo! se! indexa! el!
grafo.!Asimismo,!mediante! la!versión!GraphBase!Agility!Edition22,!da! la!posibilidad!al!usuario!













GraphBase! simplifica! la! gestión!de! los! datos! estructurados! en! grafos! a! través! de! sus!
herramientas! enfocadas! al! grafo.! Es! importante! destacar! que! en! GraphBase! la! unidad! de!




• Consultar* la* base* de* datos* mediante* “bounds* queries”,! consultas! en! las! que! se!
indican!unos!límites!para!obtener!un!sub\grafo!del!grafo!que!se!está!preguntando.!














• GraphBase* I6:! aplicación! de! análisis! de! datos! e! inteligencia.! Permite! realizar!
análisis! de! flujos! de! datos! entrantes! en! tiempo! real! además! de! obtener! la!




Graph* Engine! (GE),! anteriormente! denominado! Trinity,! es! tanto! un! almacén! de!
memoria! RAM! como! un! motor! de! computación! elaborado! por! Microsoft! Research.! Como!
almacén! de!memoria! RAM!distribuida,! GE! organiza! la!memoria! principal! de! un! conjunto! de!
máquinas!como!un!espacio!de!direcciones!global!direccionable,!para!almacenar!conjuntos!de!












La! capacidad! de! explorar! rápidamente! datos! junto! con! la! computación! paralela!












En! la! Figura) 86! se! observa! la! estructura! de! capas! que! conforman! Graph! Engine.! La!
“nube!de!memoria”!o!“Memory)Cloud”!es!un!almacén!distribuido!de!pares!clave\valor!el!cual!
está!respaldado!por!un!módulo!de!almacenamiento!de!memoria!(Distributed)Memory)Storage)!
y! por! un! marco! de! paso! de! mensajes! (Message) Passing) Framework).! El! módulo! de!
almacenamiento! de!memoria! gestiona! la!memoria! principal! de! un! conjunto! de!máquinas! y!
proporciona! mecanismos! de! control! de! concurrencia.! El! módulo! de! comunicación! de! red!
proporciona!una!infraestructura!de!paso!de!mensajes!eficiente!y!máquina!a!máquina.!
!
Además,! GE! provee! una! especificación! de! un! lenguaje! denominado! Trinity!
Specification! Language! (TSL)! que! une! el! modelo! de! grafo! con! la! infraestructura! de!
almacenamiento!y!computación.!En!lugar!de!utilizar!un!esquema!fijo!de!grafo!y!modelos!fijos!
de!computación,!GE!ofrece!la!posibilidad!a!los!usuarios!de!usar!TLS!para!especificar!esquemas!





























Como! se! puede! observar! en! la! Figura) 88,! se! definen! dos! tipos! de! nodos,! uno!
denominado!Movie! y! otro!Actor! usando! dos! estructuras! de! celda! (cell) structs).! Este! tipo! de!
estructuras! son! elementos! básicos! a! la! hora! de!modelar! grafos.! Son! contenedores! de! datos!
que!pueden!almacenar!distintos!tipos!de!datos!como!byte,! int!y!double,!además!de!distintas!

































Infinite! Graph! saca! el! máximo! partido! a! los! datos! distribuidos! utilizando! lugares! de!
almacenamiento! configurables! y! flexibles.! Cada! usuario! puede! añadir! sus! lugares! de!









Permite! crear!un!modelo!personalizado!en!el!que! colocar! físicamente!elementos!del!




















clave.!Asimismo,!ofrece! la!posibilidad!de!crear!objetos!de!consulta! reutilizables!para! realizar!
exploraciones,! a!nivel!de!grafo,!de!alto! rendimiento.! Los!objetos!de! consulta!aprovechan!de!






















implementan! soluciones! de! apoyo! a! la! decisión.! Estas! soluciones! de! análisis! de! Big! Data! de!













Ser! capaz! de! acceder! a! datos! críticos! de! un! paciente! en! tiempo! real! puede! ser! la!
diferencia!entre!salvar!una!vida!o!no.! Infinite!Graph!permite,!a! sus!clientes!del!ámbito!de! la!







Hoy! en! día,! la! gran! mayoría! de! las! personas! se! comunican! por! medio! de! las! redes!





HyperGraphDB,! principalmente,! es! un! mecanismo! de! almacenamiento! de! datos! de!





























Un! hipergrafo! es! una! generalización! de! un! grafo! en! el! que! cada! relación! puede!





















































roles.! Además,! soporta! SQL! entre! otros! lenguajes! de! consulta.! La! capa! SQL! permite! que!
OrientDB!sea!fácil!de!usar!para!los!expertos!de!las!bases!de!datos!relacionales![29].!
!












escrituras,! puede! almacenar! hasta! 400.000! registros! por! segundo.!Además,! permite! insertar!




dispone! soporte! para! las! relaciones.! Un! punto! importante! a! destacar! es! que! no! utiliza! las!
costosas!combinaciones!JOIN.!En!su!lugar,!utiliza!punteros!persistentes!y!muy!rápidos!entre!los!
registros,! permitiendo! recorrer! partes! de! grafos! o! incluso! grafos! enteros! en! pocos!




























En! OrientDB,! el! rendimiento! no! está! limitado! sólo! por! un! servidor.! El! rendimiento!
global!es!la!suma!de!los!rendimientos!de!todos!los!servidores.!Si!el!usuario!pretende!aumentar!




























OrientDB! Enterprise! Edition,! es! una! extensión! de! la! versión! gratuita! y! ofrece! a! las!





















OrientDB! y! Neo4j! comparte! muchas! características! pero! la! principal! diferencia! se!
encuentra!en!los!motores.!Neo4j!es!una!BDOG!pura!mientras!que!OrientDB,!posee!un!motor!




Muchas! soluciones! NoSQL,! se! utilizan! simplemente! como! “caché”! para! acelerar!
algunos! casos! de! uso.! La! mayoría! de! productos! NoSQL! se! centran! en! el! rendimiento! y! la!




contenido! de! la! base! de! datos! después! de! cualquier! accidente,! como! se! veía! en! la! sección!
2.3.3.9.1)Principales)ventajas!de!OrientDB.!Por!lo!que!este!sistema,!además!de!tener!un!buen!





Neo4j! soporta! replicación! pero! en! su! versión! de! pago! Enterprise) Edition,! no! en! la!
versión! gratuita! Open) Source) Community) Edition.! Además,! la! replicación! sigue! una!
arquitectura! de! tipo! maestro/esclavo! con! un! gran! cuello! de! botella! en! operaciones! de!










Neo4j!posee! su!propio! lenguaje!de! consulta! llamado!Cypher,!mientras!que!OrientDB!

















A! continuación! se! presenta! una! tabla! en! la! que! se! indica! si! los! sistemas! Neo4j! y!



















Como! se! ha! comentado! anteriormente,! existen! infinidad! de! estudios! comparando!




resultados! de! una! prueba! comparativa! contra! Neo4j,! DEX! (Sparksee),! OrientDB,! un!
repositorio!RDF!nativo!y!SGDB.!Incluye!operaciones!como!por!ejemplo!inserciones!de!





• A+ Comparison+ of+ a+ Graph+ Database+ and+ a+ Relational+ Database33:! este! estudio!
compara! MySQL! con! Neo4j! para! averiguar! cuál! de! ellos! es! más! adecuado! para! un!
sistema!de!procedencia!de!los!datos.!La!comparación!tiene!en!cuenta!el!tamaño!de!la!



















de! consistir! en! una! comparativa,! en! lo! que! se! refiere! a! la! extracción! de! información,! entre!
Neo4j! y! RSHP,! también! incluye! una! parte! de! análisis! y! diseño! de! la! forma! en! la! que! se!
almacenarán! los! datos! en! el! grafo! de! Neo4j! para! realizar! el! experimento,! otra! parte! de!
generación!automática!de!consultas!y!una!última!parte!de!ejecución!automática!de!consultas!
en! Neo4j.! En! este! capítulo! se! describen! las! distintas! propuestas! que! se! pensaron,! desde! el!









posterior! comparativa! entre! Neo4j! y! RSHP.! Por! otro! lado! se! incluye! toda! la! parte! de!
experimentación!entre!los!dos!sistemas.!!
!


















puede! ver! en! la! tabla! anterior! se! construye! mediante! las! letras! RF! (Requisito!
Funcional),! seguidas!de!un!guión!y!el! número!de! requisito! correspondiente! formado!
por!tres!dígitos.!Por!lo!que,!el!identificador!del!primer!requisito!será!RF\001.!
!




















" Alta:! el! requisito! debe! implementarse! en! las! fases! más! tempranas! del!
desarrollo.!
" Media:! el! requisito!debe! implementarse! cuando! se!hayan! implementado!
todos!los!requisitos!de!prioridad!alta.!
!















El! Generador! de! Grafo! creará! el! grafo! en! Neo4j! indexando! las!







































Descripción* El! Generador! de! Consultas! formará! las! consultas! seleccionando! de!
forma! aleatoria! el! número! de! términos! de! cada! consulta! (siempre!









Descripción* El! Generador! de! Consultas! formará! las! consultas! seleccionando! los!


















Descripción* El! Generador! de! Consultas! no! seleccionará! dos! veces! un! mismo!


















Descripción* El! Generador! de! Consultas! dividirá! una! consulta! para! Neo4j,! que!
contenga! términos! almacenados! en! un! nodo! y! términos!

















































































Antes! de! indexar! los! requisitos! en! un! grafo! de! Neo4j,! había! que! pensar! qué!
información! se! iba! a! almacenar! y! cómo! hacerlo! para! realizar! el! experimento! de! forma!
satisfactoria.!Desde!el!comienzo!se!decidió!que!los!datos!que!se!iban!a!almacenar!iban!a!ser!el!
texto!de!cada!uno!de! los! requisitos!y! su!correspondiente! identificador.!No!se!almacenó!más!
información!ya!que!era!irrelevante!para!la!realización!del!experimento.!!
!
A! partir! de! aquí,! hubo! que! pensar! cómo! se! iba! a! almacenar! esta! información! en! el!
grafo.! En! un! primer! momento,! se! decidió! almacenar! cada! uno! de! los! términos! de! cada!












Después! de! esbozar! la! propuesta! inicial! y! a! partir! de! ella,! se! planteó! la! idea! de!
almacenar!los!términos!de!los!requisitos!no!sólo!en!los!nodos,!sino!también!en!las!relaciones.!
De! esta! forma! se! podrían! recuperar! tanto! nodos! como! relaciones! del! grafo,! definiendo! un!
grafo!más! completo!e! interesante.! Esto! suponía!un! cambio! importante!a! la!hora!de! crear!el!





segunda! propuesta.! En! los! capítulos! “Diseño”! e! “Implementación”! se! detallará! más! en!
profundidad!dicho!proceso.!Básicamente,!lo!que!se!planteó!fue!incluir!los!términos!que!iban!a!
ser! relaciones!en!un! fichero.!De!este!modo,!a! la!hora!de! crear!el! grafo! se!consultaría!a!este!
fichero!si!contiene!el!término!o!no,!para!así!crear!un!nodo!o!una!relación!según!corresponda.!
Como! se! ha! comentado,! en! los! capítulos! “Diseño”! e! “Implementación”! se! completará! la!




mantuvo!que! los! nodos! tendrían! una!propiedad! “id”! donde! se! almacenaría! cada!uno!de! los!
términos! y! una! propiedad! “requisitos”! donde! se! almacenarían! los! identificadores! de! los!




segunda! propuesta! podría! haber! términos! tanto! en! los! nodos! como! en! las! relaciones,! se!






Finalmente,! respecto! a! la! segunda! propuesta,! se! mantuvo! la! idea! de! almacenar!
términos!tanto!en!nodos!como!en!relaciones.!Sin!embargo,!la!forma!en!la!que!se!identificaban!
las!relaciones!y!se! indexaban! los!datos,!no!era!todo! lo!elegante!que!se!quería,!por! lo!que!se!
decidió!cambiar!esa!parte.!En!la!solución!final,!el!grafo!se!crea!mediante!patrones.!A!través!de!




Es! importante! resaltar! dos! aspectos! significativos! relacionados! con! los! patrones.! En!
primer! lugar,! los! patrones! poseen! ciertos! términos! que! son! fijos! y! otros! que! pueden! ser!
variables.! Es! decir,! los! términos! fijos! del! patrón! deben! mapearse! directamente! con! los!
términos!del!requisito!para!que!éste!se! indexe!de!forma!correcta.!Mientras!que!los!términos!












que! generaría! los! cuatro! requisitos! que! se! ven! más! arriba.! Los! términos! fijos! serían! “El”! y!
“debe”! que! se! mapean! directamente! entre! el! patrón! y! los! requisitos! (en! las! mismas!
posiciones),!mientras!que! los! términos! variables! serían! “sistema”! y! “acción”! (incluidos! entre!







El! otro! aspecto! a! remarcar! tiene! que! ver! con! la! identificación! de! los! términos! que!
serán!nodos!y!los!que!serán!relaciones.!Esto!es!necesario!indicarlo!en!los!patrones!de!alguna!
forma,! para! que! cuando! se! cree! el! grafo,! sean! ellos! mismos! los! que! tengan! marcado! qué!










En! el! capítulo! “Implementación”! se! detallará! todo! el! proceso! de! indexación! de! los!
requisitos!a!través!de!los!patrones,!desde!un!punto!de!vista!programático.!
!
Por! lo!que! se! refiere!a! la! forma!de!almacenar! la! información,! se!mantiene!casi! todo!
como!se!realizaba!en!la!segunda!propuesta.!Es!decir,!tanto!nodos!como!relaciones!almacenan!









El! trabajo! realizado! también! incluye! un! proceso! de! generación! automática! de!
consultas,! para! ser! ejecutado! después! de! forma!programática!mediante! el! API! para! Java! de!
Neo4j.!Cabe!resaltar!que!las!consultas!que!se!generan!son!tanto!las!que!se!ejecutan!en!Neo4j!
como! las! que! se! ejecutan! en! KnowledgeMANAGER,! las! primeras! en! lenguaje! Cypher! y! las!
segundas! en! lenguaje! natural.! Se! ha! incluido! esta! parte,! para! que! el! proceso! de! crear! las!
consultas!a!ejecutar!sea!instantáneo!y!no!se!pierda!tiempo!en!generar!las!consultas!a!mano.!!
!
Cabe! resaltar! que! los! términos! que! aparecen! en! las! consultas! se! escogen! de! forma!
aleatoria!del!vocabulario!del!grafo!en!Neo4j.!Además,!no!se!admite!un!mismo!término!en!una!
consulta!ni! tampoco!se! repite!ningún!término!hasta!que!no!se!hayan!seleccionado!todos! los!
términos! del! vocabulario! en! todas! las! consultas! anteriores.! Todas! las! decisiones! de!
implementación! se! detallarán! en! el! capítulo! “Implementación”.! En! este! apartado! se! va! a!
detallar! cómo! se! generaban! las! consultas! inicialmente! (cuando! sólo! se! almacenaban! los!




En!un!primer!momento,! cuando!el! grafo! sólo!almacenaba! los! términos!en!nodos,! se!
generaban!tantas!consultas!como!el!usuario!solicitase.!Simplemente!se!obtenía!el!vocabulario!
del!grafo!(todos!los!términos)!y!se!iban!seleccionando!de!forma!aleatoria!tantos!términos!por!

















en! nodos! como! en! relaciones,! se! generasen! dos! consultas,! una! para! los! términos!
almacenados! en! nodos! y! otra! para! los! almacenados! en! relaciones! computando! los!
resultados!de!ambas!como!si!fuese!una!sola!consulta.!Se!realizó!esta!división!ya!que!se!
intentó!crear!una!sola!consulta,!en!la!que!se!pretendían!recuperar!los!requisitos!de!un!
término! almacenado! en! un! nodo! y! de! un! término! almacenado! en! una! relación,!
obteniendo!unos!resultados!erróneos,!combinados!de!una!forma!extraña!y,!por!tanto,!
sin! validez! para! realizar! el! experimento.! Sin! embargo,! mediante! dos! consultas!




Por! lo! que! la! solución! final! de! la! generación! automática! de! consultas! consiste! en! lo!
siguiente:!
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(donde! se! almacenan! los! términos).! Sin! embargo,! como! se! observa! en! la! Figura) 95,! en! la!
consulta!para!recuperar!el!vocabulario!de!las!relaciones,!se!incluye!una!cláusula!WHERE!en!la!




2. Después,! según! el! número! de! consultas! que! el! usuario! haya! indicado,! se! van!
conformando.!Por!cada!consulta!se!van!seleccionando!de!forma!aleatoria!los!términos!


































96,! arroja! unos! resultados! que! no! son! los! esperados,! ya! que! se! pretenden! recuperar!
propiedades!de!nodos! y! relaciones!a! la! vez,! filtrando!por! términos!almacenados!en!nodos! y!
relaciones.!Sin!embargo,!en!estos!casos!se!divide!la!consulta!en!dos,!separando!la!recuperación!
de! los! nodos! de! la! de! las! relaciones.! En! el! ejemplo! anterior! se! pueden! observar! las! dos!
consultas!resultantes!de!dividir!la!primera!consulta.!En!el!caso!de!que!para!una!consulta,!sólo!







tener! una! propiedad! “id”,! de! modo! que! si! se! construye! una! consulta! del! tipo:!MATCH) (n))
WHERE)n.id=’sistema’)AND)n.id=’frenar’)RETURN)distinct)n.requisitos;)se!está!preguntando!por!
un! nodo! que! tenga! una! propiedad! “id”! sistema! y! otra! frenar.! Esto! no! devolvería! ningún!






correspondientes! para! Neo4j,! se! han! decidido! ejecutar! automáticamente,! de! forma!
programática.! De! esta! forma! se! crea! un! entorno! automático! de! ejecución! de! consultas! en!















utilizando! a! lo! largo! del! proyecto! hasta! llegar! a! la! solución! final.! En! primer! lugar,! se! va! a!
describir! el! diseño! de! la! solución! final! para,! posteriormente,! comentar! las! diferentes!



















“id”! y! “requisitos”,! almacenando! el! término! correspondiente! en! la! propiedad! “id”! y! los!
requisitos!en!los!que!aparece!cada!término!en!la!propiedad!“requisitos”!de!cada!nodo.!!
!
En! cuanto! a! las! relaciones,! se! puede!observar! que!hay!dos! tipos.! Las! relaciones! que!










que! almacenen! el! mismo! término,! con! el! respectivo! requisito! almacenado! en! cada! una! de!
ellas.! Incluso! si! un! término!almacenado!en!una! relación!enlaza! los!dos!mismos!nodos! varias!
veces,! se! crean! tantas! relaciones! como! veces! enlace! esos! nodos.! A! la! hora! de! recuperar! un!












los! requisitos! se!mapean!directamente,!es!decir,! cuando! tienen!ambos!el!mismo!número!de!














se! han! modificado! ligeramente! los! demás.! En! la! siguiente! figura! se! va! a! mostrar! el! grafo!
resultante!de! indexar! esos! requisitos! con!el! nuevo!patrón.! Posteriormente,! se!detallarán! las!









a! través! del! patrón! que! aparece! en! esa! misma! figura.! Con! este! ejemplo! se! completa! la!
explicación! del! diseño! de! la! solución! final! iniciada! con! el! ejemplo! anterior.! Principalmente,!
cabe! destacar! tres! decisiones! importantes! en! el! diseño,! que! en! el! anterior! ejemplo! no! se!
vieron!y!se!detallan!a!continuación:!
!
• Cuando! se!da! la! circunstancia!de!que!el! requisito! tiene!más! términos!que!el!patrón,!
como!ocurre!en!los!requisitos!2!y!4!del!ejemplo,!hasta!el!penúltimo!término!del!patrón!
se!mapean! todos! los! términos! de! forma!directa! con! el! requisito.! A! partir! del! último!
término!del!patrón,!se* acumula* el* exceso* de* términos* en* el* último*nodo.!Como!se!
puede! comprobar! en! la! Figura) 100,! existen! dos! nodos! que! en! la! propiedad! “id”!
almacenan! varios! términos! debido! a! este! motivo.! Aunque! en! estos! nodos! se!
almacenen! varios! términos,! a! la! hora! de! extraer! el! vocabulario! para! generar! las!
consultas,! ese! conjunto! de! términos! que! posee! un! nodo! computa! como! un! único!
término.!
!








del! patrón! fuesen! variables! (entre! corchetes),! el! requisito! 3! se! habría! indexado!
correctamente,! pero! al! ser! fijos! y! no! corresponder! con! los! términos! del! requisito! 3,!
esas!relaciones!de!ese!requisito!no!se!han!añadido!al!grafo.!Por!consiguiente,!el!último!
término! del! requisito! sí! se! inserta! de! forma! correcta! incluyendo! una! relación! vacía!
entre!el!anterior!nodo!y!él,!ya!que!no!se!han!podido!añadir!las!relaciones!por!el!motivo!
explicado.! Por! lo! que,! del! requisito! 3! sólo! se! han! insertado! de! forma! correcta! los!
términos!“El”,!“vehículo”!y!“automáticamente”.!Esto!obliga!a!prestar!especial!cuidado!
en! la! elección! de! que! patrón! genera! qué! requisitos! ya! que! en! este! caso,! si! se!




puede! almacenar! en! un! nodo! o! en! relaciones.! No! se! podrá! encontrar! un! término!
almacenado!tanto!en!un!nodo!como!en!relaciones!al!mismo!tiempo.!Esto!simplifica!el!








patrón! que! lo! indexa,! simplemente! el! requisito! se! indexa! hasta! llegar! a! su! último! término,!
aunque!esta!posibilidad!es!muy!poco!frecuente.!
!
La! principal! ventaja! que! ofrece! este! modelo! es! la! facilidad! a! la! hora! de! indexar! el!






En! cuanto! a! las! desventajas,! la!más! reseñable! es! la! acumulación! de! términos! en! un!
único!nodo!cuando!el!requisito!es!de!mayor!longitud!que!el!patrón!que!lo!genera.!Como!se!ha!
visto!anteriormente,!esto!provoca!que!para!un!determinado!término,!quepa!la!posibilidad!de!
que! no! se! devuelvan! todos! los! identificadores! correspondientes! a! los! requisitos! esperados.!

















En!este!apartado!se!van!a!utilizar! los! requisitos!de! la!Figura)99!para!comprobar!cuál!
era!el!diseño!del!grafo!que!se!realizó!en!primera!instancia.!Cabe!recordar!que!en!este!primer!
diseño,! los! términos! de! los! requisitos! sólo! se! almacenaban! en! nodos! y! no! se! utilizaban!
patrones!para! generar! el! grafo.! Simplemente! se! iban! recorriendo! los! requisitos,! creando! los!












La!principal! ventaja!de! este!primer!diseño!es!precisamente! su! simplicidad.!Gracias! a!
ella,!es!el!diseño!que!mejor!recupera!los!requisitos!relevantes!para!las!consultas!en!Neo4j.!Sus!
principales!desventajas! son!el! gran!número!de!nodos!que! se!generan!y! todas! sus! relaciones!
son! vacías,! desaprovechando! un! espacio! importante! donde! también! se! pueden! almacenar!
términos.!
!









Después! de! analizar! el! diseño! inicial! y! confirmar! que! se! quería! añadir! algo! de!
complejidad! a! la! solución! final,! se! llegó! a! un! segundo! diseño! en! el! que! tanto! nodos! como!
relaciones,! almacenaban! términos.! En! este! diseño! tampoco! se! generaba! el! grafo! mediante!
patrones,!simplemente!se!recorrían!los!requisitos!creando!los!nodos!y!relaciones!del!grafo.!A!
continuación! se! va! a!mostrar! el! grafo! resultante!de! indexar! los!mismos! requisitos!que!en! el!
























A! partir! de! la! Figura) 103,! se! comprueba! como! se! identifican! las! relaciones! en! un!
conjunto! de! requisitos! para! crear! posteriormente! el! grafo.! En! cada! requisito,! los! nodos! y!
relaciones! se! intercalan! hasta! llegar! al! último! término! de! cada! requisito.! Este! proceso! de!




Puede! darse! la! situación! (como! sucede! en! este! caso)! de! que! después! de! finalizar! el!


















En! este! caso,! al! almacenar! también! términos! en! las! relaciones,! estas! adquieren! dichas!
propiedades,! como! sucede! en! el! diseño! final.! Un! aspecto! importante! de! este! diseño! es! la!
utilización!que!se!hace!de!las!relaciones.!Como!se!puede!comprobar!en!la!Figura)102,!todas!las!
















para! este! trabajo,! pero! se! decidió! modificarlo,! por! el! diseño! finalmente! adoptado,! para!














4.3 DIAGRAMAS* DE* COMPONENTES* Y* SECUENCIA* DEL* PROCESO* DE*
AUTOMATIZACIÓN*
!
Este! apartado! se! divide! en! dos! secciones.! En! la! primera! de! ellas,! se! identifican! y!
representan!los!componentes!del!proceso!de!automatización!(creación!del!grafo,!generación!y!













En! la! Figura) 104! se! observa! el! diagrama! de! componentes,! el! cual! ha! sido! generado!
mediante! la! herramienta! StarUML34!en! su! versión! 2.5.0! para! Mac! OS! X.! Como! se! puede!
observar,!se!han!identificado!cuatro!componentes!los!cuales!son:!
!




• Generador* de* consultas:! este! componente! recibe! el! grafo! de! del! componente!
Generador) del) grafo.! Es! el! encargado! de! extraer! el! vocabulario! y! de! generar! la!
consultas,!las!cuales!se!las!pasa!al!componente!Receptor)de)consultas.!
!
























Seguidamente,! se! crea!el! grafo! (paso!número!4),! se! generan! las! consultas! y! se!devuelven!al!










los! distintos! diseños! que! se! han! ido! adoptando! a! lo! largo! del! proyecto.! El! lenguaje* de*
programación!utilizado!para!el!desarrollo!ha!sido!Java!y!se!ha!utilizado!el!API*para* Java*que*
ofrece*Neo4j35,!para!poder!manejar!los!grafos!de!forma!programática.!Cabe!resaltar!que!para!
la! implementación,! tanto! de! la! indexación! en! el! grafo! de! Neo4j! como! de! la! generación! y!








Cabe!destacar!que! los!métodos!que! se!han! implementado! se!han!distribuido!en!dos!
clases,! una! de! ellas! incluye! los! métodos! para! la! generación! y! ejecución! de! consultas!
(Query_management.java)! y! la! otra! incluye! los! correspondientes! métodos! para! realizar! la!
creación! e! indexación! de! los! datos! en! el! grafo! y! el! método!main! para! realizar! la! ejecución!














• void* createDb():* en! este! diseño! inicial! en! el! que! los! términos! sólo! se! almacenan! en!
nodos,!este!método!fundamentalmente,!realiza!lo!siguiente:*
*
1. En!primer! lugar,! se! recuperan! todos! los! datos! del! Excel! a! través! del! API,!





identificador! del! texto,! almacenando! el! primero! en! una! variable! String!












requisito! mediante! un! bucle! anidado,! para! así! ir! creando! los! nodos! y!






Como! se! puede! apreciar! en! la! Figura) 106,! los! nodos! y! relaciones! que! aparecen! en!
verde!son!los!que!se!crean!en!esa!iteración,!mientras!que!los!de!color!gris!ya!han!sido!creados!




Cuando! se! pasó! del! diseño! inicial! al! segundo! que! se! planteó,! hubo! que!modificar! la!
implementación!para!que!se!adaptara!y!generara!el!grafo!teniendo!en!cuenta!el!nuevo!diseño.!
Cabe!recordar!que!este!diseño!almacenaba!los!términos!tanto!en!nodos!como!en!relaciones.!A!








A! diferencia! de! la! primera! implementación,! en! este! caso! se! crean! tres! tipos! de!
relaciones,!OPCIONAL! (se! corresponde!con!el! valor!0),!RECOMENDABLE! (valor!1)! y!ESENCIAL!
(valor!2).!Esto!no!es!relevante!para!lo!que!se!pretende,!que!es!recuperar!los!términos!de!grafo,!
pero!permite!que!el!grafo! final!sea!más!atractivo.!Seguidamente,!se!recuperan! los!requisitos!
del! Excel! y! se! recorren,! seleccionando! primero! de! forma! aleatoria,! uno! de! los! tres! tipos! de!
relación!(0,!1!ó!2)!para!las!relaciones!de!cada!requisito.!Cada!requisito!se!recorre!empezando!












createDb! y! así,! se! podrá! consultar! si! un! término! debe! almacenarse! en! un! nodo! o! en! una!






Figura)103.!Cada!término!se!escribe!en!una! línea!del! fichero,! incluyendo!cada!uno!el! tipo!de!
relación!con!el!que!se!creará!en!el!grafo.!Se!incluye!una!almohadilla!(#)!entre!cada!término!y!su!
correspondiente! tipo! de! relación! para! que! el! procesamiento! del! fichero! sea! mucho! más!
sencillo.!
!
• String* searchTermInFile(String* filePath,* String* term):* la! función! de! este! método!
consiste!en!lo!siguiente:!dado!un!fichero!(recibido!por!parámetro),!busca!si!un!término!
(también! recibido! por! parámetro)! está! dentro! de! ese! fichero.! Si! se! encuentra! el!
término!en!el!fichero,!el!método!devuelve!la!línea!en!la!que!se!ha!encontrado!y!si!no!
se! encuentra,! se! devuelve! una! cadena! de! texto! vacía.! Este! método! será! muy! útil!
cuando!se!esté!creando!el!grafo,!para!consultar!si!un!término!debe!almacenarse!en!un!




• void* createDb(String* dataPath,* String* relationshipsPath):* este! método,! en! este!
segundo!diseño,!recibe!dos!parámetros;!el!primero!para! indicar! la!ruta!del!Excel!que!





" Se! recorre,! en! un! bucle! anidado,! el! array! que! contiene! los! términos! del!
requisito! que! corresponda! (según! la! iteración)! de! cuatro! en! cuatro!
términos,!creando! los!nodos!y!relaciones!que!compondrán!el!grafo.!Cabe!
destacar! que! en! este! caso,! cada! vez! que! se! va! a! almacenar! un! nuevo!
término! en! el! grafo,! se! consulta! el! fichero! de! relaciones,! recibido! por!
parámetro,! para! comprobar! si! se! almacenará! en! un! nodo! o! en! una!
relación.! Para! realizar! esa! consulta,! se! utiliza! el! método!
















Como! se! puede! observar! en! la! Figura) 109,! en! la! primera! iteración,! se! indexan! tres!
términos!del!requisito!ya!que!las!relaciones!también!almacenan!términos.!Como!en!la!primera!
iteración!se!han!insertado!tres!términos!(posiciones!0,!1!y!2!del!array)!y!el!bucle!que!recorre!
los!términos!de! los!requisitos,!salta!de!cuatro!en!cuatro!términos,!en! la!segunda! iteración!se!
accedería! directamente! a! la! posición! número! 4! del! array,! es! decir,! al! quinto! término! del!
requisito,! saltándose! la!posición!3! (cuarto! término).! Este! término!no! se!pierde,! ya!que!en! la!








La! implementación! correspondiente! a! la! creación! del! grafo! y! la! indexación! de! los!
datos,!con!el!diseño!final,!se!realiza!mediante!los!siguientes!métodos:!!
!
• ArrayList<String>* readFile(String* filePath):* este! método! recibe! como! parámetro! la!
ruta!de!un!fichero,!el!cual!se!lee!y!se!devuelve,!en!un!ArrayList,!cada!una!de!las!líneas!
del! mismo! (cada! línea! en! una! posición! del! ArrayList).! Este! método! se! utiliza! en!









el! que! están! los! patrones! con! los! que! se! indexarán! los! requisitos! en! el! grafo.! Los!
principales!pasos!que!se!realizan!en!este!método!son!los!siguientes:!
!
1. En!primer! lugar,! se! recuperan! todos! los! datos! del! Excel! a! través! del! API,!








cada!uno!de!ellos,! se! selecciona!el!patrón!que! lo!generará!y! se! separa!el!





del! requisito! que! corresponda! (según! la! iteración)! para! indexarlos! en! el!
grafo.! ! Este! proceso! de! indexación! se! realiza! comparando,! posición! por!
posición,! los! términos!que!componen!el! requisito!y! los!que!conforman!el!
patrón.!
!
Más! concretamente,! el! proceso! de! indexación! se! realiza! recorriendo! el! array! de!
términos,! del! requisito! que! corresponda,! de! uno! en! uno,! de! modo! que! se! va! comparando!
posición! por! posición! con! los! términos! del! patrón,! almacenando! los! términos! en! nodos! o!
relaciones,!según!indique!el!patrón.!Si!el!término!del!patrón!es!fijo!(constante)!pero!coincide!









cómo! saber! qué! patrón! va! a! generar! qué! requisitos.! Para! ello,! se! ha! tomado! la! decisión! de!
ordenar!el!Excel!donde!están!los!requisitos,!de!forma!que!todos!los!requisitos!que!se!generan!
por!un!mismo!patrón!estén!juntos.!De!esta!forma,!se!tendrán!primero!todos!los!requisitos!que!
se! generan!mediante!el! primer!patrón!del! fichero!de!patrones,! después! todos! los! requisitos!
que!se!generan!mediante!el!segundo!patrón!del!fichero!de!patrones!y!así!sucesivamente!hasta!
completar! todos! los! requisitos.!Por! lo!que,!de!una!ejecución!se! indexan! todos! los! requisitos,!
cada!uno!mediante!el!patrón!que!le!corresponda.!
!




























En! un! primer!momento,! cuando! el! diseño! que! se! estaba! utilizando! era! el! inicial,! la!
generación!de!consultas!era!más!sencilla,!ya!que!sólo!se!almacenaban!términos!en!los!nodos!y!
con!un!solo!método!se!lograba!generar!los!dos!ficheros!con!las!consultas.!Ese!método!era!void*






todos! los! términos.! Seguidamente,!en!un!bucle! con! tantas! iteraciones! como!consultas!había!
que!generar,!se!seleccionaba!de!forma!aleatoria!el!número!de!términos!por!consulta!(teniendo!
en!cuenta!los!parámetros!termMin!y!termMax)!y,!en!un!bucle!anidado!con!tantas!iteraciones!
como! términos! fuese! a! tener! la! consulta,! se! seleccionaba! un! término! que! no! hubiese! sido!














• void* generateRelationships(String* patternsPath,* String* dataPath):* como! se! puede!
apreciar,! respecto!de! la! implementación!de!este!mismo!método!para! la!creación!del!
grafo!en!el!segundo!diseño,!este!método!recibe!un!parámetro!más!en!el!que!se!indica!
la!ruta!del!fichero!que!contiene!los!patrones.!Como!con!este!diseño!son!los!patrones!
los! que! marcan! si! un! término! debe! almacenarse! en! un! nodo! o! en! relaciones,! el!
propósito! de! este! método! se! reduce! a! recopilar! todos! los! términos! que! serán!
relaciones! y! escribirlos! en! el! fichero! relacionesGrafo.txt,! cuya! ruta! será! uno! de! los!
parámetros!del!método!getQueries!para!consultarlo!a!la!hora!de!generar!las!consultas.!
!
Para! ello,! en! primer! lugar! se! lee! el! fichero! que! contiene! los! patrones! mediante! el!
método!readFile(String)filePath).!Después,!se!recorren!los!requisitos!comparando!cada!uno!de!
ellos!con!el!patrón!que!lo!genera,!posición!por!posición,!de!modo!que!se!van!almacenando!las!
relaciones! en! un! ArrayList.! Posteriormente,! se! escriben! los! términos,! almacenados! en! ese!
ArrayList,! en! el! fichero! indicado! anteriormente.! En! este! caso,! como!en! la! creación!del! grafo!
sólo!se!utiliza!el!tipo!de!relación!“ESENCIAL”,!se!ha!decidido!no!asignar!ningún!tipo!de!relación!
a!los!términos!escritos!en!el!fichero,!como!se!hacía!en!la!implementación!anterior,!ya!que!su!
inclusión! era! totalmente! irrelevante! en! el! presente! estudio.! Por! lo! que,! en! este! caso,! se!
escriben! sólo! los! términos! sin! incluir! los! tipos! de! relación! “ESENCIAL”,! “RECOMENDABLE”! ni!
“OPCIONAL”.!
!
• boolean* searchTermInFile(String* filePath,* String* term):* como! ya! se! indicó!
anteriormente,!este!método!recibe!por!parámetro!la!ruta!de!un!fichero!y!un!término!y!










máximo,! respectivamente,! entre! los! que! oscilarán! las! consultas.! Por! su! parte,! en! el!
último! parámetro! se! incluye! la! ruta! del! fichero! generado! con! el! método!
generateRelationships!que!incluye!los!términos!que!están!almacenados!en!relaciones.!
!
Cabe! destacar! que! este!método! genera! dos! ficheros,! uno! en! el! que! se! escriben! las!





















este!nuevo!bucle,!primero! se! selecciona!un! término!del! vocabulario,!que!
no!haya!sido!seleccionado!todavía.!Después,!se!comienzan!a!generar!tanto!
la! consulta! para! Neo4j! como! para! KnowledgeMANAGER.! Para! ello,!
mediante! el! método! searchTermInFile,! se! consulta! si! el! término!
seleccionado! está! almacenado! en! relaciones! o! en! un! nodo.! Si! está!
almacenado!en!nodos,! para!Neo4j,! se! crea!una! consulta! del! tipo! “Match!








4. Una!vez!que!se!hayan!seleccionado! todos! los! términos!de! la! consulta,! se!
hayan! formado! las! dos! consultas! y! se! hayan! escrito! en! los! ficheros!
correspondientes! (consultasGeneradasNeo4j.txt! y!
consultasGeneradasKM.txt),! se! vuelve! a! repetir! el! proceso! tantas! veces!
como! consultas! se! vayan! a! generar! (primer! bucle).! A! continuación! se!
incluyen!dos!imágenes!en!las!que!se!puede!observar!cómo!quedan!ambos!











A! partir! de! las! Figuras) 111! y! 112,! se! comprueba! cómo! se! escriben! las! consultas! en!









Para! la!ejecución!automática!de! consultas!en!Neo4j,! se!ha! implementado!el!método!







1. Se! comienza! creando! un! bucle! con! tantas! iteraciones! como! líneas! con!
consultas!tenga!el!fichero.!A!cada!iteración,!lo!primero!que!se!hace!es!separar!















4. Finalmente,! se! escribe! la! variable! de! String,! que! contiene! todos! los!
identificadores! de! requisitos! devueltos,! en! un! fichero! denominado!
resultadosConsultasNeo4j.txt.!!
!
Todos! estos! pasos! se! repiten! a! cada! iteración,! dando! como! resultado! el! fichero!
comentado! en! el! punto! 4,! con! todos! los! resultados! de! todas! las! consultas! que! había! para!
ejecutar!en!el!fichero!consultasGeneradasNeo4j.txt.!A!continuación,!se!incluye!una!imagen!en!
































4. Definir* un* conjunto* de* consultas:*una! vez! se!han! indexado! los! requisitos! en!ambos!
sistemas,! se!define!el! conjunto!de!consultas!que! se!ejecutarán.!En!este!caso,! se!han!




















Como! ya! se! ha! comentado! en! capítulos! anteriores,! el! presente* estudio! trata! de!
















Como! se! puede! observar! en! la! Figura) 114,! el! Excel! utilizado! sólo! contiene! dos!
columnas,!una!para!el! id!de!cada!requisito!y!otra!para! indicar!el! texto!de!cada!uno!de!ellos.!
Seguidamente,! se! van! a! detallar! los! aspectos!más! relevantes! del! proceso! de! indexación! en!
Neo4j.!
!


















5z* (n)When* (n)the* (n)incident* (r)is* (r)generated* (n)the* (n)[client]* (r)shall* (n)[assemble]* (n)1*
(n)functional*(r)[unit]*(r)per*(n)[second]*
*
6z* (n)When* (n)the* (n)incident* (r)is* (r)generated* (n)the* (n)[final]* (n)user* (r)shall* (n)[assemble]*
(n)1*(n)functional*(r)[unit]*(r)per*(n)[second]*
*
7z* (n)When* (n)the* (n)incident* (r)is* (r)generated* (n)the* (n)[staff]* (r)shall* (n)[join]* (n)1*
(n)functional*(r)[simulation]*(n)[facility]*(r)per*(n)[second]*
*
8z* (n)When* (n)the* (n)incident* (r)is* (r)generated* (n)the* (n)[end]* (n)user* (r)shall* (n)[join]* (n)1*
(n)functional*(r)[simulation]*(n)[facility]*(r)per*(n)[second]*
Figura*115:*Patrones*para*la*indexación*en*Neo4j*


















En! la! Figura) 117! se! observan! algunos! de! los! artefactos! creados.! Como! se! puede!
comprobar,! por! cada! artefacto! existen! una! serie! de! pestañas! con! información! del! mismo!
(modelo! de! representación! formal,! meta\propiedades,! estadísticas! e! información! del!
artefacto).! En! este! caso,! hay! seleccionado!uno! de! ellos! que! se! corresponde! con! el! requisito!
“When!the! incident! is!generated!the!administrator!shall! interconnect!1!module!per!second”.!
Se!puede!comprobar!como!las!palabras!con!una!semántica!baja!(when,!the,!per),!se!eliminan!
de! la! representación! formal! del! artefacto.! Esto,! como! se! verá! algo! más! adelante,! afectará!
negativamente! a! las! consultas! que! incluyan! alguno! de! esos! términos! no! presentes! en! la!
representación!formal.!
!
Después! de! tener! los! datos! indexados! en! ambos! sistemas,! se! han! generado! 30!
consultas! de! entre! 1! y! 3! términos! (ambos! incluidos)! de! forma! aleatoria,! utilizando! el!
mecanismo!descrito!en!los!capítulos!de!Análisis,!Diseño!e!Implementación!de!la!solución!final.!
Cada!una!de!las!consultas!han!sido!generadas!tanto!en!lenguaje!natural!(para!RSHP)!como!en!



















decide! si! un! artefacto! es! relevante! o! no! para! la! consulta.! Para! este! experimento,! se! ha!
utilizado! la!búsqueda* por* inclusión,! ya! que! lo! que! se! pretende! es! recuperar! artefactos! que!





Cuando!se!ejecutan! las!consultas!en!KM,! los! resultados!obtenidos!son! los!artefactos,!
que!corresponden!a!cada!uno!de! los!requisitos.!En! la!Figura)119,! se!puede!comprobar!como!
para! una! consulta! dada,! KM! realiza! la! representación! formal! de! la! consulta,! recupera! los!
artefactos!similares!y!por!cada!uno!de!los!artefactos!permite!acceder!a!su!contenido,!a!través!
del! contenedor! de! la! derecha! denominado! “Contenido! del! artefacto”.! Además,! como! se! ha!
comentado! anteriormente,! en! la! representación! formal! de! la! consulta! se! elimina! el! término!
“per”!ya!que!no! tiene!suficiente!semántica.!Esto!provoca!que!sólo!se!busque!por!el! término!
“incident”,! lo!que!puede!conllevar!que!no! se! recuperen! todos! los!artefactos! relevantes!para!
este!estudio.!
!
Cabe! destacar,! que! para! el! estudio! realizado,! sólo* se* van* a* tener* en* cuenta* los* 20*
primeros*resultados*devueltos,!por!cada!uno!de!los!sistemas,!para!cada!consulta.!Es!decir,!se!
va!a!realizar!un!cut\off!a!los!20!primeros!resultados.!Además,!cabe!recordar!que!el!objetivo!de!








La!precisión!mide!el! ruido!de! los!resultados!de!una!consulta,!es!decir,! la!cantidad!de!



















A! partir! de! la! Figura) 121,! se! comprueba! como! la! recall! se! calcula! dividiendo! los!
requisitos!relevantes!recuperados!entre!el!total!de!relevantes!para!cada!consulta.!
!
La! medida* Fzmeasure,! también! conocida! como! F1! score,! agrupa! las! medidas! de!













































son! relevantes! de! los! 1.572! requisitos! totales),! la! sintaxis! empleada! para! cada! sistema,! el!
número!total!de!requisitos!recuperados!por!cada!sistema,!el!número!de!relevantes!de! los!20!






























































































































































































































































































































































































































































































































































































































































































































































































Para! finalizar! este! apartado,! se! incluye! una! tabla! en! la! que! se! muestran! los! datos!
































* Precisión* Recall* F1* Precisión* Recall* F1*
q1* 1! 0,07! 0,13! 1! 0,03! 0,06!
q2* 1! 0,42! 0,59! 0,25! 0,1! 0,14!
q3* 0,8! 0,12! 0,21! 1! 0,15! 0,26!
q4* 1! 0,13! 0,23! 0! 0! 0!
q5* 1! 0,83! 0,91! 0! 0! 0!
q6* 1! 0,01! 0,02! 1! 0,01! 0,02!
q7* 1! 0,01! 0,02! 0,9! 0,01! 0,02!
q8* 0,75! 0,01! 0,02! 1! 0,01! 0,02!
q9* 1! 0,01! 0,02! 0! 0! 0!
q10* 1! 0,05! 0,1! 1! 0,05! 0,1!
q11* 1! 0,02! 0,04! 1! 0,02! 0,04!
q12* 1! 0,12! 0,21! 1! 0,07! 0,13!
q13* 1! 0,15! 0,26! 1! 0,15! 0,26!
q14* 0,9! 0,11! 0,2! 1! 0,12! 0,21!
q15* 1! 0,13! 0,23! 0! 0! 0!
q16* 1! 0,83! 0,91! 0,4! 0,33! 0,36!
q17* 1! 0,01! 0,02! 1! 0,01! 0,02!
q18* 1! 0,06! 0,11! 1! 0,06! 0,11!
q19* 0,8! 0,01! 0,02! 1! 0,01! 0,02!
q20* 1! 0,06! 0,11! 1! 0,06! 0,11!
q21* 1! 0,09! 0,17! 1! 0,09! 0,17!
q22* 0,9! 0,12! 0,21! 0! 0! 0!
q23* 1! 0,01! 0,02! 1! 0,01! 0,02!
q24* 1! 0,06! 0,11! 1! 0,06! 0,11!
q25* 1! 0,15! 0,26! 1! 0,15! 0,26!
q26* 0,8! 0,04! 0,08! 1! 0,03! 0,06!
q27* 1! 0,01! 0,02! 1! 0,01! 0,02!
q28* 1! 0,03! 0,06! 1! 0,03! 0,06!
q29* 1! 0,05! 0,1! 1! 0,05! 0,1!
q30* 1! 0,13! 0,23! 0,8! 0,1! 0,18!







































de! cada! uno! de! los! artefactos.! Cuando! se! indexan! los! datos,! KM! crea! el! modelo! de!
representación!formal!de!cada!artefacto!generado!(como!se!veía!en!la!Figura)117)!y!descarta!
aquellos!términos!que!no!tienen!un!valor!semántico!destacable.!Esto!provoca!que!si!se!ejecuta!
una! consulta! que! contiene! un! término! que! ha! sido! descartado! de! los! artefactos,! no! se!
devuelvan!ninguno!de!los!requisitos!que!sí!contienen!ese!término!(recordar!Figura)119).!!
!
Por! otro! lado,! para! algunas! consultas! como! la! 2,! 5! y! 16,! entre!otras,! RSHP!devuelve!
algunos! resultados! que! no! son! relevantes! o! incluso,! no! incluye! ningún! resultado! relevante!
entre! los!20!primeros.! Esto!es!debido!a!que,! en!KnowledgeMANAGER,!existen! clústeres!que!
agrupan!una!serie!de!términos!con!algún!tipo!de!relación.!Por!ejemplo,!cuando!se!ejecutaron!
las!consultas,!se!tenía!un!clúster!denominado!“communication”!en!el!que!se!incluían!algunos!











pero! también!se!devuelven!aquellos!artefactos!que! incluyen! los!otros! términos!comunes!del!
clúster.! Como! para! el! presente! estudio! se! pretenden! recuperar! requisitos! que! contengan!
alguno! de! los! términos! de! la! consulta,! todos! aquellos! artefactos! recuperados! que! incluyen!
otros! términos! del! clúster,! son! considerados! como! no! relevantes! para! la! consulta.! Por! este!
motivo,!algunas!de!las!consultas!no!devuelven!los!requisitos!esperados.!
!
















A! partir! de! la! Figura) 125,! se! comprueba! como! Neo4j! mantiene! una! precisión! muy!
constante! manteniéndose! siempre! entre! el! 75%! y! el! 100%.! Esto! quiere! decir! que! Neo4j!
introduce!poco!ruido!en!sus!resultados.!Como!se!ha!comentado,!esas!pequeñas!bajadas!en!la!
precisión!de!algunas!consultas!en!Neo4j,!es!provocada!por!la!acumulación!de!términos!en!los!
nodos.) Sin! embargo,! la! precisión! de! RSHP! es! más! variable! ya! que,! en! 5! de! las! consultas!
ejecutadas,! no! se! ha! obtenido! ningún! requisito! relevante! para! la! consulta.! Es! decir,! RSHP!











Como! se!puede!observar! en!el! gráfico!de! la!Figura)126,! la! recall! de! las! consultas! en!
Neo4j!es,!en!líneas!generales,!mejor!que!en!RSHP.!Como!se!puede!apreciar,!en!algunas!de!las!
consultas! la!recall!es! la!misma!para!ambos!sistemas,!pero!Neo4j!destaca!muy!por!encima!de!
RSHP!en!otras!como! las!consultas!número!2,!5!y!16.!Cabe!destacar!que!en! la!mayoría!de! las!
consultas!se!han!obtenido!valores!bajos,!tanto!para!Neo4j!como!para!RSHP.!Esto!es!debido!a!
que,!por!regla!general,!el!número!de!requisitos!relevantes!para!cada!una!de!las!consultas,!es!
muy! elevado.! Por! lo! que,! por! lo! expuesto,! se! puede! afirmar! que! en! los! resultados! de! RSHP!
existe!mayor! silencio!que!en! los!arrojados!por!Neo4j.!Cuanto!menor!es!el! silencio!mejor,! ya!
que! significa! que! se! han! recuperado!muchos! de! los! resultados! relevantes.! En! este! sentido,!
Neo4j!ofrece!mejores!datos.!
!
A! continuación! se! van! a! mostrar! los! mismos! datos! de! precisión! y! recall! pero! en!
distintos!gráficos,!teniendo!en!cuenta!el!número!de!términos!de!las!consultas.!De!esta!manera,!
se! pretende! conocer! si! la! precisión! y! la! recall! mejoran! o! empeoran! según! se! aumenta! el!



















en! algunas! consultas,! se! mantiene! una! constancia! importante! de! 100%! de! precisión! en! 10!
consultas.!Por!su!parte,! todas! las!consultas!de!3! términos!arrojan!una!precisión!del!100%.!Si!
bien!es!cierto!que!se!han!ejecutado!un!mayor!número!de!consultas!de!2!términos!que!de!1!y!3,!
sí!que!se!puede!extraer!que!existe!una!mejoría!importante!en!la!precisión!de!RSHP,!a!medida!



















recall! entre!RSHP!y!Neo4j,! vienen!dadas!por! consultas!de!un! sólo! término.!Además,!en!esas!







































Sin! embargo,! en! las! consultas! de! 2! términos! (Figura) 134),! los! resultados! son!mucho!
mejores!ya!que!de!15!consultas!ejecutadas,!en!10!de!ellas!los!20!primeros!resultados!son!todos!








Por! lo!que,!según!lo!expuesto,!se! llega!a! la!conclusión!de!que,!en!RSHP!se!recuperan!
mejor! los! requisitos! relevantes! para! consultas! que! contengan,! al! menos,! 2! términos.! Para!
consultas!de!un!solo!término!la!recuperación!en!RSHP!es!bastante!pobre.!Por!su!parte,!Neo4j!




arroja*mejores* resultados*que*RSHP,! si!bien!es!cierto!que!para!consultas!de!3! términos,! los!
resultados!mejoran!de!forma!notable!en!RSHP,!siendo!mucho!más!similares!a!los!obtenidos!en!
Neo4j.! Como! se! ha! podido! comprobar,! Neo4j! (utilizando! el! diseño! expuesto! en! la! sección!
Diseño) de) la) solución) final)! responde! muy! bien! y! de! forma! constante,! en! cuanto! a! la!









caso,! RSHP! aplica! el! conocimiento! obtenido! (por! ejemplo,! a! través! de! clústeres),! lo! cual!
provoca!que!recuperen!resultados!no!relevantes!para!este!estudio.!
!
Aunque! Neo4j! obtiene! mejores! resultados,! la! flexibilidad! de! RSHP! para! realizar!
















requisitos! que! contuviesen! el! término! o! términos! de! consulta,! algunas! consultas! en! RSHP!
bajaban!su!precisión!de!manera!importante.!Por!lo!que!en!este!apartado,!se!van!a!considerar!
requisitos! relevantes! tanto! a! los! que! contienen! términos! de! la! consulta,! como! aquellos! que!
pertenezcan! a! algún! clúster! común! con! los! términos! de! la! consulta.! De! esta! forma,! se! va! a!
comprobar!cómo!varían!las!medidas!de!precisión!y!recall.!
!
En! primer! lugar,! cabe! destacar! que! las! consultas! que!mejoran! su! precisión! con! esta!
modificación!son!las!siguientes:!consulta!2,!5,!16!y!30.!A!continuación!se!muestra!dos!gráficos,!






A! partir! de! la! Figura) 136,! se! comprueba! como! en! las! consultas! 5! y! 16! de! un! único!


















































precisión! y! recall! cuando! se! consideran! relevantes! requisitos! que! contienen! otros! términos!
relacionados!con! los!de! la!consulta.!De!esta! forma,!RSHP!se!acerca!más!a! los! resultados!que!
arroja! Neo4j,! aunque! todavía! para! algunas! consultas,! no! se! obtienen! resultados! relevantes!
debido! a! los! términos! que! se! indexan! en! relaciones! y! a! los! términos! que! se! eliminan! de! la!


































































En! cuanto! a! las! tareas! críticas,! cabe! destacar! una! tarea! que! es! completamente!
necesaria!para!poder!continuar!con!el!estudio,!esa!tarea!es!Creación)del)grafo)en)Neo4j,!por!lo!
que! se! convierte! en! una! tarea! crítica.! Asimismo,! las! tareas! Ejecución) consultas) en) Neo4j! y!
Ejecución) consultas) en) KnowledgeMANAGER) (RSHP),! también! son! tareas! críticas! ya! que! su!














































Como! se! puede! comprobar! en! la! Figura' 142,! se! incluye! el! diagrama! de! Gantt! de! la!








barra! azul! representa! la! duración! de! cada! tarea! y! cada! llave! negra! representa! la! duración!
completa!de!cada!fase.!Por!su!parte,!el! rombo!azul! indica!que! la!tarea!Publicación'del'vídeo6




otra.! Pero! las! fases! Análisis,! Diseño,! Implementación' y! Pruebas! se! mantienen! de! forma!





Por! último,! después! de! finalizar! las! pruebas! de! la! implementación! del! diseño! final,!
comienza! la! fase! de! experimentación.! Cabe! destacar! que! la! redacción! de! esta! memoria!












ello,! se! han! tenido! en! cuenta! los! diferentes! gastos! acometidos! durante! el! mismo! (costes!
materiales).!De!la!misma!forma,!se!ha!tenido!en!cuenta!el!tiempo!dedicado!a!la!realización!del!







Cabe! destacar! que! la! unidad! monetaria! utilizada! es! el! Euro! (€)! y! que! tanto! en! los!
cálculos! de! los! costes! comentados,! como! en! los! del! coste! total! del! proyecto,! se! tendrá! en!






que! se! han! dedicado! a! la! realización! del! trabajo.! A! continuación,! se! muestra! el! tiempo!
dedicado! a! la! realización! de! este! trabajo! en! cada! uno! de! los! meses! que! abarcaba! la!
planificación!detallada! en! el! capítulo! anterior.! En! la! siguiente! tabla! se! indican! el! número!de!
semanas!que! se!ha! trabajado!en! cada!mes!y!el! tiempo!dedicado,!de!media,!en! cada!una!de!
esas!semanas:!
!
Mes+ Semanas+trabajadas+ Horas+por+semana+ Horas+Totales+
Septiembre+ 3! 10! 30!
Octubre+ 2! 20! 40!
Noviembre+ 2! 20! 40!
Diciembre+ 2! 20! 40!
Enero+ 1! 5! 5!
Febrero+ 2! 10! 20!
Marzo+ 3! 10! 30!
Abril+ 3! 20! 60!
Mayo+ 1! 20! 20!
Junio+ 4! 20! 80!
Julio+ 4! 30! 120!
Agosto+ 4! 20! 80!
Septiembre+ 2! 20! 40!
TOTAL+ ! ! 605+
Tabla+52:+Tiempo+dedicado+
En!la!Tabla'52!se!puede!observar!que!las!horas!totales!dedicadas!al!proyecto!han!sido!
605.! De! forma! adicional,! cabe! destacar! que! se! han! dedicado! 25! horas! en! una! serie! de!







Sabiendo!ya! las!horas! totales!dedicadas,! se!procede!a!calcular! los!costes!asociados!a!
los!recursos!humanos.!Para!ello,!sólo!se!va!a!tener!en!cuenta,!como!autor!de!este!Trabajo!de!













Seguidamente,! se! indican!un!par!de! cuestiones! importantes!a! la!hora!de! calcular! los!













Ingenieros! y! Licenciados.! Personal! de!
alta! dirección! no! incluido! en! el! artículo!
1.3.c)!del!Estatuto!de!los!Trabajadores!
1.056,90! 3.606,00!
2! Ingenieros!Técnicos,!Peritos!y!Ayudantes!titulados! 876,60! 3.606,00!
Tabla+54:+Bases+de+cotización+2015+
Por!otro!lado,!también!hay!que!tener!en!cuenta!los!tipos!de!cotización.!En!la!Tabla'55!
se! muestran! los! tipos! de! cotización! de! 2015,! distinguiendo! entre! la! parte! asumida! por! la!




Contingencias+ Empresa+ Trabajadores+ Total+
Comunes! 23,60! 4,70! 28,30!
Horas!Extraordinarias!
Fuerza!Mayor! 12,00! 2,00! 14,00!
Resto!Horas!
Extraordinarias! 23,60! 4,70! 28,30!
Tabla+55:+Tipos+de+cotización+2015+
Teniendo! en! cuenta! estas! dos! tablas,! se! procede! a! calcular! el! coste! de! cotización!





















Monsalve!Toledo! 1.786,40! 23,60! 421,60! 7,75! 3.267,40!
Tabla+56:+Coste+de+cotización+




































HW! 1.349,00! 100,00! 7,75! 60,00! 174,25!
Windows!8.1! SW! 125,00! 30,00! 2! 48! 1,56!
Office!365!Personal!
para!Mac! SW! 69,00! 80,00! 6,5! 48! 7,48!








Por! lo! que! se! refiere! a! los! costes! indirectos! del! proyecto,! se! ha! tenido! en! cuenta! el!
gasto!en!ADSL,!el!cual!se!detalla!en!la!Tabla'59:!
!
Descripción++ Coste/mes+(€)+ Meses+dedicación+ Coste+(€)+
ADSL! 25! 7,75! 193,75!





Por! último,! se! incluye! una! tabla! final! en! la! que! se! suman! los! tres! tipos! de! coste!



























En! primer! lugar,! se! ha! realizado! una! importante! recopilación! de! los! principales!
sistemas! de! almacenamiento! basados! en! grafos,! indicando! las! principales! características! de!















A! nivel! personal,! este! Trabajo! de! Fin! de! Grado! me! ha! ayudado! a! mejorar! distintas!
cualidades! entre! las! que! se! encuentran! la! búsqueda! y! recopilación! de! información! ya!
existente,! cómo! distinguir! información! relevante! para! el! estudio! de! la! que! no! lo! es,! cómo!
estructurar! dicha! información! para! el! documento! aquí! expuesto,! cómo! resolver! problemas!
inesperados!para!poder!proseguir! con!el!desarrollo!del!proyecto!y! la! capacidad!de!análisis! y!
síntesis.!!
!
Asimismo,! en! el! presente! estudio! he! podido! aplicar! algunos! de! los! conocimientos!







interesante! y! cada! vez! más! importante! para! el! ámbito! profesional.! Esto,! unido! al! afán! de!














Al! tratarse! de! un! ámbito! muy! amplio! y! de! existir! numerosos! sistemas! de!




• Se! propone! realizar! el! mismo! estudio! comparativo! entre! Neo4j! y! RSHP,! pero!





• Se! propone! realizar! la! misma! comparativa! entre! Neo4j! y! RSHP,! pero! indexando! los!
datos!a! través!de!patrones! también! !en!KnowledgeMANAGER,!para!comprobar! si!de!
esa!forma,!mejoran!los!resultados!obtenidos!en!RSHP.!
!




• Otras! líneas!de! investigación! futuras,!podrían!ser! la!comparativa!entre!Neo4j!y!RSHP!














la! Información.”! [Online].! Disponible:! http://ocw.uc3m.es/ingenieriae
informatica/recuperacioneyeaccesoeaelaeinformacion/materialedeeclasee1/01e
IntroducciOn.pdf.!
[2]! “Database! SQL! Language! Reference! e! Contents.”! [Online].! Disponible:!
https://docs.oracle.com/cd/E11882_01/server.112/e41084/toc.htm.! [Visitada:! 29eJule
2015].!
[3]! “Data! Integrity.”! [Online].! Disponible:!
http://docs.oracle.com/cd/E11882_01/server.112/e40540/datainte.htm.! [Visitada:! 29e
Jule2015].!
[4]! “Oracle/PLSQL:! Joins.”! [Online].! Disponible:!
http://www.techonthenet.com/oracle/joins.php.![Visitada:!28eJule2015].!
[5]! “SPARQL! 1.1!Query! Language.”! [Online].!Disponible:! http://www.w3.org/TR/sparql11e
query/#sparqlSyntax.![Visitada:!29eJule2015].!
[6]! “Guía! Breve! de! Web! Semántica.”! [Online].! Disponible:!
http://www.w3c.es/Divulgacion/GuiasBreves/WebSemantica.![Visitada:!29eJule2015].!
[7]! “DBpedia.”![Online].!Disponible:!http://es.dbpedia.org/.![Visitada:!23eJune2015].!
[8]! “Intro! to! Cypher! e! Neo4j! Graph! Database.”! [Online].! Disponible:!
http://neo4j.com/developer/cypherequeryelanguage/.![Visitada:!19eApre2015].!
[9]! “Online! Training:! Getting! Started! with! Neo4j! e! Neo4j! Graph! Database.”! [Online].!
Disponible:!http://neo4j.com/graphacademy/onlineecourse/.![Visitada:!04eApre2015].!
[10]! “El! problema! de! los! siete! puentes! de! Königsberg! |! 7Puentes.”! [Online].! Disponible:!
http://7puentes.com/aboutus/konigsberg/.![Visitada:!04eApre2015].!
[11]! “Bases! de! datos! orientadas! a! grafos! y! su! enfoque! en! el! mundo! real! |! Washington!




[13]! “Introducción! a! NoSQL! e! Graph! DataBase! Neo4j! de! Ariel! Andres! Nasca! en! Prezi.”!
[Online].! Disponible:! https://prezi.com/xaitejgkpqsv/introduccioneaenosqlegraphe
databaseeneo4j/.![Visitada:!02eAuge2015].!





[15]! “Semantic! Technologies! AllegroGraph! Triple! Store! RDF! Web! 3.0! Database,optimized!
SPARQL! Query! engine,! Prolog! and! RDFS+! reasoner.”! [Online].! Disponible:!
http://franz.com/agraph/allegrograph/.![Visitada:!03eApre2015].!
[16]! “Introduction! |! AllegroGraph! 5.0.1.”! [Online].! Disponible:!
http://franz.com/agraph/support/documentation/current/agrapheintroduction.html.!
[Visitada:!04eApre2015].!
[17]! “Sparsityetechnologies:! Sparksee! higheperformance! graph! database.”! [Online].!
Disponible:!http://www.sparsityetechnologies.com/.![Visitada:!30eJule2015].!
[18]! “Sparksee! Technology! overview.”! [Online].! Disponible:!
http://es.slideshare.net/SparsityTechnologies/sparkseeetechnologyeoverview.![Visitada:!
30eJule2015].!
[19]! “The! World’s! Most! Powerful! Graph! DBMS.”! [Online].! Disponible:!
http://graphbase.net/MostPowerful.html.![Visitada:!01eAuge2015].!
[20]! “Unrivalled! Performance.”! [Online].! Disponible:!
http://graphbase.net/Performance.html.![Visitada:!01eAuge2015].!
[21]! “Maximum! Versatility.”! [Online].! Disponible:! http://graphbase.net/Versatility.html.!
[Visitada:!01eAuge2015].!
[22]! “Graph! Engine! Basics.”! [Online].! Disponible:!
http://www.graphengine.io/docs/manual/basics.html.![Visitada:!02eAuge2015].!




[25]! “InfiniteGraph! |! Distributed! Graph! Database.”! [Online].! Disponible:!
http://www.objectivity.com/products/infinitegraph/.![Visitada:!02eAuge2015].!
[26]! “Use! Cases! |! Objectivity.”! [Online].! Disponible:!
http://www.objectivity.com/solutions/useecases/.![Visitada:!04eAuge2015].!
[27]! “HypergraphDB! e! A! Graph! Database.”! [Online].! Disponible:!
http://www.hypergraphdb.org/index.![Visitada:!04eAuge2015].!
[28]! “HyperGraphDB! Data! Management! for! Complex! Systems.”! [Online].! Disponible:!
http://www.hypergraphdb.org/docs/HyperGraphDBePresentation.pdf.!
[29]! “OrientDB! e! OrientDB! MultieModel! NoSQL! DatabaseOrientDB! MultieModel! NoSQL!








[31]! “OrientDB! vs! Neo4j! e! OrientDB! MultieModel! NoSQL! DatabaseOrientDB! MultieModel!
NoSQL! Database.”! [Online].! Disponible:! http://orientdb.com/orientdbevseneo4j/.!
[Visitada:!05eAuge2015].!
[32]! “The!List!of!Featured!Graph!Database!Overviews!and!Benchmarks!e!Blog!on!All!Things!
Cloud! Foundry.”! [Online].! Disponible:! http://blog.altoros.com/theelisteofefeaturede
graphedatabaseeoverviewseandebenchmarks.html.![Visitada:!05eAuge2015].!




















For! a! long! time! relational! databases! have! been! the! most! used! databases! by! many!
companies! to! store! and! manage! their! data.! However,! in! recent! times,! information!
technologies!and!the!new!dataebased!environment!have!rapidly!evolved,!forcing!organizations!




set! of! complex! data! that! is! difficult! to! process! by! traditional! systems.! Mainly,! Big! Data! is!
characterized! by! its! famous! "three! Vs":! variety! (different! data! types,! structured! and!
unstructured),!volume!(high!scalability,!thousands!of!nodes)!and!speed!(data! is!processed!on!
servers! where! they! are).! Along!with! this! concept,! new!management! systems,! called! NoSQL!
databases,! appear! as! an! alternative! to! classical! relational! databases! management! systems.!
These! new!NoSQL! systems! are! characterized,! as! its! name! suggests,! by! not! using! SQL! as! the!
primary!query! language! (some!NoSQL! systems! support! it),!besides! they!do!not! require! fixed!
structures!such!as!tables!to!store!data.!
!
In! general,!NoSQL!databases!use!one!of! the! following!data!models:!model! based!on!
documents,! graphs! or! keyevalue! data! model.! This! Final! Degree! Work! is! conceived! with! an!








The!motivation! for! this!study!stems!from!curiosity! to! investigate!databases!based!on!
graphs.!Those!databases!are!increasingly!rising!in!different!professional!fields.!This!means!that!
this!project!helps!to!understand!where!these!databases!are!today!and!how!they!may!become!
















• Analyse!of! the!different! alternatives!on!graphs!databases!management! systems! that!
are!available!in!the!market.!
!










Queries!will!be!generated!from!the!Neo4j!graph,! in!Cypher! language!to!Neo4j!and! in!










Neo4j! is! an!open! source!database!based!on!graphs,!written! in! Java,!which! can! store!
data! in! a! structured! way.! It! integrates! perfectly! with! other! languages! like! PHP,! Ruby,! .Net,!























option! is! similar! to! work! with! inememory! database.! Embed! the! database! in! an!
application!can!also!be!done!in!two!different!ways.!Depending!on!performance!needs!
and! the! resources! we! have,! it! will! be! chosen! one! of! these! two! alternatives.! A!
description!of!each!of!them!is!done!now:!
!
1. Use+ a+ single+ instance+ of+ Neo4j:! if! you! are! in! an! environment! with! few!
resources! (memory,!CPU,!etc.)! or! application! requirements!are!not! too!high,!
this! option! will! be! the! best.! This! simple! instance! is! accessed! via!
GraphDatabaseService!API.!
!
2. Use+ multiple+ instances:! when! you! need! high! data! availability! and! you! have!












1. Neo4j! provides! the! ability! to! efficiently! manage! large! amounts! of! data.! More!
specifically,! its! capacity! is! about! 34.000! million! nodes,! 34.000! million! relationships,!
68.000!million!properties!and!32.000!types!of!relationships.!
!














Graph!Native!Storage.!This!means! that!Neo4j! stores!nodes! in!a! file,! in!another! file! it!
stores! relationships! and! properties! of! both! in! other! one.! So,! having! properties! in!
another! file,! nodes! and! relationships! storage! are! concerned! exclusively! with! the!
structure!of!the!graph.!In!this!way,!you!can!quickly!get!nodes,!based!on!their! id,! into!





































KnowledgeMANAGER! (KM)! is! a! tool! whose! main! purpose! is! the! ontologies!
management.! It! is! commercial! product! created! by! The! European! information! technology!
company!called!“The!Reuse!Company".!Members!of!Carlos!III!University!of!Madrid!have!taken!
part! on! the! development! of! this! tool,! more! specifically! some! members! of! the! Knowledge!









Nowadays,! knowledge! is! the! most! valuable! asset! for! modern! organizations.! Proper!







KM! is! focused!precisely!on!knowledge!management.! It! allows! creating!knowledge! to!





of! this! study.!The!RSHP!universal!knowledge! representation!model! is!based!on! the! idea! that!
any! information!can!be!described!by!a!set!of! relationships!between!different!concepts.!With!
this!approach,! the!main!element!of!an! information!unit! is! the!relationship.!For!example,! the!
data!model! entityerelationship! is! represented! as! relations! between! different! entity! types! or!
software!objects!models!that!can!be!represented!by!relationships!between!objects!or!classes.!
!




(SVP),! which! can! be! regarded! as! a! relationship! (V)! between! subject! (S)! and! predicate! (P).!
Mainly,!RSHP!is!based!on!the!following!principles:!
!
• The!main! description! element! is! the! relationship,!which! is! the! element! in! charge! of!
linking!knowledge!elements.!
!
• A! knowledge! element! (KE)! is! an! atomic! knowledge! component! that! appears! on! an!
artifact! that! is! connected! by!means! of! one! or!more! relationships!with! other! KEs! to!
build! information.! It! is! defined! by! a! concept,! which! is! represented! by! a! normalized!
term.!Artifacts!are!containers!of!KEs!and!their!relationships.!
!
In! RSHP,! the! representation! model! to! describe! the! contents! of! any! type! of! artifact!
(requirements,! risks,!models,! tests,! text!documents!or! source!code)! should!be!performed!by!
RSHPs! where! each! RSHP! is! called! "RSHPedescription"! and! described! by! KEs.! An! important!
feature!of!this!model!is!that!there!is!no!restriction!to!represent!a!particular!type!of!knowledge.!
In! addition,! RSHP! has! been! used! as! a!model! for! building! information! indexing! and! retrieval!























Firstly,! it!must! be! noticed! that! data! used! to! the! comparison! is! a! set! of! requirements.!
Before! indexing! requirements! in! the! Neo4j! graph,! it! is! necessary! to! think! about! what!
information!would!be!store!on!the!graph!and!how!to!do!that!to!perform!the!study!successfully.!
From!the!beginning,! it!was!decided! that! the! text!of!each! requirement!and! its! corresponding!




graph.! In! the! proposed! final! solution,! the! graph! is! created! by! patterns.! Through! them,! the!
requirements!are! indexed! in! the!graph.!Note! that!each!pattern!can! index!a! large!number!of!
requirements,!so!too!patterns!are!not!needed!to!complete!the!graph!used!in!the!experiment.!
!
It! is! important! to!note! two! important! aspects!of! patterns.! First,! patterns!have! certain!






The! other! aspect! to! highlight! is! related! to! the! identification! of! what! terms! will! be!
nodes!and!what!will!be!relationships.! It! is!necessary!to!specify! this! issue!to!patterns,!so!that!
when!the!graph!is!being!created,!they!know!what!terms!are!nodes!and!what!are!relationships.!






So! both! nodes! and! relationships! store! terms,! taking! the! "id"! and! "requirements"!
properties.! It! is! important! to! explain! that! not! all! relationships! have! these! two! properties!





This! work! also! includes! an! automatically! process! to! generate! queries! which! will! be!



























same!query,! it!will!be!divided! into!two!queries.!This! is!done!to!recover!requirements!





As! explained! in! the! previous! section,! Neo4j! and! RSHP! queries! are! generated.! RSHP!
queries!are!executed!by!hand,!but!the!ones!in!Neo4j!are!executed!programmatically.!This!way,!





















As! already! mentioned! in! previous! chapters,! this! study! aims! at! performing! a!






! Firstly,! it! should! be! noted! that! data! used! for! this! study! is! a! requirements! set,!




included! in!a! separate! file,! thus! creating!1.572! files! stored! in!a! folder.! This! folder! is! the!one!
that!has!been!indexed!in!KM.!After!indexing!data!in!KM,!artifacts!must!be!created.!An!artifact!
is!created!for!each!indexed!requirement.!An!artifact!contains!requirement!terms!with!semantic!






been! generated!both!natural! language! (for!RSHP)! and!Cypher! (for!Neo4j).! In! section!Results'
Obtained'results!of!each!system!are!listed.!
!
Queries! written! in! Cypher! are! programmatically! executed! in! Neo4j.! RSHP! execution!
queries!can!be!done!in!two!different!ways.!KM!allows!searches!by!inclusion!and!similarity.! In!
this! experiment,! the! used! method! is! search! by! inclusion,! since! the! objective! is! to! recover!
artifacts!that!include!query!terms.!
!
It! should! be! pointed! out! that,! for! the! study,! it!will! only! consider! the! first! 20! results!












+ Precision+ Recall+ F1+ Precision+ Recall+ F1+
q1+ 1! 0,07! 0,13! 1! 0,03! 0,06!
q2+ 1! 0,42! 0,59! 0,25! 0,1! 0,14!
q3+ 0,8! 0,12! 0,21! 1! 0,15! 0,26!
q4+ 1! 0,13! 0,23! 0! 0! 0!
q5+ 1! 0,83! 0,91! 0! 0! 0!
q6+ 1! 0,01! 0,02! 1! 0,01! 0,02!
q7+ 1! 0,01! 0,02! 0,9! 0,01! 0,02!
q8+ 0,75! 0,01! 0,02! 1! 0,01! 0,02!
q9+ 1! 0,01! 0,02! 0! 0! 0!
q10+ 1! 0,05! 0,1! 1! 0,05! 0,1!
q11+ 1! 0,02! 0,04! 1! 0,02! 0,04!
q12+ 1! 0,12! 0,21! 1! 0,07! 0,13!




q14+ 0,9! 0,11! 0,2! 1! 0,12! 0,21!
q15+ 1! 0,13! 0,23! 0! 0! 0!
q16+ 1! 0,83! 0,91! 0,4! 0,33! 0,36!
q17+ 1! 0,01! 0,02! 1! 0,01! 0,02!
q18+ 1! 0,06! 0,11! 1! 0,06! 0,11!
q19+ 0,8! 0,01! 0,02! 1! 0,01! 0,02!
q20+ 1! 0,06! 0,11! 1! 0,06! 0,11!
q21+ 1! 0,09! 0,17! 1! 0,09! 0,17!
q22+ 0,9! 0,12! 0,21! 0! 0! 0!
q23+ 1! 0,01! 0,02! 1! 0,01! 0,02!
q24+ 1! 0,06! 0,11! 1! 0,06! 0,11!
q25+ 1! 0,15! 0,26! 1! 0,15! 0,26!
q26+ 0,8! 0,04! 0,08! 1! 0,03! 0,06!
q27+ 1! 0,01! 0,02! 1! 0,01! 0,02!
q28+ 1! 0,03! 0,06! 1! 0,03! 0,06!
q29+ 1! 0,05! 0,1! 1! 0,05! 0,1!
q30+ 1! 0,13! 0,23! 0,8! 0,1! 0,18!




80%! and! 100%! precision.! In! other! words,! Neo4j! introduces! just! a! little! noise! in! its! results.!
These! small! drops! in! the!precision!of! some!Neo4j!queries,! is! caused!by! the!accumulation!of!
terms! in! nodes.! However,! RSHP! precision! is! more! variable! because,! in! 9! of! the! executed!







Neo4j+ results.+ The+ lower+ silence+ is,+ the+more+ relevant+ results+ are+ recovered.+ In! this! sense,!
Neo4j!provides!better!results.!
!
The!main! conclusion! of! this! study! is! that! Neo4j,! in! general,! produces! better! results!
than!RSHP!model,!although! to! three! terms!queries,!RSHP!results! improve!significantly,!being!





RSHP!model,!which!gets!greater!potential! for! intelligent!queries.!That! is,!RSHP!has!a!greater!
potential! for!more!general!queries,! in!which! results!are! relevant!not!only! those!containing!a!
query! term.! Thus,! acquired! knowledge! application! can!offer!more! interesting! results.! In! this!














Firstly,! there! has! been! a! significant! collection! of! major! storage! systems! based! on!
graphs! indicating! the! main! features! of! each! one.! Furthermore,! it! has! been! analysed! the!




Neo4j! and! RSHP!model,! resulting! that! Neo4j! extracts! relevant! information! in! a! better! way,!
including!at!least!one!of!the!query!terms!in!each!of!its!results.!
!
In! addition,! this! work! provides! an! automated! process! that! can! generate! random!
queries!(both!Cypher!language!and!natural!language)!and!execute!programmatically!in!Neo4j.!




which! are! the! pursuit! and! collection! of! existing! information,! how! to! distinguish! relevant!
information!for!the!study!from!which!it!is!not,!how!to!structure!information!to!the!document!
here! exposed,! how! to! solve! unexpected! problems! in! order! to! continue! the! project! and! the!
ability!of!analysis!and!synthesis.!
!
Besides,! in! this! study! I! have! applied! some! of! the! knowledge! acquired! during! the!
degree,! such! as! performing! a! project! schedule,! the! associated! budget! of! it! or! to! apply! a!
software!development!model.!
!
Finally,! I! have! enjoyed! the! carrying! out! of! this! study! because! databases! world! is! a!
matter! that! fascinates! me.! Also,! I! have! learned! a! lot! about! graph! databases,! which! is! not!
included! in! the!degree! subjects! and!which! I! find! very! interesting! and! increasingly! important!




The! issue! analysed! in! this!work!belongs! to! a! very! large! scope! and! there! are! a! lot! of!























































! A!partir!de! la!Figura'144,! se!comprueba!cómo!se!usa! la!sentencia!CREATE!para!crear!




Después!de!declarar! todos! los!campos,! se! indica!cuál!es! la!clave!primaria!de! la! tabla!
(en!este! caso! ID_ACTOR),! algo! indispensable! ya!que!no!puede!haber!ninguna! tabla! sin! clave!
primaria.!Como!se!puede!observar!se!utiliza!la!cláusula!CONSTRAINT!para!dar!un!nombre!a!la!
restricción! PRIMARY' KEY.! Esto! no! es! estrictamente! necesario! pero! es! conveniente! nombrar!
cada!una!de!las!restricciones!de!cada!tabla,!para!que!la!definición!sea!lo!más!clara!posible.!Por!
último,!se!aplica!la!restricción!CHECK!para!indicar!que!los!valores!que!tomará!el!campo!SEXO'






cinco!“restricciones!de!columna”!NOT'NULL,! las!cuales! también!se!deberán!cumplir! siempre.!
Las!restricciones!de!columna,!como!su!propio!nombre!indica,!sólo!afectan!al!campo!en!el!que!
se! incluyen! y! se! escriben! en! la! misma! línea! que! la! definición! del! campo,! mientras! que! las!
restricciones!de!tabla,!afectan!a!toda!la!tabla!y!se!especifican!después!de!haber!definido!todos!















PRIMARY!KEY! La! columna! no! puede! tener! valores! nulos! ni!repetidos!ya!que!es!la!clave!primaria.!
REFERENCES!tabla!(columna)! La! columna! es! la! clave! ajena! de! la! columna! de! la!tabla!especificada.!
























incluir! una! restricción! de! tabla! especificando! todos! los! campos! afectados.! Aunque! una!
restricción!sólo!afecte!a!una!columna,!se!puede!añadir!restricción!de!tabla!(En!la!Tabla'63!los!



























El! valor! de! una! columna! de! la! tabla! referenciada! no! puede! ser!
modificado!o!eliminado!si!en!la!tabla!donde!está!la!clave!ajena,!existe!





después! de! intentar! ejecutar! UPDATE! o! DELETE,! mientras! que!
RESTRICT!realiza!la!comprobación!antes.!Si!la!restricción!de!integridad!
no!es!satisfactoria! (se!pierde! la!consistencia!semántica!de! los!datos),!
se!obtendrá!un!error.!
SET+NULL+
Cuando! se! modifican! o! eliminan! filas! de! la! tabla! referenciada,! se!
actualizan!o! eliminan! las! filas! de! la! tabla!desde!donde! se! referencia,!
poniendo!a!NULL!los!campos!correspondientes.!
SET+DEFAULT++
Cuando! se! modifican! o! eliminan! filas! de! la! tabla! referenciada,! se!
actualizan!o! eliminan! las! filas! de! la! tabla!desde!donde! se! referencia,!
poniendo! el! valor! por! defecto! que! se! haya! asignado! a! los! campos!
correspondientes.!
Tabla+64:+Acciones+referenciales+de+la+restricción+de+integridad+referencial+m+SQL+
Siguiendo! con! el! ejemplo! de! la! tabla! anterior,! se! crea! una! nueva! tabla! PELÍCULA! y!
después,! para! almacenar! las! películas! en! las! que! ha! actuado! cada! actor,! se! crea! otra! tabla!



























Asimismo,! se!pueden!observar! las!dos!claves!ajenas!existentes!en! la! tabla!PELÍCULA_ACTOR,!
una!de!ellas!referenciando!a!la!tabla!ACTOR!y!la!otra!a!la!tabla!PELÍCULA,'ambas!con!borrado!














Como! se! puede! observar! en! la! Figura' 147,! no! se! han! especificado! los! campos! que!





























































una! base! de! datos.! Las! dos! primeras! son! COMMIT+ y+ ROLLBACK,! que! permiten! confirmar! y!
deshacer! los! cambios! realizados! en! la! base! de! datos,! respectivamente.! Las! otras! dos! son!




Antes! de! detallar! estas! dos! sentencias,! es! fundamental! conocer! el! término!
transacción.!Una!transacción!es!un!conjunto!de!sentencias!SQL!que!es!tratado!como!una!única!








todos! los! cambios! realizados! en! una! transacción.! Es! decir,! esta! sentencia! permite! que! los!
cambios!de! la!transacción!sean!permanentes!en! la!base!de!datos,!no!sólo!en! la! instancia!del!






Por! otro! lado! se! encuentra! la! sentencia!ROLLBACK,! que! permite! deshacer! todos! los!
cambios!realizados!en!una!instancia!desde!el!último!COMMIT!ejecutado.!Es!decir,!la!sentencia!














• Otorgar+ privilegios+ de+ sistema! a! usuarios,! roles! y! PUBLIC.! Los! privilegios! de! sistema!
son!aquellos!que!permiten!realizar!ciertas!operaciones!en!la!base!de!datos.!Algunos!de!









































Por!último,! como! se!había! comentado!anteriormente,! también! se!pueden! retirar! los!













Seguidamente,! en! la! Figura' 159! se! incluye! un! ejemplo! en! el! que! se! retiran! los!
privilegios!de!sistema!CREATE'SESSION!Y!CREATE'TABLE!al!usuario!user001.!
!
REVOKE+CREATE+SESSION,+CREATE+TABLE+
FROM+user001;+
Figura+159:+Retirando+privilegios+de+sistema+a+user001+
Para!profundizar!y!conocer! la!sintaxis!completa!de!cada!una!de!las!sentencias!que!se!
han!mencionado,!se!incluye!este!manual+SQL+de+Oracle41!en!el!que!se!detalla!minuciosamente!
el!lenguaje,!con!numerosos!ejemplos!y!particularidades!de!Oracle.!!
!
!
!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!! !!!!!!!!!!!!!!!!!!!!
41!http://docs.oracle.com/cd/E11882_01/server.112/e41084.pdf!
