(Note: publications reviewed in this section are not available from the IEEE Computer Society. Please order directly from the publisher.) B77-39 under the same headings and, wherever possible, in the same terminology. Thus, for example, the Burroughs terms "slate" and "bed" have been replaced by the more descriptive terms "dispatch queue" and "event queue."
While it is not possible to utilize standard terms at the lowest level of each system, the authors do an adcmirable job of making their descriptions uniform. To cross-reference the authors' terminology with that of the manufacturer, a glossary of terms is provided for each of the systems examined. This feature alone would be sufficient to commend the book to teachers of operating system techniques. However, the book is more than a standardization of terminology; it is also a detailed description of implementation techniques and as such should be of interest to designers of operating systems.
The four main sections, one for each of the operating systems examined, have the following chapter topics in common: introduction, system structure, store management, input/output control, system maintenance, and a glossary of terms. The topics of job scheduling, process dispatching, and resource allocation are covered in non-standard chapters because of their nature within a particular system. They are all discussed rigorously yet concisely. In particular the chapters on system structure give very complete, self-contained overviews of each of the systems. Occasionally, however, the authors tend to elaborate on fundamentals which a reader might reasonably be expected to understand -e.g., circular buffer organization or loading a new operating system nucleus.
Technically the book is an excellent description of four quite diverse operating systems, but from a stylistic point of view it is somewhat lacking in continuity. The section on scope makes frequent use of references to future chapters which would be more acceptable as sub-sections. A similar situation occurs in the section on Titan. Terms peculiar to this particular system are undefined. In one case the definition comes 48 pages after the first reference. However, these are the only weak points in an otherwise fine piece of work.
In summary, this book should be comprehensible to a computer science student who has a working knowledge of at least one operating system. It makes a good standalone text for the operating systems which it treats and could be an appropriate reference work for an advanced course on operating system techniques. It satisfies the need for a good book on comparative operating systems. Winograd. It should be of particular interest to people concerned with automatic programming and the problem of learning in artificial intelligence. Interestingly, most of the text was produced camera-ready directly from Sussman's PhD dissertation by using the text-editing capabilities available at the Al Laboratory.
Joseph
Hacker's general approach to constructing a program is intended to resemble that of a human problem solver. Attempts are made first to utilize existing routines; if none are applicable a new program is created using knowledge about programming in general and about the Blocks World. A powerful idea developed is that of a "bug," and the discovery and classification of programming failures is a key to Hacker's operation. The system also has the occasional ability to generalize debugging knowledge for future use.
The second chapter presents a scenario illustrating in several scenes Hacker's behavior when presented with certain problems. Subsequent chapters then detail the methods the system uses to carry out the tasks illustrated in the scenario. The setting is a This book covers a variety of topics ranging from pure computer science (e.g., Chapter 2, "The Concept of Algorithm") to philosophy and sociology (e.g., Chapters 7-9, "Privileged Information and Privacy," "Social And Economic Implications," and "Social and Philosophical Implications"). As the preface states, the book is intended not for the computer scientist but rather for the nontechnical reader interested in an in-depth discussion of the problems inherent in the widespread use of computers.
The chapter on the concept of algorithm is frequently difficult to follow. A minor annoyance is the use of the symbol "SCIP" in a flowchart with no definition. Later, an attempt to illustrate unsolvable algorithmic problems by explaining the "halting problem" doesn't appear to be worth the effort. After carefully presenting the problem, the authors conclude, "It has been proven that for sufficiently powerful languages, we cannot write a program in that language to solve its halting problem." No further explanation is given. And the definition of a heuristic is strange indeed: "There are many things that we do without being able to explain how we do them; in such cases, we would say we are utilizing heuristic methods rather than algorithmic methods."
Many of the interesting developments leading to the modern computer are discussed in "History of Computation." However, the readability of this chapter is impaired by awkward transitions between topics.
The chapter on computer applications reviewed many of the more prevalent uses of computers. Unfortunately, it is marred by the use of such jargon as "father-son" and "grandfather" processing, unnecessarily technical terminology such as "modulation," "full duplex channels," etc.
The chapter on artificial intelligence covers the major topics of the field: game playing, theorem proving, question-answering systems and robotics. A concise description of work in each area is given; but here again, technicalese-"resolution principle," "game trees"-is occasionally used with no explanation. Disappointingly Generally, the book tries to cover too much. As a result, coverage is thin in certain areas-heuristics, algorithms, and artificial intelligence, for example. Judged on its appeal to a lay audience, the book contains some chapters that a nontechnical person may find difficult to understand. On the other hand, the "philosophical" portions are for the most part reasonably well written and would be helpful to anyone interested in exploring the impact of the computer on the modern world.
Stephen Hepler* Wayne State University B77-42 A Structured Approach To Programming-Joan K. Hughes and Jay I. Michtom (Englewood Cliffs, New Jersey: Prentice-Hall Inc., 1977, 264 pp., $15.95) This book is similar in scope to several other current books generally dealing with structured programming. Like some of these books, this one is mostly language-independent. The only language-dependent material is contained in three chapters near the end of the book-one chapter each on structured programming in Cobol, Fortran, and PL/i.
Beginning the first chapter is a fictitious description of one program development effort. Most of the problems described will be very familiar to experienced programmers. This description is the motivation for a definition and brief discussion of the three aspects of a structured approach to programming which are stressed in the remainder of the book: top-down program development, structured programming, and structured walkthrough.
Chapters 2 and 3 cover the topdown development concept not only from the programmer's viewpoint but also from that of the project manager. This is one of the book's strengths, since it attempts to show the advantages of a structured approach while stressing the difficulty-and the importance-of moving slowly in changing the work habits of programmers experienced in less structured approaches to programming.
The fourth chapter covers the essential elements of structured programming. Sequential, choice, and repetition structures are all discussed with adequate examples. The equivalent do-while structure is given for the do-until concept, as well as the equivalent but cu4nbersome choice structure for a case statement. The use of pseudocode instead of flowcharts is then well illustrated with a case study. The chapter ends with a discussion of the advantages and problems managers are likely to encounter in implementing this approach to programming.
Chapter 5, consisting of a description of the idea of stepwise refinement followed by an extensive illustration, would definitely be beneficial to beginning programmers. It ends with an attempt to specify guidelines for using stepwise refinement that are mostly common-sense but worth being noted by new programmers.
Chapters 6, 7, and 8 are concerned with structured programming in the three languages mentioned earlier. Since all three chapters are similar in form, only the PL/i chapter will be discussed here. The implementation of the various structures discussed in Chapter 4 is given in each of the chapters, the best section of each probably being one called "Improving Readability." Specific programming rules are presented, such as "The first statement in a block, do-group, on-unit or IF is indented from the keyword," and "The END statement should be aligned with its corresponding keyword." While most of these rules are very straightforward and in general widely accepted, I am pleased to see the rules clearly specified with examples. If people were to begin programming with these rules in front of them, they would write more uniform, easily maintainable programs. To illustrate these rules, various programs, often relating to problems developed earlier, are included at the end of each chapter.
Chapter 9 discusses structured walkthroughs, a process in which the project programmers meet to discuss the validity and check for errors in the pseudocode, flowcharts, and programs developed to date. In one respect the discussion (covering who should and should not attend such meetings, the frequency of the meetings, and the optimal number of people to have at -the meetings) becomes almost tedious. On the other hand, the discussion is based on the author's experiences and can be of great help to groups attempting to use this concept. Once again, care is taken to discuss the topic from both the programmer's and the manager's points of view.
The final chapter covers program testing. The main idea here is that testing is not a trial and error process but a well conceived battle plan. The development of a good test plan is discussed, as well as its management implications.
In general, this is an excellent book and a valuable contribution to the theory of programming and project development. It would be of use to industrial managers and their programmers as well as to students (both computer science majors and non-majors) learning to program. The book could possibly be used as the main text in an introduction to programming course but would probably be more valuable as a companion book in various language courses.
Stephen P. Hepler* Wayne State University *This review is being published posthumously, as Stephen Hepler met an untimely death on September 28th. May we extend our heartfelt condolences to his wife Mary.
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