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Tova´bbi informa´cio´ erro˝l a P4 konzorcium honlapja´n [1] tala´lhato´.
1.3. NS-3-ro´l ro¨viden
Az NS-3 egy ny´ılt forra´sko´du´, diszkre´t eseme´nyu˝ ha´lo´zat szimula´tor. C++ nyelven
ı´ro´dott, de Python szkriptele´si leheto˝se´gekkel is b´ır. Modula´ris szerkezete´nek
ko¨szo¨nheto˝en ko¨nnyen bo˝v´ıtheto˝, sza´mos ku¨lso˝ adatelemzo˝ e´s vizualiza´cio´s eszko¨z
haszna´lhato´ vele. A szimula´tor ce´lja egy olyan ko¨rnyezet biztos´ıta´sa, ahol a
valo´sa´gban nehezen kivitelezheto˝ ha´lo´zatok tanulma´nyoza´sa e´s tesztele´se folyhat.
Tova´bbi informa´cio´k az NS-3 ha´lo´zat szimula´tor honlapja´n [2] tala´lhato´ak.
1.4. A proble´ma megko¨zel´ıte´se
Az implementa´cio´ megkezde´se elo˝tt to¨bb megko¨zel´ıte´s ko¨zu¨l va´laszthattam. Az
egyik lehetse´ges megolda´s az lett volna, ha a P4 nyelv egy ma´r le´tezo˝ interpre-
terje´t, a BMv2-t integra´ltam volna az NS-3 ko¨rnyezetbe. Ve´gu¨l azonban amellett
do¨nto¨ttem, hogy az ELTE-P4 compiler seg´ıtse´ge´vel oldom meg a feladatot. A
compiler a P4 ko´dot C nyelvre ford´ıtja, melyet az a´ltalam le´trehozott NS-3 modul
ke´pes haszna´lni.
Az u´j NS-3 modul le´nyege´ben egy ns3::NetDevice-bo´l sza´rmaztatott oszta´lyt
valo´s´ıt meg (P4SwitchNetDevice), e´s ez az oszta´ly fogja maga´ban foglalni az in-
terfe´szt a P4 switch-hez.
4
2. Felhaszna´lo´i dokumenta´cio´
Az a programozo´ aki az NS-3-as szimula´cio´ja´hoz P4 nyelven ı´rt switch-cset akar
haszna´lni (tova´bbiakban: felhaszna´lo´) a modulom haszna´lata´hoz to¨bb szoftverrel
is kell, hogy rendelkezzen. Haba´r felte´telezheto˝, hogy a felhaszna´lo´ a modulom
haszna´latakor ma´r ismeri az NS-3 szimula´tort, a teljesse´g kedve´e´rt erro˝l is biztos´ıtok
ro¨vid magyara´zatot az ala´bbi szekcio´kban.
2.1. Haszna´lati elo˝felte´telek
2.1.1. Az NS-3 rendszer
Az NS-3 rendszer egy megleheto˝sen komplex rendszer, sza´mos fu¨ggo˝se´ggel e´s
egye´b komponenssel rendelkezik. Az NS-3 elso˝sorban GNU/Linux platformra lett
fejlesztve, dolgozatom is ilyen ko¨rnyezetben (Ubuntu 16.04-en) ke´szu¨lt.
Az NS-3 hivatalos oldala tartalmaz egy re´szletes lista´t azokro´l a programokro´l
e´s csomagokro´l amik az installa´cio´ elo˝tt szu¨kse´gesek [3]. Minima´lis elo˝felte´tel egy
gcc compiler e´s egy Python interpreter, de az oldal 20 tova´bbi szoftvercsomag
telep´ıte´se´t is re´szletezni. Emellett me´g le´tezik egy telep´ıte´si utas´ıta´s maga´hoz az
NS-3-hoz is [4], mely ve´gigvezet a szoftverrel kapcsolatos kezdeti le´pe´seken.
Szakdolgozatom az NS-3-nak a 3.26-os verzio´ja´val ke´szu¨lt. Ba´r valo´sz´ınu˝, hogy
ke´so˝bbi verzio´kkal is ugyan u´gy fog mu˝ko¨dni a program, a tova´bbiakban le´ırtak
helyesse´ge csak ilyen ko¨ru¨lme´nyek ko¨zo¨tt garanta´lt.
2.1.2. A P4 ford´ıto´program
A felhaszna´lo´ a´ltal meg´ırt P4 switch-cset le is kell tudni ford´ıtani C nyelvre. Ehhez
a t4p4s elneveze´su˝ ELTE P4 compilerre van szu¨kse´g, mely egy Github ta´rolo´ro´l [5]
e´rheto˝ el, telep´ıte´si utas´ıta´sokkal egyu¨tt. Megjegyzendo˝, hogy ba´r a t4p4s teljes ko¨ru˝
mu˝ko¨de´se´hez DPDK [6] szu¨kse´ges, azonban erre a felhaszna´lo´nak tulajdonke´ppen
nem lesz nagy szu¨kse´ge, hiszen gyakorlatilag a DPDK szerepe´t az NS-3 veszi majd a´t.
A P4 compilerro˝l bo˝vebben itt [7] lehet me´g olvasni.
A szakdolgozatom ke´sz´ıte´se ideje´n a t4p4s ford´ıto´program a P4 nyelvnek csak a
P414-es va´ltozata´t ta´mogatta, P416-ot nem. Ezen tu´l pedig mint ahogy az NS-3-na´l,
itt sem garanta´lt, hogy a t4p4s ke´so˝bbi verzio´ina´l minden ugyan u´gy fog mu˝ko¨dni.
Dolgozatom az ELTE P4 compiler 2017-es verzio´ja´val ke´szu¨lt.
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2.1.3. A P4 modul hozza´ada´sa a szimula´torhoz
Ahhoz, hogy a felhaszna´lo´ az a´ltalam ı´rt interfe´szt haszna´lni is tudja, ke´zileg kell
u´j modult le´trehoznia e´s elhelyeznie a fa´jlokat a megfelelo˝ helyre. Az ala´bbi le´pe´sek
tekintheto˝ek a P4 modulom telep´ıte´si u´tmutato´ja´nak:
1. A termina´lban az NS-3 src mappa´ja´ba naviga´lva az ala´bbi utas´ıta´ssal
ke´sz´ıtheto˝ u´j modul (a P4 nevet adjuk a modulnak a helyes mu˝ko¨de´s
e´rdeke´ben):
$ . / create−module . py P4
2. Dolgozatom p4 mappa´ja´ban melle´kelt fa´jlokat e´s almappa´kat az u´j modul
mappa´ja´ba kell ma´solni (az alape´rtelmezettek helye´be). Az almappa´k mel-
lett tala´lhato´ wsript fa´jlro´l sem szabad elfeledkezni; az NS-3 ez alapja´n fogja
tudni mely fa´jlok tartoznak a modulhoz.
3. A szimula´tort ezuta´n konfigura´lni e´s o¨sszea´ll´ıtani (nem az src-bo˝l, hanem a
fo˝mappa´bo´l) a ko¨vetkezo˝ utas´ıta´ssokkal lehet:
$ . / waf c on f i gu r e
$ . / waf bu i ld
U´j modul le´trehoza´sa´ro´l bo˝vebben az NS-3 dokumenta´cio´ban is lehet olvasni [8].
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2.2. Haszna´lat
Felte´telezheto˝ az a kiindulo´ a´llapot, hogy a felhaszna´lo´nak van egy P4 nyelven le-
programozott switch-cse, illetve egy NS-3 szimula´cio´ja (C++-ban ı´rt a´lloma´nya)
amelyben haszna´lni akarja azt. Ekkor a ko¨vetkezo˝ teendo˝k ado´dnak:
2.2.1. Elo˝ke´szu¨letek
A felhaszna´lo´ a´ltal meg´ırt P4 ko´dbo´l C a´lloma´nyokat kell genera´lnia, pe´lda´ul a t4p4s
compiler mappa´ja´bo´l ind´ıtott
$ . / compi le . sh examples / l 2 example sw i t ch . p4
utas´ıta´ssal.
Tova´bbi informa´cio´t a ford´ıta´s mike´ntjeiro˝l e´s a compiler haszna´lata´ro´l a t4p4s
GitHub ta´rolo´ja´n [5] lehet tala´lni.
A ford´ıta´s uta´n nyolc C-ben ı´ro´dott a´lloma´nyt kellett a felhaszna´lo´nak kapnia:
actions.c
action.h
controlplane.c
data plane data.h
dataplane.c
parser.c
parser.h
tables.c
Ezeken a fa´jlokon csupa´n egy apro´ mo´dos´ıta´st kell elve´gezni haszna´lat elo˝tt.
Az actions.c, controlplane.c, dataplane.c, parser.c, tables.c valamint
az actions.h fa´jlokna´l a
#include ” dpdk l ib . h”
sort le kell csere´lni arra, hogy:
#include ”p4−i n t e r f a c e . h”
Ezt ko¨veto˝en mindegyik fa´jlt az u´j modul model mappa´ja´ba kell helyezni.
Az ele´re´si u´tvonal az NS-3 mappa´ja´bo´l teha´t a ko¨vetkezo˝ke´ppen fog kine´zni:
/src/P4/model
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2.2.2. A switch elhelyeze´se a szimula´cio´ban
A NS-3-as szimula´cio´s a´lloma´nyt a felhaszna´lo´nak callback fu¨ggve´nyekkel maga ki
kell ege´sz´ıtenie. A fu¨ggve´nyeket C (nem C++) nyelven kell meg´ırni, hiszen a P4
switch is C ko´dra van ford´ıtva; az interfe´sz csak ı´gy lesz ke´pes haszna´lni a fu¨ggve´nyt.
Elso˝ le´pe´ske´nt include-olni kell az u´j P4 modult:
extern ”C”
{
#inc lude ”ns3/p4−module . h”
}
A callback fu¨ggve´nyekne´l tova´bba´ a felhaszna´lo´nak valo´sz´ınu˝leg szu¨kse´ge lehet
kapcsolo´-ta´bla kezelo˝ fu¨ggve´nyekre, melyeket haszna´lat esete´n extern-ke´nt kell dek-
lara´ln. Ezeket a p4 interface.h fa´jlban meg lehet tala´lni, kigyu˝jto¨ttem ide azokat
a mu˝veleteket, melyek a leggyakrabban elo˝fordulhatnak:
extern int exact add ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key , u i n t 8 t ∗ ←↩
value ) ;
extern int lpm add ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key , u i n t 8 t ←↩
p r e f i x l e n g th , u i n t 8 t ∗ value ) ;
extern int ternary add ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key , u i n t 8 t ∗ ←↩
mask , u i n t 8 t ∗ value ) ;
extern u i n t 8 t ∗ exact lookup ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key ) ;
extern u i n t 8 t ∗ lpm lookup ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key ) ;
extern u i n t 8 t ∗ t e rnary lookup ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key ) ;
extern int exact remove ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key ) ;
extern int lpm remove ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key , u i n t 8 t ←↩
p r e f i x l e n g t h ) ;
extern int ternary remove ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key ) ;
extern void f r e e e n t r i e s ( t a b l e e n t r y t ∗ t ) ;
Az elneveze´sek o¨nmaguke´rt besze´lnek, azonban tova´bbi informa´cio´ ezekro˝l a
fu¨ggve´nyekro˝l a Fejleszto˝i dokumenta´cio´ban (3) me´g tala´lhato´, illetve haszna´latukro´l
a P4 interfe´sz ko´dja´n belu¨l, kommentek forma´ja´ban is lehet olvasni.
Ezek uta´n jo¨het a ke´t callback fu¨ggve´ny, melyeket nevezzu¨nk most init tables-
nek e´s msg digest-nek, e´s az ala´bbi az ala´bbi szignatu´ra´val rendelkezzenek:
int i n i t t a b l e s ( l o okup t ab l e t ∗∗ t ) ;
int msg diges t ( l o okup t ab l e t ∗∗ t , char∗ name , int r e c e i v e r , ←↩
struct t y p e f i e l d l i s t ∗ d i g e s t f i e l d l i s t ) ;
Az init tables fu¨ggve´ny feladata, hogy inicializa´lja a switch kapcsolo´-
ta´bla´it. A ma´sik fu¨ggve´ny azonban sokoldalu´bb; a msg digest u´gynevezett digest
fu¨ggve´nyke´nt funkciona´l, mely egy karakter sorozatot (P4 switch a´ltal ku¨ldo¨tt u¨ze-
net) va´r, e´s ezt kell a felhaszna´lo´nak itt lekezelnie. (A karaktersorozat a felhaszna´lo´
a´ltal meg´ırt P4 switch-to˝l fu¨gg.) A felhaszna´lo´ ebben a fu¨ggve´nyben tudja pe´lda´ul
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meghata´rozni, hogy mi to¨rte´njen ha a switch egy u´j c´ımmel tala´lkozik (legyen szo´
aka´r L2, aka´r L3 forgalomira´ny´ıta´sro´l); itt tudja megadni, hogy mike´nt tanulja meg
az u´j c´ımet a switch.
A callback fu¨ggve´nyek meg´ıra´sa uta´n ma´r csak annyi teendo˝je maradt a
felhaszna´lo´nak, hogy maga´ban a szimula´cio´ban pe´lda´nyos´ıtsa e´s haszna´lja a
P4SwitchNetDevice-ot. Ehhez a P4 modul helper oszta´lya nyu´jt seg´ıtse´get, mely
seg´ıtse´ge´vel le´nyege´ben ke´t sorral beillesztheto˝ a P4 switch:
P4SwitchHelper switch ;
switch . I n s t a l l ( switchNode , switchDevices , i n i t t a b l e s , msg d iges t ) ;
Az Install meto´dus ne´gy parame´tert va´r, az utolso´ ketto˝ a kora´bban eml´ıtett call-
back fu¨ggve´nyek, mı´g az elso˝ ketto˝ egy Ptr<Node> illetve egy NetDeviceContainer
t´ıpusu´ va´ltozo´. Az elo˝bbi egy a´ltala´nos Node t´ıpusu´ objektumra mutato´ pointer
(az a node amire a switch lesz installa´lva) mı´g az uto´bbi egy, a switch portjait
tartalmazo´ konte´ner.
A P4SwitchHelper oszta´lynak van me´g egy setter meto´dusa is
(AllowPacketDrop), mellyel azt lehet megadni, hogy a P4-es switch kezel-e
csomageldoba´st. Ha ez az e´rte´k igaz, akkor a modul sza´mı´tani fog arra, hogy a ge-
nera´lt fa´jlok bea´ll´ıtja´k a packet descriptor dropped mezo˝je´t. Alape´rtelmezetten
ez az e´rte´k hamis.
Mindezek uta´n pedig a szimula´cio´t le´ıro´ a´lloma´nyt az NS-3 a´ltal ele´rheto˝
helyre kell helyezni, majd az NS-3 szimula´cio´ a szokva´nyos mo´don futtathato´.
(A ford´ıta´shoz e´s futtata´shoz megint csak a hivatalos NS-3 dokumenta´cio´ nyu´jt
seg´ıtse´get e´s ne´ha´ny minta´t [9]).
2.2.3. Tudnivalo´k a P4SwitchNetDevice haszna´lata´hoz
Ebben az alszekcio´ban szeretne´m re´szletezni a modulomnak azokat a funkcio´it
illetve fu¨ggve´nyeit, melyek ismerete´re a felhaszna´lo´nak szu¨kse´ge lesz az init tables
e´s a msg digest callback fu¨ggve´nyek ı´ra´sa sora´n.
Mindenek elo˝tt hangsu´lyozni szeretne´m, hogy a felhaszna´lo´nak ismernie kell
milyen actiono¨ket (switch utas´ıta´sokat) programozott le a P4 switch-cse´be, illetve
milyen kapcsolo´-ta´bla´kat hata´rozott ott meg. Elkeru¨lhetetlen ugyanis, hogy a
felhaszna´lo´ saja´t maga ı´rja meg a ta´blafelto¨lte´ssel kapcsolatos fu¨ggve´nyeket. A
modul o¨nmaga´ban nem tudja o˝ket lekezelni, de nem is az a ce´l: a P4 switch
rugalmassa´ga e´ppen abban rejlik, hogy nincsenek elo˝re megszabva milyen switch
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actiono¨k le´teznek. A P4 switch mu˝ko¨de´se ”uto´lag”, a szimula´cio´n belu¨lro˝l is
mo´dos´ıthato´.
Az init tables-ro˝l elso˝sorban a parame´tere´nek t´ıpusa´t e´rdemes ismerni. A
lookup table t egy struktu´ra, mely a ko¨vetkezo˝ke´ppen van meghata´rozva:
typedef struct l o o kup t ab l e s {
char∗ name ;
unsigned id ;
u i n t 8 t type ;
u i n t 8 t k e y s i z e ;
u i n t 8 t v a l s i z e ;
int min s i z e ;
int max size ;
void∗ d e f a u l t v a l ;
t a b l e e n t r y t ∗ t ab l e ;
} l o o kup t ab l e t ;
Ez a struktu´ra ı´rja le a kapcsolo´-ta´bla´t. Re´szletesebben erro˝l a 3.2.5. szekcio´ban
ı´rok, de amit innen a haszna´lathoz e´rdemes e´szben tartani, az a ne´v e´s az azonos´ıto´
(name e´s id), valamint a default val pointer. Ez uto´bbi fog a arra az actionre
mutatni, melyet a switch alape´rtelmezetten ve´grehajt ha nincs tala´lata a lookup
ta´bla´ban.
Az ala´bbi ha´rom sor egy pe´lda a bea´ll´ıta´s mike´ntje´re:
struct smac act ion de f smac ac t i on ;
de f smac ac t i on . a c t i o n i d = 0 ; // ac t ion mac l earn
memcpy( t [0]−> de f au l t v a l , ( u i n t 8 t ∗)&de f smac act ion , ←↩
s izeof ( struct smac act ion ) ) ;
Ebben a ko´dre´szletben az 1. ta´bla´nak (t[0]-nak) az alape´rtelmezett actionje´t
a´ll´ıtottam be. A ta´bla´k genera´la´sakor automatikusan le lesz foglalva a megfelelo˝
me´retu˝ hely a memo´ria´ban (e´s a ve´ge´n fel is lesz szabad´ıtva), ı´gy az alape´rtelmezett
e´rte´k elta´rola´sa´hoz csak egy memcpy szu¨kse´ges. A ta´rolando´ action t´ıpusa (jelen
esetben az smac action rekord) a P4 ko´d a´ltal van meghata´rozva: ezt a genera´lt C
fa´jlok ko¨zu¨l az actions.h tartalmazza. Ugyanitt tala´lhato´ak az actiono¨k t´ıpusai is;
a pe´lda´mna´l ezek ı´gy ne´ztek ki az actions.h fa´jlban:
enum a c t i on s {
act ion mac l earn ,
act ion nop ,
ac t ion fo rward ,
a c t i on bca s t ,
} ;
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struct smac act ion {
int a c t i o n i d ;
union {
} ;
} ;
Az alape´rtelmezett e´rte´k mellett me´g igen valo´sz´ınu˝, hogy a felhaszna´lo´ a
ta´bla´kat tova´bbi e´rte´kekkel szeretne´ felto¨lteni. Ehhez pe´lda´ul haszna´lhato´ az
exact add fu¨ggve´ny, mely haszna´lata´t egy pe´lda´n szeretne´m elo˝szo¨r szemle´ltetni:
u i n t 8 t key [ 6 ] = {255 ,255 ,255 ,255 ,255 ,255} ;
struct act ion forward params bcast param ;
bcast param . port [ 0 ] = ( u i n t 8 t ) BROADCASTPORT;
bcast param . port [ 1 ] = 0 ;
struct dmac action dmac act ion va l ;
dmac act ion va l . a c t i o n i d = 3 ; // a c t i o n b c a s t
dmac act ion va l . forward params = bcast param ;
exact add ( t [ 1 ] , key , ( u i n t 8 t ∗)&dmac act ion va l ) ;
Ebben a ko´dre´szletben a 2. ta´bla´t (t[1]-t) ege´sz´ıtem ki u´gy, hogy a
FF:FF:FF:FF:FF:FF MAC c´ımre a switch broadcast utas´ıta´st hajtson ve´gre.
A switch actionjeit le´ıro´ struktu´ra ezu´ttal ke´t egyma´sba a´gyazott struct-bo´l
a´ll, melyet ugyancsak az action.h-beli ko´d szerint a´ll´ıtottam o¨ssze. A kora´bbi
pe´lda´hoz ke´pest ez a ko´dre´szlet kiege´szu¨l egy kulcs (key) meghata´roza´sa´val. A key
egy uint8 t to¨mb kell, hogy legyen. Hossza a P4 ko´dban keru¨lt a felhaszna´lo´ a´ltal
meghata´roza´sra, azonban ez az e´rte´k a genera´lt fa´jlok ko¨zu¨l a tables.c fa´jlban is
megtala´lhato´.
Az alape´rtelmezett e´rte´k bea´ll´ıta´sa´val ellente´tben itt memcpy helyett az in-
terfe´szben meghata´rozott fu¨ggve´nyek haszna´lata´ra lesz szu¨kse´g. Az exact add a
kulcsna´l pontos egyeze´st vizsga´l, adott (exact lookup t´ıpusu´) ta´bla´t, mı´g lpm add
leghosszabb prefix egyeze´s szerint to¨lti fel az adott (lpm lookup t´ıpusu´) ta´bla´t.
Mindke´t fu¨ggve´nyhez szu¨kse´ges bemeneti parame´ter egy pointer arra a ta´bla´ra aho-
va be szeretne´nk illeszteni az u´j e´rte´ket, e´s egy-egy pointer a kulcsra, valamint az
actionre. (A ta´bla´ban ta´rolt key e´s value sza´ma´ra memo´riateru¨let automatikusan
le lesz foglalva e´s fel lesz szabad´ıtva, ı´gy azzal nem kell to¨ro˝dnie a felhaszna´lo´nak.)
Az lpm add esete´n me´g szu¨kse´g van egy uint8 t sza´me´rte´kre is, mely a beilleszte´s
me´lyse´ge´t, azaz a prefix hossza´t adja meg bitekben. Jelenleg a me´lyse´gek feloszta´sa
ba´jtonke´nt to¨rte´nik, teha´t az elfogadhato´ sza´me´rte´kek egy 4 ba´jt hosszu´ IP c´ım
esete´n: 8, 16, 24, 32. Elte´ro˝ sza´me´rte´kek esete´n a fu¨ggve´ny lefele´ kerek´ıt, azonban a
sza´mnak ı´gy is 0-na´l nagyobbnak e´s 32-ne´l nem nagyobbnak kell lennie.
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A msg digest-re is vonatkoznak az init tables-ro˝l le´ırt tudnivalo´k, de
mellettu¨k me´g magyara´zatra szorul az msg digest char* name e´s struct
type field list* digest field list fu¨ggve´nyparame´terek is. A name va´ltozo´ban
fogja a digest megkapni a lekezelendo˝ u¨zenetet. Ez alapja´n fogja tudni a felhaszna´lo´
megszabni milyen teve´kenyse´get hajtson ve´gre a switch. (Ide is e´rve´nyes az, hogy
az u¨zenetet a P4 ko´dban kellett megszabnia a felhaszna´lo´nak; itt ugyan azokat a
karaktersorozatokat fogja visszakapni.) Az u¨zenethez ta´rsulhatnak bizonyos ada-
tok is, ezeket pedig a struct type field list* digest field list fogja ta´rolni.
A struct type field list a ko¨vetkezo˝ ke´ppen ne´z ki a P4SwitchNetDevice-on
belu¨l:
struct t y p e f i e l d l i s t {
u i n t 8 t f i e l d s q u a n t i t y ;
u i n t 8 t ∗∗ f i e l d o f f s e t s ;
u i n t 8 t ∗ f i e l d w i d t h s ;
} ;
A fields quantity megadja ha´ny mezo˝ben vannak az adatok ta´rolva (azaz
hogy mennyi adat van), a field widths megadja a mezo˝k hossza´t (pe´lda´ul, a
field widths[0] megadja az 1. mezo˝ hozza´t) e´s a field offsets tartalmazza a
mezo˝ket; ezek a csatolt adatok.
Tova´bbi seg´ıtse´get nyu´jthat me´g a dolgozatomhoz melle´kelt ko´dban tala´lhato´
lookup-tables-test.cc a´lloma´ny (melyro˝l bo˝vebben a 3.4.4. alszekcio´ban ı´rok),
ami sza´mos pe´lda´t k´ına´l a kapcsolo´-ta´bla mu˝veletek haszna´lata´ra, illetve a ta´bla´k
kezele´se´re.
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2.3. Jellegzetes hiba´k e´s kezele´su¨k
Mivel szakdolgozatomna´l alapveto˝en egy szimula´cio´ programoza´sa´ro´l lehet besze´lni
felhaszna´lo´i esetek c´ımszo´ alatt, sokfe´le hibaeset elo˝fordulhat. A P4 modul csak egy
re´sze a nagy ege´sznek, az NS-3-ban meg´ırt szimula´cio´n e´s a P4 ko´dbo´l genera´lt
switch-csen is sok mu´lik. E´ppen eze´rt lehetetlen lenne ebben a szekcio´ban minden
hibaleheto˝se´get felsorolni, ne´ha´nyat viszont az esetleges esetekbo˝l feltu¨ntetne´k. A
hiba´k leko¨vete´se´ro˝l e´s a debuggola´sro´l a 3.4. szekcio´ban ı´rok majd bo˝vebben.
2.3.1. Ford´ıta´si hiba´k
• Statikus ko¨nyvta´rak: Ha a felhaszna´lo´ a szimula´cio´ ford´ıta´sakor a stati-
kus ko¨nyvta´rakna´l hiba´t kap, elo˝fordulhat, hogy a WAF-ot konfigura´lnia
kell elo˝tte. A ./waf configure -enable-static utas´ıta´s megoldhatja a
proble´ma´t.
• Ku¨lo¨nbo¨zo˝ szimula´cio´k: Haszna´lat sora´n elo˝a´llhat az az a´llapot, hogy a fel-
haszna´lo´nak to¨bb szimula´cio´ja van meg´ırva, ku¨lo¨nbo¨zo˝ switch-csekkel. Ekkor
figyelni kell arra, hogy a k´ıva´nt szimula´cio´ ford´ıta´sakor a WAF tova´bbi szi-
mula´cio´s fa´jlokat is megpro´ba´lhat leford´ıtani; pe´lda´ul a scratch mappa´ban
tala´lhato´kat. Ilyenkor ha azok a tova´bbi szimula´cio´k ma´smilyen P4 switch-
cset haszna´lnak, ford´ıta´si hiba le´phet fel, hiszen a genera´lt C fa´jlok ba´r azonos
nevu˝ek, ma´s switch-cset ı´rnak le.
Ez gyakorlatilag azt jelenti, hogy ford´ıta´s sora´n csak egy fe´le P4 switch-hez
lehetse´ges szimula´cio´t ford´ıtani. Bo˝vebben erro˝l me´g a 3.3.4. alszekcio´ban ı´rok.
• Egye´b, P4 ko´dbo´l eredo˝ hiba´k: A P4 switch-to˝l (e´s a t4p4s ford´ıto´programto´l)
sok minden fu¨gghet, bizonya´ra lehetse´ges olyan switch ko´dot genera´lni, me-
lyet a jelenlegi modul nem tud megfelelo˝en lekezelni. (Ez aka´r futa´si hi-
ba is lehet.) Pe´lda´ul, ha a t4p4s compiler egy u´jabb verzio´ja´ban a genera´lt
ko´dban ma´r ma´shogy van elnevezve egy re´gebben haszna´lt fu¨ggve´ny, az hiba´t
eredme´nyezhet az interfe´sz ford´ıta´sakor. A P4 switch-csel valo´ kompatibi-
lita´sro´l bo˝vebben a fejleszte´si leheto˝se´gek 3.3.5. szekcio´ja´ban ı´rok.
2.3.2. Futa´si hiba´k
• Port sza´mok: A t4p4s ford´ıto´ (jelenlegi verzio´ja) a switch actionjein belu¨l a
port sza´mot ke´t ba´jton ta´rolja. Az elso˝ ba´jton e´rdemes ta´rolni a port sza´ma´t
(0-to´l 255-ig), mı´g a ma´sodik ba´jtot e´rdemes kinulla´zni. Ez azt jelenti, hogy
pe´lda´ul egy param elneveze´su˝ kapcsolo´-ta´bla utas´ıta´st le´ıro´ va´ltozo´ port pa-
rame´tere´t (nagy valo´sz´ınu˝se´ggel) a ko¨vetkezo˝ ke´ppen kell az 50-es portra
bea´ll´ıtani:
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param . port [ 0 ] = 50 ;
param . port [ 1 ] = 0 ;
Erre a felhaszna´lo´nak a callback fu¨ggve´nyek ı´ra´sa´na´l, exact add e´s lpm add
fu¨ggve´nyek haszna´latakor kell leginka´bb figyelni.
• Broadcast port: A t4p4s ford´ıto´ (jelenlegi verzio´ja) a genera´lt C ko´dban
a switchben a 100-as portot automatikusan broadcast portke´nt kezeli. En-
nek megfelelo˝en tala´lhato´ a P4 interfe´szben egy #define BROADCAST PORT =
100 makro´, ami azonban nincs o¨sszeko¨ttete´sben a genera´lt fa´jlban tala´lhato´
(bee´getett) 100-as e´rte´kkel. A felhaszna´lo´nak u¨gyelnie kell erre a callback
fu¨ggve´nyek ı´ra´sa´na´l e´s a port sza´mok kioszta´sa´na´l.
• Egyezo˝ kulcsok kapcsolo´-ta´bla bo˝v´ıte´sne´l: Az exact add e´s lpm add
fu¨ggve´nyek sora´n elo˝fordulhat, hogy a felhaszna´lo´ to¨bbszo¨r ugyan ahhoz
a kulcshoz akar e´rte´ket pa´ros´ıtani. Ilyen esetekben a re´gi e´rte´k felu¨l´ıra´sra
keru¨l, ı´gy ha a felhaszna´lo´ nem figyel, nem k´ıva´natos mu˝ko¨de´st e´rhet el a
switch-cse´ben. (A felu¨l´ıra´sro´l azonban az alape´rtelmezett kimeneten e´rtes´ıt a
program.)
• Kulcsok hossza kapcsolo´-ta´bla kezele´sne´l: A felhaszna´lo´nak u¨gyelnie kell arra,
hogy az add e´s lookup fu¨ggve´nyekne´l megfelelo˝ kulcsme´retet haszna´ljon.
A modul (pontosabban a P4 interfe´sz) a tables.c a´llo´ma´nybo´l olvassa ki a
kulcsme´retet,vagyis a P4 ko´dban meghata´rozott, ta´bla´khoz hozza´rendelt kulcs
hosszt va´r.
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3. Fejleszto˝i dokumenta´cio´
Mielo˝tt nekia´lltam volna ba´rmit is implementa´lni, fontos elso˝ le´pe´s volt jobban
megismerni az adott technolo´gia´kat, hiszen dolgozatom ı´ra´sa elo˝tt se NS-3-al, se
P4-el nem tala´lkoztam me´g. Mı´g a P4 nyelv haszna´lata´hoz felu¨letes ismeretek
elegek voltak (hiszen feladatom nem P4 switch-csek elke´sz´ıte´se´bo˝l a´ll, csupa´n azok
NS-3 ko¨rnyezetbe valo´ integra´la´sa´bo´l), addig a ha´lo´zat szimula´tort kicsit jobban
meg kellett ismernem.
Az NS-3 tanulma´nyoza´sa´hoz nagy seg´ıtse´g volt a hivatalos honlapro´l is ele´rheto˝
oktato´anyag [10]. Megismertem az NS-3 a´ltal nyu´jtott szimula´cio´k alapelemeit, e´s
megtanultam hogyan lehet egyszeru˝ virtua´lis ha´lo´zatokat kialak´ıtani, futtatni, e´s
nyomon ko¨vetni.
Jelento˝s ido˝t ford´ıtottam a P4 switch-csek megismere´se´re is, pontosabban az
ELTE-P4 ford´ıto´program a´ltal genera´lt C ko´d analiza´la´sa´ra. Ahhoz, hogy az NS-3
modulom haszna´lni tudja a P4 switch-cseket, pontosan meg kellett e´rtenem mi-hogy
zajlik le a switch-csen belu¨l, melyek azok a feladatok amiket a switch ”maga´to´l
megold”, e´s melyek azok amiket le kell implementa´lnom az interface ke´sz´ıte´se sora´n.
3.1. Megvalo´s´ıta´si terv
Az NS-3 szimula´torhoz le´tezik egy (gyakorta haszna´latos) switch ta´mogata´s, az
OpenFlow switch. Haba´r bizonyos teru¨leteken az OpenFlow switch elte´r a P4
switch-to˝l, ele´g sok volt a hasonlo´sa´g ahhoz, hogy az NS-3-as OpenFlow modul
kiva´lo´ kiindulo´ pontot jelentsen sza´momra. Ennek megfelelo˝en az elso˝ le´pe´s az
volt, hogy az OpenFlowSwitchNetDevice oszta´lyt minta´ul ve´ve ke´sz´ıtsem el a saja´t
P4SwitchNetDevice oszta´lyom.
A modul beu¨zemele´se´t ezek uta´n ha´rom nagy re´szre tudtam osztani:
1. Egy minta P4 switch hiba ne´lku¨li ”beko¨te´se”. A ce´l az volt, hogy a
programot hiba ne´lku¨l tudjam ford´ıtani. Ehhez implementa´lnom kellett a
P4SwitchNetDevice modul alapveto˝ meto´dusait, valamint szintaktikusan he-
lyesse´ kellett tennem a ko´dot. A P4 switch a´ltal meghata´rozott fu¨ggve´nyeket
deklara´lnom kellett, a haszna´lt t´ıpusokat meg kellett adnom.
2. A ko´d szemantikusan helyesse´ te´tele. Itt a ce´l az volt, hogy a csomagku¨lde´s
sikeresen e´s helyesen to¨rte´njen meg az adott pe´lda´ra; o¨sszevetve az OpenFlow
switch-hez tartozo´ minta szimula´cio´val, ugyan azt az eredme´nyt kellett hogy
kapjam.
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Az 1. a´bra szemle´lteti azt is, hogy a ha´lo´zati csomagok ”milyen pa´lya´t futnak
be”, azaz mely meto´dusokon megy keresztu¨l a csomag mielo˝tt tova´bb´ıta´sra keru¨l.
Mı´g az OpenFlowSwitchNetDevice oszta´ly meto´dusait a saja´t modulomban a
megfelelo˝ mo´dos´ıta´ssokkal (to¨bbnyire) fel tudtam haszna´lni, addig az OpenFlowIn-
terface oszta´lyt teljesen le kellett csere´lni. Az ala´bbiakban egy ro¨vid a´ttekinte´st
szeretne´k ı´rni ne´ha´nyukro´l, illetve arro´l, hogy mike´nt terveztem megfeleltetni o˝ket
a P4SwitchNetDevice-omban.
ReceiveFromDevice: Az elso˝ ”a´lloma´sa” a csomagnak. Itt keru¨l lekezele´sre
az, hogy a csomagot milyen sza´nde´kkal ku¨ldte´k e´s ki a c´ımzettje. A csomagt´ıpus
to¨bbfe´le lehet (pe´lda´ul broadcast vagy multicast), de amit itt fontos kiszu˝rni, hogy
a csomag c´ımzettje (vagyis a destination MAC-c´ım) nem maga a switch-e. Itt
to¨rte´nik tova´bba´ annak a beazonos´ıta´sa is, hogy a switch mely portja´n e´rkezett a
csomag. E´rtelemszeru˝en minderre nem csak az OpenFlow switch-ne´l, hanem a saja´t
switch ta´mogata´somna´l is szu¨kse´g van.
BufferFromPacket: Szinte´n egy olyan meto´dus, amelyre szu¨kse´gem van a
saja´t modulomban is. Implementa´cio´ja´nak mike´ntje´re a ke´so˝bbiekben (3.2.9.
alszekcio´) me´g kite´rek, de a szu¨kse´gesse´ge´ro˝l itt ejtene´k pa´r szo´t. Mikor egy NS-3
szimula´cio´ sora´n a csomag arra a pontra jut, hogy mege´rkezik a ReceiveFromDevice
meto´dushoz, az NS-3 ma´r automatikusan elve´gzett ne´ha´ny mo´dos´ıta´st a csomagon.
Legfontosabb ezek ko¨zu¨l az, hogy leva´lasztotta az ethernet fejle´cet. Mivel erre az
OpenFlow switch-nek (e´s az e´n esetemben a P4 switch-nek is) szu¨kse´ge van, eze´rt
ezt ke´zileg kell visszahelyezni a csomag eleje´re. Emellett ra´ada´sul az OpenFlow
switch egy saja´t adatt´ıpust is haszna´l, az ofpbuf -ot. Ezt ku¨lo¨nbo¨zo˝ L2, L3 e´s L4
adattal (meta-adattal) to¨lti fel a csomag alapja´n, erre azonban nekem nem volt
szu¨kse´gem, szo´val ezen egyszeru˝s´ıteni tudtam.
RunThroughFlowTable: Kezdo˝dik a csomag feldolgoza´sa. Az OF switch bizonyos
felte´telek mellett eldobja itt a csomagot, illetve kiva´rja a megadott ke´sleltete´si
ido˝t. Ezek az e´n esetemben a P4 switch-be vannak ko´dolva, ı´gy ezzel nem kellett
foglalkoznom.
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FlowTableLookup/ExecuteActions: A kapcsolo´-ta´bla´kbo´l megkeresi a switch a
megfelelo˝ utas´ıta´st a csomagnak. Ha ilyet nem tala´l, akkor egy sor fu¨ggve´nyh´ıva´son
keresztu¨l ve´gu¨l a Controllerhez fog eljutni a csomag, ahol azta´n eldo˝l, hogy milyen
actiont kell ve´grehajtani. A saja´t modulomban e´n ezt a viselkede´st (a lookup-okat)
az interface a´lloma´nyomban definia´lom.
Controller: Ez valo´ja´ban nem egy meto´dus, hanem egy oszta´ly (melybo˝l
tova´bbi oszta´lyok vannak sza´rmaztatva) az OpenFlow switch-csen belu¨l. A
P4SwitchNetDevice-on belu¨l ezt s struktu´ra´t a digest callback fu¨ggve´ny fogja
helyettes´ıteni.
SendFrom: Innento˝l ma´r isme´t egyeze´s van a P4SwitchNetDevice e´s az Open-
FlowSwitchNetDevice ko¨zo¨tt. A kimeneti porton (melyet kora´bban a lookupna´l meg-
hata´roztunk) tova´bb´ıtjuk a csomagot a ko¨vetkezo˝ a´lloma´st reprezenta´lo´ Node-nak.
3.1.2. L2 minta switch
A ko¨vetkezo˝ le´pe´s a P4 switch vizsga´lata volt. Ez az OpenFlow switch vizsga´lata´na´l
egy fokkal bonyolultabbnak bizonyult, ugyanis automatikusan ı´ro´dott C fa´jlokat
kellett a´tne´znem (dokumenta´cio´ e´s kommentek ne´lku¨l), illetve kellett a mu˝ko¨de´su¨ket
mega´llap´ıtanom. Kezdetnek a t4p4s ford´ıto´program melle´ nyu´jtott Layer 2-es switch
minta´val foglalkoztam.
A nyolc genera´lt fa´jlon tu´l viszont me´g sza´mos ma´s a´lloma´nyt is meg kellett
ne´znem a t4p4s ford´ıto´programon belu¨l. Alape´rtelmezetten ugyanis DPDK-s
backendre ta´maszkodva lehetse´ges a genera´lt switch-cset haszna´lni, ı´gy a t´ıpusok
e´s fu¨ggve´nyh´ıva´sok igen gyakran ”kimutatnak” az emlegetett nyolc a´lloma´nyon
k´ıvu¨lre. Ezen t´ıpus- e´s fu¨ggve´nydefin´ıcio´k egy re´sze megtala´lhato´ volt a t4p4s
ford´ıto´program fa´jljai ko¨zo¨tt, a´m egy re´szu¨k DPDK-s a´lloma´nyok a´ltal volt defi-
nia´lva. A DPDK-s ko¨nyvta´rrendszer elemze´se´be tu´lsa´gosan nem meru¨ltem bele,
hiszen tudtam, hogy azt a re´szt nem fogom haszna´lni.
Ehhez megintcsak ke´sz´ıtettem egy kva´zi-folyamata´bra´t (2. a´bra), azonban itt
a fu¨ggve´nyh´ıva´sok sorrendje megleheto˝sen linea´ris. A programre´sz bonyolultsa´ga´t
inka´bb csak a h´ıva´sok sokasa´ga adja, illetve azok nehezen a´tla´thato´ sorrendje.
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2. a´bra
A fenti a´bra ”P4 Switch” re´sze a genera´lt fa´jlok a´ltal alkotott rendszert repre-
zenta´lja (a nyolc fa´jl az a´bra jobb oldala´n van felsorolva). A programnak enne´l a
re´sze´ne´l az volt az elso˝dleges ce´lom, hogy mine´l kevesebb mo´dos´ıta´st hajtsak ve´gre
az adott fa´jlokon: a modul haszna´la´sa´nak egyszeru˝s´ıte´se e´rdeke´ben igyekeztem
arra to¨rekedni, hogy a felhaszna´lo´nak ne kelljen a genera´lt fa´jlokon me´g ku¨lo¨n,
ke´zileg is mo´dos´ıta´sokat ve´grehajtani. A ke´pen la´thato´ folyamata´bra nem teljes,
igyekeztem csak a le´nyeget kiragadni az a´tla´thato´sa´g e´rdeke´ben. Jelen pe´lda´na´l a
switch handle packet uta´ni re´sze´ne´l kezdo˝dtek a sza´momra igaza´n e´rdekes dolgok:
a switch ke´t (MAC-c´ımeket tartalmazo´) ta´bla´ja´n valo´ lookup-fu¨ggve´nyek, illetve a
ta´blafelto¨lte´st definia´lo´ digest fu¨ggve´nyek lefuta´sa.
A 2. a´bra ”P4 Interface” re´sze´n c´ımszavakban feltu¨ntettem ne´ha´ny a´lloma´nyt
(illetve adatstruktu´ra´t is), melyek a genera´lt fa´jlokon k´ıvu¨lre estek. Ezeket saja´t
magam terveztem u´jra-implementa´lni, haba´r emellett megleheto˝s re´szu¨k me´g
u´jra-felhaszna´lhato´ is volt. Me´g ha nem is egy-az-egyben a ko´domba a´tma´solhato´
ko´dro´l volt itt szo´, mu˝ko¨de´su¨k alapos vizsga´lata´val rengeteg o¨tletet tudtam belo˝lu¨k
mer´ıteni.
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3.1.3. Ce´lterv
Az ala´bbi a´bra´n pedig a ve´geredme´nyt szemle´ltetem: a P4SwitchNetDevice-ot e´s a
P4 switch-cset egy interfe´sszel terveztem o¨sszekapcsolni. Ez az a´bra sem teljes, az
a´tla´thato´sa´g kedve´e´rt csak a fontosabb elemeket jelen´ıtettem meg.
3. a´bra
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A ha´rom fo˝ komponensbo˝l a P4 switch re´sz az elo˝zo˝ekhez ke´pest va´ltozatlan,
hiszen a fu¨ggo˝se´geket NS-oldalro´l kellett megoldani. A P4SwitchNetDevice az Open-
Flow va´ltozathoz ke´pest egyszeru˝so¨do¨tt, mu˝ko¨de´se´t bo˝vebben a 3.2. szekcio´ban
fogom taglalni. A 3. a´bra´n tala´lhato´ utolso´ komponens pedig az interfe´sz: NS-3-as
ne´vteren k´ıvu¨li, C nyelven ı´ro´dott a´lloma´ny, mely o¨sszeko¨ttete´st biztos´ıt a ma´sik ke´t
komponens ko¨zo¨tt. Az a´bra´n felsoroltam a nevezetesebb egye´ni adatstruktu´ra´kat
amiket haszna´l, tova´bba´ azokat a fu¨ggve´nyeket amelyek kulcsfontossa´gu´ak a
mu˝ko¨de´shez.
A 3. a´bra´t ro¨viden u´gy lehetne o¨sszefoglalni, hogy a ha´lo´zati adatcsomag
tova´bb´ıta´sa´t a P4SwitchNetDevice ha´rom fo˝ le´pe´sben fogja megtenni:
1. Elo˝ke´szu¨letek. A kapcsolo´-ta´bla´k fela´ll´ıta´sa, callback fu¨ggve´nyek bea´ll´ıta´sa,
adatkapcsolati re´teg inicializa´la´sa, csomag konverta´la´sa.
2. Csomagfeldolgoza´s. A csomag a´tada´sa a P4 switch-nek, amely a kapcsolo´-
ta´bla´k haszna´lata´val megkeresi e´s ve´grehajtja a megfelelo˝ switch utas´ıta´sokat.
Eldo˝l, hogy mit kell csina´lni az adott csomaggal, mega´llap´ıtja a kimeneti port
sza´ma´t.
3. Tova´bb´ıta´s. A P4 switch-to˝l a kimeno˝ port leke´rdeze´se, majd ezen port(ok)on
kereszu¨l a csomag tova´bb´ıta´sa, esetleg eldoba´sa.
3.1.4. A modul szerkezete
Ve´gezetu¨l pedig szeretne´k kite´rni a P4 switch modulom szerkezete´re. Mı´g a 3. a´bra´n
jo´l szemle´lteti mi-hogyan to¨rte´nik a modulon belu¨l, az oszta´lyok kapcsolata´nak
ez nem pontos reprezenta´cio´ja. A ko¨vetkezo˝ a´bra´n oszta´lydiagrammon k´ıse´reltem
meg bemutatni a modul struktu´ra´ja´t. Tekintettel arra, hogy a le´nyegi re´sz (maga a
switch) C nyelven ı´ro´dott, az a´bra fo˝ke´nt csak az ”NS-3-as re´sze´t” ı´rja le a modul-
nak. E´rdemes tudni me´g, hogy ezen oszta´lyok egy u´gynevezett ns3 ne´vteren belu¨l
helyezkednek el, mı´g a P4 interface e´s a P4 switch azon k´ıvu¨l.
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3.2. Megolda´s menete, implementa´cio´s do¨nte´sek
Ebben a szekcio´ban re´szletezem, hogy a modulom egyes re´szeit mike´nt ke´sz´ıtettem
el, illetve mi mindenre kellett odafigyelnem implementa´cio´ sora´n. Az alszekcio´k sor-
rendje´t igyekeztem a megvalo´s´ıta´suk ido˝rendje´hez me´rten meghata´rozni.
3.2.1. A P4SwitchHelper oszta´ly
Amiatt, hogy a szimula´cio´ban egyszeru˝bben lehessen haszna´lni a switch-cset (e´s a
ko¨nnyebb bo˝v´ıtheto˝se´g e´rdeke´ben is), le´trehoztam egy P4SwitchHelper oszta´lyt. Ez
egye´bke´nt konvencio´ az NS-3-as modulok ko¨re´ben: a ku¨lo¨nbo¨zo˝ ha´lo´zati eszko¨zo¨ket
u´gynevezett Helper-oszta´lyokon keresztu¨l is hozza´ lehet adni a szimula´cio´hoz.
A P4SwitchHelper oszta´ly felelo˝s a P4SwitchnetDevice le´trehoza´sa´e´rt, illetve
konfigura´la´sa´e´rt.
Mint ahogy az a 4. a´bra´n is megfigyelheto˝ volt, a P4SwitchHelper jelenlegi
szerkezete nem tu´l bonyolult. Elso˝ nekifuta´sra ennek az oszta´lynak a konstruk-
tora´ban ko¨zvetlenu¨l pe´lda´nyos´ıtottam a P4SwitchNetDevice oszta´lyomat, ezen azon-
ban ke´so˝bb mo´dos´ıtottam. U´gy figyeltem meg, hogy az NS-3-as ko¨rnyezetben az a
szoka´s, hogy a Helper-oszta´lyokon belu¨l elo˝szo¨r egy a´ltala´nos objektumot hozunk
le´tre (ObjectFactory m deviceFactory;) majd pedig ke´so˝bb megadjuk neki, hogy
pontosan milyen eszko¨zt ke´pvisel:
m deviceFactory . SetTypeId ( ”ns3 : : P4SwitchNetDevice” ) ;
Ehhez persze a P4SwitchNetDevice oszta´lyon belu¨l tudatni kell, hogy ilyen Type-
Id le´tezik, azaz definia´lni kellett a P4SwitchNetDevice oszta´lyban megadni az
ala´bbiakat:
TypeId
P4SwitchNetDevice : : GetTypeId (void )
{
stat ic TypeId t i d = TypeId ( ”ns3 : : P4SwitchNetDevice” )
. SetParent<NetDevice> ( )
. SetGroupName ( ”P4” )
. AddConstructor<P4SwitchNetDevice> ( )
;
return t i d ;
}
Az Install meto´dus sem volt tu´l bonyolult: le´nyege´ben annyi to¨rte´nik itt, hogy NS-
3-as elja´ra´sok seg´ıtse´ge´vel hozza´kapcsolom a megadott portokat a switch eszko¨zho¨z;
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ezeken keresztu¨l fog a switch csomagokat fogadni e´s tova´bb´ıtani. Ehhez nem kellett
ku¨lo¨n semmit sem le´trehoznom a P4SwitchNetDevice oszta´lyomban, a NetDevice-
bo´l valo´ o¨ro¨klo˝de´snek ko¨szo¨nheto˝en minden megvolt hozza´. Emellett pedig me´g a
callback fu¨ggve´nyeket is tova´bbadom (ta´rola´sra) a P4SwitchNetDevice-nak.
3.2.2. A P4SwitchNetDevice alapjai
Ez a le´pe´s megint csak egyszeru˝en ment, ko¨szo¨nheto˝en az OpenFlowSwitch-nek,
melyet minta´ul tudtam venni. A konstruktort ke´so˝bb, a switch pontosabb ismerete
mellett ege´sz´ıtettem csak ki, viszont az eszko¨z mu˝ko¨de´se´hez elengedhetetlen
keret-meto´dusokat gond ne´lku¨l le´trehoztam.
3.2.3. A switch hozza´illeszte´se a modulhoz
A nyolc genera´lt C fa´jlban sza´mos olyan t´ıpus, struktu´ra, illetve fu¨ggve´ny volt,
melyek implementa´cio´ja ezen fa´jlokon k´ıvu¨lre esett; ezeket nekem kellett definia´lni.
Hogy ezt megtehessem, le´trehoztam egy p4 interface.h e´s egy p4 interface.c
a´lloma´nyt. Azonban mielo˝tt ezeket elkezdhettem volna felto¨lteni, meg kellett
oldanom azt, hogy az NS-3 szimula´cio´ ford´ıta´sakor a waf ford´ıto´ ezeket a C fa´jlokat
bele tudja ford´ıtani a programba.
Az NS-3 a WAF (Python-alapu´ ford´ıto´rendszer) seg´ıtse´ge´vel fordul, ı´gy a
feladat nem volt annyira egyszeru˝, mint egye´bke´nt ko¨rnyezetben az szokott lenni.
Szo´ba keru¨lt to¨bbfe´le megolda´s is, pe´lda´ul a fa´jlok dinamikus programko¨nyvta´rra´
alak´ıta´sa, e´s annak haszna´lata. Ve´gu¨l azonban ku¨lo¨nbo¨zo˝, ezt a te´ma´t ta´rgyalo´
forra´sok [12] a´tne´ze´se uta´n sikeru¨lt megoldanom a proble´ma´t. A program ı´gy
most statikus ko¨nyvta´rke´nt kezeli a P4 interface-t. Ehhez a modul wscript fa´jlja´t
kellett kiege´sz´ıtenem a megfelelo˝ flagekkel, illetve a csatolando´ a´lloma´nyok neve´vel.
Ugyan´ıgy a nyolc genera´lt fa´jl is hozza´illeszte´sre keru¨lt, majd ezek uta´n jo¨hetett
a ford´ıta´si hiba´k felolda´sa: az interface-ben elkezdtem deklara´lni mindent, ami a
t4p4s ford´ıto´na´l a genera´lt fa´jlokon k´ıvu¨lre esett.
Ez leginka´bb azt jelentette, hogy a´t kellett ne´znem a t4p4s src mappa´ja´bo´l a
hardver-fu¨ggo˝ke´nt megjelo¨lt a´lloma´nyokat. A t4p4s DPDK e´s Freescale backendet
is ta´mogat, mindketto˝ hasznos volt abban, hogy jobban mege´rtsem mike´nt mu˝ko¨dik
a switch e´s haszna´lni tudjam a szimula´cio´ban. Kiemelt fontossa´gu´ak a switch
a´ltal (csomagfeldolgoza´sra) haszna´lt makro´k, melyeket az a´lloma´nybo´l nagyre´szt
a´t tudtam emelni. (Erre ke´so˝bb, a 3.2.9. alszekcio´ban me´g kite´rek.) A hardware-
dependent re´szben sza´mos t´ıpus- e´s fu¨ggve´nydefin´ıcio´t azonban nem a DPDK vagy
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a Freescale mappa´kban, hanem az src/hardware dep/shared mappa almappa´iban
tala´ltam.
A ku¨lo¨nbo¨zo˝ a´lloma´nyokbo´l egybegyu˝jto¨tt ko´d viszonylag hosszu´ volt, eze´rt a
ko¨nnyebb a´tla´thato´sa´g e´rdeke´ben le´trehoztam egy p4 interface dependencies.h
a´lloma´nyt, melyben elhelyeztem azokat ko´dre´szleteket, amelyekhez az interfe´sz
ı´ra´sa sora´n viszonylag kevesebbszer kellett hozza´nyu´lnom. Csak a fontosabb e´s/vagy
gyakrabban haszna´lt elemeket hagytam meg a p4 interface.h-ban.
Miuta´n minden ford´ıta´si hiba´t sikeru¨lt megszu¨ntetnem, kezdo˝dhetett a switch
mu˝ko¨de´sre b´ıra´sa.
3.2.4. Kapcsolo´-ta´bla´k le´trehoza´sa
Haba´r a felhaszna´lo´ adhat meg ta´bla-inicializa´lo´ callback fu¨ggve´nyt, ez nem
azt jelenti, hogy mindent ke´zileg kell le´trehoznia. A program indula´sakor lefuto´
create tables elja´ra´sban bea´ll´ıtok to¨bb dolgot is a tables.c alapja´n. To¨bbek
ko¨zo¨tt itt zajlik a:
• ta´bla´knak memo´ria-teru¨let alloka´la´sa
• ta´bla-azonos´ıto´k e´s ta´blat´ıpus megada´sa
• key e´s value me´rete´nek ro¨gz´ıte´se
• alape´rtelmezett value memo´ria-teru¨lete´nek alloka´la´sa
Ezen felu¨l pedig ebben az elja´ra´sban lesz bea´ll´ıtva az a backend, amit a switch
eredetileg haszna´lt volna. Erro˝l annyit kell tudni, hogy ez egy globa´lis va´ltozo´ke´nt
ta´rolt pointer gyakorlatilag, a DPDK-s (illetve Freescale-es) P4 switch eredetileg ezt
haszna´lta a ta´bla´k ele´re´se´re. Az e´n esetemben haba´r a backend-et az NS-3-as re´sz
ke´pviseli, mivel a genera´lt ko´d ezt a backend-pointert haszna´lja, eze´rt nem tudtam
ezt egy az egyben kikeru¨lni. Megolda´ske´nt le´trehoztam egy backend data t t´ıpust
az interfe´szben:
typedef struct backend data s {
l o o kup t ab l e t ∗∗ t ;
p4 msg d iges t pdc ;
u i n t 8 t ∗ metadata ;
} backend data t ;
Egy ilyen struktu´ra´ra a´ll´ıtom a backend pointert, aminek a memo´ria-teru¨lete´t itt, a
create tables-ben foglalom le – majd nem sokkal ke´so˝bb be is a´ll´ıtom: a backend
tartalmazni fog a kapcsolo´-ta´bla´kra egy pointert, a digest callback fu¨ggve´nyre is
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egy pointert, illetve tova´bbi meta-informa´cio´ is a´tadhato´ rajta. Mivel mindez egy
globa´lis va´ltozo´ban van elhelyezve, u¨gyelni kell arra hogy ne keletkezzen konfliktus: a
va´ltozo´ban a ta´bla´ra mutato´ pointert csere´lni kell, ha switch-eszko¨z va´lta´s to¨rte´nik.
Ez azonban maga´to´l ado´dik, hiszen egye´bke´nt is egyszerre csak egy ”switch-csel dol-
gozunk”, azaz egyszerre csak egy switch dolgozza fel az aktua´lis ha´lo´zati csomagot.
3.2.5. Kapcsolo´-ta´bla´k szerkezete
A kapcsolo´-ta´bla struktu´ra´ja ma´r a 2.2.3. szekcio´ban szo´ba keru¨lt, viszont a le´nyegi
re´sz, azaz maga az adatrekord me´g nem szerepelt. Ezt a struktu´ra´t pro´ba´ltam u´gy
definia´ltni, hogy to¨bb ku¨lo¨nbo¨zo˝ t´ıpusu´ (pe´lda´ul exact vagy lpm) kapcsolo´-ta´bla is
haszna´lni tudja.
typedef struct t ab l e en t r y t a b l e e n t r y t ;
struct t ab l e en t r y {
u i n t 8 t ∗ key ;
u i n t 8 t ∗ value ;
u i n t 8 t ∗ mask ;
t a b l e e n t r y t ∗ next ;
t a b l e e n t r y t ∗ ch i l d ;
} ;
A legelso˝ minta switch-ne´l (mely exact lookup-ot haszna´l) nem haszna´lom a mask e´s
a child pointereket, de a ke´so˝bbiekben ezekre me´g szu¨kse´g lesz. A key e´s value szere-
pe maga´to´l e´rteto˝do˝: a kulcs alapja´n keresu¨nk a kapcsolo´-ta´bla´kban, ez lehet pe´lda´ul
egy MAC vagy egy IP c´ım. Hossza a P4 switch-ben van definia´lva. A value ta´rolja
a ve´grehajtando´ utas´ıta´st (action-t, szerkezete szinte´n kiolvashato´ a leford´ıtott C
fa´jlokbo´l).
3.2.6. Az exact add e´s exact lookup fu¨ggve´nyek
A kapcsolo´-ta´bla´k kezele´se´hez elengedhetetlen, hogy legyen egy-egy fu¨ggve´nyu¨nk
u´j rekord hozza´ada´sa´ra, illetve kerese´se´re. Elso˝ ko¨rben ez az exact add e´s
exact lookup implementa´la´sa´t jelentette, hiszen ezek azok a fu¨ggve´nyek melye-
ket az elso˝ minta switch haszna´l. Ezek mu˝ko¨de´se´nek ismertete´se´re szavak helyett
egy-egy struktogramot szeretne´k bemutatni (6. e´s 7. a´bra).
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int exact add ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key , u i n t 8 t ∗ value ) ;
6. a´bra
A fenti a´bra´n o, p e´s q table entry t* t´ıpusu´ va´ltozo´k, mı´g a NewEntry
fu¨ggve´ny u´j memo´riateru¨letet foglal le e´s felto¨lti a key e´s value e´rte´kekkel.
A ma´sik fu¨ggve´nyt, mely a CompareKeys ne´vre hallgat, to¨bb helyen is
haszna´lom (6.,7.,8. e´s 9. a´bra´k). Seg´ıtse´ge´vel tetszo˝leges (a 3. parame´terben
megadott hosszu´sa´gu´) kulcsokat hasonl´ıtok o¨ssze. A fu¨ggve´ny ba´jtonke´nt vizsga´lja
az adott kulcsokat (ba´jtsorozatokat). A visszate´re´si e´rte´k -1, 0, vagy 1 lehet, annak
megfelelo˝en, hogy a ma´sik ke´t parame´ter egyezett-e. Egyenlo˝se´g esete´n ez az e´rte´k
0, ha az elso˝ parame´terben megadott kulcs sza´me´rte´ke kisebb, akkor -1, ku¨lo¨nben
pedig 1.
A CompareKeys seg´ıtse´ge´vel rendezem a kapcsolo´-ta´bla rekordjait (mely itt
gyakorlatilag mindo¨ssze egy la´ncolt lista), a kerese´s linea´ris.
Az exact lookup struktogramja (7. a´bra) megleheto˝sen hasonl´ıt a ta´rsa´ra, s
va´ltozo´ itt table entry t* t´ıpusu´, result viszont uint8 t*, mely egy value-ra fog
mutatni. A switch ezt a´t fogja castolni a neki megfelelo˝ forma´tumba (action value
struktu´ra´ba), ennek ko¨szo¨nheto˝en az e´rte´keket itt, illetve az exact add sora´n nem
kellett castolnom, ele´g csupa´n ba´jtsorozatke´nt ta´rolni o˝ket.
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u i n t 8 t ∗ exact lookup ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key ) ;
7. a´bra
3.2.7. Portok
Ezek uta´n a P4-es programre´sz nagyja´bo´l meg is volt, a szimula´cio´ mu˝ko¨de´sre
b´ıra´sa´hoz azonban a P4SwitchNetDevice oszta´lyban akadtak teendo˝im. Az oszta´ly
konstruktora´ban a kapcsolo´-ta´bla inicializa´la´sa´nak megh´ıva´sa mellett me´g azo-
nos´ıto´t is kellett rendelnem a portokhoz. Ennek e´rdeke´ben (NetDevice,int) pa´rokat
alak´ıtottam ki, ahol az int az azonos´ıto´ sza´m.
A P4SwitchNetDevice AddSwitchPort meto´dusa´t (melyet a P4SwitchHelper h´ıv
meg) u´gy ı´rtam meg, hogy a portok azonos´ıto´it 0-to´l kezdve osztja ki, mindig 1-
el no¨velve az azonos´ıto´ sza´mot. A maximum ta´rolhato´ portok sza´ma 255, ezt a
p4 interface.h fa´jlban hata´roztam meg (teha´t a szimula´cio´bo´l nem mo´dos´ıthato´ jelen-
leg). Ugyancsak ”belee´getett” e´rte´k a broadcast port sza´ma, ez viszont a t4p4s a´ltal
genera´lt fa´jlok a´ltal van meghata´rozva. (Ennek ellene´re az e´rte´ket a MAX PORTS-
hoz hasonlo´an makro´ke´nt betettem a p4 interface.h fa´jlba is, puszta´n ke´nyelmi
szempontbo´l. Ez az e´rte´k egye´bke´nt is csak a t4p4s compiler mo´dos´ıta´sa´val len-
ne va´ltoztathato´.) Az AddSwitchPort meto´dus a broadcast port sza´ma´t azonos´ıto´
kioszta´skor automatikusan a´tugorja.
3.2.8. Ha´lo´zati csomagkonfigura´cio´ja
A szimula´cio´ sora´n a csomag kezele´sekor (HandlePacket meto´dusa´ban a
P4SwitchNetDevice-nak) nem volt ele´g a csomagot szimpla´n tova´bbadni a P4
switch-nek feldolgoza´sra. Az NS-3 szimula´cio´ban mire eljut a csomag a Receive-
FromDevice meto´dushoz (ahhoz a meto´dushoz amin ekresztu¨l a NetDevice fogadja
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a csomagot), az NS-3 ma´r maga´to´l leva´lasztotta az ethernet fejle´cet. Megfigyelheto˝,
hogy ez az OpenFlow switch-ne´l is gondot jelentett.
A csomag konverta´la´sa´ra hoztam le´tre a BufferFromPacket meto´dust. Az ether-
net header visszailleszte´se´hez ha´rom adatra volt szu¨kse´g mindenke´pp: a c´ımzett
MAC c´ımre´re, a forra´s MAC c´ımre´re, illetve az ethernet protokol sza´mra. Ezeket
tova´bbadva a BufferFromPacket meto´dusomnak, ebben a sorrendben ba´jtsorozatra
konverta´lva ma´r ke´sz is volt a (VLAN-tag ne´lku¨li) fejle´c. Ezek uta´n me´g maga´t a
csomagot is a´t kellett alak´ıtanom (ns3::Packet forma´tumbo´l ba´jtsorozatta´), annak
e´rdeke´ben, hogy le´tre tudjam hozni a P4 switch a´ltal haszna´lt packet descriptor
t´ıpust.
3.2.9. Csomag feldolgoza´sa
Mielo˝tt a csomagfeldolgoza´s megkezdo˝dhetne, a P4SwitchNetDevice-ban el kell
ve´gezni ke´t mu˝veletet, melyek u´gymond ”elo˝ke´sz´ıtik a terepet”. A P4 switch-nek
van egy elja´ra´sa mely az init dataplane ne´vre hallgat, e´s ezt kell megh´ıvni ahhoz,
hogy ke´so˝bb a switch ke´pes legyen kezelni a bee´rkezo˝ csomagot. Az init dataplane
parame´terke´nt va´rja azt a packet descriptort, melyet a BufferFromPacketsben ma´r
o¨ssze lett a´ll´ıtva. A csomagle´ıro´ t´ıpusnak a ko¨vetkezo˝ a szerkezete:
typedef struct pa c k e t d e s c r i p t o r s {
u i n t 8 t ∗ data ;
h e ad e r d e s c r i p t o r t headers [HEADER INSTANCE COUNT+1] ;
p a r s e d f i e l d s t f i e l d s ;
void∗ wrapper ;
u i n t 8 t dropped ;
} pa c k e t d e s c r i p t o r t ;
A BufferFromPackets meto´dusban a packet descriptornak csupa´n a data adat-
tagja lett felto¨ltve, az init dataplane azonban ebben a struktu´ra´ban kezel ma´st
is: a headers e´s a fields mezo˝ket. Ezek t´ıpusa a p4 interface.h a´lloma´nyban van
meghata´rozva, a t4p4s compilerbo˝l elo˝keresett fa´jlok alapja´n. Fele´p´ıte´su¨ket e´s
mu˝ko¨de´su¨ket itt most ku¨lo¨n nem re´szletezne´m, mivel ez ma´r u´gymond a t4p4s
compiler hata´sko¨re´be tartozik. A headers e´s fields mezo˝ket a switch genera´lt C
fa´jljai fogja´k kezelni, legto¨bbszo¨r a p4 interface dependencies.h a´lloma´nyban elhe-
lyezett makro´kon keresztu¨l. Ezekbe a makro´kba minima´lisan bele kellett nyu´lnom
kora´bban (a DPDK-s re´szeket kiszedni ahhoz, hogy lefordulhasson a szimula´cio´),
de azt lesza´mı´tva a switch ezen re´sze´vel nem volt ma´s dolgom.
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A packet descriptor tartalmaz me´g egy wrapper e´s egy dropped mezo˝t:
elo˝bbit az eredeti csomag (ns3::Packet) hozza´illeszte´se´hez lehet haszna´lni, mı´g
az uto´bbit arra haszna´lja a switch hogy jelezze, ha feldolgoza´s ko¨zben eldobta a
csomagot.
Az init dataplane melle´ me´g szu¨kse´g volt ku¨lo¨n egy fu¨ggve´ny megh´ıva´sa´ra,
mely a packet descriptor field mezeje´be be´ırja a csomaghoz tartozo´ bemeneti
port sza´ma´t (teha´t azt a portot ahonnan a csomag jo¨tt). Erre aze´rt van szu¨kse´g,
mert ezt az init dataplane maga´to´l nem teszi meg.
Az inicializa´la´s uta´n kezdo˝dhet a csomagfeldolgoza´s. Ehhez a P4 switch
handle packet elja´ra´sa´t kellett megh´ıvnom, mely uta´n megindul a csomag kezele´se
(fo˝leg az action.c e´s a dataplane.c genera´lt a´lloma´nyokban le´ırtak alapja´n). Az itt
to¨rte´no˝ dolgok szinte´n csak a felhaszna´lo´n fognak mu´lni, teha´t ko´dot ı´rnom enne´l
a re´szne´l nem kellett. Ennek ellene´re igyekeztem leko¨vetni a csomag u´tja´t a minta
switch-csen belu¨l, ez a re´sz fontos volt sza´momra az add, a lookup, e´s a digest
fu¨ggve´nyek helyes mu˝ko¨de´se´nek elleno˝rze´sekor, valamint debuggola´s sora´n is. Nem
minden sikeru¨lt elso˝re to¨ke´letesen, ı´gy szu¨kse´ges volt a switch ku¨lo¨nbo¨zo˝ pontjain
elleno˝rizni, hogyan a´llnak a dolgok.
Mindezek uta´n legve´gu¨l a P4SwitchNetDevice HandlePacket meto´dusa´nak ve´ge´n
ki kell olvasni a kapott eredme´nyt, azaz a kimeneti portot. Erre aze´rt van szu¨kse´g,
mert a C ko´dre´szlet nem la´tja az NS-3-as NetDevice oszta´lyt, e´s nem tudja ele´rni
sem. (A kora´bban megh´ıvott handle packet pedig nem te´r vissza e´rte´kkel, e´s ezen
mo´dos´ıtani sem lehetett.) I´gy teha´t az interface-en keresztu¨l kell a portsza´mot
leke´rdezni, majd azt lekezelni: a csomagot a kapott porton keresztu¨l tova´bb´ıtom,
kive´ve ha a port maga a broadcast port, vagy a packet descriptor droppedmezo˝je´nek
figyele´se be van kapcsolva.
3.2.10. Ko¨vetkezo˝ le´pe´sek
Ezek uta´n ma´r a minta switch amelyet alapul vettem helyesen mu˝ko¨do¨tt, teha´t a
ha´lo´zati szimula´cio´ P4 switch seg´ıtse´ge´vel ke´pes volt a 2. ha´lo´zati re´tegen (adat-
kapcsolati re´tegen) valo´ forgalomira´ny´ıta´sra. A ko¨vetkezo˝ le´pe´sek a funkcionalita´sok
kiege´sz´ıte´se volt, kezdve azzal, hogy L3 switch-cset is ta´mogasson a modul. Az ilyen
switch-ekhez azonban egy ma´sik, gyakorta haszna´latos kapcsolo´-ta´bla t´ıpushoz kel-
lett ta´mogata´st ı´rnom. A Longest Prefix Match ta´bla´kna´l a kulcsna´l nem felte´tlenu¨l
szu¨kse´ges a teljes egyeze´s (exact match), csupa´n a megadott prefix hosszban kell,
hogy egyezzenek.
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int lpm add ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key , u i n t 8 t depth , ←↩
u i n t 8 t ∗ value ) ;
9. a´bra
Az lpm add a megadott me´lyse´gben le´trehoz egy u´j node-ot, melyben elmenti
az aktua´lis e´rte´ket. Azonban ahhoz, hogy ke´so˝bb ez megtala´lhato´ legyen, a fa
beja´ra´sa ko¨zben folyamatosan hoz le´tre u´jabb node-okat, melyeknek csupa´n a
kulcs re´sze´t to¨lti ki, az e´rte´ket nem. Hasonlo´an az exact add fu¨ggve´nyhez, ab-
ban az esetben ha ma´r le´tezett a megadott kulcshoz e´rte´k, a re´gi e´rte´k felu¨l lesz ı´rva.
A kulcsok egyma´s mellett no¨vekvo˝ sorrendben vannak elhelyezve (gyorsabb look-
up e´rdeke´ben) valamint csak a szu¨kse´ges helyet foglalja´k le (kevesebb memo´riaige´ny
e´rdeke´ben), azaz egy 6 ba´jt hosszu´sa´gu´ kulcshoz tartozo´, 2. me´lyse´gi szinten
elhelyezkedo˝ rekord csak az elso˝ ke´t ba´jtja´t ta´rolja a kulcsnak.
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Az lpm lookup ma´r egyszeru˝bb mint az lpm add, a kerese´s sora´n viszont
figyelni kellett, hogy az adott entryne´l van-e e´rte´k (vagy csak a fentebb eml´ıtett
okokbo´l van lefoglalva). A ta´bla´n megfigyelheto˝ egye´bke´nt, hogy a 8. a´bra´n la´thato´
reprezenta´cio´val ellente´tben a gyo¨keret ku¨lo¨n nem ta´rolom: a ta´bla egybo˝l az elso˝
me´lyse´gi szintne´l indul. Ha nincs tala´lat akkor a ta´bla-inicializa´la´sna´l elta´rolt
alape´rtelmezett e´rte´ket adom vissza.
u i n t 8 t ∗ lpm lookup ( l o okup t ab l e t ∗ t , u i n t 8 t ∗ key ) ;
10. a´bra
Megjegyezne´m, hogy haba´r a table entry t -nek nincs depth nevu˝ adattag-
ja, a mask elneveze´su˝ adattag erre a ce´lre to¨ke´letesen megfelelo˝ volt. Ba´r imple-
menta´lhattam volna a prefix-hosszot u´gy is, hogy maszkke´nt legyen kezelve (pe´lda´ul
[0,0,0,255]) ve´gu¨l u´gy do¨nto¨ttem, hogy haszna´lat szempontja´bo´l egyszeru˝bb, ha
egyetlen sza´me´rte´ket (pe´lda´ul 24) kell a felhaszna´lo´nak megadnia.
3.2.12. controlplane.c
A fejleszte´s sora´n el kellett gondolkoznom azon, hogy mike´nt valo´s´ıtsam meg a
digestet. Haba´r az elkeru¨lhetetlen, hogy a felhaszna´lo´ a digest callback fu¨ggve´ny
haszna´lata´val ege´sz´ıtse ki a switch-cset, a t4p4s a´ltal ford´ıtott switch-ben szinte´n
le´teznek kiseg´ıto˝ leheto˝se´gek. A switch controleplane.c a´lloma´nya´ban rendszerint
olyan fu¨ggve´nyek vannak genera´lva, melyek egy u´n. p4 ctrl msg struktu´ra´n
keresztu¨l kezelik a ta´bla´k alape´rtelmezett e´rte´keinek bea´ll´ıta´sa´t, illetve u´j rekord
ta´bla´hoz valo´ hozza´ada´sa´t.
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Ez annyit jelentett volna, hogy a felhaszna´lo´nak a szimula´cio´s fa´jlban a callback
fu¨ggve´ny ı´ra´sakor nem ko¨zvetlenu¨l kellett volna az exact add vagy lpm add
fu¨ggve´nyeket h´ıvnia. Ehelyett egy p4 ctrl msg kellett volna felto¨ltenie, e´s azt
a´tadni a p4 ctrl msg megfelelo˝ elja´ra´sa´nak (recv from contoller).
Ezt a megolda´st ve´gu¨l azonban elvetettem, mert haba´r valamennyire elega´nsabb
megolda´snak tu˝nhet (elfed bizonyos fu¨ggve´nyeket a felhaszna´lo´ elo˝l, vagyis a
felhaszna´lo´nak azokkal nem kell foglalkoznia), valo´ja´ban nem egyszeru˝s´ıtett volna
a modul haszna´lata´n. A p4 ctrl msg struktu´ra´t meg kellett volna ismernie a
felhaszna´lo´nak a helyes haszna´lathoz: mezo˝i felto¨lte´se´ne´l nem mindegy, milyen
t´ıpusu´ va´ltozo´kkal, rekordokkal teszi azt meg (castolni kell to¨bbu¨ket). Ez azt
jelentette, hogy a hibaleheto˝se´gek sza´ma´t nem igaza´n sikeru¨lt volna cso¨kkenteni,
a ge´pelt sorok sza´ma me´g to¨bb is volt, e´s a debuggola´s is nehe´zkesebb u´gy, a
kapcsolo´-ta´bla feletti extra re´tegek miatt.
3.2.13. A ternary add e´s ternary lookup fu¨ggve´nyek
A ternary t´ıpusu´ kapcsolo´-ta´bla annyit tesz, hogy a kulcsok kezele´se´ne´l egy maszkot
lehet megadni, azaz kulcsre´szlet alapja´n is lehet keresni. A longest prefix match
lookup gyakorlatilag egy olyan ternary mu˝velet, melyne´l a kulcsban egy adott
ba´jtto´l kezdo˝do˝en minden ba´jt le van fedve.
A ternary mu˝veleteket nem bonyol´ıtottam tu´l, ennek oka´t a fejleszte´si le-
heto˝se´gekne´l, a 3.3.2. alszekcio´ban fejtem ki bo˝vebben. A ternary mu˝veletek jelen
implementa´cio´ban nagyon hasonlatosak az exact t´ıpusu´ ta´bla´k mu˝veleteihez, pa´r
apro´ elte´re´sben: a kulcsok nincsenek no¨vekvo˝ sorrendbe helyezve (a hozza´ada´s
mindig a legelso˝ poz´ıcio´ra szu´rja be a kulcsot), illetve saja´t kulcs-o¨sszehasonl´ıto´
fu¨ggve´nyt haszna´l (mely a maszkot is figyelembe veszi).
Minden egyes rekord a kulcs mellett tartalmaz egy maszkot is (mask adattag),
mely meghata´rozza, hogy a megadott kulcsnak csak mely re´sze´t hasonl´ıtja o¨ssze a
switch lookup sora´n.
3.2.14. A remove fu¨ggve´nyek
Ahhoz, hogy a felhaszna´lo´ ko¨nnyebben tudja kezelni a kapcsolo´-ta´bla´kat, ı´rtam
fu¨ggve´nyeket ku¨lo¨n a bejegyze´sek kulcs-szerinti to¨rle´se´hez is. Ezt ma´r kora´bban
is meg tudta tenni a felhaszna´lo´ bizonyos me´rte´kben: a lookup fu¨ggve´nyek az
e´rte´kekre mutato´ pointerrel te´rnek vissza, melyeket azta´n fel lehet szabad´ıtani (a´m
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ko¨ru¨lme´nyes volt u¨gyelni arra hogy hibamentes maradjon a program). A remove
fu¨ggve´nyek ezt igyekeznek megko¨nny´ıteni, viszont e´rdemes e´szben tartani, hogy vi-
selkede´su¨k ta´blat´ıpusto´l fu¨ggo˝en elte´ro˝ lehet.
• exact remove: A megadott kulcs alapja´n to¨rli a legelso˝ (e´s egyetlen) illeszkedo˝
rekordot.
• lpm remove: A megadott kulcs e´s me´lyse´g alapja´n to¨rli a megfelelo˝ rekord
e´rte´ke´t, ha az le´tezik. Maga´t a bejegyze´st nem to¨rli, kive´ve, ha a rekordnak
nincs ”gyereke”. (Ha van, akkor nem to¨ro¨lheto˝ a bejegyze´s, hiszen a hozza´
kapcsolo´do´ e´rte´kek ele´rhetetlenne´ va´lna´nak.) A teljes rekord to¨rle´se esete´n az
elja´ra´s nem ta´vol´ıtja el a rekord felett a´llo´, esetlegesen u¨res (e´rte´k ne´lku¨li)
rekordokat.
• ternary remove: A megadott kulcs alapja´n to¨rli az o¨sszes olyan rekordot,
amelyhez a kulcs illeszkedik. Ilyen rekordbo´l to¨bb is lehet, hiszen a kulcsok
maszkokkal egyu¨tt vannak ta´rolva a ta´bla´ban.
36
3.3. Fejleszte´si leheto˝se´gek
3.3.1. Kapcsolo´-ta´bla´k optimaliza´la´sa
A program futa´sa´t gyors´ıtani lehetne, pe´lda´ul ha a jelenlegi ta´blaszerkezeteket le-
csere´lne´nk hash-ta´bla´kra; ez azonban C nyelven kell, hogy legyen meg´ırva (C++
nem jo´, hiszen a switch programre´sz nem tudna´ haszna´lni), e´s nagy valo´sz´ınu˝se´ggel
ku¨lso˝ ko¨nyvta´rke´nt kellene csatolni a modulhoz. Felmeru¨l ne´ha´ny e´rv viszont, hogy
a modul jelenlegi verzio´ja´ban ezt mie´rt nem ı´gy csina´ltam:
1. Mint ahogy azt ma´r a 3.2.3. szekcio´ban eml´ıtettem, ku¨lso˝ ko¨nyvta´rak csatola´sa
az NS-3 modulhoz megleheto˝sen nehe´zkes. Pro´ba´ltam keresni megolda´st ege´sz
ko¨nyvta´rrendszerek include-oka´sa´ra, de jelenlegi tuda´som szerint csak u´gy si-
keru¨lt ezt megoldani, hogy minden egyes a´lloma´nyt ne´v szerint felsorolok a
modul fo˝ wscript fa´jlja´ban. Ez azt jelenteni, hogy ha hash-sele´shez egy olyan
C ko¨nyvta´rat szeretne´k haszna´lni, ami 30 ku¨lo¨nbo¨zo˝ a´lloma´nybo´l a´ll, akkor
mindegyiket ke´zileg a wscript fa´jlban fel kellene tu¨ntetnem. Nem lehetetlen,
csak nem tu´l praktikus.
2. Te´nylegesen nem sza´mı´t a program futa´si ideje. Az NS-3 szimula´cio´t me´re´si
szempontbo´l nem e´rinti; a szimula´cio´s ido˝t nem befolya´solja a futa´si ido˝. A
valo´s switch-csekkel ellente´tben itt a kapcsolo´-ta´bla´k kezele´se´nek nem kell a
legoptima´lisabb lennie, hiszen a szimula´cio´ban haszna´latos ido˝ e´rte´keket a fel-
haszna´lo´ a´ll´ıtja be e´s a szimula´cio´ azok szerint ja´r el.
3. A mostani, egyszeru˝bb adatstruktu´ra sza´momra jobban a´tla´thato´ volt, ami
elo˝seg´ıtette a debuggola´st. Ko¨nnyebb ideiglenes mo´dos´ıta´sokat ve´grehajtani
tesztele´s e´rdeke´ben.
Az 1. pontban le´ırtakat figyelembe ve´ve, megfelelo˝ C-ben ı´ro´dott ko¨nyvta´rak
uta´n keresge´lve ve´gu¨l az uthash-t [15] tala´ltam, ami ı´ge´retesnek tu˝nt. Tova´bbi opti-
maliza´la´s sora´n ebbe az ira´nyba haladne´k tova´bb.
3.3.2. Ternary search
Haba´r a program ta´mogat ternary t´ıpusu´ kapcsolo´-ta´bla´kat, az ezekre vonatkozo´
mu˝veletek (add, lookup, remove) szinte´n nem a legoptima´lisabbak. Ez az elo˝zo˝,
3.3.1. alszekcio´ban le´ırtak miatt van; gyorsabb lookup e´rdeke´sben ma´s table entry
struktu´ra´ra lenne szu¨kse´g. Mivel a szimula´cio´ te´nyleges futa´si ideje´nek gyors´ıta´sa
nem volt priorita´s, eze´rt a ternary mu˝veletek gyorsasa´ga miatt nem mo´dos´ıtottam
a teljes interfe´szt.
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3.3.3. Bitenke´nti kulcs-o¨sszehasonl´ıta´s
Fejleszte´si leheto˝se´g az is, hogy a longest prefix match ta´bla´kat a jelenlegi,
ba´jtonke´nti o¨sszehasonl´ıta´s helyett bitenke´nti o¨sszehasonl´ıta´ssal kezelju¨k. Egy ilyet
leprogramozni jo´val nagyobb feladat lett volna mint a jelenlegi algoritmusokat
leko´dolni. Megolda´st jelenthet ehhez egy ma´r megle´vo˝ implementa´cio´ felhaszna´la´sa;
ebben az esetben azonban a 3.3.1 alszekcio´ban ko¨nyvta´r-haszna´lattal kapcsolatban
le´ırtak szintu´gy e´rve´nyesek.
Megolda´ske´nt a Judy-to¨mbo¨k [16] haszna´lata´t vizsga´ltam, azonban az adat-
struktu´ra ko¨nyvta´rszerkezete sza´mos a´lloma´nybo´l a´ll, melyek importa´la´sa a modu-
lomba nehe´zkes lett volna. I´gy erro˝l ve´gu¨l lemondtam, azonban ha ezen a vonalon
dolgozne´k tova´bb e´s Judy-to¨mbo¨ket szeretne´k haszna´lni, a P4 konzorcium ta´rolo´ja´n
tala´lhato´ BMv2-es modelbo˝l [17] lehetne o¨tletet mer´ıteni, mike´nt e´rdemes a Judy
adatstruktu´ra´t a P4 switchen belu¨l haszna´lni.
3.3.4. Ku¨lo¨nbo¨zo˝ P4 switch-csek egyideju˝ haszna´lata
Jelen esetben to¨bb, egyma´sto´l ku¨lo¨nbo¨zo˝ P4 switch-cset haszna´lo´ szimula´cio´
nehe´zkesen haszna´lhato´: a nyolc genera´lt C fa´jlnak ko¨to¨tt az elneveze´se, ı´gy
ne´vu¨tko¨ze´s le´phet elo˝. A proble´ma megoldhato´ a fa´jlok a´tneveze´se´vel, wscript fa´jl
kiege´sz´ıte´se´vel, valamint a switch-csen belu¨li include-ok jav´ıta´sa´val, de ez nem
e´ppen egy praktikus megolda´s.
A proble´ma kikeru¨lheto˝ azzal is, hogy a P4 nyelven meg´ırt switch-be to¨bb mindent
”belepakol” a felhaszna´lo´; egy olyan switch-cset ke´sz´ıt, amit univerza´lisan to¨bb
helyen is fel tud haszna´lni.
A fent eml´ıtett ke´t opcio´ ko¨zu¨l egyik sem tu´l elega´ns, eze´rt ezt a te´ma´t is fej-
leszte´si leheto˝se´gke´nt tudom be. Tetszo˝leges sza´mu´ switch ko¨nnyu˝ haszna´lata´hoz
azonban dinamikus ko¨nyvta´rakra lenne szu¨kse´g, illetve megla´ta´som szerint me´g egy
extra (switch-cseket le´ıro´) callback fu¨ggve´nyre is. Azonban me´g ha a modulom eze-
ket le is tudna´ kezelni, megvalo´s´ıta´suk a felhaszna´lo´kra ha´rulna (mint ahogy most is
ra´juk ha´rul a C fa´jlok genera´la´sa e´s a callback fu¨ggve´nyek meg´ıra´sa), ı´gy ke´rde´ses,
hogy ez mennyit jav´ıtana a felhaszna´lo´i e´lme´nyen.
3.3.5. P4 switch-hez valo´ kompatibilita´s no¨vele´se
Ba´r az interfe´sz le tudja kezelni az a´ltala´nos ce´lokra ı´ro´dott switch-cseket, specia´lis
esetek (ahol a jelenlegi eszko¨zta´r nem elegendo˝) elo˝fodulhatnak, ku¨lo¨no¨ske´pp
a t4p4s compiler u´jabb verzio´ival. Pe´lda´ul, jelenleg az interfe´sz azt felte´telezi,
hogy a switch a kulcsokna´l fix hosszu´sa´gu´ (teha´t nem va´ltakozo´ me´retu˝) maszkot
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haszna´l (mely jelenleg igaz, de nincs garancia ra´, hogy mindig ı´gy lesz). Ez a
p4-interface-dependecies.h-ban, a t4p4s-bo´l a´temelt mezo˝-kezelo˝ makro´k
ko¨zo¨tt tala´lhato´ definia´lva, mint ahogy sok hasonlo´ ”bee´p´ıtett switch mu˝velet”
is. Ha´tra´nya ennek, hogy ha a t4p4s compiler megva´ltozik, akkor az itt tala´lhato´
makro´k is jav´ıta´sra szorulhatnak.
Egy ma´sik pe´lda a switch a´ltal eldoba´sra megjelo¨lt csomagok kezele´se: a
packet descriptor-nak van egy ”dropped” nevu˝ flagje. Jelenleg ennek figyele´se
a P4SwitchNetDevice-omban ki van kapcsolva (kommentezve) mert az L2 teszt
switch-csem ilyennel nem foglalkozik, de elo˝fordulhat, hogy erre a felhaszna´lo´nak
szu¨kse´ge lehet. Mindez atto´l fu¨gg, hogy a switch-cset a felhaszna´lo´ hogyan ı´rta meg.
Fejleszte´si leheto˝se´gke´nt ki lehetne ege´sz´ıteni a modult u´gy, hogy a szimula´cio´bo´l a
csomageldoba´s-figyele´se´t ki- e´s be lehessen kapcsolni.
Me´g egy proble´ma forra´sa lehet az, hogy a modul alapveto˝en ”nem tudja”
hogy o˝t L2 vagy L3 forgalomira´ny´ıta´sra sza´nde´kozza´k-e haszna´lni. Mint ahogy az
L3 switch-csem tesztele´se sora´n (3.4.3. szekcio´) is felmeru¨lt, ha a P4 switch nincs
felke´sz´ıtve ARP requestek fogada´sa´ra, akkor azt a szimula´cio´ban kell megtenni.
Itt seg´ıthet pe´lda´ul az, ha a test-switch-l3.cc szimula´cio´s fa´jlomban le´ırt ARP
ta´bla-felto¨lto˝ fu¨ggve´ny ma´r be van e´p´ıtve a P4SwitchNetDevice modulva (pe´lda´ul
annak a helperje´be), hogy onnan meg lehessen h´ıvni, ha szu¨kse´g van ra´.
3.3.6. Tova´bbi funkcionalita´sok bevezete´se
Terme´szetesen a fentieken k´ıvu¨l sza´mos ma´s feature-rel is ki lehet ege´sz´ıteni a
P4 interfe´szt. Definia´lni lehetne pe´lda´ul tova´bbi elleno˝rzo˝ fu¨ggve´nyeket (checksum)
vagy ke´nyelmi funkcio´kat a ko¨nnyebb naplo´za´s e´s csomag-ko¨vete´s e´rdeke´ben (debug
fu¨ggve´nyek). A t4p4s ford´ıto´programto´l fu¨ggo˝en egye´b mo´dos´ıta´sok is beviheto˝ek
a switchbe, illetve NS-3 oldalro´l is maradtak me´g olyan funkcionalita´sok (oszta´ly
meto´dusok) melyekkel ki lehetne ege´sz´ıteni a P4SwitchNetDevice-ot.
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3.4. Tesztele´s
A szimula´cio´t teljes ege´sze´ben is teszteltem (3.4.2 e´s 3.4.3), illetve egyes kompo-
nensei funkcionalita´sa´t is elleno˝riztem (3.4.4). Ehhez a bevett mo´dszerem a logging
volt, melyro˝l a ko¨vetkezo˝ alszekcio´ban (3.4.1) ı´rok.
A dolgozatom ı´ra´sakor hibaeset sora´n alkalmanke´nt haszna´ltam me´g a GDB
debuggert is, hogy pontosabban be tudjam hata´rolni hol sza´llt el a program. Ez a
debugger elind´ıta´sa uta´n, mely a
$ . / waf −−run <program−name> −−command−template=’ ’ gdb −−args %s ←↩
<args> ’ ’
utas´ıta´ssal futtathato´, a ”run” e´s a ”bt” (backtrace) parancsok kiada´sa´val to¨rte´nt.
Bo˝vebb informa´cio´t a GDB haszna´lata´ro´l NS-3 szimula´cio´k sora´n itt [18] tala´lhato´.
Az NS-3 biztos´ıt egy a´ltala´nos tracing (nyomko¨vete´si) leheto˝se´get is, mely a
ku¨ldo¨tt/fogadott csomagokro´l ro¨gz´ıt adatokat (ASCII tracing). Az a´ltalam haszna´lt
minta szimula´cio´k genera´lnak egy .tr kiterjeszte´su˝ fa´jlt, melybo˝l azta´n az ala´bbihoz
hasonlo´ bejegyze´sek olvashato´ak ki:
+ 1.0134
/NodeList /1/ Dev i ceL i s t /0/ $ns3 : : CsmaNetDevice/TxQueue/Enqueue
ns3 : : EthernetHeader (
l ength / type=0x806 ,
source =00 : 00 : 0 0 : 0 0 : 00 : 0 3 ,
d e s t i n a t i on =00 : 0 0 : 0 0 : 0 0 : 0 0 : 0 1 )
ns3 : : ArpHeader ( r ep ly
source mac : 00−06−00:00:00:00:00:03
source ipv4 : 1 0 . 1 . 1 . 2
des t mac : 00−06−00:00:00:00:00:01
dest ipv4 : 1 0 . 1 . 1 . 1 )
Payload ( s i z e =18)
ns3 : : E the rne tTra i l e r ( f c s =0)
− 1 .0134
/NodeList /1/ Dev i ceL i s t /0/ $ns3 : : CsmaNetDevice/TxQueue/Dequeue
ns3 : : EthernetHeader (
l ength / type=0x806 ,
source =00 : 00 : 0 0 : 0 0 : 00 : 0 3 ,
d e s t i n a t i on =00 : 0 0 : 0 0 : 0 0 : 0 0 : 0 1 )
ns3 : : ArpHeader ( r ep ly
source mac : 00−06−00:00:00:00:00:03
source ipv4 : 1 0 . 1 . 1 . 2
des t mac : 00−06−00:00:00:00:00:01
dest ipv4 : 1 0 . 1 . 1 . 1 )
Payload ( s i z e =18)
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ns3 : : E the rne tTra i l e r ( f c s =0)
r 1 .0134
/NodeList /2/ Dev i ceL i s t /0/ $ns3 : : CsmaNetDevice/MacRx
ns3 : : EthernetHeader (
l ength / type=0x806 ,
source =00 : 00 : 0 0 : 0 0 : 00 : 0 1 ,
d e s t i n a t i on=f f : f f : f f : f f : f f : f f )
ns3 : : ArpHeader ( r eque s t
source mac : 00−06−00:00:00:00:00:01
source ipv4 : 1 0 . 1 . 1 . 1
des t ipv4 : 1 0 . 1 . 1 . 2 )
Payload ( s i z e =18)
ns3 : : E the rne tTra i l e r ( f c s =0)
A sorok eleje´n tala´lhato´ +, -, r, illetve d karakterek rendre a csomag kiku¨lde´se´t,
e´rkeze´se´t, fogada´sa´t, illetve elejte´se´t jelo¨lik. Fel vannak tu¨ntetve a ku¨lo¨nbo¨zo˝
fejle´cek, MAC- e´s IP c´ımek, csomag me´rete, szimula´cio´s ido˝, a bejegyze´st kiva´lto´
node e´s annak t´ıpusa, valamint a mu˝velet t´ıpusa.
To¨bbet az ASCII tracingro˝l a hivatalos u´tmutato´ [10] 5.3.1. szekcio´ja´ban (is)
lehet olvasni.
A szimula´cio´imhoz pcap (packet capture) nyomko¨vete´st is haszna´ltam, mellyel
az egyes termina´lok (a´lloma´sok) teve´kenyse´geit lehet megfigyelni. Bo¨nge´sze´su¨kho¨z
Wireshark vagy tcpdump aja´nlott, e´n ez uto´bbit haszna´ltam.
E ke´t fe´le nyomko¨vete´st a szimula´cio´ban az ala´bbi sorokkal lehet bekapcsolni,
Asc i iTraceHe lper a s c i i ;
csma . Enab l eAsc i iA l l ( a s c i i . CreateFi leStream ←↩
( ” lookup−tab l e s−t e s t . t r ” ) ) ;
csma . EnablePcapAll ( ” lookup−tab l e s−t e s t ” , fa l se ) ;
mely uta´n a .tr e´s a .pcap kimeneti fa´jlok az NS-3 fo˝mappa´ja´ban jelennek meg.
Elleno˝rze´ske´ppen a Layer 2-es switch minta eredme´nyeit o¨ssze is vetettem az
OpenFlow switch eredme´nyeivel; ugyan azt kaptam mindke´t esetben. A ko¨vetkezo˝
a´bra´k a pcap me´re´sek eredme´nyeibo˝l mutatnak egy-egy re´szletet.
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ı´ro´dott re´sze´ne´l ma´r csupa´n printf seg´ıtse´ge´vel ı´rattam ki sorokat. (Ez azt jelenti
hogy ke´nyelmesen ez a re´sz nem kapcsolhato´ ki- e´s be, a p4 interface.c a´lloma´nyban
kommentezni kell.)
A logging kezele´se´t a waf ford´ıto´ konfigura´la´sa´val lehet ele´rni; a naplo´za´s meg
lehet szor´ıtani ku¨lo¨nbo¨zo˝ komponensekre (pl csak a P4SwitchNetDevice-ra), illetve
ku¨lo¨nbo¨zo˝ naplo´za´si szintek (info, debug, warning, error) is le´teznek.
Egy lehetse´ges futtata´si mo´dja a szimula´cio´mnak teha´t:
$ export NS LOG=∗=l e v e l i n f o
$ . / waf −−run ” s c ra t ch / lookup−tab le−t e s t s −−v” > l og . out 2>&1
A ”> log.out 2>&1” re´sz a naplo´za´s ku¨lo¨n a´lloma´nyba valo´ ira´ny´ıta´sa´ro´l szo´l, me-
lyet e´n legto¨bbszo¨r elhagytam, mivel az NS-3 bee´p´ıtett naplo´za´sa e´s a printf mu˝velet
nincs szinkronban; a sorok ki´ıra´skor elcsu´sznak, ha a P4 interfe´szen belu¨lro˝l is ki sze-
retne´k ı´ratni valamit.
3.4.2. L2 switch
Az L2 switch egy olyan kapcsolo´, mely a 2. ha´lo´zati re´tegen ve´gez forgalomira´ny´ıta´st;
a csomagok tova´bb´ıta´sa´t a MAC c´ımek vizsga´lata´val teszi. A szimula´cio´s ko¨rnye-
zetben ahol ezt teszteltem (test-switch-l2.cc), a switch-csem ne´gy termina´lt
kapcsol o¨ssze. Csomagku¨lde´s az 1. termina´lbo´l a 2.-ba, valamint a 4. termina´lbo´l
az elso˝be to¨rte´nik, melyeket elo˝szo¨r egy-egy ARP-ke´re´s elo˝z meg. A csomagokat
periodikusan ku¨ldo¨m egy meghata´rozott intervallumon belu¨l.
A szimula´cio´ban haszna´lt P4 switch ke´t kapcsolo´-ta´bla´t vezet, melyek az smac
e´s dmac nevet viselik. Az elo˝bbiben a csomag bejo¨vo˝ MAC c´ıme a kulcs, mı´g az
uto´bbiban a kimeno˝ MAC c´ımet haszna´lja kulcske´nt. Mindke´t ta´bla exact t´ıpusu´.
Az smac ta´bla´ban e´rte´kke´nt egyszeru˝en csak a ve´grehajtando´ feladat (action)
azonos´ıto´ja´t ta´rolja, mı´g a dmac az action-azonod´ıto´n k´ıvu¨l egy portsza´mot is ta´rol;
ezen keresztu¨l kell a csomagot tova´bbku¨ldeni majd. Az actiono¨k ne´gyfe´le´k lehetnek:
c´ım megtanula´sa (ilyenkor lefut a digest callback fu¨ggve´ny), csomag tova´bb´ıta´sa,
skip, illetve broadcast.
Konklu´zio´: az L2-es switch haszna´lata a szimula´cio´ban hiba ne´lku¨l, megfelelo˝en
mu˝ko¨dik.
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3.4.3. L3 switch
Az L3 swtich egy olyan kapcsolo´, mely a 3. ha´lo´zati re´tegen ve´gez forgalomira´ny´ıta´st;
a csomagok tova´bb´ıta´sa´t az IP c´ımek vizsga´lata´val teszi. A test-switch-l3.cc
tartalmazza a tesztele´sre haszna´lt szimula´cio´mat.
Ez az L3 switch is ke´t kapcsolo´-ta´bla´t vezet, melyek az ipv4 fib lpm illetve a
sendout nevet viselik. Az elo˝bbi ”lpm”, mı´g a ma´sodik ”exact” t´ıpusu´ ta´bla. Az
ipv4 fib lpm IPv4 c´ımet haszna´l kulcske´nt, e´rte´kke´nt pedig kimeno˝ MAC c´ım e´s
port pa´rokat ta´rol a ve´grehajtando´ action azonos´ıto´ja mellett. A sendout pedig a
kimeneti port sza´ma´t haszna´lja kulcske´nt, e´rte´kke´nt pedig az action azonos´ıto´ja
mellett a bejo¨vo˝ MAC c´ımet ta´rolja. Az actiono¨k ha´romfe´le´k lehetnek: on miss
(nincs tala´latt a kulcsra), next hop (ugra´s a ko¨vetkezo˝re) e´s rewrite smac (forra´s
MAC c´ım a´t´ıra´sa).
Az IP c´ımeket (a ta´bla-inicializa´la´sna´l) elo˝re felto¨lto¨ttem a ipv4 fib lpm
ta´bla´ba, azok alapja´n do¨nti el a switch, merre kell a csomagokat tova´bb´ıtania.
A szimula´cio´mna´l elso˝ ko¨rben gondot okozott, hogy a P4 switchnek nem volt
olyan actionje, mely lekezelte volna az ARP ke´re´seket. Ke´t megolda´s meru¨lt fel
ennek kiku¨szo¨bo¨le´se´re: az egyikhez a P4 switch-cset kellett volna kiege´sz´ıteni
egy ARP reflectorral (ami az ARP reqestben ku¨ldo¨tt csomagokat feldolgozza e´s
visszaku¨ldi, mintha te´nylegesen ele´rkezett volna a c´ımzetthez e´s az va´laszolt volna).
E´n a ma´sik opcio´t valo´s´ıtottam meg ve´gu¨l, kiege´sz´ıtve a szimula´cio´t egy ”ARP
cache felto¨lto˝vel”. Le´nyege´ben egy lista´ba szedtem a termina´lok (Node-ok) c´ıme´t,
majd ezt odaadtam mindegyiknek, mintha mindig is ismerte´k volna a to¨bbi Node-ot.
Ez a szimula´cio´ ku¨lo¨no¨sen hasznos volt abbo´l a szempontbo´l, hogy fel-
meru¨ltek olyan proble´ma´k amik le´teze´se´ro˝l L2-es tesztele´s sora´n nem e´rtesu¨ltem.
Mo´dos´ıtanom kellett a BufferFromPacket oszta´lyt, ugyanis kideru¨lt, hogy az
ns3::Packet nem a megszokott csomagfele´p´ıte´st ko¨veti; az IP fejle´c ma´smilyen
poz´ıcio´n a´ll mint egy hagyoma´nyos ha´lo´zati csomagna´l. Ra´ada´sul az EtherType
(NS3-as protocol va´ltozo´) ford´ıtott ba´jtsorrendben szerepel, ı´gy ezt is jav´ıtanom
kellett. Ezek kiku¨szo¨bo¨le´se uta´n azonban sikeresen lefutott a szimula´cio´.
Konklu´zio´: az L3-as forgalomira´ny´ıta´s is megfelelo˝en mu˝ko¨dik.
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3.4.4. Kapcsolo´-ta´bla mu˝veletek
Az interfe´sz ku¨lo¨nbo¨zo˝ kapcsolo´-ta´bla mu˝veleteinek mu˝ko¨de´se´t egy u´j szimula´cio´s
a´lloma´nyban, a lookup-table-test.cc-ben teszteltem. Haba´r olyan L2-es P4
switchet haszna´ltam, mely exact t´ıpusu´ ta´bla´kkal dolgozik, a table entry t szer-
kezete´nek ko¨szo¨nheto˝en lpm e´s ternary mu˝veleteket is tesztelni tudtam ku¨lo¨no¨sebb
mo´dos´ıta´sok ne´lku¨l.
• EXACT mu˝veletek
Add: Teszteltem u´j rekord hozza´ada´sa´t a ta´bla´hoz: u¨res ta´bla´ba, a ta´bla
(azaz entry-lista) legve´ge´re, a ta´bla legeleje´re, illetve megle´vo˝ rekordok ko¨ze´.
Teszteltem ugyan annak a bejegyze´snek to¨bbszo¨ri hozza´ada´sa´t a ta´bla´hoz
(felu¨l´ırja-e a megle´vo˝ e´rte´ket).
Lookup: Elleno˝riztem hogy az u´j rekordok te´nyleg sorba vannak-e rendez-
ve, meg lehet-e o˝ket tala´lni. Elleno˝riztem, hogy alape´rtelmezett e´rte´ket kapok-e
vissza abban az esetben, ha a kulcshoz nem tartozott bejegyze´s.
Remove: Teszteltem a rekordok elta´vol´ıta´sa´t a ta´bla legeleje´ro˝l, legve´ge´ro˝l,
ko¨zepe´ro˝l, egy elemu˝ ta´bla´bo´l, u¨res ta´bla´bo´l, illetve olyan kulccsal valo´
elta´vol´ıta´s amelyhez nem tartozott bejegyze´s.
• LPM mu˝veletek
Add: Teszteltem u´j rekord hozza´ada´sa´t a ta´bla´hoz: u¨res ta´bla´ba, a ta´bla
(fa szerkezet) legalja´ra illetve legteteje´re valo´ beilleszte´st, ugyan azon kulcs
ku¨lo¨nbo¨zo˝ me´lyse´gen valo´ haszna´lata´t. Teszteltem ugyan annak a bejegyze´snek
to¨bbszo¨ri hozza´ada´sa´t a ta´bla´hoz (felu¨l´ırja-e a megle´vo˝ e´rte´ket), illetve olyan
bejegyze´s hozza´ada´sa´t amelyne´l a rekord ma´r le´tezett, csak az e´rte´k nem volt
me´g megadva.
Lookup: Elleno˝riztem hogy a hozza´ada´s sora´n te´nyleg rendezetten lettek-e
a rekordok elta´rolva. Teszteltem olyan e´rte´kek felkerese´se´t melyre nem tala´lt
bejegyze´st (alape´rtelmezett e´rte´kkel te´r vissza) illetve ahol el volt ta´rolva
kulcs, de csak egy felso˝bb szinten. Elleno˝riztem azt, hogy a lookup sora´n
a legjobban illeszkedo˝ rekord e´rte´ke´vel te´r-e vissza (hiszen az LPM lookup
le´nyege: az also´bb szinten le´vo˝ bejegyze´sek felu¨l´ırja´k a felettu¨k le´vo˝ket, azaz
mindig a leghosszabb prefix-egyeze´ssel te´r vissza).
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