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BAB 1 KONSEP BAHASA 
 
eori Bahasa dan Otomata adalah model  dan gagasan dasar yang 
berhubungan dengan komputasi. Bahasa alami (natural 
language) didefinisikan sebagai kumpulan kata-kata dan metode 
penggabungan kata-kata yang digunakan dan dimengerti suatu komunitas. Bahasa 
formal  (formal language) digunakan untuk  berkomunikasi dengan komputer. 
Otomata adalah mesin abstrak  untuk memodelkan komputer yang menerima 
input, menghasilkan output, memiliki memori sementara dan mampu 
mentransformasikan input ke output. 
1.1 Abjad atau Alfabet (Alpabet) 
 Abjad yang dilambangkan dengan simbol ?, adalah himpunan 
berhingga tak kosong dari simbol-simbol. 
Contoh 1.1 
Alfabet biner adalah ? = {0, 1} 
Alfabet huruf kecil adalah ? = {a, b, c, … , z} 
Alfabet bilangan asli < 9 adalah ? = {1, 2, 3, .., 8} 
1.2 Untai (String) 
Untai, kadang-kadang disebut kata atau word, adalah barisan 
berhingga simbol-simbol yang berasal dari suatu alfabet.  
Contoh 1.2 
1011 adalah untai yang berasal dari alfabet ? = {0, 1} 
stmik, kelas, sttrqw adalah untai yang berasal dari alfabet ? = {a, b, c, … , z} 
200929001 adalah untai yang berasal dari alfabet = {1, 2, 3, 4, … , 9} 
1.2.1. Untai kosong  
Untai kosong adalah untai yang tidak mempunyai simbol yang 
berasal dari alfabet. Untai kosong (null string) dilambang dengan ?. ? 









1.2.2. Panjang untai  
Panjang untai adalah jumlah simbol yang membentuknya. 
Contoh 1.3 
Panjang untai 1011, ditulis |1011| = 4  
Panjang untai sttrqw, , ditulis | sttrqw | = 6 
Panjang untai ? , ditulis | ? | = 0 
1.3. Pangkat Alfabet  
Himpunan seluruh untai yang berasal dari alfabet tertentu dapat 
dinyatakan dalam notasi eksponensial. ?k didefinisikan sebagai himpunan 
untai dengan panjang k, yg masing-masing simbolnya berasal dari ?. 
1. ?* (Kleen Star) didefinisikan sebagai himpunan seluruh untai mulai dari 
untai kosong sampai untai dengan panjang tertentu.  
?* = ?0 + ?1 + ?2 + ?3 + … = ?0 ? ?1 ? ?2 ? ?3 ? …  
2. ?+ didefinisikan sebagai himpunan seluruh untai tanpa untai kosong (null 
string) 
?+ = ?1 + ?2 + ?3 + … = ?1 ? ?2 ? ?3 ? …  
Contoh 1.4 
Jika ? = {0, 1}, maka: 
?0 = { ? } 
?1 = {0, 1} 
?2 = {00, 01, 10, 11} 
?3 = {000, 001, 010, 011, 100, 101, 110, 111} 
?* = {? , 0, 1, 00, 01, 10, 11, 000, …} 
?+ = {0, 1, 00, 01, 10, 11, 000, …} 
Perbedaan antara ? dan ?k adalah  :  ? adalah abjad yang merupakan 





untai dengan panjang masing-masing untai adalah k. Simbol dari setiap untai 
pada ?k  berasal dari ?  
 
 
1.4. Rentengan untai (String Concatenation). 
Misal w1 dan  w2 adalah untai. Rentengan untai w1  dan  w2  
menghasilkan untai w1 w2  
Contoh 1.5 
Misal  w1 = xx       w2 = xyx,  maka w1 w2 = xxxyx  
w1 = aab     w2 = abb, maka w1 w2 = aababb  
w1 = ?         w2 = xy,    maka w1 w2 = xy  
w1 = abba   w2 = ?,     maka w1 w2 = abba  
w1 = ?          w2 = ?,     maka w1 w2 = ?  
1.5. Bahasa Formal (Formal Language)  
Bahasa formal adalah himpunan yang mempunyai anggota-anggota 
berasal dari ?*. Jika ? adalah alfabet, dan L ? ?* maka L adalah bahasa. 
Untai-untai yang membentuk suatu bahasa berasal dari suatu alfabet ?. 
Contoh 1.6 
Bahasa pemrograman C++, atau Java, atau lainnya termasuk bahasa formal 
yang berasal dari alfabet  
? = {a, b, c, … , z, A, B, C, …, Z, 0, 1, 2, 9,< , >, =, +, – , *, / , ( , ) , . , & , ! , 
% , ^ , { , } , | , ‘ , : , ;} 
Contoh 1.7 
Berikut adalah beberapa contoh lain bahasa formal. 
a) Himpunan seluruh untai yang terdiri dari n buah 0 dan diikuti oleh n buah 
1, untuk n ? 0 adalah  L = {?, 01, 0011, 000111, …} 
b) Himpunan seluruh untai terdiri dari jumlah simbol 0 dan 1 yang sama 
adalah : L = {?, 01, 0011, 0101, 1010, 1100, 0110, …}  
c) Himpunan bilangan biner yang nilainya sama dengan bilangan prima 





d) ?* adalah bahasa atas seluruh alfabet ?  
e) ? adalah bahasa kosong merupakan bahasa atas sembarang alfabet  
f) {?} adalah bahasa yang hanya terdiri dari untai kosong, juga merupakan 
bahasa atas sembarang alfabet. 
Perhatikan bahwa: 
? ? {?} 
?   tidak memiliki untai  
{?} memiliki satu untai  
Bahasa dapat didefinisikan dengan menggunakan notasi pembentuk 
himpunan (set-builder notation). 
L = {w| sifat-sifat w} 
Dibaca: L adalah himpunan untai w sedemikian rupa, sehingga memenuhi 
sifat-sifat w. 
Contoh 1.8 
a) L = {w | w terdiri dari simbol-simbol 0 dan 1 yang jumlahnya sama} 
b) L = { w| w adalah bilangan bulat biner yang nilainya prima} 
c) L = {w| w adalah program C++ yang benar sintaksnya}  
1.6 Operasi-Operasi pada Bahasa 
1.6.1 Perangkaian (Concatenation)  
Misal L1 dan  L2 merupakan bahasa-bahasa berdasarkan alfabet 
?. Perangkaian L1 dan L2 ditulis : L1 . L2  = {w1.w2 | w1 ? L1  dan w2 ? 
L2 }  
Contoh 1.9  
Diketahui  
L1 = {ayam, kucing} dan L2 =  {gajah},  Maka  L1 .  L2 = {ayamgajah, 
kucinggajah}. 
1.6.2. Eksponensiasi (Exponentiation)  
Misalkan L merupakan suatu bahasa berdasarkan alfabet ?. 
 Contoh 1.10  





Lo = {?}  
L1 = L = {ab}  
L2 = L.L1 = {abab}  
L3 = L.L2 = {ababab}  
 
1.6.3. Gabungan (Union)  
Misalkan L1 dan  L2 adalah bahasa-bahasa berdasarkan suatu 
abjad ?. Gabungan dari L1 dan L2 , ditulis L1 ? L2, terdiri dari semua 
untai yang muncul sekurang-kurangnya sekali dalam L1 dan L2 .  
L1 ? L2 =  {x|x ? L1  atau x ? L2}  
Contoh 1.11 
Misal ? = {0, 1}  
L1 = {?, 0, 1, 10, 11}  
L2 = {?, 1, 0110, 11010}  
L1 ? L2 = {?, 0, 1, 10, 11, 0110, 11010}   
1.6.4. Irisan (Intersection)  
Misalkan L1 dan  L2 adalah bahasa-bahasa berdasarkan suatu 
abjad ?. Irisan dari L1 dan L2 , ditulis L1 ? L2, terdiri dari semua untai 
yang muncul baik di L1 maupun di L2 .  
L1 ? L2 =  {x|x ? L1  dan x ? L2}  
Contoh 1.12 
Misal ? = {0, 1}  
L1 = {?, 0, 1, 10, 11}  
L2 = {?, 1, 0110, 11010}  
L1 ? L2 = {?, 1}  
1.6.5. Sub Bahasa  
Misalkan L1  dan L2 adalah bahasa-bahasa berdasarkan suatu 
abjad ? dan jika semua untai di L1 juga merupakan untai di L2, maka L1  
disebut sebuah sub bahasa dari L2 . Notasi  L1 ? L2  
Contoh 1.13  





maka L1 ? L2  
 
 
1.6.6. Equal (Sama)  
Dua buah bahasa L1 dan  L2 dikatakan sama jika kedua bahasa 
tersebut secara persis mempunyai untai-untai yang sama, artinya jika 
sebagai himpunan-himpunan keduanya persis sama.  
Notasi : L1 = L2    
1.6.7. Star Closure dan Plus Closure  
Jika  L adalah sebuah bahasa berdasarkan suatu abjad ?, 
didefinisikan: 
1. Star Closure dari L* 
L* = L0 + L1 + L2 + L3 + ………….. 
2. Plus Closure dari L+   
L+ = L1 + L2 + L3 + ………….. 
Contoh 1.14  
Jika  L  = {a, b}  
Maka:        
L0 = { ? } 
L1 = L = {a, b} 
L2 = L.L1 = {aa, ab, ba, bb}  
L3 = L2.L = {aaa, aab, aba, abb, baa, bab, aab, bbb} 
L* = L0 + L1 + L2 + L3 + …  
L* = {?, a, b, aa, ab, ba, bb, aaa, aab, aba, abb, baa,bab,aab,bbb. …} 
L+ = L1 + L2 + L3 + …  
L+ = {a, b, aa, ab, ba, bb, aaa, aab, aba, abb, baa,bab,aab,bbb. …} 
1.7.  Hirarki Chomsky 
Tata bahasa (grammar) didefinisikan sebagai kumpulan dari 
himpunan-himpunan variabel, simbol-simbol terminal, simbol awal, yang 





melakukan penggolongan tingkatan bahasa menjadi 4 dan disebut Hirarki 
Chomsky. 
 
Tabel 1.1 Hirarki Chomsky 
Bahasa  Mesin otomata  Batasan  
aturan produksi  
? ? ?  






? adalah sebuah simbol 
variabel. ? Maksimal      
memiliki sebuah  simbol 
variabel  yang bila ada     
terletak  pada  posisi paling     
kanan  
Bebas Konteks  
(Context Free)/ 
Tipe 2 
Push Down Automata 
(PDA)  
?  adalah sebuah  











Tipe 0  
Mesin Turing  Tidak ada batasan  
 
Aturan produksi dinyatakan dalam bentuk ? ? ?, dibaca, ? 
menghasilkan ?  atau  ? menghasilkan ?. ? menyatakan simbol-simbol pada 





simbol pada ruas kanan aturan produksi (sebelah kanan tanda ? ). Simbol-
simbol pada aturan produksi dapat berupa simbol terminal atau simbol non-
terminal/variabel. Simbol terminal adalah simbol yang tidak dapat 
diturunkan lagi. Simbol non-terminal adalah simbol yang masih dapat 
diturunkan. 
Simbol terminal biasanya menggunakan huruf kecil, seperti, a, b, 
c,…… Simbol non-terminal biasanya menggunakan huruf besar seperti A, 
B, C, …  
Aturan produksi: 
T ? a   (dibaca “T menghasilkan a”) 
E ? T?T+E (dibaca “E menghasilkan T atau  E menghasilkan T + E”) 
Simbol “?” dibaca ‘atau’; digunakan untuk mempersingkat aturan 
produksi yang mempunyai ruas kiri yang sama. 
Jadi penulisan aturan produksi  
  E ? T?T+E  
adalah singkatan dari dua buah aturtan produksi: 
  E ? T 
  E ? T+E 
Tabel 1.2. Contoh-contoh aturan produksi 
Bahasa  Contoh Aturan Produksi  
Regular / tipe 1  A ? def 
A ? bc  
A ? bcdE  
C ? D  
Context Free / tipe 2  B ? CDeFg  
D ? BcDe  
Context Sensitive / tipe 1  D ? ef   (|D| < |ef|) 

















Gambar 1.1. Keterkaitan bahasa pada Hirarki Chomski 





























BAB 2 OTOMATA HINGGA 
 
2.1 Definisi 
Otomata Hingga adalah: 
1. Model matematika yang dapat menerima input dan mengeluarkan output 
2. Memiliki state yang berhingga banyaknya dan dapat berpindah dari satu 
state ke state lainnya berdasar input dan fungsi transisi  
3. Tidak memiliki tempat penyimpanan/memory, hanya bisa mengingat state 
terkini  
4. Mekanisme kerja dapat diaplikasikan pada elevator, text editor, analisa 
leksikal, pencek parity. 
Otomata Hingga dinyatakan oleh 5-tupel atau M = (Q, ?, ?, S, F) 
Q = himpunan kedudukan (state) 
? = alfabet / himpunasn simbol input 
? = fungsi transisi = Q x ?  
S = kedudukan (state) awal, S ? Q 
F = kedudukan (state) akhir, F ? Q  
 
S dilambangkan dengan ?  
 
F dilambangkan dengan ? 
 
Setiap otomaton: 
a. mempunyai tepat satu S 






















Gambar 2.1. Defenisni Otomata Hingga 
 
2.2 Otomata Hingga Deterministik (Deterministic Finite Automata) 
Otomata Hingga Deterministik, selanjutnya disingkat DFA, selalu 
menuju state tunggal tertentu setelah membaca sembarang baris input 
Contoh 2.1 
Otomata Hingga Deterministik (DFA)  
                                 a                                                                        b  
                                        
                                       a                                  b  
                                      a 
                                                        b                   
Contoh 2.2  








Otomata yang dapat berada 
di beberapa state tertentu 
setelah membaca 
sembarang baris input 
Otomata yang berada 
pada state tunggal 
tertentu setelah membaca 
sembarang baris input 









                                        b                                  b 
 
                                                                          a 
Konfigurasi DFA diatas adalah sebagai berikut. 
Q = {q0, q1, q2}    ;    ? = {a, b}  ;    S = q0   ;  F = {q2} 
 
Fungsi Transisi                                                      Tabel Transisi  
 
?(q0 , a) = q0 ;   ?(q0 , b) = q1  
?(q1 , a) = q1 ;   ?(q1 , b) = q2 



























Suatu string x  diterima oleh  otomata  atau  berada  dalam L(M) jika  ?(q0 ,  x)  
berada pada state akhir. 
 
Contoh 2.3 
Pada otomata berikut, tentukan apakah string‘abb’, dan ‘baba’ berada dalam 
L(M). 
Penyelesaian: 
                             a                                    a                                        b 
 
                                       b                                 b 
                                                                          a 
 
?(q0 , abb) = ?(q0 , bb) = ?(q1 , b) = q2  
Karena q2 adalah state akhir maka ‘abb’ berada dalam L(M)  
?(q0 , baba) = ?(q1 , aba) = ?(q1 , ba) = ?(q2 , a) = q1  
Karena q1 bukan state akhir maka ‘baba’ tidak berada dalam L(M)  
q0 Q1 






                             a                                    a                                        b 
 
                                       b                                 b 
                                                                          a 
 
2.3 Otomata Hingga Non-Deterministik (Non-Deterministic Finite Automata) 
Pada Otomata Hingga Non- Deterministik, selanjutnya disingkat 
NFA, selalu terdapat 0, 1, atau lebih busur keluar berlabel simbol input yang 
sama. 
Contoh 2.4 
Otomata Hingga Non-Deterministik (NFA)  
                                    a                                                   a,b 




                              
                                    a                            b                      a 
                                               a 
                                   
                                                   b                            
                                    a                                                   a,b 
                                            a, b 
 
 
Konfigurasi NFA diatas adalah sebagai berikut. 
Q = {q0, q1}    ;    ? = {a, b}  ;    S = q0   ;  F = {q1} 
 
           Fungsi Transisi                                   Tabel Transisi  
?(q0 , a) = {q0 , q1}  ?  a  b 





q0  q1 
 






?(q0 , b) = {q1}               
?(q1 , a) = {q1}  



















Contoh 2.5              
                                    b                                                   a 
                                            a  
                                             
                                            b 
                                a                       b 
 
   
 
                         a 
Konfigurasi NFA diatas adalah sebagai berikut. 
Q = {q0, q1, q2}    ;    ? = {a, b}  ;    S = q0   ;  F = {q1} 
Fungsi Transisi  
?(q0 , a) = {q1, q2} ;  ?(q0 , b) = {q0}  
?(q1 , a) = {q1}          ;   ?(q1 , b) = {q0}  
?(q2 , a) = {q2}       ;   ?(q2 , b) = {q1}  
Tabel Transisi  

































Contoh 2.6  
                                                                                          a 




Tabel Transisi  














2.4 Reduksi Jumlah State 
Tujuan dari reduksi state adalah mengurangi Jumlah state tanpa 
mengurangi kemampuan otomata untuk menerima suatu bahasa. Dua buah 
state p dan q pada DFA dikatakan “tidak dapat dibedakan” (distinguishable) 
jika :?(q, w) ? F , sedangkan ?(p, w) ? F atau ?(q, w) ? F , sedangkan ?(p, 
w) ? F  
 
                 w                            atau                             w     
                  




Dua buah state p dan q pada DFA dikatakan “dapat dibedakan” 
(distinguishable) jika : ?(q, w) ? F , sedangkan ?(p, w) ? F    
 
 
                             w 














                               w 
 
 
Cara untuk mereduksi jumlah state pada DFA adalah dengan 
melakukan kombinasi state yang “dapat dibedakan”  (distinguishable). 
Tahapannya adalah sebagi berikut: 
? Hapus state yang tidak dapat dicapai dari state awal  
? Buat pasangan state (p, q) yang “dapat dibedakan” dengan cara 
memasangkan state p?F dengan state  q? F. 
? Lanjutkan pencarian state yang “dapat dibedakan” lainnya dengan cara:  
Tentukan ?(p, a) ? pa dan ?(q, a) ? qa. Jika pasangan state (pa, qa) “dapat 
dibedakan”, maka pasangan state (p, q) juga termasuk pasangan state yang 
“dapat dibedakan” 
4. Sisa dari pasangan state dari no. 2 dan 3 adalah pasangan state yang “tidak 





                                                                      1 
                           0                                                           
                                 0           0 
                                                                 1 
 
                                 1                         
                                               0                  1 












                            
 
 
Dari otomata dapat dibuat pasangan state: 
 
(q0 , q4 ), (q1 , q4 ), (q2 , q4 ), (q3 , q4 ), (q0 , q1 ), (q0 , q2 ), (q0 , q3 ), (q1 , q2 ), 
(q1 , q3 ), (q2 , q3 ) 
1. Semua state bisa dicapai dari state awal. Jadi tidak ada state yang dihapus. 
2. Buat pasangan state (p,q) yang “dapat dibedakan” dengan cara 
memasangkan state p?F dengan state q? F.  
(q0, q4), (q1, q4), (q , q4), (q3, q4), (q0, q1), (q0, q2), (q0, q3), (q1, q2), (q1, q3), 
(q2, q3) 
 
3. q1 ?    
 q2 ? ?   
 q3 ? x x  
 q4 ? ? ? ? 
  q0 q1 q2 q3 
 
Pasangan State (q1 , q2 ), (q1 , q3 ), (q2 , q3 ) indistinguishable. 
Jadi state q1 , q2 , q3 dapat digabungkan  
 
 
                                                                      1 
                           0                                                           
                                 0           0 
                                                                 1 
 
q1 





                                 1                         
                                               0                  1 






                                                     0                                            0,1                                  
                                             





1. Gambarkan NFA yang memenuhi: 
Q = {q0, q1, q2, q3, q4} 
? = {0, 1}  ;   S = q0  ;  F = {q2 ,q4} 
Fungsi Transisi  

















































2. Lakukan reduksi jumlah state pada DFA berikut. 
 
                                                                1                                                   
                              0 
                                             0                                            0,1 
                                                                                                                0 
                              1 
                                                                1                              1 
                               0                          0,1 






























BAB 3 EKIVALENSI NFA KE DFA 
 
3.1. Tahapan pengubahan NFA ke DFA 
       Sebuah NFA dapat diubah ke DFA tanpa mengurangi kemampuannya 
menerima suatu bahasa. 
Berikut adalah sebuah NFA 
                            0                                            1 
 
                                               0,1 
 
                                               1 
 
Tabel transisi  


















Tahapan pengubahan dari NFA ke DFA 














                                               0,1 
 
                                               1 
 
Tabel transisi  


















Perhatikan tabel transisi  
2. Jika state awal {q0} memperoleh input o menjadi state {q0, q1}. Perhatikan,  
{q0, q1} mengandung unsur q1 (state akhir). Jadi {q0, q1} adalah state akhir  
 
 
                                             0 






                            0                                            1 
 
                                               0,1 
 
                                               1 
 


























3. Jika state awal {q0} memperoleh input 1 maka menjadi state {q1} 
 
 
                                                1      
 






4. Jika state {q1} memperoleh input 0 maka menjadi state ?  
 
 
                                                1                                                     0  
 






5. Jika state {q1} memperoleh input 1 maka menjadi state ?  
 
 
                                                1                                                     0  






















6. Jika state ? memperoleh input  0 atau 1 maka menjadi state ?  
                                                                                                                         
                                                                                                                    0,1             
                                                1                                                     0  
                                                                                 1 







Buat DFA yang ekivalen dengan NFA berikut. 
 
                                  P                              r 
                                                                   P,r 




Tabel transisi  




































                                  p                              r 
                                                                    p,r 
      
                                                 p 
 





2. State awal mendapat input p menuju state {q1, q2} 
 





3. State awal mendapat input r menuju state ?  
 
                                                        p 
 
                                 r 
 


















4. State {q1, q2} mendapat input p menuju state {q1}  
 
                                                                r 
                                p                       p                   p    
                                 







5. State {q1, q2} mendapat input r menuju state {q1, q2}  
 
                                                                r 
                                                                r 
                                p                       p                   p    
                                 

























6. State {q1} mendapat input p menuju state ?  
                                                          r 
                                                               
                                                                r 
                                p                       p                   p    
                                 







7. State {q1} mendapat input r menuju state {q2 }  
                                                          r 
                                                               
                                                                r 
                                p                       p                   p    
                                 
























8. State {q2} mendapat input p menuju state {q1} 
                                                          r 
                                                               
                                                                r 
                                p                       p                   p    
                                 







9. State {q2} mendapat input r menuju state {q1} 
                                                          r 
                                                               
                                                                r 
                                p                       p                   p    
                                 

























3.2. NFA dengan ?-move 
NFA dengan ?-move (transisi ?-move) adalah NFA yang mengalami 
perubahan state tanpa membaca input. 
 
                                  ?                              ? 
                                                                     
                 a                  b               ? 
 




3.1.1 ?-closure NFA dengan ?-move 
?-closure adalah himpunan state-state yang dapat dicapai dari 
suatu state tanpa membaca input. 
?-closure (q0) = himpunan statet-state yang dapat dicapai dari q0  
 
 
                                  ?                              ? 
                                                                     
                 a                  b               ? 
 
                       b 
q0 q2 q0 
q0 q0 








?-closure (q0) = {q0, q1, q2} 
?-closure (q1) = {q1, q2} 
?-closure (q2) = {q2} 
?-closure (q3) = {q3} 
?-closure (q4) = {q1, q2, q4}  
Contoh lain 
 
                                  ?                              a 
                                                                     
 
                                                      ?               b                 ? 
 
                        
 
?-closure (q0) = {q0, q1, q3} 
?-closure (q1) = {q1, q3} 
?-closure (q2) = {q2, q4} 
?-closure (q3) = {q3} 
?-closure (q4) = {q4}  
3.3. Ekivalensi NFA dengan ?-move ke NFA tanpa ?-move 
Dari sebuah NFA dengan ?-move dapat diubah menjadi NFA 
tanpa ?-move.  Langkah-langkah yang harus dilakukan: 
1. Buat tabel transisi NFA dengan ?-move  
2. Tentukan ?-closure untuk setiap state 
3. Carilah fungsi transisi hasil perubahan dari NFA dengan ?-move ke 
NFA tanpa ?-move dengan rumus  
  ?’(state, input) = ?-closure(?(?-closure(state), input)) 






4. Dari hasil no. 3, kita dapat membuat tabel transisi dan diagram 
transisi dari NFA tanpa ?-move yang ekivalen dengan NFA dengan 
?-move 
5. Tentukan state-state akhir untuk NFA tanpa ?-move  tersebut, yaitu 
state-state akhir semula ditambah dengan state-state yang ?-
closurenya menuju ke salah satu dari state akhir semula. atau secara 
formal: 
F’ = F ? {q | (?-closure (q) ? F) ? ?} 
Misal semula F = {q0, q3}, ?-closure {q1} ={q0, q2},  maka F’ {q0, 
q1, q3}   
Contoh  
 
                                  ?                              a 
                                                                     
                                                                      b                  
 
                        
   
 
Tabel transisi  
?  a  b 
q
0










  ?  ?  
q
3
  ?  ?  
 








?-closure (q1) = {q1} 
?-closure (q2) = {q2} 
?-closure (q3) = {q3} 
?’(q0, a) = ?-closure (?(?-closure(q0), a)) 
               = ?-closure (?(             , a))  
      = ?-closure (    ) 
?’(q0, b) = ?-closure (?(?-closure(q0), b)) 
               = ?-closure (?({q0, q1}, b)  
      = ?-closure (q3) 
      = {q3} 
?’(q0, a) = ?-closure (?(?-closure(q0), a)) 
               = ?-closure (?({q0, q1}, a))  
      = ?-closure (   ) 
?’(q0, b) = ?-closure (?(?-closure(q0), b)) 
               = ?-closure (?({q0, q1}, b)  
      = ?-closure (q3) 
      = {q3}  
?’(q0, a) = ?-closure (?(?-closure(q0), a)) 
               = ?-closure (?({q0, q1}, a))  
      = ?-closure (q2) 
?’(q0, b) = ?-closure (?(?-closure(q0), b)) 
               = ?-closure (?({q0, q1}, b)  
      = ?-closure (q3) 
      = {q3} 
?’(q0, a) = ?-closure (?(?-closure(q0), a)) 
               = ?-closure (?({q0, q1}, a))  
      = ?-closure (q2) 
      = {q2}  





               = ?-closure (?({q0, q1}, b)  
      = ?-closure (q3) 
      = {q3}  
?’(q1, a) = ?-closure (?(?-closure(q1), a)) 
               = ?-closure (?({q1}, a))  
      = ?-closure (q2) 
      = {q2}  
?’(q1, b) = ?-closure (?(?-closure(q1), b)) 
               = ?-closure (?({q1}, b)  
      = ?-closure (q3) 
      = {q3}  
?’(q2, a) = ?-closure (?(?-closure(q2), a)) 
               = ?-closure (?({q2}, a))  
      = ?-closure (?) 
      = ?  
?’(q2, b) = ?-closure (?(?-closure(q2), b)) 
               = ?-closure (?({q2}, b)  
      = ?-closure (?) 
      = ?  
?’(q3, a) = ?-closure (?(?-closure(q3), a)) 
               = ?-closure (?({q3}, a))  
      = ?-closure (?) 
      = ?  
?’(q3, b) = ?-closure (?(?-closure(q3), b)) 
               = ?-closure (?({q3}, b)  
      = ?-closure (?) 
      = ?  





Perhatikan tabel closure berikut. Cari q3. Setelah itu lihat state sebelah 
kiri. Didapat q3.  
Jadi (State akhir NFA awal ? state akhir baru) = q3? q3 = q3   
?-closure (q0) = {q0, q1} 
?-closure (q1) = {q1} 
?-closure (q2) = {q2} 
?-closure (q3) = {q3} 
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                                                                   a 
                                                                     
                                                  b                  b                  
 
                        
  
 

















  ?  ?  
q
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Latihan  









             a 
 
                                                                    
                                                                     
                                 ?               b                  
 
                        
                                                                  b 
 
BAB 4 PENGGABUNGAN DAN KONKATENASI 
 
4.1. Penggabungan (union) 
Misal terdapat dua buah otomata M1 dan M2 
                      0 
 
                                     1 
 
                                 Mesin M1 
                                                            1 
 
                                         1 
 
                                         0 
                                    
Mesin M2 
 
Bila diketahui bahasa L(M1) adalah bahasa yang diterima M1 dan 
L(M2) adalah bahasa yang diterima M2, maka proses penggabungan M1 dan 
M2 akan menghasilkan M3 yang menerima bahasa L(M3) = L(M1) ? L(M2) 
Langkah-langkah untuk membuat mesin M3 adalah sebagai berikut: 













2. Hubungkan state awal M3  pada no. 1 ke state awal M1 dan M2 dengan 




                                                                                             0 
 
                                                                                                         1 
                                           
                                                        ? 
                                                                                                                          1 
                                        ? 
                                                                                      1 
 
                                                                                       0 
 
3. Tentukan state akhir untuk M3. 
                                                                             0 
 
                                                                                           1 
                                   ? 
 
                                                                                                        1 
                                        ? 
                                                                          1 
 





















                                                                 
4. Hubungkan state akhir M1 dan  M2 ke  state  akhir  M3 pada no. 3 dengan 
menggunakan transisi ?.  
                                                                             0 
 
                                                                                           1 
                                   ?                                                                ? 
 
                                                                                                        1 
                                        ?                                                               ? 
                                                                          1 
 
                                                                                                                                                 
                                                                                    
                                                                                      0 
 
5. Ubah state final M1 dan M2 menjadi state biasa (buka final) 
                                                                             0 
 
                                                                                           1 
                                   ?                                                                ? 
 











                                        ?                                                               ? 
                                                                          1 
 
                                                                                                                                                 






Misal terdapat dua buah otomata M1 dan M2.  
                      0 
 
                                     1 
 
                                 Mesin M1 
                                                            1 
 
                                         1 
 
                                         0 
                                   Mesin M2 
 
Bila diketahui bahasa L(M1) adalah bahasa yang diterima M1 
dan L(M2) adalah bahasa yang diterima M2, maka proses konkatenasi 
M1 dan M2 akan menghasilkan M4 yang menerima bahasa  
  L(M3) = L(M1) L(M2) 
Langkah-langkah untuk membuat mesin M4 adalah sebagai 
berikut: 
1. State awal M1 menjadi state awal M4  










                                                                                                            1 
 
                                                                             Mesin M1 
                                                                                                                                          0 
 
                                                                                                            1 
 
                                                                            Mesin M1 
                                         
1. State-state akhir M2 menjadi state akhir M4.  
                                                                                     Mesin M2 
                                                                                                             1 
 
                                                                                        1 
 
                            0                                                          0 
                                    





                 0                                                                                      1 
 
                      1                                                                  1 
 
             
                                                                            











2. Hubungkan state-state akhir M1 dengan  state  awal  M2 
menggunakan transisi ?.  
              
                 0                                                                                      1 
 
                      1                              ?                                 1 
 
                                                                                         0 
            
           
  
      0                                                                                           1 
 
                      1                              ?                                 1 
 
                                                                                         0 
                                       Mesin4 
 
Latihan  
Diketahui bahasa L(M1) adalah bahasa yang diterima mesin M1 
dan L(M2) adalah bahasa yang diterima mesin M2.  Mesin  M1 dan  M2 
ditunjukkan pada gambar berikut.    
L(M3) = L(M1) + L(M2) 
                         0  
 
               1 
              0,1                                               0 
       
  Mesin 1                                              0                    
                                                                        
                                                1 
qB1 qB0 qS qA1 
qB1 qB0 qS qA1 
qc qA 





                                                 1                           1 
                                                                  0 
                                                
 
                                                                 Mesin 2 
Jika L(M3) = L(M1) + L(M2) dan L(M4) = L(M1) L(M2), 
gambarkan mesin M3 dan M4 
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                                                        1 
                                                       
                          ?                           0,1                             ? 
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                                                                        0 
                    ?                                                                            ?                                             
                                                 1 
                                                    1                         1  
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?  0  1    
q
S

















































































??(qS , 0) = {qA, qE, qf} 
??(qS , 1) = {qC, qD, qf} 
??(qA , 0) = {qA} 
??(qA , 1) = {qC, qf} 
??(qB , 0) = {qE, qf} 
??(qB , 1) = {qD} 
??(qC , 0) = {qA} 
??(qC , 1) = {qA}  
??(qD , 0) = {qD} 
??(qD , 1) = {qB} 
??(qE , 0) = {qB} 
??(qE , 1) = {qD} 
??(qf , 0) = ?  
??(qf , 1) = ?  
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Cara langsung  
L(M3) = L(M1) + L(M2)  
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                     1 
                    0,1                           











           Mesin M1                                        0 
                                                0                                       0                                     
           
                                                 1                      
                                                                            1    
                                                       
                                                                  0 






















BAB 5 EKPRESI REGULER 
 
Ekspresi reguler (disingkat ER) adalah pola (pattern) suatu untai 
dari suatu bahasa. Notasi ekspresi reguler yang akan digunakan 
adalah:  
1. “ * “ Karakter asterisk menunjukkan simbol dari suatu 
untai dapat tidak muncul atau muncul sebanyak n kali. 
2. “ + “ Karakter plus pada posisi superskrip menunjukkan bahwa simbol dari 
suatu untai dapat muncul satu kali atau muncul sebanyak n kali. 
3. “ ? “ Berfungsi sama seperti “ + “. Maknanya sama seperti kata “atau” 
4. “ . “ Karakter titik berarti konkatenasi. Maknanya sama seperti kata “dan”. 
Lambang titik boleh dihilangkan. Jadi a.b umunya ditulis ab  
Contoh: 
1. ER: a*  
Untai yang bisa dibangkitkan: ?, a, aa, aaa, … 
2. ER: ab*  
Untai yang bisa dibangkitkan: a, ab, abb, abbb, … 
3. ER: a* ? b* = a* + b*  
Untai yang bisa dibangkitkan:  ?, a, b, aa, bb, aaa, bbb, …  
4. ER: (a ? b)* = (a+b)*  
Untai yang bisa dibangkitkan: ?, a, b, aa, ab, ba, bb, aaa, aab, aba, abb, 







5. ER: a+  
Himpunan untai yang bisa dibangkitkan: {a, aa, aaa, …} 
6. ER: ab+  
Himpunan untai yang bisa dibangkitkan: ab, abb, abbb, … 
7. ER: (a ? b)+ = (a+b)+  
Himpunan untai yang bisa dibangkitkan: a, b, aa, ab, ba, bb, aaa, aab, aba, 
abb, baa, bab, bba, bbb, …  
 
Berdasarkan transisi pada gambar, untuk berada pada state awal 
diperlukan input: ?, a, aa, aaa, … . Sehingga ER = a*  
 
Berdasarkan transisi pada gambar, untuk berada pada state awal 
diperlukan input: ?, a, b, aa, ab, ba, bb, aaa, aab, aba, abb, baa, bab, bba, 
bbb, … . sehingga ER = (a+b)*  
 






ER untuk bahasa yang diterima oleh otomaton pada gambar adalah 0*11*0 
 
 
Himpunan untai yang dibangkitkan: 
{1, 101, 10101, 1010101, …} = {1}{?, 01, 0101, 010101, …}  



























BAB 6 ATURAN PRODUKSI 
 
6.1. Aturan Produksi Tata Bahasa Reguler  
Otomata hingga menspesifikasikan sebuah bahasa sebagai himpunan 
semua untai yang menggerak- kannya dari state awal ke state akhir atau ke 
himpunan state akhir. Otomata berikut menerima ekspresi reguler  a(a*+ 
b*)b 
 
Selain dengan ekspresi reguler, kita dapat mengkonstruksi aturan-
aturan produksi untuk suatu tata bahasa reguler. Aturan produksi untuk 
bahasa reguler  ???, dengan ketentuan: 
? adalah sebuah simbol variabel/non-terminal 
?  maksimal memiliki sebuah variabel. 
Jika ada selalu terletak pada posisi paling kanan. Simbol terminal 
dilambangkan dengan huruf kecil. Simbol variabel dilambangkan dengan 
huruf besar  





V = Himpunan simbol variabel/non-terminal 
T = Himpunan simbol terminal 
P = Kumpulan aturan produksi  
S = Simbol awal  
 
 
6.2. Mengkonstruksi aturan produksi Otomata Hingga  
S ?aE  
E ? A 
E ? B 
A ? aA  
A ? b 
B ? bB  
B ? b  
 
S ? aE  
E ? A | B 
A ? aA | b 




Tata bahasa reguler: 





T = { a, b} 
P = { S ? aE, E ? A | B,  
          A ? aA | b, B ? bB | b} 








V = { S, A, B, C, D, E, F} 
T = { a, b} 
 
Karena state E dan F tidak mempunyai transisi keluar dan keduanya 








Aturan produksi  
S ? ? | aA | bB  
A ? bC  
B ? bD  
C ? aS  
D ? bS  
 
Contoh 6.2 
Tentukan aturan produksi untuk bahasa yang diterima oleh otomata berikut. 
 
Dari  q3 tidak ada transisi keluar dan bukan state akhir, maka q3 
diabaikan. Jika diidentikkan: S untuk q0, A untuk q1, dan B untuk q2, maka: 









Aturan produksi  
S ? ? | aS | aA  
A ? bB  
B ? ? | bA  
6.3. Otomata Hingga Untuk Suatu Tata Bahasa Reguler  
Selain membuat suatu aturan produksi dari sebuah Otomata, kita juga 
bisa membuat otomata untuk suatu tata bahasa reguler. 
Contoh 6.3 
Gambarkan sebuah otomata hingga dari aturan produksi berikut! 
S ? aS | bA | b 
A ? cB  
B ? aS  
Penyelesaian: 
Identikkan : S dengan q0  
A dengan q1  








Gambarkan sebuah otomata hingga dari aturan produksi berikut! 
S ? aB | bA | ?  
A ? abaS  
B ? babS  
Penyelesaian: 
Identikkan : S dengan q0  
                    A dengan q1  








1. Tentukan tata bahasa reguler untuk bahasa yang diterima oleh otomata 
berikut. 
 
2. Buat otomata hingga dari aturan  produksi berikut.  
 S ? 0A 









BAB 7 OTOMATA HINGGA DENGAN OUTPUT 
 
7.1. Pendahuluan 
Keterbatasan Otomata Hingga yang telah kita pelajari adalah hanya 
terbatas pada keputusan menerima atau menolak suatu bahasa. Otomata 
hingga disebut juga sebagai accepter. Sedangkan otomata hingga yang 
mempunyai keluaran (output) disebut juga transducer. Otomata hingga yang 
mempunyai output terdiri dari dua jenis, yaitu mesin Moore dan Mesin 
Mealy.  
Mesin Moore mempunyai keluaran pada state. Sedangan mesin Mealy 






7.2. Mesin Moore  
Mesin Moore didefinisikan dalam 6-tupel, yaitu M = (Q, ?, ?, S, ?, ?). 
Q = himpunan state  
? = himpunan simbol input 
? = fungsi transisi  
S = state awal, S ? Q 
? = himpunan keluaran (output) 
? = fungsi keluaran (output) setiap state. 
Komponen state akhir dihilangkan, karena keputusan dimunculkan 
sebagai output.  
 
Contoh 7.1 






positif dengan 3.  
 
 
Q = {q0, q1, q2}  
? = {0, 1} 
S = q0  
? = { 0, 1, 2}  
? (q0) = 0 
? (q1) = 1 
? (q2) = 2 
?(q0,0) = q0  





?(q1,0) = q2  
?(q1,1) = q0  
?(q2,0) = q1  
?(q2,1) = q2  
 
7.3. Mesin Mealy 
Pada mesin Mealy output yang dihasilkan  berasosiasi dengan transisi.        
Mesin Mealy didefinisikan sebagai mesin 6-tupel  
M = (Q, ?, ?, S, ?, ?)  
Dimana : 
Q = himpunan state 
?  = himpunan simbol input 
? = fungsi transisi  
S = state awal  
?  = himpunan output 
? = fungsi output untuk setiap transisi  
Mesin Mealy tidak mempunyai state final, karena keputusan sudah 
dimunculkan sebagai output  
 Contoh 7.2 
Berikut adalah mesin Mealy yang mengeluarkan output menerima 
atau menolak suatu masukan. Mesin akan mengeluarkan output menerima (Y) 
bila menerima untai yang berakhiran 00 atau 11. 
Q   = {q0, q1, q2}  
?  = {0, 1} 
S    = q0  
? = { Y, T} 
 
?(q0,0) = q1  
?(q0,1) = q2   





?(q1,1) = q2  
?(q2,0) = q1  
?(q2,1) = q2  
?(q0, 0) = T  
?(q0, 1) = T 
?(q1, 0) = Y  
?(q1, 1) = T  
?(q2 0)  = T  
?(q2, 1) = Y 
 
 









Perhatikan mesin Mealy berikut. 
 
Jumlah state = 3 
Jumlah  output = 2 
? = {0, 1} 
S = q0  







Jadi himpunan state sementara yang perlu disiapkan untuk mesin 
Moore adalah 2 x 3 = 6 state, yaitu: Q = {q0/T, q0/Y, q1/T, q1/Y, q2/T, q2/Y}. 










Tidak ada transisi yang masuk ke state q0 Y, sehingga state tersebut 
beserta transisi yang keluar dapat dihapus. 
 
 













1. Gambar mesin Moore dengan data berikut: 
     ? = {a, b} 
     ? = { 0, 1} 
    Q = {q0, q1, q2, q3}   


































3. Konversikan mesin Mealy berikut menjadi mesin Moore: 






BAB 8 POHON PENURUNAN 
 
8.1 Tata Bahasa Bebas Konteks (Context Free Grammar) 
Tata bahasa bebas konteks, selanjutnya disingkat CFG, tidak 
mempunyai batasan pada hasil produksinya. Pada aturan produksi  ? ? ? 
yang dibatasi hanya ruas kiri saja atau ? yang merupakan sebuah simbol 
variabel.  
Contoh aturan produksi CFG, 





D ? BcDe  
Tata bahasa bebas konteks digunakan sebagai cara untuk 
menunjukkan bagaimana menghasilkan untai-untai dalam sebuah bahasa. 
Pada saat menurunkan untai, simbol-simbol variabel  akan mewakili bagian-
bagian yang belum diturunkan dari untai tersebut. Bahasa bebas konteks 
menjadi dasar dalam membentuk suatu parser / proses analisis sintaksis. 
 
8.2 Parsing 








8.3 Pohon Penurunan ( derivation tree / parse tree) 
Pohon penurunan berguna untuk memperoleh untai dengan cara 
menurunkan variabel-variabel menjadi simbol-simbol terminal. 
Contoh 8.1  
Misal terdapat tata bahasa bebas konteks (simbol awal S) dengan 
aturan produksi: 
 S ? AB 
 A ? aA | a 
 B ? bB | b 








8.4 Proses penurunan ( parsing)  
Proses penurunan dapat dilakukan dengan cara: 
1. Penurunan terkiri (leftmost derivation) 
Penurunan terkiri dilakukan dengan menurunkan variabel terkiri terlebih 
dahulu.  
2. Penurunan terkanan (rightmost derivation) 
Penurunan terkanan dilakukan dengan menurunkan variabel terkanan 
terlebih dahulu.  
Contoh 8.2 
Dari aturan produksi:  S ? aAS | a 
                 A ? SbA| ba, 
gambarkan pohon penurunan terkiri dan terkanan untuk mendapatkan 
untai ‘aabbaa’  






Proses penurunan juga dapat                  Atau: 
dilakukan dengan cara:                           S ? aAS ? aAa ? aSbAa ? 
S ? aAS ? aSbAS ? aabAS ?          aSbbaa ? aabbaa 
aabbaS ? aabbaa  
 
8.5 Ambiguitas  
Jika dari aturan produksi tata bahasa bebas konteks terdapat lebih dari 
satu cara membuat  pohon penurunan untuk memperoleh suatu untai, maka 
dikatakan bahasa bebas konteks tersebut ambigu. 
Contoh 8.3 
Buktikan bahwa tata bahasa bebas konteks berikut ambigu, 
  S ? SbS | ScS | a 
Penyelesaian:  
Misal kita akan menurunkan untai ‘abaca’ 
 
 






Proses penurunan juga dapat                              Atau: 
dilakukan dengan cara:                                    S ? ScS ? Sca ? SbSca ?  
S ? SbS ? abS ? abScS ?                                          Sbaca ? abaca  
abacS ? abaca 
 
Karena bentuk pohon penurunan sebelah kiri berbeda dengan pohon 
penurunan sebelah kanan, maka dikatakan bahwa tata bahasa bebas konteks  
S ? SbS | ScS | a   ambigu  
 
Latihan  
1. Dari aturan produksi:  S ? aS | bS | a | b, gambarkan  pohon penurunan untuk 
mendapatkan untai ‘abbab’. 
2. Dari aturan produksi:   
  S ? aB | bA  
  A ? a | aS | bAA  
  B ? b | bS | aBB, 











9.1  Tujuan penyederhanaan  
1. Menghilangkan produksi useless (tidak berguna) 
2. Menghilangkan produksi unit 
3. Menghilangkan produksi ?  
 
9.2  Produksi useless 
Produksi useless didefinisikan sebagai produksi yang memuat simbol 
variabel yang tidak memiliki penurunan yang akan menghasilkan terminal-
terminal. Produksi ini tidak berguna karena bila diturunkan tidak akan 
pernah selesai (masih ada variabel yang tersisa). Selain itu, variabel yang 
memiliki penurunan berupa terminal atau terminal- terminal, tapi tidak dapat 
dicapai dari S, maka variabel tersebut juga termasuk useless.  
 
Contoh 9.1 
Tata bahasa bebas konteks  
 S ? aSa | Abd | Bde  
 A ? Ada  
 B ? BBB | a 
Perhatikan bahwa: 
1. Variabel A tidak memiliki penurunan yang menuju terminal, sehingga 
bisa dihilangkan. 
2. Konsekuensi dari no. 1, aturan produksi S ? Abd tidak memiliki 
penurunan, Sehingga tata bahasa bebas konteks disederhanakan menjadi:  
 S ? aSa | Bde  









Tata bahasa bebas konteks  
 S ?Aa | B 
 A ? ab | D 
 B ? b | E 
 C ? bb 
 E ? aEa 
Perhatikan bahwa: 
1. Aturan produksi A ? D, simbol variabel D tidak memiliki penurunan  
2. Aturan produksi C ? bb tidak akan dapat dicapai dari S 
3. Aturan produksi E ? aEa tidak akan menuju terminal 
4. Konsekuensi dari no. 3, aturan produksi B ? E tidak memiliki 
penurunan  
 
Aturan produksi yang useless 
 A ? D   
 C ? bb 
 E ? aEa     
 B ? E   
Maka tata bahasa bebas                     Disederhanakan menjadi menjadi 
 
S ?Aa | B                                              S ?Aa | B 
A ? ab | D                                                    A ? ab 
B ? b | E                                                      B ? b 
C ? bb 










Tata bahasa bebas konteks  
 S ? aAb | cEB  
 A ? dBE | eeC  
 B ? ff 
 C ? ae  
 D ? h  
 
Tata bahasa bebas konteks menjadi  
S ? aAb| cEB  
A ? dBE |eeC 
B ? ff 
C ? ae  
D ? h  
 
9.3  Produksi unit 
Produksi unit adalah aturan produksi yang menghasilkan satu variabel 
saja. Misal A ? B.  Keberadaan aturan produksi ini memperpanjang aturan 
produksi secara keseluruhan. Untuk mempersingkat aturan produksi, kita 
dapat  melakukan penyederhanaan. 
Contoh 10.5 
 
Tata bahasa bebas konteks  
 S ? Sb  
 S ? C 
 C ? D 
 C ? ef  
 D ? dd  
 
 





C ? D => C ? dd  
S ? C =>  S ? dd | ef  
Sehingga Tata bahasa bebas konteks menjadi: 
S ? Sb | dd | ef  
C ? dd | ef    
D ? dd  
Contoh 9.4 
Tata bahasa bebas konteks  
 S ? A 
 S ? Aa  
 A ? B 
 B ? C 
 B ? b 
 C ? D 
 C ? ab  
 D ? b 
Penggantian yang dilakukan: 
C ? D => C ? b  
B ? C => B ? b. Karena sudah ada B ? b, maka cukup ditulis B ? ab  
A ? B => A ? ab |b 
S ? A =>  S ? ab |b 
Sehingga Tata bahasa bebas konteks  
S ? A 
S ? Aa  
A ? B 
B ? C 
B ? b 
C ? D 





D ? b  
Tata bahasa bebas konteks menjadi: 
S ? ab | b | Aa  
A ? ab | b 
B ? ab | b 
C ? b | ab  
D ? b 
9.4  Produksi ?  
Produksi ? adalah aturan produksi dalam bentuk ? ? ? atau bisa 
dianggap sebagai produksi kosong. Penghilangan produksi ? dilakukan 
dengan melakukan penggantian aturan produksi yang memuat variabel yang 
bisa menuju produksi ?, atau bisa disebut nullable. 
Prinsip penggantiannya bisa dilihat kasus berikut  
S ? bcAd  
A ? ?  
Pada aturan produksi diatas, variabel A nullable serta A ? ? satu-
satunya produksi dari A, sehingga variabel A bisa ditiadakan, dan hasil 
penyederhanaannya menjadi S ? bcd  
Untuk kasus lainnya, perhatikan aturan produksi berikut. 
S ? bcAd  
A ? bd | ?  
Pada kasus diatas, A nullable , tapi A ? ? bukan satu-satunya 
produksi dari A, sehingga hasil penyederhanaan menjadi: 
S ? bcAd | bcd  
A ? bd  
Untuk kasus lainnya, perhatikan aturan produksi berikut. 
S ? bcAd  





Pada kasus diatas, A nullable , tapi A ? ? bukan satu-satunya 
produksi dari A, sehingga hasil penyederhanaan menjadi: 
S ? bcAd | bcd  
A ? bd  
 
Contoh 9.5 
Tata bahasa bebas konteks  
 S ? dA | Bd  
 A ? bc  
 A ? ?  
 B ? c  
Variabel nullable adalah A. Tapi A ? ? bukan satu-satunya penurunan dari 
A, karena masih ada A ? bc. Maka ganti S ? dA => S ? dbc | d, sehingga 
tata bahasa bebas konteks menjadi: 
 S ? dbc | d | Bd  
 A ? bc  
 B ? c     
 
Contoh 9.6 
Tata bahasa bebas konteks  
 S ? AaCD  
 A ? CD | AB 
 B ? b | ?  
 C ? d | ?  
 D ? ?  
Variabel nullable adalah B, C, D. Perhatikan produksi A ? CD. Karena CD 
nullable, maka A juga nullable. Karena D hanya memiliki penurunan D ? 








Tata bahasa bebas konteks  
 S ? AaCD  
 A ? CD | AB 
 B ? b | ?  
 C ? d | ?  
 D ? ?  
Dapat disederhanakan menjadi: 
 S ? AaC | Aa | a | aC   
 A ? C | AB | A | B 
 B ? b 
 C ? d  
Aturan produksi S ? ? tidak boleh dihilangkan  
 
Contoh 9.8 
Tata bahasa bebas konteks  
 S ? AB 
 A ? abB | aCa | ?  
 B ? bA | BB | ?  
 C ? ?  
  Langkah pertama penyederhanaan didapat, 
  S ? AB 
 A ? abB | aCa | ?  
 B ? bA | BB | ?  
Selanjutnya, didapat  
  S ? AB | A | B | ?  
 A ? abB | ab | aCa  







9.5  Menghilangan Produksi useless, unit, dan ?  
Produksi useless, unit, dan ? harus dihilangkan secara bersamaan 
dari tata bahasa bebas konteks. Urutan penghilangan Produksi useless, unit, 




Tata bahasa bebas konteks  
 S ? AA | C | bd  
 A ? Bb | ?  
 B ? AB | d 
 C ? de 
Pertama-tama lakukan penghilangan produksi ?  
 S ? AA | A | ? | C | bd  
 A ? Bb  
 B ? B | AB | d 











1. Hilangkan aturan produksi useless dari  
 aturan produksi: 
 S ? AB | CA 
 B ? BC | AB 
 A ? a 
 C ? aB | b 
Penyelesaian : 
S ? AB | CA                              S ? CA 
B ? BC | AB                             A ? a 
A ? a                                        C ? b 
C ? aB | b  
2. Hilangkan aturan produksi unit dari aturan produksi: 
 S ? Aa | B 
 B ? A | bb 
 A ? a | bc | B 
      
     Penyelesaian : 
A ? B => A ? A | bb => A ? bb 
B ? A => B ? a | bc | bb 
S ? B => S ? Aa | a | bc | bb  
Sehingga  
S ? Aa | a | bc | bb 
B ? a | bc | bb 
A ? a | bc | bb  
3.  Hilangkan aturan produksi ?  dari aturan produksi: 
S ? AaB | aaB  
A ? ?  






S ? AaB | aaB  
A ? ?  
B  ? bbA | ?  
S ? aB | aaB   
B  ? bb | ?  
S ? a | aB | aaB | aa  
B  ? bb 
4. Transformasikan tata bahasa bebas konteks berikut ke dalam bentuk 
Normal Chomsky: 
S ? aSb | ab  
Penyelesaian  
S ? aSb  => S ? P1 P2   
S ? ab  => S ? P1 P3 
P1 ? a 
P2 ? SP3 
P3 ? b   
5. Transformasikan tata bahasa bebas konteks berikut ke dlam bentuk 
Normal Chomsky: 
S ? aSaA | A 
A ? abA | b 
 
Latihan  
Hilangkan variabel nullable dari tata bahasa bebas konteks berikut! 
1.  S ? AaB 
 A ?  bA | ?  
 B ?  aB | bB | ?  
2.  S ? ABaC 
 A ?  BC 
 B ?  b | ?  





 D ?  d 
3.  S ? ABC 
 A ?  aA | ?  
 B ?  bB | ?  
 C ?  ?  
Hilangkan produksi unit dari tata bahasa bebas konteks berikut! 
4.  S ? aA 
 A ?  a | B 
 B ?  A | bb 
6. S ? AB 
     A ?  a 
     B ? C | b 
     C ?  D 
     D ?  E 
     E ?  a  
Hilangkan produksi useless dari tata bahasa bebas konteks berikut! 
7. S ? AB | a  
A ? aA  
B ? b  
S ? aS |A | C 
 A ?  a  
 B ?  aa 















BAB 10 BENTUK NORMAL CHOMSKY 
 
10. 1 Pengertian  
Tata bahasa bebeas konteks dapat dibuat menjadi bentuk normal 
Chomsky dengan syarat tidak memiliki: 
1. Produksi useless 
2. Produksi unit 
3. Produksi ?  
Bentuk normal Chomsky mempunyai ruas kanan sebuah terminal 
atau dua variabel, seperti: 
 A ? BC 
 A ? b 
 B ? a 
 C ? BA | d 
10.2 Pembentukan bentuk normal Chomsky 
Langkah-langkah pembentukan bentuk normal Chomsky: 
1. Biarkan aturan produksi yang sudah dalam bentuk normal Chomsky 
2. Lakukan penggantian aturan produksi yang mempunyai ruas kanan 
berupa terminal yang  panjangnya > 1 
3. Lakukan penggantian aturan produksi yang mempunyai ruas kanan 
berupa variabel yang panjangnya > 2 
4. Penggantian ii) dan iii) dapat dilakukan berkali-kali sampai aturan 
prosuksi mencapai bentuk normal Chomsky. 
5.  Selama melakukan penggantian, kemungkinan akan diperoleh aturan 















Berikut adalah tata bahasa bebas konteks yang sudah disederhanakan. 
S ? bA | aB  
A ? bAA | aS | a 
B ? aBB | bS | b 
Dari aturan produksi diatas, aturan produksi yang sudah dalam bentuk normal 
Chomsky (CNF) adalah: 
A ? a 
B ? b 
Aturan produksi yang belum dalam CNF adalah: 
S ? bA ? S ? P1A  
S ? aB ? S ? P2B  
A ? bAA ? A ? P1AA ? A ? P1P3  
A ? aS ? A ? P2S  
B ? aBB ? B ? P2BB ? B ? P2P4  





Terbentuk aturan produksi baru: 
P1 ? b 
P2 ? a 
P3 ? AA 
P4 ? BB 
Hasil ahir aturan produksi dalam CNF adalah: 
A ? a 
B ? b  
S ? P1A 
S ? P2B 
A ? P1P3 
A ? P2S  
B ? P2P4 
B ? P1S 
P1 ? b 
P2 ? a 
P3 ? AA 
P4 ? BB 
 
Contoh 10.2 
Berikut adalah tata bahasa bebas konteks yang sudah disederhanakan. 
S ? aB | CA 
A ? a | bc  
B ? BC | Ab  
C ? aB | b 
 
Dari aturan produksi diatas, aturan produksi yang sudah dalam bentuk normal 
Chomsky (CNF) adalah: 
S ? CA 





B ? BC 
C ? b 
 
Aturan produksi yang belum dalam CNF adalah: 
S ? aB ? S ? P1B 
A ? bc ? A ? P2P3  
B ? Ab ? B ? AP2  
C ? aB ? C ? P1B 
Terbentu aturan produksi baru: 
P1 ? a 
P2 ? b 
P3 ? c 
Hasil ahir aturan produksi dalam CNF adalah: 
S ? CA 
A ? a 
B ? BC 
C ? b 
S ? P1B 
A ? P2P3 
B ? AP2 
C ? P1B 
P1 ? a 
P2 ? b 
P3 ? c 
Contoh 10.3 
Tata bahasa bebas konteks  
 S ? aAB | ch | CD 
 A ? dbE | eEC  





 C ? ADB |aS  
 D ? i  
 E ? jD  
Aturan produksi yang sudah dalam bentuk CNF adalah: 
 S ? CD 
 B ? DD 
 D ? i 
Penggantian aturan produksi: 
S ? aAB ? S ? P1 P2  
S ? ch ? S ? P3 P4  
A ? dbE ? A ? P5 P6  
A ? eEC ? A ? P8 P9  
B ? ff  ? B ? P10 P10  
C ? ADB ? C ? AP11  
C ? aS ? C ? P1 S 
E ? jD ? E ? P12 D  
Aturan produksi baru: 
P1 ? a  
P2 ? AB 
P3 ? c 
P4 ? h 
P5 ? d 
P6 ? P7  E 
P7 ? b 
P8 ? e   
P9 ? EC 








Bentuk Normal Chomsky: 
S ? CD  
B ? DD 
D ? i  
S ? P1 P2  
S ? P3 P4  
A ? P5 P6  
A ? P8 P9  
B ? P10 P10  
C ? AP11  
C ? P1 S 
E ? P12 D  
10.3 Algoritma CYK 
Algotima  CYK  diciptakan  oleh  J.  Cocke,  D.H.Younger,  dan  T.  
Kasami. Syarat untuk menggunakan algoritma ini adalah tata bahasa harus 
sudah dalam bentuk Normal Chomsky. 
Algoritma CYK 
begin 
1. for i := 1 to n do 
2. Vi1 := {A|A? a aturan produksi dimana simbol ke i adalah a}; 
3. for j := 2 to n do 
4.  for i := 1 to (n – j + 1) do 
  begin 
        Vij := ?; 
        for k:= 1 to (j-1) do 
   Vij  := Vij ? { A|A ? BC adalah suatu  
             produksi, dimana B di Vik dan C di  
             Vi+k, j-k}  







1. n adalah panjang untai yang akan diperiksa, misal untai ‘baaba’, n = 
|baaba| = 5 
2. i menyatakan kolom ke … 
3. j menyatakan baris ke ….  
4. Pernyataan no. 1 dan 2 untuk mengisi tabel baris pertama kolom ke (1 – n) 
5. Pernyataan no 3 iterasi dari baris ke 2 sampai n 
6. Pernyataan no. 4 iterasi untuk mengisi kolom 1 sampai (n baris +1) pada 
suatu baris  
7. Pernyataan no 5 inisialisasi Vij dengan ?  




Diketahui tata bahasa bebas konteks: 
 S ? AB | BC 
 A ? BA | a 
 B ? CC | b 
 C ? AB | a 
 
Periksa, apakah untai ‘baaba’ termasuk ke dalam bahasa tersebut. 
Penyelesaian: 
Syarat agar sebuah untai termasuk ke dalam tata bahasa tertentu adalah V1n 
harus memuat simbol awal  
i ? ( 1 – 5) 









 b  a  a  b  a  
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Didapat hasilnya seperti berikut 
i ? ( 1 – 5) 
j ? 1 – 5)  
 b  a  a  b  a  
i ?  
j 
? 
 1 2  3  4  5  
1  B  A, C  A, C  B  A, C  
2  S, A  B  S, C  S,A   
3  ?  B  B   
4  ?  S, A, C   






1. Transformasikan tata bahasa bebas konteks berikut kedalam CNF. 
 S ? aSaA | A 
 A ? abA | b 
2. Gunakan algoritma CYK untuk memeriksa apakah untai  ‘aabab’ termasuk 
dalam tata bahasa bebas konteks berikut. 
 S ? AB | BC 
 A ? BA | a 
 B ? CC | b 


























BAB 11 PENGHILANGAN REKURSIF KIRI 
 
11.1  Aturan Produksi Rekursif  
Aturan produksi yang rekursif adalah aturan produksi yang hasil 
produksinya (ruas kanan) mengandung variabel yang sama dengan ruas kiri. 
Aturan produksi berikut adalah aturan produksi yang rekursif, 
  S ? dS  
  A ? Ab  
  B ? adB  
Perhatikan aturan produksi diatas! 
Setiap hasil produksi (ruas kanan) mengandung variabel yang sama 
dengan ruas kiri. Aturan produksi yang rekursif dibagi menjadi dua, yaitu 
rekursif kiri dan rekursif kanan. Aturan produksi dikatakan rekursif kiri jika 
pada awal hasil produksi mengandung variabel yang sama dengan ruas kiri.  
Bentuk umum aturan produksi rekursif kiri :  
  A ? A? ;  ? = (V?T)*  
Sebagai contoh: 
  S ? Sa 
  A ? Ab  
  B ? Bad 
Aturan produksi dikatakan rekursif kanan jika pada akhir hasil 
produksi mengandung variabel yang sama dengan ruas kiri.  
Bentuk umum aturan produksi rekursif kanan :  
    
  A ? ?A ;  ? = (V?T)*  
Sebagai contoh: 
  S ? aS  
  A ? bdA  





Produksi yang rekursif kanan menyebabkan pohon penurunan 
tumbuh ke kanan, sedangkan produksi yang rekursif kiri menyebabkan 
pohon penurunan tumbuh ke kiri.  
Sebagai contoh: 
 S ? aAc  
 A ? Ab  
 
Gambar 12.1. Pohon penurunan tumbuh ke kiri 
 
Dalam banyak penerapan tata bahasa , rekursif kiri tak diinginkan 
karena mengakibatkan penurunan yang menghasilkan loop, sehingga kita 








11.2 Tahapan Penghilangan Rekursif Kiri  
Langkah-langkah penghilangan penghilangan rekursif kiri. 
i) Pisahkan aturan produksi yang rekursif kiri dengan yang tidak rekursif 
kiri. Sebagai contoh: 
 Aturan produksi yang rekursif kiri, 
  A ? A?1 | A?2 | A?3 | … | A?n  
  
 Aturan produksi yang bukan rekursif kiri,  
  A ? ?1 | ?2 | ?3 | … | ?m  
ii) Tentukan simbol-simbol ?1, ?2, ?3, … , ?n dan ?1, ?2, ?3,  …  ,  ?m dari 
setiap aturan produksi yang memiliki simbol ruas kiri yang sama.  
iii) Lakukan penggantian aturan produksi yang rekursif kiri menjadi sebagai 
berikut: 
A ? ?1 Z | ?2 Z | ?3 Z | … | ?m Z  
Z ? ?1 | ?2 | ?3 | … | ?n  










Contoh 11.1  
Hilangkan rekursif kiri dari aturan produksi berikut! 
S ?Sa | aAc | c | ?  
A ?Ab | ba  
Penyelesaian: 
Aturan produksi rekursif kiri,  S ?Sa  
?1 = a  
Aturan produksi rekursif kiri,  A ?Ab  
?1 = b 
Aturan produksi tidak rekursif kiri,  S ? aAC | c | ?  
?1 = aAc  ;   ?2 = c ; ?3 = ?  
Aturan produksi tidak rekursif kiri,  A ? ba  
?1 = ba  
Pergantian aturan produksi rekursif kiri: S ?Sa digantikan oleh:  
S ? aAcZ1 | cZ1 | Z1  
Z1 ? a 
Z1 ? aZ1    
Pergantian aturan produksi rekursif kiri: A ?Ab digantikan oleh:  
A ? baZ2   
Z2 ? b 
Z2 ? bZ2 
Hasil akhir setelah penghilangan rekursif kiri adalah: 
S ? aAC | c | ?  
S ? aAcZ1 | cZ1 | Z1  
A ? ba  
A ? baZ2   
Z1 ? a 
Z1 ? aZ1    





Z2 ? bZ2 
Contoh 11.2  
Hilangkan rekursif kiri dari aturan produksi berikut! 
S ?Sab | aSc | dd | ff | Sbd  
Penyelesaian: Aturan produksi tidak rekursif kiri: 
                         S ? aSc | dd | ff 
Penghilangan rekursif kiri dari aturan produksi: S ?Sab | aSc | dd | ff | Sbd  
Rekursif kiri  Tidak rekursif kiri  
S ?Sab | Sbd  S ? aSc | dd | ff 
?
1
 = ab  ; ?
2
 = bd  ?
1
 = aSc ; ?
2
 = dd ; ?
2
 = ff  
S ? aScZ
1
 | dd Z
1
 | ff Z
1
 | aSc | dd | ff 
Z
1











Contoh 11.3  
Hilangkan rekursif kiri dari aturan produksi berikut! 
S ?Sab | Sb | cA  
A ?Aa | a | bd  
Penyelesaian: 
Aturan produksi tidak rekursif kiri,   
S ? cA  










Penghilangan rekursif kiri dari aturan produksi: S ?Sab | Sb | cA  
Rekursif kiri  Tidak rekursif kiri  
S ?Sab | Sb  S ? cA  
?
1
 = ab  ; ?
2
 = b  ?
1
 = cA  
S ? cAZ
1
 | cA  
Z
1











Penghilangan rekursif kiri dari aturan produksi: A ?Aa | a | bd  
Rekursif kiri  Tidak rekursif kiri  
A ? Aa  A ? a | bd  
?
1
 = a  ?
1
 = a   ; ?
2





 | a | bd  
Z
2












            ? 
 
 
Hasil akhir setelah 
penghilangan rekursif kiri 
adalah: 
 
S ? cAZ1 | cA  
A ? aZ2 | bdZ2 | a | bd  
Z1 ? abZ1 | bZ1 |ab | b  








Lakukan penghilangan rekursif kiri pada tata bahasa bebas konteks berikut! 
1. A ? Aa | aBc  
2.  A ? Aa | Ab | cd  






























BAB 12 BENTUK NORMAL GREIBACH 
 
12.1 Pengertian bentuk normal Greibach  
Tata bahasa bebas konteks  dikatakan dalam bentuk normal Greibach 
(GNF) jika setiap aturan produksinya mempunyai bentuk,  
A ? a?  
Dengan : 
a adalah simbol terminal tunggal, a ? T 
? adalah rangkaian simbol variabel (V*) 
Dengan kata lain, suatu tata bahasa bebas konteks mempunyai 
bentuk normal Greibach bila hasil produksinya (ruas kanan) diawali dengan 
satu terminal dan dapat diikuti dengan rangkaian simbol variabel.  
Sebagai contoh, berikut adalah tata bahasa bebas konteks dalam 
bentuk normal Greibach: 
S ? a | aAB  
A ? aB  
B ? cS  
Suatu tata bahasa bebas konteks  dapat dibentuk menjadi bentuk 
normal Greibach jika: 
a) Sudah dalam bentuk normal Chomsky 
b) Tidak bersifat rekursif kiri  
c) Tidak menghasilkan ?  
Cara-cara untuk memebentuk normal Greibach: 
a) Substitusi  
b) Perkalian matriks  
12.2 Pembentukan Bentuk normal Greibach dengan substitusi  
Langkah-langkah yang harus ditempuh: 
1.  Tentukan urutan simbol-simbol variabel yang ada dalam tata bahasa. 





2.  Berdasarkan urutan simbol yang ditetapkan pada langkah 1, seluruh 
aturan produksi yang ruas kanannya diawali dengan simbol variabel 
dapat ditulis dalam bentuk, 
Ah ? Ai ?  
h ? i (rekursif kiri sudah dihilangkan), ? bisa berupa simbol variabel-
variabel. 
a) Jika h < i, aturan produksi ini sudah benar (tidak perlu diubah)  
b) Jika h > i, aturan produksi belum benar. Lakukan substitusi berulang-
ulang terhadap Ai (ganti  Ai pada produksi ini dengan ruas kanan 
produksi dari variabel Ai ) sehingga suatu saat diperoleh produksi 
dalam bentuk, 
   Ah ? Ap ?  Nilai h ? p 
Jika : 
i) h = p, lakukan penghilangan rekursif kiri  
ii) h < p, aturan produksi sudah benar  
3. Jika terjadi penghilangan rekursif kiri pada langkah 2b, sejumlah simbol 
variabel baru yang muncul dari operasi ini dapat disisipkan pada urutan 
variabel semula di mana saja asalkan ditempatkan tidak sebelum Ah (di 
kiri) 
4. Setelah langkah 2 dan 3 dikerjakan, maka aturan-aturan produksi yang 
ruas kanannya dimulai simbol variabel sudah berada dalam urutan yang 
benar. 
Ax ? Ay ?  Nilai x < y  
Produksi –produksi yang lain ada dalam bentuk, 
Ax ? a ?  
Bx ? ? 
Bx adalah simbol variabel baru yang muncul sebagai akibat dari operasi 
penghilangan rekursif kiri. 
5. Bentuk normal Greibach didapat dengan cara melakukan substitusi 





produksi dalam bentuk Ax ? Ay ? dapat diubah, sehingga ruas kanannya 
dimulai dengan simbol terminal.  
6. Produksi yang dalam bentuk Bx ? ? juga dapat diubah dengan cara 
substitusi seperti pada langkah 5. 
Contoh 12.1 
Ubah tata bahasa bebeas konteks berikut ke dalam bentuk normal 
Greibach  
S ? CA 
A ? a | d 
B ? d 
C ? DD 
D ? AB 
Penyelesaian  
Urutan variabel S < A < B < C < D 
Aturan produksi yang simbol pertama pada ruas kanan adalah simbol 
variabel. 
 S ? CA (sudah memenuhi karena S < C) 
 C ? DD (sudah memenuhi karena C < D) 
 D ? AB (tidak memenuhi karena D > A) 
Aturan produksi yang belum memenuhi syarat adalah  
D ? AB, karena simbol variabel ruas kiri  > dari simbol variabel pertama 
pada ruas kanan. 
Lakukan substitusi pada simbol variabel A, sehingga aturan produksi 
menjadi, D ? aB | dB. 
Setelah semua aturan produksi memenuhi ketentuan urutan variabel, 
lakukan substitusi mundur pada aturan produksi yang belum dalam bentuk 
normal Greibach  
 C ? DD ? C? aBD | dBD  





Hasil akhir dari aturan produksi yang telah dalam bentuk normal 
Greibach adalah: 
 S ? aBDA | dBDA  
 A ? a | d 
 B ? d 
 C ? aBD | dBD  
 D ? aB | dB 
Contoh 12.2 
Ubah tata bahasa bebas konteks berikut ke dalam bentuk normal Greibach  
 A ? BC 
 B ? CA | b 
 C ? AB | a 
Penyelesaian: 
Urutsan simbol A < B < C 
 A ? BC  (sudah memenuhi karena A < B) 
 B ? CA  (sudah memenuhi karena B < C) 
 C ? AB  (tidak memenuhi karena C > A) 
Pengubahan C ? AB | a 
C ? AB | a ? C ? BCB | a ? C ? CACB | bCB | a 
Penghilangan rekursif kiri. 
 C ? bCBZ1 | aZ1  
 Z1 ? ACB 
 Z1 ? ACBZ1  
Hasil produksi C dalam bentuk normal Greibach: 
C ? bCBZ1 | aZ1 | bCB | a 
Substitusi mundur  
B ? CA | b ? B ? bCBZ1 A | aZ1 A | bCBA | aA | b 
A ? BC ? A ? bCBZ1 AC | aZ1 AC | bCBAC |aAC | bC  






Z1 ? ACB ? Z1 ? bCBZ1ACCB  |  aZ1ACCB | bCBACCB | aACCB 
|bCCB  
Z1 ? ACB Z1 ? Z1 ? bCBZ1ACCB Z1 |  aZ1ACCB Z1 |  bCBACCB Z1 | 
aACCB Z1 |bCCB Z1  
Hasil akhir aturan produksi dalam bentuk normal Greibach: 
A ? bCBZ1 AC | aZ1 AC | bCBAC |aAC | bC  
B ? bCBZ1 A | aZ1 A | bCBA | aA | b 
C ? bCBZ1 | aZ1 | bCB | a 
Z1 ? bCBZ1ACCB | aZ1ACCB| bCBACCB | aACCB |bCCB  
Z1 ? bCBZ1ACCB Z1| aZ1ACCB Z1 | bCBACCB Z1  | aACCB Z1 |bCCB Z1  
 
12.3 Pembentukan normal Greibach melalui perkalian matriks  
Pembentukan normal Greibach melalui perkalian matriks didasari 
pemikiran  bahwa kumpulan aturan produksi dpt. dianggap sebagai sistem 
persamaan linier. 
Misal terdapat aturan produksi, 
 A ? BC 
 B ? CA | b 
 C ? AB | a 
Jika diganti: 
??? dengan ?=?  dan ?|? dengan ?+? , maka aturan produksi diatas menjadi 
bentuk sistem  persamaan linier, 
 A = BC 
 B = CA + b 
 C = AB + a 
Sistem persamaan linier diatas dapat ditulis dalam bentuk persamaan 
matriks sebagai berikut, 
 V = VR + S 
V = vektor baris 1 x n yang mengandung simbol-simbol variabel. 





S = vektor baris 1 x n yang mengandung simbol terminal dan variabel  
Contoh 12.3  
Buat bentuk normal Greibach dari contoh 13.2 melalui  
perkalian matriks. 
Penyelesaian : 
Ubah tata bahasa bebas konteks ke dalam bentuk persamaan linier. 
 A = BC 
 B = CA + b 
 C = AB + a 
Nyatakan persamaan linier sebagai persamaan matriks, 
 V = VR + S 
 
Diperoleh: 
V = [ A    B     C] 
R =  
S = [0     b     a] 
Selanjutnya bentuk persaman matriks: 
 V = SQ + S 
 Q = RQ + R  
Q adalah matriks yang mengandung simbol-simbol baru.  
V = SQ + S  
[A   B    C] = [0    b    a]  + [0    b    a] 
Didapat: 







Q = RQ + R  
 
Didapat: 
 D = BJ                         G = CD + C      J = AG        
 E = BK  H = CE    K = AH + A 
 F = BL+B  I = CF               L = AI 
Persamaan 2 
 Substitusi persamaan 1 ke 2, didapat: 
 D = bHJ + aKJ + bJ  
 E = bHK + aKK + bK  
 F = bHL + aKL + bL + bH + aK + b 
 G = bID + aLD + aD+ bI+aL+a  
 H = bIE + aLE+aE  
  I = bIF + aLF+aF  
  J = bGG +aJG  
 K = bGH + aJH +bG+aJ  
  L = bGI + aJI  
Didapat bentuk normal Greibach: 
 A ? bG | aJ  
 B ?  bH | aK | b 
 C ?  bI | aL | a  
 D ?  bHJ | aKJ | bJ  
 E ?  bHK | aKK | bK  
 F ?  bHL | aKL | bL | bH | aK | b 
 G ?  bID | aLD | aD | bI | aL | a 
 H ?  bIE | aLE | aE  
  I ? bIF | aLF | aF  
  J ?  bGG | aJG  





  L ?  bGI | aJI  
Latihan  
1. S ? AA | d 
 A ? SS | b 
2.   S ? AB | BC  
A ? BA | a  
B ? CC | b 
C ? AB  
Penyelesaian: 
1. S ? AA | d 
 A ? SS | b 
Aturan produksi yang sudah dalam bentuk Normal Greibach adalah: 
 S ? d 
 A ? b 
Aturan produksi yang belum dalam bentuk Normal Greibach adalah: 
 S ? AA 
 A ? SS 
Urutan simbol: S < A 
Karena A < S (lihat soal), maka harus dilakukan pengubahan. 
Proses pengubahan:  
A ? SS | b ? A ? AAS | dS | b 
Aturan produksi menjadi rekursif kiri: 
?1 = AS 
?1 = dS   ;    ?2 = b 
A ? dSZ1 | bZ1  
Z1 ? AS 
Z1 ? ASZ1 
Dalam bentuk normal Greibach: 






Lakukan pengubahan terhadap variabel baru. 
Z1 ? dSZ1S | bZ1S |dSS | bS    
Z1 ? dSZ1SZ1 | bZ1SZ1 | dSSZ1 | bSZ1  
Lakukan pengubahan terhadap variabel S. 
S ? AA|d => S ? dSZ1 A | bZ1A | dSA | bA | d 
Hasil akhir aturan produksi dalam bentuk Normal Greibach adalah: 
S ? dSZ1 A | bZ1A | dSA | bA | d  
 A ? A ? dSZ1 | bZ1 | dS | b 
Z1 ? dSZ1S | bZ1S |dSS | bS    
Z1 ? dSZ1SZ1 | bZ1SZ1 | dSSZ1 | bSZ1 
Substitusi untuk variabel S 
S ? dZ1 A | bZ1 A | d 
Hasil akhir aturan produksi dalam bentuk Normal Greibach adalah: 
S ? dZ1 A | bZ1 A | d 
 A ? dZ1 | bZ1 | b 
Z1 ? dZ1 | bZ1     
Z1 ? dZ1Z1 | bZ1Z1  
2. S ? AB | BC  
A ? BA | a  
B ? CC | b 














BAB 13 PUSH DOWN OTOMATA 
 
13.1 Push Down Automata (PDA)  
Merupakan mesin otomata dari bahasa bebas konteks. Perbedaan PDA 
dengan Otomata Hingga terletak pada kemampuan memori. Otomata hingga 
mempunyai memori yang terbatas, sedangkan PDA mempunyai memori yang 
tidak terbatas, berupa stack.  
Stack adalah kumpulan dari elemen-elemen sejenis dengan sifat 
penambahan elemen dan pengambilan elemen melalui suatu tempat yang 
disebut top of stack. 
Aturan pengisian atau pengeluaran elemen stack menganut sistem 
LIFO  (Last In First Out). Pengambilan elemen dari stack dikenal dengan 
istilah pop.  Sedangkan memasukkan elemen ke dalam stack dikenal dengan 
istilah push. 
Contoh sebuah stack  




Bila dilakukan operasi pop, maka kondisi stack menjadi: 
Top Stack ? D 
 E 
 
Bila dilakukan operasi push B, maka kondisi stack menjadi: 










Sebuah PDA dinyatakan dalam 7 tupel: 
M = (Q, ?, ?, ?, S, F, Z) 
Q = himpunan state 
? = himpunan simbol input 
?  = simbol-simbol tumpukan / stack 
?  = fungsi transisi  
S = state awal, S ? Q 
F = himpunan final state, F ? Q  
Z = simbol awal tumpukan / top stack, Z ? ?  
Dari komponen diatas dapat disimpulkan bahwa: 
-  Definisi untuk Q, ?, S, F sama dengan yang ada pada otomata hingga. 
-  Tupel baru adalah ?, Z yang berhubungan dengan stack. 
-  ? memiliki kemiripan dengan ? pada otomata hingga dengan beberapa 
perbedaan. 
PDA dapat dianggap sebagai otomata hingga yang dilengkapi dengan 
stack. Sebuah PDA yang menerima input, selain bisa berpindah state juga 
bisa melakukan operasi pada stack. 
Kondisi atau konfigurasi PDA pada suatu saat dinyatakan dengan 
state dan stack. Jenis transisi pada PDA; 
1. Membaca simbol input 
2. Tanpa membaca simbol input. 
PDA dapat dianggap sebagai otomata hingga yang dilengkapi 
dengan stack. Sebuah PDA yang menerima input, selain bisa berpindah 
state juga bisa melakukan operasi pada stack. Kondisi atau konfigurasi 
PDA pada suatu saat dinyatakan dengan state dan stack. Jenis transisi pada 
PDA; 
1. Membaca simbol input 
2. Tanpa membaca simbol input. 
 





Pada PDA yang membaca simbol input, terdapat sejumlah pilihan 
yang mungkin, bergantung pada simbol input,  simbol pada top-stack, dan 
state.  Setiap  pilihan  terdiri  dari  state berikutnya dan simbol-simbol (bisa 
satu, beberapa, atau kosong) untuk mengganti simbol pada top-stack. 
Penggantian simbol pada top-stack bisa berupa push, untuk satu atau 
beberapa simbol, atau berupa popuntuk simbol kosong. Setelah membuat 
pilihan, kemudian PDA membaca simbol input berikutnya. 
2. Tanpa membaca simbol input 
Jenis transisi tanpa membaca input adalah transisi yang dilakukan 
tanpa membaca input atau ?. Transisi ini memungkinkan PDA 
memanipulasi isi stack atau berpindah state tanpa membaca input.  
 
Jenis-jenis PDA: 
1. PDA null stack, yaitu PDA yang melakukan penerimaan input dengan 
stack kosong.  
2. PDA final state, yaitu PDA yang melakukan penerimaan input yang 
pilihan transisinya menyebabkan PDA mencapai final state. 
Contoh 13.1 
Sebuah PDA  Q = {q1, q2}       ? = {a, b}       ? = {A, , Z} 
S = q1    Z = Z   F = {q2} 
PDA tersebut memiliki fungsi transisi: 
?(q1, ?, Z) = {(q2, Z)}   ?(q1, a, Z) = {(q1, AZ)} 
?(q1, b, Z) = {(q1, BZ)}   ?(q1, a, A) = {(q1, AA)} 
?(q1, b, A) = {(q1, ?)}    ?(q1, a, B) = {(q1, ?)} 
?(q1, b, B) = {(q1, BB)} 
Kita bisa membaca fungsi transisi tsb. sebagai berikut. 
?(q1, a, Z) = {(q1, AZ)} 
 
 













?(q1,  b,  A)  =  {(q1, ?)} Mesin dengan konfigurasi: State q1 dan top-stack A 










?(q1, ?,  Z)  =  {(q2, Z)} Mesin dengan konfigurasi: State q1 dan top-stack Z 















Sebuah PDA  Q = {q1, q2}   ? = {a, b}  ? = {A, B, Z} 
S = q1    Z = Z   F = {q2} 
PDA tersebut memiliki fungsi transisi: 
?(q1, ?, Z) = {(q2, Z)}   ?(q1, a, Z) = {(q1, AZ)}  
?(q1, b, Z) = {(q1, BZ)}    ?(q1, a, A) = {(q1, AA)} 
?(q1, b, A) = {(q1, ?)}    ?(q1, a, B) = {(q1, ?)} 
?(q1, b, B) = {(q1,  BB)}     





1. Konfigurasi awal mesin: state q1 , top-stack Z,   membaca input ‘a’. 
Fungsi transisinya: ?(q1, a, Z) = {(q1, AZ)} 





2. Membaca input ‘b’. Fungsi transisinya: ?(q1, b, A) = {(q1, ?)} 




3. Membaca input ‘b’. Fungsi transisinya:  ?(q1, b, Z) = {(q1, BZ)} 









4. Membaca input ‘a’. Fungsi transisinya: ?(q1, a, B) = {(q1, ?)} 




5. Semua input sudah selesai dibaca. Fungsi transisinya: ?(q1, ?, Z) = {(q2, Z)} 
Konfigurasi mesin menjadi: state q2 State q2 berada  dalam  F  (final state), 





Sebuah PDA Q = {q1, q2}  ;   ? = {0, 1, 2}  ;  ?= {Z, B, G}  ;    
     S = {q1 , q2}  ;   Z = Z   ;    F = ?  
PDA tersebut memiliki fungsi transisi: 
?(q1, 0, Z) = {(q1, BZ)}   ?(q1, 0, B) = {(q1, BB)} 
?(q1, 0, G) = {(q1,  BG)}    ?(q1, 2, Z) = {(q2, Z)} 
?(q1, 2, B) = {(q2,  B)}    ?(q1, 2, G) = {(q2, G)} 
?(q2, 0, B) = {(q2, ?)}    ?(q2, ?, Z) = {(q2, ?)} 
?(q1, 1, Z) = {(q1, GZ)}   ?(q1, 1, B) = {(q1, GB)} 
?(q1, 1, G) = {(q1,  GG)}    ?(q2, 1, G) = {(q2, ?)} 




1. Konfigurasi awal mesin: state q1 , top-stack Z, menerima input ‘0’. 
Fungsi transisinya: ?(q1, 0, Z) = {(q1, BZ)} 









2. Membaca input ‘2’ Fungsi transisinya: ?(q1, 2, B) = {(q2, B)} 




3. Membaca input ‘0’ Fungsi transisinya: ?(q2, 0, B) = {(q2, ?)} 
Konfigurasi mesin menjadi: state q2 dan B di pop  
Z 
 
4. Tanpa membaca input ( ? ) Fungsi transisinya: ?(q2, ?, Z) = {(q2, ?)}  
Konfigurasi mesin menjadi: state q2 dan Z di pop Stack kosong 
  
 
Karena string ‘020’ telah selesai dibaca dan berakhir pada stack kosong, 
maka PDA dapat menerima string ‘020’. 
 
13.2 PDA untuk suatu tata bahasa bebas konteks  
PDA adalah merupakan penerima bahasa-bahasa bebas konteks, 
sehingga dari suatu tata bahasa bebas konteks kita dapat memperoleh sebuah 
PDA, begitu juga sebaliknya. Sebuah PDA bisa dibuat untuk kumpulan 
aturan produksi dari suatu tata bahasa bebas konteks. 
Langkah-langkahnya adalah sebagai berikut: 
1. Definisikan: 
Q = {q1, q2, q3 } 
S = q1  
F = { q3 } 
? = simbol terminal 





? = semua simbol variabel, simbol terminal, dan Z (simbol awal stack) 
2. Mesin ini dimulai dengan mem-push Z pada top stack. Pada setiap langkah 
berikutnya dilakukan salah satu dari dua hal berikut: 
- Jika top-stack adalah variabel , misal A, kita gantikan dengan ruas 
kanan dari A, misal A? w, maka kita ganti dengan A dengan w.  
- Jika top-stack adalah terminal, dan sama dengan simbol masukan 
berikutnya, maka top-stack kita pop dari stack. 
3. Berdasarkan aturan diatas, kita dapat mengkonstruksi empat tipe transisi 
berikut. 
- ? (q1 , ?, Z)  = {(q2 , SZ)} untuk mem-push simbol awal (S) ke stack. 
-  ? (q2 , ?, A)  = {(q2 , w) | A ? w adalah sebuah simbol produksi dalam 
tata bahasa bebas konteks itu} untuk semua variabel A. 
-  ? (q2 , a, a)  = {(q2 , ?)} untuk setiap simbol terminal  (untuk mem-pop 
pembandingan terminal yang sama) 
? (q2 , ?, Z)  = {(q3 , Z)}, bila selesai membaca semua input dan top-stack 
adalah Z, berarti string input sukses diterima oleh PDA ( q3 state akhir)  
Contoh 13.4 
Sebuah tata bahasa bebas konteks,  D ? aDa | bDb | c PDA nya dapat 
dikonstruksi menjadi:  
Q = {q1, q2, q3 } 
S = q1  
F = { q3 } 
? = {a, b, c} 
? = {D, a, b, c, Z} 
Fungsi transisinya: 
?(q1, ?, Z) = {(q2, DZ)}  
?(q2, ?, D) = {(q2, aDa),  (q2, bDb), (q2, c)} 
?(q2, a, a) = ? (q2, b, b) = ? (q2, c, c) = {(q2, ?)} 





Dari aturan produksi yang ada, tata bahasa bebas konteks tersebut bisa 
menurunkan untai ‘aca’  dari D ? aDa ? aca  
Karena tata bahasa bebas konteks bisa menurunkan string ‘aca’ , maka PDA 





1. Konfigurasi awal mesin: state q1 , top-stack Z,  tanpa menerima input (?). 
  Fungsi transisinya:   ?(q1, ?, Z) = {(q2, DZ)} 





2. Tanpa menerima input (?). Fungsi transisinya: ?(q2, ?, D) = {(q2, aDa)} 







3. Menerima input ‘a’ Fungsi transisinya: ?(q2, a, a) = {(q2, ?)} 










4. Tanpa menerima input ( ? ) Fungsi transisinya:  ?(q2, ?, D) = {(q2, c)} 






5. Menerima input  ’c’ Fungsi transisinya:  ?(q2, c, c) = {(q2, ?)} 





6. Menerima input  ’a’ Fungsi transisinya: ?(q2, a, a) = {(q2, ?)} 




7. Tanpa menerima input  (?) Fungsi transisinya: ?(q2, ?, Z) = {(q3, Z)} 




Tidak ada transisi lagi dari q3. Karena q3 state akhir  dan semua input sudah 
selesai dibaca, sehingga menandakan untai ‘aca’ diterima oleh PDA tersebut.  
 
13.3  Deskripsi seketika pada PDA 
Langkah 1 s.d. 7 pada contoh soal 14.4, dapat juga dinyatakan dalam 
suatu notasi yang disebut deskripsi seketika (instantaneous description). 





konfigurasi PDA pada suatu saat. Perubahan dari suatu kondisi ke kondisi 
berikutnya dipisahkan dengan tanda ‘?’. Konfigurasi suatu saat dapat 
dinyatakan dengan triplet:  (q, w, u), Dimana q menyatakan state, w adalah 




Kerjakan contoh 14.4 dengan deskripsi seketika.  
Q = {q1, q2, q3 } 
S = q1  
F = { q3 } 
?  = {a, b, c} 
? = {D, a, b, c, Z} 
Fungsi transisinya: 
?(q1, ?, Z) = {(q2, DZ)}  
?(q2, ?, D) = {(q2, aDa),  (q2, bDb), (q2, c)} 
?(q2, a, a) = ? (q2, b, b) = ? (q2, c, c) = {(q2, ?)} 
?(q2, ?, Z) = {(q3, Z)}  
Tentukan apakah PDA diatas dapat menerima string ‘aca’ 
Tahapan nomor 1 s.d. 7 dapat dinyatakan sebagai berikut:  
(q1, aca, Z) ?  (q2, aca, DZ)?  (q2, aca, aDaZ)? (q2, ca, DaZ) ? (q2, ca, 
caZ)?  (q2 , a, aZ) ?  (q2 , ?, Z) ?  (q3, ?, Z) 
 
Latihan 1 
1. Sebuah PDA Q = {q1, q2}  ;  ? = {0, 1, 2}  ;  ?= {Z, B, G}  ;   S = {q1 , q2}  ;  
Z = Z   ;   F = ?  
PDA tersebut memiliki fungsi transisi: 
?(q1, 0, Z) = {(q1, BZ)}   ?(q1, 0, B) = {(q1, BB)} 
?(q1, 0, G) = {(q1, BG)}  ?(q1, 2, Z) = {(q2, Z)} 





?(q2, 0, B) = {(q2, ?)}    ?(q2, ?, Z) = {(q2, ?)} 
?(q1, 1, Z) = {(q1, GZ)}   ?(q1, 1, B) = {(q1, GB)} 
?(q1, 1, G) = {(q1, GG)}  ?(q2, 1, G) = {(q2, ?)} 




1. Konfigurasi awal mesin: state q1 , top-stack Z,  menerima input ‘1’. 
Fungsi transisinya: ?(q1, 1, Z) = {(q1, GZ)} 




2.  Membaca input ‘2’ Fungsi transisinya: ?(q1, 2, G) = {(q2, G)} 




3. Membaca input ‘1’ Fungsi transisinya: ?(q2, 1, G) = {(q2, ?)} 
Konfigurasi mesin menjadi: state q2 dan G di pop  
Z 
 
4. Tanpa membaca input ( ? ) Fungsi transisinya: ?(q2, ?, Z) = {(q2, ?)} 




Sebuah tata bahasa bebas konteks,  D ? aDa  |  bDb  |  c  PDA  nya  
dapat dikonstruksi menjadi:  





S = q1  
F = { q3 } 
? = {a, b, c} 
? = {D, a, b, c, Z} 
Fungsi transisinya: 
?(q1, ?, Z) = {(q2, DZ)}  
?(q2, ?, D) = {(q2, aDa),  (q2, bDb), (q2, c)} 
?(q2, a, a) = ? (q2, b, b) = ? (q2, c, c) = {(q2, ?)} 
?(q2, ?, Z) = {(q3, Z)}  
Dari aturan produksi yang ada, tata bahasa bebas konteks tersebut 
bisa menurunkan untai ‘bcb’  dari D ? bDb ? bcb, Karena tata bahasa 
bebas konteks bisa menurunkan string ‘bcb’ , maka PDA juga harus dapat 
menerima untai tersebut. 




1. Konfigurasi awal mesin: state q1 , top-stack Z,  tanpa menerima input (?). 
Fungsi transisinya:  ?(q1, ?, Z) = {(q2, DZ)} 





2. Tanpa menerima input (?). Fungsi transisinya:  ?(q2, ?, D) = {(q2, bDb)} 










3. Menerima input ‘b’ Fungsi transisinya: ?(q2, b, b) = {(q2, ?)} 






4. Tanpa menerima input ( ? ) Fungsi transisinya:  ?(q2, ?, D) = {(q2, c)} 






5. Menerima input  ’c’ Fungsi transisinya:  ?(q2, c, c) = {(q2, ?)} 





6. Menerima input  ’b’ Fungsi transisinya: ?(q2, b, b) = {(q2, ?)} 




7. Tanpa menerima input  (?) Fungsi transisinya:  ?(q2, ?, Z) = {(q3, Z)} 








Tidak ada transisi lagi dari q3.  Karena q3 state akhir  dan semua 
input sudah selesai dibaca, sehingga menandakan untai ‘bcb’ diterima 
oleh PDA tersebut. 
 
Latihan 3  
PDA pada latihan 2: 
Q = {q1, q2, q3 } 
S = q1  
F = { q3 } 
?  = {a, b, c} 
? = {D, a, b, c, Z} 
Fungsi transisi latihan 2: 
?(q1, ?, Z) = {(q2, DZ)}  
?(q2, ?, D) = {(q2, aDa), (q2, bDb), (q2, c)} 
?(q2, a, a) = ? (q2, b, b) = ? (q2, c, c) = {(q2, ?)} 
?(q2, ?, Z) = {(q3, Z)}  
Kerjakan latihan 2, dengan deskripsi seketika.  
Fungsi transisi latihan 2: 
?(q1, ?, Z) = {(q2, DZ)}  
?(q2, ?, D) = {(q2, aDa), (q2, bDb), (q2, c)} 
?(q2, a, a) = ? (q2, b, b) = ? (q2, c, c) = {(q2, ?)} 
?(q2, ?, Z) = {(q3, Z)}  
Penyelesaian  
(q1 , bcb, Z) ? (q2, bcb, DZ)   (q2, bcb, bDbZ) ? (q2, cb, DaZ) ?  (q2, cb, 










BAB 14 MESIN TURING 
 
14.1 Mesin Turing (Turing Machine)  
Stack (tumpukan) yang terdapat pada PDA memiliki keterbatasan 
kemampuan akses, yaitu hanya mengakses data yang terdapat pada top / 
puncak dari stack. Untuk melakukan akses pada bagian yang lebih rendah 
dari puncak stack, harus memindahkan bagian di atasnya (pop), yang akan 
menyebabkan bagian tersebut hilang.  
Pada mesin Turing, memori berupa pita yang berupa array (deretan) 
sel-sel penyimpanan. Setiap sel mampu menyimpan sebuah simbol tunggal. 
Pita tersebut tidak mempunyai sel pertama dan sel terakhir. Pita dapat 
memuat informasi dalam jumlah tak terbatas, dan dapat diakses bagian 
manapun dari pita dengan urutan bagaimanapun. Terdapat sebuah head yang 
menunjukkan posisi yang diakses pada pita. Head dapat bergerak ke kanan 
atau ke kiri untuk membaca input dari pita dan sekaligus juga bisa 
melakukan penulisan pada pita/mengubah  isi pita.  
Mesin Turing bisa dianalogikan seperti  komputer sederhana, dengan 
sejumlah state sebagai memori,  pita sebagai secondary storage, fungsi 
transisi sebagai  program. Sebuah mesin Turing secara formal dinyatakan 
dalam 7 tupel, yaitu : 
M = (Q, ?, ?, ?, S, F, b), dimana :  
Q = himpunan state  
? = himpunan simbol input  
? = simbol pada pita (meliputi pula blank)  
? = fungsi transisi  
S = state awal, S ? Q  
F = himpunan state akhir, F? Q  
b = simbol kosong (blank) (bukan bagian dari ?, b ??) 







14.2 Mekanisme Kerja Mesin Turing 
Pembacaan fungsi transisi: ?(q1,  a)  =  (q1, a, R) pada state q1 head 
menunjuk karakter ‘a’ pada pita, menjadi state q1, head bergerak ke kanan 
?(q1,  b)  =  (q1, a, R). Pada state q1 head menunjuk karakter ‘b’ pada pita, 
menjadi state q1, head menulis karakter ‘a’ lalu bergerak ke kanan ?(q1, b) = 
(q2, b, L). Pada state q1 head menunjuk karakter ‘b’ pada pita, menjadi state 
q1, head bergerak ke kanan. 
 
Contoh 14.1 
Misal terdapat mesin Turing: 
Q = {q1, q2} 
? = {a, b} 
? = {a, b, b} 
F = {q2} 
S = {q1} 
Fungsi transisinya: 
?(q1, a) = (q1, a, R) 
?(q1, b) = (q1, a, R) 
?(q1, b) = (q2, b, L) 
Misal pita yang akan dibaca adalah ‘abbaa’ 
 a b b a a  
 
       State q1 
1. Fungsi transisi ?(q1,  a)  =  (q1, a, R). Pada state q1 head menunjuk karakter 
‘a’, menjadi state q1, head bergerak ke kanan. 
 a b b a a  
 
      State q1 
2. Fungsi transisi ?(q1,  b)  =  (q1,  a,  R).  Pada  state q1 head menunjuk karakter 






 a a b a a  
 
    State q1 
3. Fungsi transisi ?(q1,  b)  =  (q1,  a,  R).  Pada  state q1 head menunjuk karakter 
‘b’, menjadi state q1, head menulis karakter ‘a’, lalu bergerak ke kanan. 
 a a a a a  
 
                    State q1 
4. Fungsi transisi ?(q1,  a)  =  (q1, a, R). Pada state q1 head menunjuk karakter 
‘a’, menjadi state q1, head bergerak ke kanan  
 
 a a a a a  
 
                           State q1 
5. Fungsi transisi ?(q1,  a)  =  (q1, a, R). Pada state q1 head menunjuk karakter 
‘a’, menjadi state q1, head bergerak ke kanan  
 a a a a a b 
 
                                      State q1 
6. Fungsi transisi ?(q1,  b)  =  (q2,  b,  L).  Pada  state q1 head menunjuk karakter 
‘b’, menjadi state q1, head bergerak ke kiri  
 a a a a a b 
 
                          State q2 
7. Tidak ada transisi dari q2, mesin Turing berhenti (halt).  Karena  q2 adalah 
state akhir, maka input diterima. 
Contoh 14.2 
Misal terdapat mesin Turing: 
Q = {q0, q1, q2, q3, q4}      ? = {0, 1} 





Fungsi transisi  
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Pita yang akan dibaca ‘0011’ 
Operasi Mesin Turing 
1.    0 0 1 1   
 
            State q0 
2.    X 0 1 1   
 
                        State q1 
3.    X 0 1 1   
 
                             State q1 
4.    X 0 Y 1   
 
                         State q2 
5.    X 0 1 1   
 
            State q2 






                          State q0 
7.    X X Y 1   
 
                              State q1 
8.    X X Y 1   
 
                                     State q1 
9.    X X Y Y   
 
                              State q2 
10.    X X Y Y   
 
                           State q2 
11.    X X Y Y   
 
                              State q0 
12.    X X Y Y   
 
                                       State q2 
13.    X X Y Y b  
 
                                                 State q3 
14.    X X Y Y b  
 
                                       State q4 
Karena tidak ada transisi lagi dari q 4 , maka Mesin Turing berhenti 








14.3 Deskripsi  seketika Mesin Turing 
Tahapan transisi no. 1 s.d. 14 pada contoh 15.2 dapat dinyatakan 
dalam notasi deskripsi seketika (instantaneous decscription). Perubahan dari 
suatu kondisi ke kondisi berikutnya dipisahkan oleh tanda ‘?’  
(q0,  0011) ? (q1, X011)? (q1, X011)? (q2, X0Y1) ? (q2,  X0Y1) ? 
(q0, X0Y1) ? (q1, XXY1) ? (q1, XXY1) ? (q2, XXYY) ? (q2, XXYY) 
? (q0, XXYY) ? (q3, XXYY) ? (q3, XXYYb) ? (q4, XXYYb) 
Latihan 1.  
Tulis deksripsi seketika mesin Turing pada contoh 15.2 Jika diberi 
input 011. 
Penyelesaian: 
(q0, 011) ? (q1, X11) ? (q2, XY1) ? (q0, XY1) ? (q3, XY1) 
Latihan 2 
Misal terdapat mesin Turing: 
Q = {q0, q1, q2, q3, q4}      ? = {a, b} 
?= {a, b, X, Y, b}             F = {q4}         S = {q0} 
 
Fungsi transisi 





, X, R)  -  -  (q
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, a, R)  (q
2
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, a, L)  -  (q
0
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q
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Lakukan operasi Mesin Turing diatas, jika pita yang dibaca ‘aaabbb’ 
