In engineering design, customers usually provide product requirements in the form of a natural language while computer-aided design systems may prefer more formal and structured specifications. In this paper, a formalisation process is proposed to transform product requirements from its natural language descriptions to a formal specification. The formal specification is based on the product environment and the formulation of design problem, which identifies the components included in a design problem in terms of the product environment. Through the lexical, syntactic, and structure analysis of natural language descriptions of a design problem, the formalisation process identifies the product to be designed, its environment components, and their relations. A software prototype is developed to validate the formalisation process. An example of rivet setting tool design shows that both the formalisation process and software prototype are feasible.
Introduction
A design process includes several major stages: gathering of product requirements, requirements specification, conceptual design, configuration design, and detailed design. At the beginning of a product design process, based on a request made by customers, designers start to identify the customer's real intent in order to gather all explicit and implicit requirements that the product has to satisfy. The gathered product requirements are then specified to support the following design process. During the conceptual design stage, some design concepts will be generated and evaluated to satisfy the specified product requirements. After that, configuration as well as detailed design transforms and refines the generated concepts into product descriptions that can guide the implementation of the design solution. Over the last few decades, a great deal of efforts has been made to support the configuration and detailed design. Relatively, early design stages are not well investigated. Especially, the gathering and specification of product requirements are not well understood. However, study has shown that 70% of the cost of a product is determined by the decisions made in the early design stages. Poor decisions at the early stages of product development may require significantly more efforts in the late stages or may cause the project to be cancelled. As the first step in the product design process, the correct identification and specification of product requirements is especially critical. A systematic approach would be beneficial to help designers to specify the product requirements in a proper manner.
Some researchers defined the conceptual design process as the mapping of well-defined functional requirements to physical properties (Suh, 1990; Braha and Maimon, 1998; Yoshikawa, 1981) . However, the mapping of the customer requirements to functional requirements is not adequately discussed. Other researchers developed steps and procedures for identifying product requirements based on empirical experience from experts Pahl and Beitz, 1988) . Among them, Quality Function Deployment (QFD) is a typical method to transform customer requirements into engineering specifications (Akao, 1990) . In recent years, a great deal of efforts has been made to elicit and organise customer requirements implied in a design problem (Agouridas et al., 2001; Chittaro and Kumar, 1998; Deng et al., 2000; Gershenson and Stauffer, 1999; Hirtz et al., 2002; Jiao et al., 1998; Jiao and Tseng, 2004; Lossack et al., 1998; McKay et al., 2001; Rounds and Cooper, 2002; Chen et al., 2002; 2005) . Gangopadhyay (2001) utilised the theory of conceptual dependencies (Schank, 1975) to develop a conceptual data model from functional specifications expressed in natural languages. McKay et al. (2001) proposed a specification data model to define a structure for product specification using the EXPRESS data specification language and demonstrated its validity through the use of a mechanical product case study. Stacey et al. (1999) proposed a modelling approach, known as Signposting, and developed suitable methods to include route selection and process simulation in order to identify the best route through the design process and to optimise resource allocation. Chen et al. (2005) proposed a prototype of a Product Definition and Customization System (PDCS) comprising two phases, namely, product definition using the laddering technique and a novel Design Knowledge Hierarchy (DKH) and product customisation using an integrated methodology of Conjoint Analysis (CA) and Kohonen Association (KA) techniques. Jiao and Tseng (2004) identified two sources of customisability, namely, design changes and process variations and evaluated the cost effectiveness of a design to be customised in order to meet individual customer needs.
Although existing approaches attempt to propose different representations in modelling customer requirements, constraints, design tasks, design intent, design goals and objectives to better understand a design problem, few can tackle all these aspects within a systematic and integrated framework. Moreover, the generic relationships among different requirements are not shown in the structure of specified product requirements. Some challenges remaining in specifying product requirements include:
• Product requirement documents are usually written in natural language (Chen, 1983) , which easily leads to ambiguous or distorted understanding of the customer's original intent (Oxman, 2004) . This makes the management of customer requirements challenging.
• Product requirements often include many different types of information. This may easily confuse and frustrate both designers and requirement providers (Darlington and Culley, 2004) .
• In developing a product family from an original product, a variety of new product requirements are usually introduced (Jiao and Tseng, 2004) . It is difficult to predict what type of requirements may appear in the product development process. This requires that a flexible structure be used to manage product requirements (Zeng, 2004a) .
To solve the problems above, Zeng (2004a) derived an environment-based formulation of design problem, based on which Chen and Zeng (2006) further classified product requirements in terms of product life cycle and the level of priority. The derived formal representation (Zeng, 2004a; Chen and Zeng, 2006) of product requirements provides a foundation for a new design process model (Zeng, 2004b) , which addresses the simultaneous evolution of design problem and design solutions. To integrate the product requirement in the design process model, this paper studies how natural language description of product requirements can be formalised into the formal environment-based formulation of design problem. Section 2 will summarise our research results in formulating design problem, based on which a formalisation process is proposed in Section 3 to transform natural language descriptions into formal specifications. Section 4 presents a software prototype we have developed to validate the formalisation process. Section 5 is the conclusion of this paper. Future research directions are also pointed out in this section.
Figure 1 Internal drum brake
Source: To illustrate the concepts presented in this research, a rivet setting tool design example is adapted from the book by to illustrate the concepts proposed in this paper. The task of this problem is to design a tool for riveting brake linings onto brake shoes for internal drum brakes as shown in Figure 1 . The user of this tool is a car mechanic. The hand force, foot force, and working height should follow ergonomic standards. The use of this tool should conform to the related industry safety standards. The service life of this tool should be around five years. The tool should be easy for transportation and maintenance. It will be manufactured in a specific workshop, which has specified equipments. The cost of this tool cannot be over $190.00.
Formulation of product requirements
This section aims to provide the theoretical background for formalising product requirements. Firstly, we will introduce some fundamental concepts in the axiomatic theory of design modelling for the formulation and formalisation of product requirements. Secondly, two theorems about the design problem will be presented to show the formal structure of the design problem, which provides a formal framework for representing product requirements.
Axiomatic theory of design modelling
Axiomatic theory of design modelling is a logical tool for representing and reasoning about object structures (Zeng, 2002) , which is different from Suh's (1990) theory of axiomatic design. It provides a formal approach that allows for the development of design theories following logical steps based on mathematical concepts and axioms. The primitive concepts of universe, object, and relation are used in the axiomatic theory of design modelling. Their definitions can be found from the Random House Webster's Unabridged Dictionary as follows.
Definition 1
The universe is the whole body of things and phenomena observed or postulated.
Definition 2 An object is anything that can be observed or postulated in the universe.
It can be seen from the two definitions above that universe is the whole body of objects.
Definition 3
A relation is an aspect or quality that connects two or more objects as being or belonging or working together or as being of the same kind. Relation can also be a property that holds between an ordered pair of objects.
where A and B are objects. A~B is read as 'A relates to B'. R is a relation from object A to object B. Basic properties of relations include idempotent, commutative, transitive, associative and distributive.
Based on these concepts, two axioms are defined in the axiomatic theory of design modelling.
[Axiom 1] Everything in the universe is an object.
[Axiom 2] There are relations between objects.
It can be seen from these two axioms that the characteristics of relations play a critical role in the axiomatic theory of design modelling. We need to define a group of basic relations to capture the nature of object representation. Two corollaries of the axiomatic theory of design modelling are used to represent various relations in the universe.
[Corollary 1] Every object in the universe includes other objects. Symbolically,
where B is called a subobject of A. The symbol ⊇ is inclusion relation. The inclusion relation is transitive and idempotent but not commutative.
[Corollary 2] Every object in the universe interacts with other objects. Symbolically,
where C is called the interaction of A on B. The symbol ⊗ represents interaction relation. Interaction relation is idempotent but not transitive or associative. Based on the Corollary 1 and 2, the structure operation is developed.
Definition 4
Structure operation, denoted by ⊕, is defined by the union of an object and the interaction of the object with itself.
where ⊕ O is the structure of object O.
The structure operation provides the aggregation mechanism for representing the object evolution in the design process.
Product system
Based on the structure operation, the concept of product system is introduced.
Definition 5
A product system is the structure of an object (Ω) including both a product (S) and its environment (E).
where Φ is the object that is included in any object. The product system (⊕ Ω) can then be expanded as follows:
where ⊕E and ⊕S are structures of the environment and product, respectively; E⊗S and S⊗E are the interactions between environment and product. A product system can be illustrated in Figure 2 . 
Definition 6 Product boundary, denoted by B, is the collection of interactions between a product and its environment.

B (E S) (S E).
= ⊗ ∪ ⊗
There are two types of product boundary: structural boundary and physical interactions.
The structural boundary (B s ) is the common physical structure between a product and its environment. The physical interactions include actions (B a ) of the environment on the product and responses (B r ) of the product to its environment. Therefore, product environment boundary can be further represented as:
Since environment as well as product may have components, structures ⊕E and ⊕S can be further decomposed into the structures of these components as well as their mutual interactions according to the definition of structure operation. Equation 6 indeed presents a recursive structure of a product system.
Formal structure of design problem
A design problem can be literally defined as a request to design something that meets a set of descriptions of the request. Based on the axiomatic theory of design modelling, both 'something' and 'descriptions of the request' can be seen as objects and can be further seen as product systems in the context of formulating design problem. Thus a design problem, denoted by P d , can be formally represented as:
where ⊕Ω 0 (Ω 0 = E 0 ∪ S 0 , E 0 ∩ S 0 = Φ) can be seen as the descriptions of a request for the design, ⊕Ω s (Ω s = E s ∪ S s , E s ∩ S s = Φ) is something to be designed, and λ is the 'inclusion' relation (⊇) implying that ⊕Ω s will be a part of ⊕Ω 0 so that the designed product will meet the descriptions of the design. Obviously, if ⊕Ω s is a part of ⊕Ω 0 , then Equation (9) is satisfied. At the beginning of the design process, ⊕Ω s is an unknown and ⊕Ω 0 is the only thing defined. The truth value of P d is undetermined, which means the request is yet to be met.
According to Equation (6) and Equation (7), we have:
Based on Equations (8), (9) and (10), the following equation can be derived using the axiomatic theory of design modelling (Zeng, 2004a) .
where the symbol ∧ denotes logical 'and'; 0 s ( E , E ), λ ⊕ ⊕ and represent requirements on product environment, structural requirements, and performance requirements, respectively. In general, the product environment can be partitioned into a finite number of sub-environments:
where n is a finite positive number. Each E i can be an individual environment. This partition of product environment partitions the product requirements in Equation (11).
Since product environment E 0 itself can be taken as an invariant of a design problem and
can be viewed as an implication of , then we can get:
where both and are defined as follows:
B (E S ) (S E ).
Equations (11), (13) and (14) imply (15) the following two theorems (Zeng, 2004a ):
1 Theorem of structure of design problem. A design problem is implied in a product system and is composed of three parts: the environment in which the designed product is expected to work, the requirements on product structure, and the requirements on performance of the designed product.
2 Theorem of source of product requirements. All the product requirements in a design problem are imposed by the environment in which the product is expected to work.
For the rivet setting tool design, the design problem is given in Table 1 . These two theorems define an invariant part of a design problem, which is the product environment. All components in a design problem can be defined through the product environment. Therefore, product environment provides a foundation for the classification and management of product requirements.
On the basis of these two theorems, a new design methodology named Environment-Based Design (EBD) is proposed by Zeng to accomplish a design task from requirements gathering to solution generation. Different from traditional design methodologies, which are largely based on the understanding that a generic design process comprises analysis, synthesis, and evaluation, the environment-based design methodology includes three main stages: environment analysis, conflict identification, and concept generation. These three stages work together to progressively and simultaneously generate and refine the design specifications and design solutions. The EBD methodology is illustrated in Figure 3 . Performance requirements R-R1. To rivet brake linings onto brake shoes.
R-R2. The hand and foot forces should follow ergonomic standards.
R-R3. The use of the tool should conform to related industry safety standards.
R-R4. The tool can be manufactured in the specific workshop.
R-R5. The service life of the tool will be around five years.
R-R6. The tool should be easy for transportation and maintenance.
R-R7. The cost of the tool cannot be over $190.00.
Structural requirements R-R8. The working height should follow ergonomic standards. The objective of environment analysis is to find out the key environment components, in which the product works, and the relationships between the environment components. From the environment implied in the design problem described by the customer(s), the designer will introduce extra environment components that are relevant to the design problem at hands. The results from this analysis constitute an environment system. One of the key methods for environment analysis is linguistic analysis. Following the environment analysis, conflicts should be identified among the relations between environment components. At the third stage of EBD, a set of key environment conflicts will be chosen to be resolved by generating some design concepts. This process continues until no more unacceptable environment conflicts exist.
The environment based design is two things. First, it is a prescriptive model of design (which is a design methodology) that guides designers from the gathering of customer requirements throughout the generation and evaluation of design concepts. Secondly, it is a descriptive model of the natural design process that illustrates how designers conduct a design task.
As a part of the first step in the Environment-Based Design methodology, the natural language based design problem description needs to be transformed into a formal environment system. This environment system includes product environment as well as the relations between product and environment. Based on Equations (11), (13) and (14), the identification of the environment is a key to specify product requirements. Chen and Zeng (2006) discussed the potential environment components that may contribute to the product requirements. The rest of this paper will focus on a systematic approach to identifying the environment system from the natural language description of a design problem.
Formalisation of product requirements
Some formal methods such as Z (Spivey, 1988) , VDM (Bjorner and Jones, 1982) , and Larch (Guttag and Horning, 1993) focus on specifying the behaviour of sequential systems. States are described in terms of rich mathematical structures such as sets, relations, and functions; state transitions are given in terms of pre-and post-conditions. They are often called abstract model methods. Other methods, such as Communicating Sequential Processes (CSP) (Hoare, 1985) , Calculus of Communicating Systems (CCS) (Milner, 1982) , state charts (Harel, 1987) , temporal logic (Manna and Pnueli, 1991) , and I/O automata (Lynch and Tuttle, 1987) , focus on specifying the behaviour of concurrent systems. The method proposed in this paper does not distinguish between sequential and concurrent systems, but rather focuses on the structure of a design problem.
Statement of the problem
In engineering applications, design problems are usually described using natural language. It is not feasible to force designers and customers to describe design problems in the form of mathematical formulation introduced in Section 2. Hence, it is essential to establish a step-by-step process to formalise a design problem described by natural language into its formal specification. This formalisation process will help designers and customers to easily and accurately identify product requirements implied in a design problem description. Though some researchers from the field of software engineering have also studied the natural language based requirements specification (Fliedl et al., 2004; Liu et al., 2004) , their intention is to output the standard format such as UML. Product requirements represented in those formats do not well support current design methodology. The relation between the requirements specification and the succeeding design process is not closely established.
As indicated in Section 2, product requirements can be found by analysing the structure of design problems. If it is intended to find the formal specification of product requirements from the natural language descriptions of a design problem, the formal structure of natural language needs to be developed in the first place. Language is a symbol system human beings used to describe the universe (Turner, 1971) . By common agreement among its users, its symbols (letters and words) usually stand for ideas in the mind or objects in the environment. The symbols in a language may also fulfil certain structural functions in the language pattern so that ideas and objects can be combined to form more complex meanings (Turner, 1971) . In delivering a message, sentences are the basic construct carrying the complete meaning. The axiomatic theory of design modelling is indeed a formal system aiming to code the universe through its objects and relations (Zeng, 2002) . By comparing a language with the axiomatic theory of design modelling, it can be seen that both 'ideas in the mind' and 'objects in the environment' are objects in the universe. The 'structural functions' are indeed relations between words. Thus an implicit mapping exists between a natural language and the axiomatic theory of design modelling. Hence, the linguistic structure of words and sentences will be built using the axiomatic theory of design modelling. When all the sentences in a design problem description are transformed into a formal structure, the product requirements are specified by identifying product, environment and their relations implied in the formal structure. The general procedure of transforming the natural language description into the formal specification of design problem is given in Figure 4 .
In this section, we firstly discuss the linguistic structure of English sentences and represent words and sentences graphically using the axiomatic theory of design modelling. Then a formal structure representing product requirements is built up through lexical analysis, syntactic analysis and structure analysis. The example of rivet setting tool is used to illustrate the concepts.
Representation of linguistic structure
Although the descriptions of product requirements might be complex, they can be ultimately structured into a group of sentences and sentences can be decomposed into words. In this paper, we only discuss the English linguistic structure. For words, the English language has eight traditional parts of speech in its grammar: noun, verb, adjective, adverb, pronoun, preposition, conjunction, and interjection. For the sake of brevity, this paper will only formally discuss nouns and verbs.
A noun is a word used to name a person, place, thing, quality, idea, or action. In a sentence, it tells who or what did the action or was acted upon by the verb. Any noun in a natural language names an object in the universe. Pronouns are used as replacements or substitutes for nouns and noun phrases in a sentence. A verb is a word used to indicate the action from/to/on an object or the state of an object. There are four principal verb types: helping, linking, intransitive, and transitive. Helping verb shades the meaning of the main verb in some desired manner. A linking verb connects two nouns. It links the first noun to a complement, which is also a noun or a noun phrase to indicate the state of the noun. An intransitive verb only involves one object. It describes a relation on itself, which indicates a state of a noun. Transitive verb shows actions from one object to another. The verb or the verb together with its direct object constitutes a relation between two objects. The following graphic symbols are used to represent nouns and verbs, corresponding to objects and relations in the axiomatic theory of design modelling.
A word surrounded by a solid line box represents a concrete-entity that equals a noun in English:
An arrow with a solid line represents an action relationship that equals a transitive verb in English:
An arrow with a solid line attached by a circle at the other end represents a modification relationship that is indicated by prepositions, participles, and other relationship words in English.
Word surrounded by a dash-line box represents an abstract entity that equals adjectives, adverbs or helping verbs, etc. Usually, an abstract entity is used with a modification relationship flag.
A dash-dot line box represents a composite object, which consists of other kinds of objects.
A basic English sentence takes the pattern: subject + predicate. The predicate may be only a verb or a verb plus other elements, such as complement, direct object, indirect object, and objective complement. On the basis of the predicate structure, there are five basic sentence patterns:
1 Subject + intransitive verb 2 Subject + linking verb + subjective complement 3 Subject + transitive verb + direct object 4 Subject + transitive verb + indirect object + direct object 5 Subject + transitive verb + direct object + objective complement.
Using ⊗ iv to represent the relation corresponding to an intransitive verb, p iv for the sentence pattern 1, we have:
Using ⊗ lv to represent the relation corresponding to a linking verb, p lv for the sentence pattern 2, we have:
Using ⊗ tv to represent the relation corresponding to a transitive verb, p tv for the sentence patterns 3, 4, and 5, we have:
Formal structure of product requirements
After the linguistic analysis of sentences is conducted, we need to generate a formal structure to specify product requirements. The input of this formalisation process is the product requirements described in natural language. The output is a structure showing the product, environment and their relations, which can be used for the rest of the design process. The formalisation process will address three major steps: lexical analysis, syntactic analysis, and structure analysis. Lexical analysis is the first step in understanding a language by determining the property of a word in a sentence. Syntactic analysis analyses the role of a word or a phrase in a sentence and identifies the sentence patterns. The formal structure underlying product requirements is generated by structure analysis.
Lexical analysis
Words are fundamental units in every sentence. Lexical analysis identifies word's lexical properties, such as attribute, base form, function, and related phrases. It is the prerequisite step for the following syntactic analysis. Lexical analysis starts from a sentence. It includes decomposition of the sentence, reduction of the form of a word, determination of the part of speech and identification of phrases. Firstly, a sentence is decomposed into single words. Figure 5 gives an example of decomposing the sentence of 'The use of the tool should conform to related industry safety standards'. It has 12 words. Then the part of speech for each word is determined. According to English Grammar (Schmidt, 1995) , there are eight major parts of speech including verb, noun, adjective, adverb, pronoun, preposition, conjunction, and interjection. Verbs, nouns, and adjectives can be further classified into specific parts of speech. Since some words may have multiple attributes, confusion may exist in determining the part of speech for a word. For example, the word 'use' can be a noun as well as a verb. In the above example, 'use' must be a noun since it follows the article word 'the'.
Nouns, verbs, adjectives and adverbs often take inflections. When these words are determined by their parts of speech, the form of each word shall be identified and be reduced to its basic form. For nouns, there are two forms, singular and plural. Verbs have six forms: base form, infinitive, past simple, past participle, present participle, present simple forms. Adjectives and adverbs have three forms: base form, comparative degree, and superlative degree. Figure 6 shows a word's part of speech (in the column 'Fun'), its inflection (in the column 'attributes'), its base form, and the rate of its use recorded in a database. Phrases are used to group a set of words. They are identified from words by using rules such as:
• if a phrase has the form 'noun A of noun B', it is a noun phrase in which the noun A is the head-word and the noun B is a modifier • if a phrase has the form 'helping verb + main verb', it is a verb phrase and the main verb is the head-word.
In terms of these two rules, we can find that 'the use of the tool' is a noun phrase and 'should conform to' is a verb phrase from the example shown in Figure 7 . The property of a word should also include the position of a word in a sentence, such as subject, predicate or object, but the position of a word can only be determined when the sentence structure is considered. This will be discussed in syntactic analysis.
Syntactic analysis
After the lexical property of a word is identified, syntactic analysis will be conducted to identify the patterns of sentences that describe a design problem. The pattern of a sentence is analysed based on English grammar. The English grammar consists of a set of basic sentence patterns as shown in Table 2 , which describe the relationship between subject, predicate, and object of a sentence.
Table 2
Basic sentence patterns In syntactic analysis, a complex sentence is first decomposed into a set of phrases and clauses. In a phrase, the key words need to be found. They are usually verbs and nouns, which are modified by other words. Each clause can be taken as a simple sentence and has only one verb. According to the principle of 'one sentence, one predicate', a complex sentence is made up of several simple sentences. Then each decomposed sentence is compared against the basic sentence patterns until a relevant one is found. Basically, the pattern of each simple sentence is contained in Table 2 . If some sentences cannot be analysed, the patterns in Table 2 should be extended. Table 3 shows the decomposed phrases, the attributes of keywords (which are underlined), and the functions of respective phrases. This sentence corresponds to the pattern of 'Subject + Linking verb + Noun/Pronoun' in Table 1 . 
Structure analysis
Structure analysis is the final step to generate the formal structure for a design problem described by natural language. After lexical analysis and syntactic analysis, the pattern of a sentence and the property of words in a sentence are identified. The next step is to convert each sentence into a formal structure defined by the axiomatic theory of design modelling, based on the results of lexical analysis and syntactic analysis. This formal structure reflects the relations between words. When a set of sentences representing product requirements are structured, we can identify the product, environment, and their mutual relations. The structure analysis consists of two steps. The first step converts each simple sentence into a diagram using the representation of linguistic structure discussed earlier.
In the example of the rivet setting tool design shown in given at the end of Section 1, eight sentences are used to describe the product requirements for the design problem. Each sentence is mapped into its corresponding diagram shown in Table 4 . The second step is to integrate the above diagrams into a formal structure and identify product, environment, and their relations. Figure 8 shows the formal structure of the rivet setting tool example. In the context of product system, a noun names either of product, environment, or the relations between them while a verb names the type of relation involved in a sentence. From this structure shown in Figure 8 , we can find out the product to be designed is a tool and all the product requirements of the tool are clearly expressed around the tool. 
Problem formulation
As discussed earlier, to specify product requirements is to transform the description of a design problem in natural language into a formal structure that defines the product, environment, and their relations. A software prototype has been developed to translate automatically product requirements described by natural language into a formal structure diagram. The input of this software prototype is a set of sentences describing a design problem and the output is a diagram showing the relations between objects. In this section, we will present the architecture of this software prototype and the experimental results using the example of the rivet setting tool design.
System architecture
The software prototype is named ROM and contains three modules: ROM Client, Lexicon Server, and Syntax Server. The architecture of this system is shown in Figure 9 .
Figure 9
System architecture ROM Client is the user interface of the entire system. It does not participate in the core logical operations, but it calls these operations from servers. The main tasks of the ROM Client are: to display the formal structure diagram which is resulted from other modules, and to provide an interactive terminal that enables end users to participate in decision-making in the case of emerging ambiguity of various solutions. To a group of users, they are able to run ROM Client application individually to process various requirement documents, and to build the formal structure diagram individually.
Lexicon Server is responsible for the reduction of words and returning search results from ROM_Dictionary to ROM Client. ROM_Dictionary is the kernel of the Lexicon Server, which includes so far 67 181 base-form words and 15 141 inflected form words. To improve query performance, over 80 000 words are saved in a two-dimensional hash table. Meanwhile, for the purpose of running on multiple platforms, the Lexicon Server is divided into three layers: core layer, interface layer, and application layer as shown in Figure 11 . All core operations are placed in the core layer, such as: loading the dictionary data from file or database, searching for a word in the dictionary, reducing the inflected word to base form, etc. An example of lexical analysis is shown in Figure 11 . For the word, 'rivet', it returns the search results about parts of speech and the infected forms of the word. Syntax Server is used to analyse the structure of a sentence. It first maps the sentence structure into the formal structure diagram, converts them into an XML data package, and then sends the package to ROM Client. In this module, we adjust the technology of nested invoking between C++ and Prolog as shown in Figure 12 . Since C++ has higher flexibility and performance as well as available supporting libraries for user interface whereas Prolog has powerful capacity in logical deduction, this kind of bi-directional invoking can benefit from each other. The tasks of the Syntax Server consist of three components: determination of part of speech, identification of phrase, and identification of sentence pattern as shown in Figure 12 . These three components are implemented with Prolog. The results of the syntax analysis are complex. To organise the data structure efficiently, XML technology is introduced as data exchange format between Syntax Server and ROM Client. 
Experimental results
The rivet setting tool design is used to illustrate the feasibility of this software system. Firstly, the description of the design problem is separated into simple sentences. Then each sentence is decomposed into single words, which will be reduced by the Lexicon Server and sent back to the ROM Client. Figure 13 shows the result of decomposing the sentence and reducing it into single words from the Lexicon Server when a single sentence is sent as the input. Next, ROM Client sends a data package, which only contains the lexical analysis of one single sentence to the Syntax Server. Then the sentence is analysed in the Syntax Server. The outcome of this step is the structure diagram of the sentence, which is organised into an XML package. The content of the XML data package of an example, 'The user of the tool is the car mechanic', is shown in Figure 14 . Then the XML data package is sent to ROM Client. Based on the outcome from the syntax server, ROM Client generates the formal structure diagram shown in Figure 15 by analysing all the sentences in the design problem. It can be seen from Figure 15 that the tool is the product to be designed. The environment includes 'car mechanic', 'standards', 'brake shoes' and 'brake linings', etc. The interaction between the product and environment includes 'rivet', 'force', 'cost', 'life', etc. Some objects do not seem to fall into any category at this stage, such as 'transportation' and 'maintenance' because no corresponding environment has been explicitly stated in the problem description. This will be specified by designers in the rest of the design process. 
Conclusion
In this paper, a formalisation process is proposed to transform a design problem described in natural language into a formal specification. The foundation of this formalisation process is two theorems of product requirements derived by using the axiomatic theory of design modelling. The first theorem identifies three types of information included in a design problem: environment, structural requirements, and performance requirements.
The second theorem indicates that the source of product requirements is product environment. Through the lexical, syntactic, and structure analysis of natural language based design problem descriptions, the formalisation process identifies the product to be designed, its environment components, and their relations from the generated formal structure diagram. A software prototype is developed to implement the formalisation process. Initial experiment shows that the formalisation process is feasible.
This research can may be used as a core of a computer-aided product design system. Based on the work presented in this paper, a web-based distributed Product Life-cycle Management (PLM) collaborative product design software system is under development for managing the smooth and seamless management of product requirements throughout the new product development in the aerospace industry. An ontology is being developed to define a template for describing product environment and potential relationships between the product and its environment. A new methodology and corresponding software system is being developed for requirements elicitation based on the linguistic analysis method proposed in this paper. We are also integrating a sketch-based conceptual design system into this system to deal with the geometric information appearing in the description of the design problem.
