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ABSTRAKT
Tato práce se zabývá zranitelnostmi webových aplikací. Cílem je vytvoření nástrojů pro
detekci útoků Same Origin Method Execution (SOME), XML Signature Wrapping at-
tack, XPATH Injection, HTTP Response Smuggling a Server-Side Includes (SSI) injection
a vytvoření záznamů v logovacích souborech, které zobrazují detekované útoky. V první
části práce jsou rozebrány stěžejní teoretické poznatky, jsou zde popsány zranitelnosti vy-
braných útoků a jejich zneužití. V další části jsou pro tyto útoky implementovány webové
aplikace, které obsahují zranitelnosti pro úspěšné provedení útoků. Dále jsou navrhnuty
a vytvořeny metody detekce všech útoků v jazyku Python, které jsou doprovázeny zá-
znamem do logovacího souboru.
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ABSTRACT
This thesis is dealing with vulnerabilities of web applications. The aim of the work is
to create tools for attack detection of certain attacks, specifically Same Origin Me-
thod Execution (SOME), XML Signature Wrapping attack, XPATH Injection, HTTP
Response Smuggling and Server-Side Includes (SSI) injection. Another aim is to create
logs that display detected attacks. In the first part, the theory is analyzed and vulnera-
bilities of chosen attacks are described including their misuse. In the next section there
are web application implemented which contain vulnerabilities for successful execution
of the attacks. Furthermore, in Python language detection methods are designed and
developed for these attacks, which are accompanied by a log entry.
KEYWORDS
web application, XPath, Server-Side Include, SOME, XML Signature, HTTP Response
Smuggling, attack, injection, Python, detection, log
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ÚVOD
Webové aplikace jsou dnes velmi populárním nástrojem, jelikož umožňují jednoduchý
vývoj multiplatformních aplikací. Při jejich vývoji se používá velké množství různých
technologií a je tedy snadné opomenout zabezpečení všech souvisejících rizik.
Cílem diplomové práce je analyzovat útoky Same Origin Method Execution
(SOME), XML Signature Wrapping attack, XPATH Injection, HTTP Response
Smuggling a Server-Side Includes (SSI) injection, pro tyto útoky vytvořit webové
aplikace obsahující zranitelnosti k uvedeným útokům. Navrhnout v programovacím
jazyce Python nástroje pro detekci všech zmíněných útoků a začlenit je na webový
server. Dále vytvořit záznamy v logovacím souboru, které budou zobrazovat deteko-
vané útoky. Výstupem práce je také vytvoření videa, ve kterém bude popsán princip
útoků a jejich detekce.
Tato diplomová práce je rozdělena na tři stěžejní kapitoly. V první kapitole jsou
popsány základní webové technologie, které jsou spjaté s útoky popisovanými v této
práci. Znalost těchto technologií je nutným základem pro pochopení provedených
útoků.
Druhá kapitola poskytuje teoretické popisy vybraných útoků, pro každý z nich
jsou uvedeny technologie, kterých je využito při provedení daného útoku a ke kaž-
dému z nich je popsáno využití zranitelností.
Třetí kapitola se zabývá praktickou částí této diplomové práce. Na začátku ka-
pitoly se seznámíme s experimentálním pracovištěm, na kterém budou útoky prová-
děny. Dále zde budou představeny implementace webových aplikací se zranitelnostmi
pro útoky Same Origin Method Execution (SOME), XML Signature Wrapping at-
tack, XPATH Injection, HTTP Response Smuggling a Server-Side Includes (SSI)
injection a popsány vytvořené nástroje pro jejich detekci a způsob zaznamenání
provedeného útoku do logovacího souboru.
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1 WEBOVÉ TECHNOLOGIE
V následujících sekcích jsou popsány základní pojmy využívané v této práci. Jejich
znalost je nutná pro pochopení principu jednotlivých útoků.
Hypertext Transfer Protocol (HTTP) je protokol aplikační vrstvy sloužící
pro přenos zpráv mezi klientem a serverem [1]. Typicky bývá klientem webový pro-
hlížeč a serverem je webový server. Přenášené HTTP zprávy mohou být dvou typů:
dotaz a odpověď.
Zpráva typu dotaz obsahuje:
• metodu
• cestu ke zdroji na serveru
• verzi HTTP protokolu
• hlavičky
V RFC 7231 [17] jsou uvedeny standardizované metody GET, HEAD, POST,
PUT, DELETE, CONNECT, OPTIONS a TRACE. Nejčastěji užívanými jsou typy
GET a POST. Metoda GET se uživá v případě, kdy chce klient získat data ze
serveru. Metodou POST jsou zaslána data od klienta na server.







Zpráva typu odpověď obsahuje:
• verzi HTTP protokolu
• stavový kód a zprávu
• hlavičky
Konkrétní příklad je uveden zde:
HTTP/1.1 200 OK





Webový server je počítačový program, který implementuje protokol HTTP.
Poskytuje služby HTTP klientům. Nejčastěji se jedná o démon, tedy program který
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běží na pozadí a nevyžaduje interakci s uživatelem. Běžně používané implementace
pro Linux jsou Apache [25], Nginx [26] nebo lighttpd [27] a pro Windows je nejčastěji
používán IIS [28].
Proxy server, viz [24], je stanice, která se chová jako prostředník mezi dvěmi
dalšími stanicemi. Může se například jednat o server poskytující službu a klienta.
Proxy server obdrží požadavky od klienta, přepošle je na server a odpověď od serveru
zašle klientovi.
Cachovací proxy server je jeden z druhů proxy serverů. Server si ukládá dotazy
a k nim obdržené odpovědi do mezipaměti. Pokud přijde od klienta dotaz, který se
již vyskytuje v cachi, zašle klientovi odpověď uloženou ve své mezipaměti.
Definice webové aplikace není přesně stanovena, ale obecně by se dalo tvrdit, že
se jedná o aplikaci dostupnou přes protokol HTTP. Narozdíl od statických stránek se
její obsah může dynamicky měnit například na základě vstupu od uživatele. K vývoji
webových aplikací se dříve používali takzvané Common Gateway Interface (CGI)
skripty psané typicky ve skriptovacích jazycích bash nebo perl. V dnešní době jsou
tyto technologie na ústupu a naopak jsou populární takzvané webové frameworky,
například Flask [29], Django [30] pro programovací jazyk Python.
Hypertext Markup Language (HTML) je značkovací jazyk, pomocí kte-
rého mohou být zobrazeny webové stránky. Značky v HTML mají pevně stanovený
význam, tím se pak řídí webové prohlížeče a vykreslují text nebo různé objekty
dle požadavku. Seznam všech značek je uveden na webu [2]. Podrobnosti o jazyku
HTML lze získat např. v knize [3].
Většina značek má otevírací a uzavírací značku, uzavírací značka se liší přidáním
lomítka před text. Výjimkou je například značka <br>, která označuje pouze ko-
nec řádku. Značky se nesmí vzájemně křížit, pokud se například v nadpisu použije
tučné písmo, je nutné toto tučné písmo uzavřít před uzavřením samotného nadpisu:
<h1><b>Nadpis</b></h1>.
Příklad 1 ukazuje syntaxi jednoduchého html souboru. První řádek označuje,
že se bude jednat o HTML verze 5. Značka <html> je kořenovou značkou html
souboru a všechny další značky musí být vnořeny do této značky. V rámci <head>
jsou uložena metadata, jako údaje o fontech, skripty, nebo <title>, který určuje
název, který bude zobrazen v liště prohlížeče. Následuje <body> obsahující údaje
zobrazeny na stránce. Nadpisy mají 6 různých úrovní označených <h1>, <h2>, ...,
<h6>.
Extensible Markup Language je značkovací jazyk, podobně jako HTML. Byl
navržen za účelem popsání dat, nahrazuje starší jazyk Standard Generalized Markup
Language (SGML). Extensible Markup Language (XML) je podrobně popsán v knize
[4]. Jelikož je XML otevřeným standardem, je možné jej použít pro jednoduchou












Listing 1: Syntaxe jazyka HTML
První řádek souboru obvykle obsahuje verzi xml a kódování:
<?xml version="1.0" encoding="UTF-8"?> .
Narozdíl od HTML si sám autor musí vytvořit jednotlivé značky, které pak ozna-
čují význam prvků. V ukázce 2 lze vidět, že xml soubor je stromovou strukturou,
která je zobrazena také na obr. 1.1 Vyskytuje se zde kořen users, který má 2 po-
tomky nazvané user, každý z uzlů dále obsahuje listy id, username a password. V
terminologii xml dat se používá pro kořen, uzly a listy název element, příp. kořenový













Listing 2: Syntaxe jazyka XML
Elementy mohou mít také atributy, které jsou vlastnostmi daného elementu. Na-
příklad element id z předchozího příkladu může být nahrazen jako atribut elementu






















Listing 3: Syntaxe elementu s atributem v jazyce XML
JavaScript je skriptovací jazyk, který umožňuje vytvářet dynamický obsah na
webové stránce. Kód je vykonán prohlížečem po zpracování HTML a CSS. Podrob-
nosti k jazyku JavaScript lze získat např. v knize [12].
Nahrání JavaScriptu na webovou stránku se provádí pomocí HTML značky
<script>. Je více způsobů, kterými to lze provést viz [11], nejčastěji se využívá
připojení externího souboru následujícím skriptem,
<script type="text/javascript" src="/path/to/javascript">
</script>




V tomto případě se ve webovém prohlížeči zobrazí alert obsahující zprávu: Page is
loaded.
JavaScript disponuje množstvím způsobů, jakými je možné manipulovat jednot-
livé elementy, viz [13]. Nejsnazším způsobem lze element získat pomocí identifikátoru
(id), který je každému elementu přiřazen. V následující ukázce 4 je zobrazen jedno-




var x, y, z;
x = 5;
y = 6;
z = x + y;
document.getElementById("demo").innerHTML =
"The value of z is " + z + ".";
</script>
Listing 4: Syntaxe jazyka JavaScript
Simple Object Access Protocol (SOAP) je komunikační protokol, který
slouží pro zasílání a přijímání zpráv XML. Stanovený formát pro různé verze pro-
















Listing 5: Syntaxe protokolu SOAP
Element Envelope je kořenovým elementem zprávy a definuje, že se jedná o SOAP
zprávu. Element Header obsahuje informace speciické pro danou webovou aplikaci,
například autentizaci. Jedná se o volitelný element, pokud se ve zprávě nachází,
musí být prvním potomkem kořenového elementu. Body je povinný element, který
obsahuje informace určené pro zpracování. Element Fault je volitelný a je potomkem
elementu Body. Zaznamenává chyby stavové informace zprávy.
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Listing 6: Podoba elementu Body ve zprávách SOAP
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2 VYBRANÉ ZRANITELNOSTI WEBOVÝCH
APLIKACÍ
Tata kapitola se zabývá teoretickým popisem vybraných útoků. Pro každý z nich
jsou uvedeny technologie, kterých je využito při provedení daného útoku. Dále jsou
zde popsány principy, ze kterých vychází konkrétní zranitelnosti a jakým způsobem
je lze zneužít.
2.1 Same Origin Method Execution
Útok Same Origin Method Execution (SOME) [14] umožňuje provést na webové
stránce různé akce jménem oběti. Oběť obdrží odkaz na závadnou stránku, která
obsahuje sadu akcí vytvořených útočníkem za účelem získání různých informací,
smazání účtu, atp. Útočník může provádět akce, které již jsou k dispozici na kon-
krétní webové stránce.
2.1.1 Zranitelnost
Tento útok je typicky zaměřen na aplikace, které mají chybně implementovány
callback [15]. Jedná se o funkci, která je předávána parametrem jiné funkci. Je
zavolána v případě, že nastane určitá událost. Jak je uvedeno v [16], webová stránka
může předávat parametry pro callback pomocí URL:
http://site.com/callback-endpoint?callback=callback_parameters .
Callback-endpoint označuje stránku, která obsahuje mechanismus pro zpracování
parametrů, může se jednat o script, viz následující příklad pseudokódu v php 7.
Webová stránka získá parametr John od uživatele a potřebuje z databáze obrdžet
další údaje o této osobě. Využije k tomu script.php, ve kterém je tato funkcionalita
implementována a předá data funkci getJSONdata.
http://site.com/script.php?callback=John
Chybně implementovaná funkce callback může vypadat následovně 8, při ne-
správném ošetření je možné předat tímto scriptem libovolnou funkci.
2.1.2 Průběh útoku
Útok je velmi podrobně popsán v článku [16]. Útočník zašle oběti odkaz na svoji
webovou stránku, kde jsou na pozadí vykonány akce v javascriptu, které oběť nemusí












Listing 8: Chybná implementace funkce callback v PHP
1. Uživatel otevře odkaz vedoucí na okno1.
2. Okno1 otevře nové pop-up okno2.
3. Okno1 je přesměrováno na webovou stránku, kterou má útočník v úmyslu
zneužít.
4. Okno2 je přesměrováno na stejnou webovou stránku, aby bylo dodrženo Same
Origin Policy (SOP). V rámci toho kroku je využita funkce callback, která
může předávat parametrem provedení nativní funkce jazyka JavaScript, např. click,
alert, atp. nebo jinou již implementovanou funkci na webové stránce.
5. V okně1 je provedena akce předaná funkcí callback.
Pro každou další akci, která je následně předána jako callback je zapotřebí vy-
tvořit nové pop-up okno.
2.2 Server-Side Includes Injection
Server-Side Includes (SSI) je nástroj, který se používá pro dynamické generování
obsahu HTML stránek [5]. Přímo do HTML stránek jsou vloženy značky se syntaxí
HTML komentáře, uvnitř obsahují příkaz, jenž bude vyhodnocen webovým serve-
rem. Kupříkladu:
<!--#echo var="DATE_LOCAL" --> .
Tento příkaz vypíše proměnnou DATE_LOCAL na místo původního komentáře,
uživatel tedy uvidí: Tuesday, 12-Dec-2017 18:58:09 EET. Celkový přehled příkazů
lze najít na webu [6] a [7]. V tabulce 2.1 jsou uvedeny základní příklady.
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Tab. 2.1: SSI příkazy
Příklad Popis
<!--#echo var="DOCUMENT_NAME"--> Zobrazí název dokumentu.
<!--#exec cmd="whoami"--> Zobrazí uživatele, pod kterým
se vykonává daný proces.
<!--#include virtual="./text.html"--> Vloží do výsledku obsah sou-
boru text.html.
<!--#config timefmt="A %B %d %Y %r"--> Přenastaví formát zobrazování
času.
<!--#set var="country"value="United Kingdom"--> Změní hodnotu value proměnné
var.
2.2.1 Zranitelnost
Server může pomocí SSI jednoduchým způsobem zobrazovat dynamické údaje. Po-
kud se ale na stránce vyskytuje pole, do kterého může uživatel zapisovat - např.
vyhledávací formulář, lze přes něj zaslat na server SSI příkaz. Webový server při
zpracování HTML stránky vyhodnotí i SSI příkaz uživatele a poskytne mu skryté
informace. Vstup od uživatele proto musí být opatřen kontrolou.
Útočník může získat velké množství informací, které se odvíjí od práv, které má
přiřazen uživatel, pod kterým je daná stránka spuštěna. Typicky se jedná o uživatele
apache nebo www-data.
Následujícím příkazem útočník zjistí jaké soubory, i s jejich podrobnostmi, se
nachází ve složkách pro daný web a dále může tyto soubory vkládat do výsledku
pomocí příkazu include, případně číst soubory pomocí programu cat.
<!--#exec cmd="ls -l & ls -l .."-->
total 32
drwxr-xr-x. 2 apache apache 4096 Dec 9 18:53 cgi-bin
-rw-r--r--. 1 apache apache 12032 Dec 13 12:51 error.log
-rw-r--r--. 1 apache apache 256 Dec 9 17:20 form.html
-rw-r--r--. 1 apache apache 7260 Dec 13 12:52 log.txt
-rw-r--r--. 1 apache apache 72 Dec 13 12:52 test.html
total 4
-rwxr-xr-x. 1 apache apache 1464 Dec 9 18:19 app.py
<!--#include virtual="../log.txt"-->
09 Dec 2017 17:31:27 [SSI][2] injection detected from IP address:
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192.168.0.20, query: <!--#echo var="DATE_LOCAL"-->
09 Dec 2017 18:20:09 [SSI][2] injection detected from IP address:









Útočník může rovněž získat informace ze systému serveru, jako je seznam uži-
vatelů, typ operačního systému, hardwarové komponenty a jejich využití, přehled
běžících procesů, seznam nainstalovaných balíků včetně jejich verzí, atp. V případě,
že je na serveru spuštěn SELinux v módu vynucování pravidel (enforcing), tyto
příkazy nebudou provedeny, nebo budou provedeny částečně.
<!--#exec cmd="ps -A"-->
PID TTY TIME CMD
1 ? 00:00:01 systemd
696 ? 00:00:00 httpd
697 ? 00:00:00 httpd
698 ? 00:00:00 httpd
699 ? 00:00:00 httpd
700 ? 00:00:00 httpd
701 ? 00:00:00 httpd
1003 ? 00:00:00 (sd-pam)
1045 ? 00:00:00 httpd
1237 ? 00:00:00 ps
2.3 XML Signature Wrapping attack
Při komunikaci pomocí protokolu SOAP je možné zprávy zabezpečit pomocí digi-
tálního podpisu, jak je známo z teorie asymetrické kryptografie. Při nesprávném
ověřování podpisů ve webové aplikaci může útočník pomocí manipulace s obsahem
zprávy získat přístup k informacím třetí strany. Tento útok se dělí na čtyři podtypy
[22]:
• XML Signature Wrapping - Simple Context.
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– Data určená k podpisu se nacházejí v elementu Body.
• XML Signature Wrapping - Optional Element.
– Data určená k podpisu se nacházejí v elementu Header.
• XML Signature Wrapping - Optional Element in Security Header.
– Data určená k podpisu se nacházejí v elementu Security, který je potom-
kem elementu Header.
• XML Signature Wrapping - with Namespace Injection
– Útok je proveden pomocí injektáže jmenného prostoru XML.
2.3.1 XML podpis
V SOAP zprávě jsou zvoleny elementy určené k podpisu a jsou jim přiřazeny iden-
tifikátory URI. Digitální podpis je do SOAP zprávy přidán jako potomek elementu
Header, při čemž předmětem podpisu jsou konkrétní elementy označené identifiká-
torem, podrobnosti viz [21].
Strukturu elementu Signature lze vidět níže, skládá se z následujících částí:
• SignedInfo obsahuje použité algoritmy a reference na elementy:
– CanonicalizationMethod definuje algoritmus, který určuje způsob kano-
nizace xml dokumentu.
– SignatureMethod definuje algoritmus pro výpočet heše.
– Reference obsahuje seznam transformací, které jsou na datech daného
elementu provedeny, algoritmus pro výpočet heše a výslednou hodnotu
heše v elementu DigestValue.
• SignatureValue je nepříliš šťastně pojmenovaný element, který obsahuje heš
podstromu ohraničeného tagem SignedInfo. Tento podstrom obsahuje samotné
podpisy, ikdyž tomu název moc neodpovídá.
• KeyInfo obsahuje informace o klíči použitém při vytváření podpisu, může se























Způsob zpracování přijaté zprávy serverem je zásadní. Jak je uvedeno v [20], je
možné vyhledat podepsané elementy pouze pomocí identifikátoru URI. Útočník ale
může jednoduše přemístit elementy v SOAP zprávě na jiné místo a na původní
místo přidat nový element. Tím docílí zachování správného podpisu zprávy a získá
od serveru odpověď na nově vytvořený element.




























Útočníkův element Wrapper obsahuje atributy mustUnderstand a role, které
způsobí že se data v jeho potomcích nebudou zprácovávat.
2.4 XPATH Injection
XML Path Language (XPath) je jazyk používaný při prohledávání dat ve xml soubo-
rech. Jeho účelem je získat ze stromové struktury žádané informace. Jak je uvedeno v
[9], XPath využívá syntax cesty nebo kroků v cestě, aby mohl vybírat elementy, nebo
skupiny elementů v xml dokumentu. Nejdůležitější výrazy jsou uvedeny v tabulce
2.2.
Tab. 2.2: Výrazy v XPath
Výraz Příklad Popis
/ users/user Vybere všechny elementy user, které jsou potomky users.
// //password Vybere všechny elementy password, které se nacházejí v do-
kumentu, nezávisle na umístění.
. ./id Označuje tento element, podobně jako v UNIXové soubo-
rové struktuře. Výraz v příkladu vybere potomka id aktu-
álního elementu.
.. ../username Označuje rodiče aktuálního elementu, opět v analogii k sou-
borové struktuře. V příkladu je ukázán výběr sourozence s
názvem username.
@ //@id Vybere všechny atributy, které se nazývají id.
* /users/* Vybere všechny potomky elementu users.
@* //@* Vybere všechny atributy, které se v dokumentu nacházejí.
Další důležitou součásti syntaxe xpath jsou predikáty, které umožňují zvolit ele-
menty obsahující konkrétní hodnoty. Některé z nich jsou zobrazeny v tabulce 2.3.
Predikát je vždy uzavřen v hranatých závorkách.
25
Tab. 2.3: Predikáty v XPath
Výraz Popis
/users/user[1] Vybere potomka elementu users s názvem user, který je
druhý v pořadí.
/users/user[last()] Vybere potomka elementu users s názvem user, který je
poslední v pořadí.
/users/user[position()<3] Vybere první dva potomky elementu users s názvem user.
//user[@id="3"] Vybere všechny elementy user, které mají atribut id s hod-
notou 3.
/users/user[id>35] Vybere všechny elementy user, které jsou potomky users a
jejich element id má hodnotu větší než 35.
2.4.1 Zranitelnost
Základem zranitelnosti aplikace je neošetření vstupů od uživatele. Převzatá data
jsou bez jejich ověření spojena do jednoho řetězce, který je pak vyhodnocen. Řetězec
může vypadat například následovným způsobem:
[username/text()=’" + user + "’ and password/text()=’" + passwd + "’] .
Útočník může tento výraz rozšířit o další logické operátory a porovnání, čímž
obejde zamýšlený mechanismus ověřování přihlašovacích údajů, viz [10]. Příklad ta-
kovéhoto vložení je uveden na obr. 2.1. Do pole Username je útočníkem vložen
řetězec:
abc’ or 1=1 or ’2=2
Přidáním jednoduchých uvozovek dochází k přerušení řetězce a jeho části se pojí
logickými operátory. Namísto vyhodnocení správnosti uživatelského účtu a přísluš-
ného hesla pomocí operátoru and program hodnotí logické výrazy. Jejich výsledkem
je hodnota True a povolí útočníkovi přihlášení jako uživateli s id 1, neboť se jedná
o první vyhovující prvek v databázi.
Pokud útočník zná login konkrétního uživatele, je také schopen se cíleně přihlásit
jako tento uživatel. Vložený řetězec v poli login by mohl být změněn takto:
Bob’ or ’1’=’1
Je možné také získat informace o vnitřní struktuře databáze. Například pokud
do pole Username vložíme řetězec:
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abc’ or name(//user)=’user’ or ’a’=’b
který může mít jediný pravdivý výraz a to v případě, kdy se v databázi objevuje
element s názvem user. Útočníkovi je přístup buď zamítnut, nebo je mu přístup
povolen, z čehož získá informaci o existenci prvku user v databázi.
Databáze by měli mít hesla uloženy v podobě hashe. V případě že by byl dotaz
položen tak, že by se logické výrazy objevovaly i v poli Password, dojde před vyhod-
nocením řetězce ke zhashování tohoto vstupu a tím se řetězec stane chybným. Při
použití dle ukázkového příkladu je útok zcela nezávislý na řetězci, který se vepíše
do pole Password a hashování tedy neposkytuje ochranu proti tomuto útoku.
Obr. 2.1: Grafické znázornění útoku XPath injection















2.5 HTTP Response Smuggling
Tento útok cílí na klientské stanice webových aplikací. K realizaci využívá zrani-
telnost ve webové aplikaci, která následně otráví mezipaměť proxy serveru. Klient,
oběť útoku, následně kontaktuje proxy server v domění, že komunikuje s webovou
aplikací a dostane falešnou odpověď.
2.5.1 Zranitelnost
U tohoto útoku spočívá zranitelnost v neošetření vstupu od uživatele. Typicky se
jedná o webové aplikace, kdy je předáván parametr v adresním řádku pro další
zpracování. Může se také jednat o pole formuláře, které uživatel vyplní a zašle na
server.
Webová aplikace při vytváření odpovědi nevhodným způsobem zakomponuje
vstup od útočníka, jak lze vidět na obr. 2.2 viz [23]. Útočník tímto způsobem může
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vytvořit další odpověď, která bude proxy serverem chápána jako odpověď na další
dotaz. Okamžitě po dotazu A vysílá útočník druhý dotaz (B), pro který jako od-
pověď získá zprávu, kterou v prvním kroku sám vytvořil (C). Tato zpráva se tímto
způsobem dostane do mezipaměti proxy serveru. Pokud uživatel zadá stejný dotaz
B, pak získá od proxy serveru odpověď C, která může obsahovat škodlivý kód, může














Obr. 2.2: Proces otrávení cache v proxy serveru
Zaslaný vstup od útočníka může vypadat následujícím způsobem.
192.168.10.50/url.php?name=foobar%0DHeader:Test%0DContent-Length:
17%0D%0DHTTP/1.0%20200%20OK%0DContent-Type:%20text/html
V předcházejícím výrazu jsou zakomponovány hlavičky protokolu HTTP, které







V předcházející kapitole byly popsány teoretické základy vybraných webových útoků.
Tato kapitola se bude zabývat provedením těchto útoků v experimentálním prostředí.
Nejprve je zde popsáno vytvořené prostředí pro testování. Pro každý z útoků byla
vytvořena aplikace pro provedení samotného útoku. Následně je popsána technika
detekce daného útoku a výsledek detekce je prezentován záznamem z logu serveru.
3.1 Experimentální prostředí
V testovacím prostředí byly vytvořeny 3 virtuální počítače, které zastávají úlohu
serveru, uživatele a útočníka. Pro jejich vytvoření byl využit nástroj Virtual Ma-
chine Manager, který poskytuje grafické rozhraní pro správu virtuálních počítačů
na platformě Linux.
Mezi virtuálními stroji a hostujícím počítačem je vytvořena izolovaná síť, která
je znázorněna na obr.3.1. Host je zde označen obrázkem notebooku a je výchozí
bránou do internetu. Připojení do internetu není nutné, ale zjednodušuje instalaci








Obr. 3.1: Struktura sítě
Na všech instancích běží linuxová distribuce Fedora ve verzi 27. Server využívá
odlehčenou cloudovou variantu bez grafického uživatelského rozhraní. Pro spuštění
webových aplikací je nutné nainstalovat webový server Apache, který je ve fedoře
k nalezení pod názvem httpd. Některé z aplikací jsou napsány pomocí frameworku
Flask a k jejich provozu jsou zapotřebí knihovny flask, lxml a modul wsgi. Pro
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útok XML Signature Wrapping attack je nutný balík xmlsec pro podepisování XML




• mod_wsgi 4.5.15 pro python3,
• xmlsec 1.3.3.
K instalaci serveru je využit program vagrant, tento nástroj slouží k jednoduché
správě prostředí virtuálních strojů. Virtuální server je vytvořen na základě instrukcí
v souboru Vagrantile, který je připojen v příloze A.
Na server je umístěno pět projektů do adresáře /var/www, každý z nich obsahuje
webovou aplikaci pro jeden z útoků. Projekty jsou od sebe odděleny speciálními
adresáři, například pro útok SOME je nazván web_some.
Klient i útočník používají verzi Fedora Workstation s grafickým uživatelským
rozhraním. Pro provedení útoku XML Signature Wrapping attack je zapotřebí balíků
zeep, xmlsec, lxml na virtuálním stroji klienta a balíků lxml, requests na virtuálním
stroji útočníka. Verze balíků se shodují s uvedenými výše, byl použit zeep ve verzi
2.5.0 a requests verze 2.18.4. U ostatních útoků na tyto dvě stanice nejsou kladeny
žádné zvláštní požadavky a obě si vystačí pouze s předinstalovaným prohlížečem
Firefox.
3.2 Same Origin Method Execution
V tomto útoku je nejprve zapotřebí přesvědčit oběť, aby navštívila útočníkovi webové
stránky. Na těchto stránkách se nachází škodlivý kód, který je okamžitě spuštěn. Ná-
sledně jsou, bez další interakce oběti, provedeny akce k získání různých informací z
jiného serveru, kam má standardně uživatel přístup.
3.2.1 Demonstrace útoku
Na obr. 3.2 je znázorněna komunikace mezi jednotlivými entitami při útoku SOME.
Nejprve se klient připojí na útočníkův server, který ho následně přesměruje s pod-
vrhnutými údaji na legitimní server. Průběh útoku lze popsat následujícími kroky,
které odpovídají obrázku 3.2. V závorce je vždy uveden korespondující paket z ob-
rázku.
1. Klient kontaktuje server útočníka (1) a jako odpověď získá soubor index.html
(2), který obsahuje škodlivý skript.




1. GET / ,  3. GET /win1.html
2. OK 200 ,  4. OK 200
5. GET / ,  7. GET call.php
6. OK 200 ,  8. OK 200
Obr. 3.2: Zobrazení komunikace během útoku SOME
3. Skript dále přesměruje původní okno na soubor index.html legitimního serveru
(5,6).
4. Okno win1 je přesměrováno na soubor call.php legitimního serveru s parame-
trem callback (7).
5. Server odpoví zasláním skriptu (8), který se spustí v prohlížeči.
Pro provedení útoku bylo nutné na serveru vytvořit webovou aplikaci. Struktura
projektu dle souborů je zobrazena zde:
/var/www/web_some .................................... adresář s webovou aplikací
index.html....................................................úvodní stránka
detect.py.....................................modul detekce útoku a logování
log.txt ............................................. soubor se záznamy útoku
error.log..........................soubor se záznamy chyb ve webové aplikaci
call.php..................................soubor pro vykonání callback funkce
Jednotlivé soubory jsou k dispozici v příloze B.1. Na straně útočníka byla rovněž
vytvořena aplikace pro provedení útoku, ta se skládá pouze ze dvou souborů, jejich
obsah se nachází v příloze B.2.
/var/www/http/some_attack ........................... adresář s webovou aplikací
index.html....................................................úvodní stránka
win1.html.................................soubor pro vykonání callback funkce
Výstup síťového analyzátoru wireshark je na obr. 3.3. Záznam byl pořízen během
útoku na hostujícím počítači, je zde použit filtr pro zobrazení pouze paketů HTTP.
Tyto pakety odpovídají komunikaci uvedené na obr. 3.2. V části data posledního
paketu lze vidět škodlivý skript, který je přenášen ke klientovi.
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Obr. 3.3: Záznam komunikace HTTP během útoku SOME
Průběh útoku z pohledu uživatele lze vidět na obr. 3.4. Nejprve je zobrazena
útočníkova stránka (a), která otevře nový panel (b). Dojde k přesměrování obou
panelů na legitimní server (c) a v části (d) je zobrazený alert, který byl spuštěn
příkazem kliknutí na tlačítko. Vše od části (a) se děje bez uživatelovi činnosti.
3.2.2 Implementace protiopatření
Detekce a logování jsou prováděny v modulu detect.py, který je volán vždy při vyko-
návání callback funkce. Z následujícího kódu je patrný princip detekce. V proměnné
allowed_callbacks je seznam funkcí, které jsou povolené pro provedení funkce call-
back. Tento seznam je nutné dle aktuální potřeby obměňovat. V případě, že se daná
funkce nenachází v seznamu povolených, je provedena funkce log. Ta zabezpečuje
zapsání záznamu o detekovaném útoku do souboru log.txt.
def attack_detection(callback_name: str, ip):
allowed_callbacks = [’myDisplayFunction’, ’None’]
if all(map(lambda x: x not in callback_name, allowed_callbacks)):
log(ip, callback_name)
Záznam obsahuje datum, typ útoku, IP adresu uživatele a callback funkci, která
byla použita při útoku.








Obr. 3.4: Průběh útoku z pohledu uživatele
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3.3 Server Side Includes Injection
Pomocí SSI může server jednoduchým způsobem zobrazovat dynamické údaje. K
tomuto účelu je použit modul CGI, který automaticky spouští potřebné skripty.
Úkolem tohoto útoku je získat skryté informace týkající se samotného serveru.
Může se jednat o systémové informace jako typ operačního systému, seznam jeho
uživatelů, hardwarové komponenty, běžící procesy, atp.
ServerÚtočník
1. GET /form.html ,  3. POST /cgi-bin/app.py
2. OK 200 ,  4. OK 200
Obr. 3.5: Zobrazení komunikace během útoku Server Side Includes Injection
3.3.1 Demonstrace útoku
Zranitelnost typu SSI injection se typicky vyskytuje u vyhledávacích formulářů.
Pro tento útok byla vytvořena jednoduchá webová aplikace, která simuluje možnost
vyhledávání na webové stránce.
HTTP komunikace v rámci útoku SSI injection je zobrazena na obr. 3.5. Kli-
ent zašle HTTP dotaz metodou GET pro získání webové stránky, která obsahuje
vyhledávací formulář. Po obdržení odpovědi od serveru zasílá požadavek metodou
POST na webový server, který spustí CGI skript. Výstup skriptu zašle jako HTTP
odpověď.
Struktura webové aplikace na serveru dle souborů je zobrazena zde a soubory
jsou k dispozici v příloze D.
/var/www/web_sssi .................................... adresář s webovou aplikací
cgi-bin ............................................... šablony HTML stránek
app.py.....................................spouštěcí skript webové aplikace
form.html ................................................ přihlašovací stránka
log.txt ............................................. soubor se záznamy útoku
test.html..........................................soubor pro ověření detekce
Uživateli je zobrazen formulář /form.html, který po vyplnění spustí skipt /cgi-
bin/app.py. Účelem tohoto skriptu je pouze zobrazení uživatelem zadaného textu v
poli search na další HTML stránce, viz obr. 3.6.
V souboru app.py jsou získaná data od uživatele a uložena do proměnné search_value.
Tyto data jsou následně zaslána uživateli zpět. Veškerý výstup souboru je brán jako
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Obr. 3.6: Provedení útoku SSI injection z pohledu útočníka
formát html. Jak je vidět z obr. 3.6, příkaz který byl vložen je zpracován na serveru
a útočníkovi je zaslán jeho výsledek.
Výstup z programu wireshark na obr. 3.7 zachycuje pakety korenspondující s
komunikací na obr. 3.5. V červeném rámečku je označen příkaz, který zasílá útočník
pomocí metody POST na server. Na obr. 3.8 je zobrazen výpis dat odpovědi serveru.
Zde je získán seznam souborů, které obsahuje tato webová aplikace.
Obr. 3.7: Provedení útoku SSI injection z pohledu útočníka
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Obr. 3.8: Výpis dat z HTTP odpovědi při útoku SSI injection
3.3.2 Implementace protiopatření
Detekce útoku SSI injection je provedena dvěma různými způsoby.
Prvním způsobem je porovnání vstupu od uživatele s definovanými výrazy ře-
tězců, které by se zde neměly vyskytovat. Pokud je zjištěno, že se v dotazu výraz
objevuje, je tento pokus o útok zaznamenán.
def attack_detection(query: str):
list_expressions = ["<!--", "-->", "<script>", "<pre>"]













Obr. 3.9: Zobrazení komunikace během útoku SSI injection s detekcí
Ve druhém způsobu se ověřuje, že vstup od uživatele je zachován v opovědi, kte-
rou odešle webový server. Detekce je zaznačena na obr. 3.9 pomocí metody HTTP
GET. V první části je obdržený řetězec zapsán do souboru test.html, který je uložen
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mezi soubory dostupné přes webový server apache. V druhé části je tento soubor
stáhnut, tentokrát však pomocí protokolu HTTP z běžícího webserveru. Pokud byl
řetězec pokusem o zneužití zranitelnosti, řetězec má jiný obsah, než který byl pů-
vodně zapsán do souboru. V případě pozitivního nálezu je tento zaznamenán do
logovacího souboru.
Zásadní část kódu pro detekci rozdílu mezi obdrženým řetězcem a staženým
souborem test.html je zobrazena v následujícím výpisu.
if all(map(lambda line: search_line not in line, r.text.split(’\n’))):
log("2", query)
Funkce log přebírá dva argumenty. Prvním je tag, který označuje způsob kterým
byl daný útok detekován. Druhý argument query obsahuje uživatelův vstup. Záznam
o detekci se zapíše do souboru log.txt.
V následující ukázce je zobrazen jeden ze záznamů detekovaného útoku. Obsahuje
datum, čas, klientovu IP adresu a dotaz zaslaný útočníkem.
18 May 2018 11:17:04 [SSI][2] injection detected from IP address:
192.168.10.20, query: <!--#exec cmd="ls -l & ls -l .."-->
3.4 XML Signature Wrapping attack
Při útoku XML Signature Wrapping attack je zásadním problémem možnost ma-
nipulace s podepsanými SOAP zprávami. Útočník může lehce přesunout podepsané
elementy do jiné části dokumentu a na původní pozici přidat element nový. Tímto
dosáhne zachování správně podepsaného dokumentu a serverem bude zpracován nově
vytvořený element.
3.4.1 Demonstrace útoku
Na obr. 3.10 je zobrazena paketová komunikace při útoku XML Signature Wrapping
attack. Uživatel naváže komunikaci se serverem a obdrží od něj požadovaná data.
Pokud útočník odchytí komunikaci se serverem, provede úpravu dotazu zaslaného
na server a taktéž získá správnou odpověď.
Jednotlivé kroky komunikace lze popsat následovně:
1. Uživatel zašle HTTP dotaz na požadovanou stránku serveru.
2. Server odpoví xml dokumentem, ve kterém jsou uvedena pravidla a definice
pro komunikaci s webovou službou.
3. Uživatel zašle konkrétní dotaz metodou POST na server.




1. GET /item ,  3. POST /item
2. OK 200 ,  4. OK 200
5. POST /item
6. OK 200
Obr. 3.10: Zobrazení komunikace během útoku XML Signature Wrapping attack
5. Útočník obdržel dotaz na server, upraví strukturu tohoto xml dokumentu a
zašle nový dotaz na server.
6. V případě, že nový dotaz zachoval správnost digitální podpisu, přijde ze serveru
odpověď jakoby dotaz pocházel od legitimního uživatele.
Z podtypů útoku, které jsou uvedené v sekci 2.3, byl vybrán XML Signature
Wrapping - Simple Context. Pro provedení útoku bylo nutné na serveru vytvo-
řit webovou aplikaci. Bohužel pro jazyk Python neexistuje knihovna pro vytváření
SOAP služeb s podporou podpisů. Z tohoto důvodu byly vytvořeny předem defi-
nované odpovědi, které jsou uloženy v souborech formátu xml. Modul pro práci s
podpisy, který je implementován v souboru signature.py, byl převzat z knihovny
zeep. Veřejný klíč klienta je použit pro ověření správnosti podpisu přijaté zprávy.
Soukromý klíč serveru je použit k podepsání odpovědi. Struktura projektu dle sou-
borů je zobrazena zde, obsah vybraných souborů je dostupný v příloze E.1.
/var/www/web_xmlsig..................................adresář s webovou aplikací
data.xml............................................................databáze
flask_app.py.................................spouštěcí skript webové aplikace
signature.py..............modul pro vytváření a ověřování digitálních podpisů
detect.py.....................................modul detekce útoku a logování
response.xml .............................. soubor s definicemi pro komunikaci
xml_s.xml...............................................xml šablona odpovědi
Client.pem.......................................soubor s certifikátem klienta
Client_public.key........................................veřejný klíč klienta
Server.key ............................................. soukromý klíč serveru
Server.pem.......................................soubor s certifikátem serveru
Klientská strana této demonstrace útoku je implementována v jediném skriptu
client.py, který je k dispozici v příloze E.2.
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/root/xml_signature_wrapping_attack...............adresář se soubory uživatele
client.py...................................................spustitelný skript
Client.pem.......................................soubor s certifikátem klienta
Client.key..............................................soukromý klíč klienta
Server.pem.......................................soubor s certifikátem serveru
V souboru request_changed.xml je uložena zpráva, jež byla odchycena útoční-
kem při komunikaci mezi klientem a serverem. Tato zpráva byla upravena postupem
popsaným v teoretické části. Tento soubor je odeslán na server pomocí skriptu at-
tack.py (příloha E.3).
/root/xml_signature_wrapping_attack...............adresář se soubory útočníka
attack.py...................................................spustitelný skript
request_changed.xml.................................xml dokument s útokem
3.4.2 Implementace protiopatření
Na straně serveru byl vytvořen modul detect.py, který slouží k detekci a zaznamenání
útoků. Princip detekce spočívá ve zjištění duplicitních elementů v přijatém HTTP
dotazu. V kódu níže je vidět zásadní část detekce.
Nejprve se prochází stromová struktura xml dokumentu a do proměnné tags
se zapíší značky všech elementů. Následně se zjistí existence duplicitních elementů.
Ze seznamu pro kontrolu je nutné vyjmout elementy, které jsou v dokumentu správně
obsaženy vícekrát a představovaly by falešně pozitivní výsledky. Do proměnné list_of_elements
jsou zapsány elementy, které mají v xml dokumentu stejné značky. V případě, že je
tento počet větší než jedna, jedná se o útok a jeho pokus je zalogován.
context = etree.iterparse(io.BytesIO(root), events=(’end’,))
fast_iter(context, process_element)
allowed_duplicates = [’Transform’, ’Transforms’, ’DigestMethod’,
’DigestValue’, ’Reference’]
for tag in tags:
if any(map(lambda x: x in tag, allowed_duplicates)):
continue
list_of_elements = etree.fromstring(root).
xpath("//*[local-name() = ’" + tag + "’]")
if len(list_of_elements) > 1:
log(ip, tag)
V následujícím výpise je zobrazen záznam detekovaného útoku ze souboru log.txt.
V tomto případě byl duplikován element Body včetně jeho potomků get_quantity
a bstrParam1. Je zde vidět datum a čas detekce, typ útoku, IP adresa útočníka a
název duplicitního elementu.
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20 May 2018 14:40:06 [XML signature wrapping] attack detected
from IP address: 192.168.10.20, element name: bstrParam1
20 May 2018 14:40:06 [XML signature wrapping] attack detected
from IP address: 192.168.10.20, element name: get_quantity
20 May 2018 14:40:06 [XML signature wrapping] attack detected
from IP address: 192.168.10.20, element name: Body
20 May 2018 14:40:06 [XML signature wrapping] attack detected
from IP address: 192.168.10.20, element name: bstrParam1
20 May 2018 14:40:06 [XML signature wrapping] attack detected
from IP address: 192.168.10.20, element name: get_quantity
20 May 2018 14:40:06 [XML signature wrapping] attack detected
from IP address: 192.168.10.20, element name: Body
Útok typu XML Signature Wrapping attack má čtyři různé podtypy, jak je uve-
deno v sekci 2.3. V těchto třech případech: Simple Context, Optional Element in
Security Header a Namespace Injection dochází vždy k duplikování elementů a útok
je správně detekován. Při Namespace Injection sice patří element do jiného jmenného
prostoru, ale detekce na tomto faktu není závislá.
V podtypu Optional Element je podepsaný element včetně celého jeho podstromu
vnořen do nově vytvořeného elementu, který se může nazývat například Wrapper.
Tento podtyp není jako jediný možno detekovat implementovanou metodou. Tomuto
útoku je možné předejít striktním používáním absolutních cest ve výrazech XPath
při zpracování vstupu od uživatelů.
3.5 XPath Injection
Útok XPath Injection cílí na získání přístupu do webové aplikace na serveru, může se
jednat např. o e-shop, email, bankovnictví, atp. Nutným prvkem k provedení útoku
je existence databáze v podobě xml.
3.5.1 Demonstrace útoku
Aplikace demonstruje útok XPath injection pomocí jednoduchého formuláře pro
přihlášení na webové stránce. Uživatel zadá přihlašovací údaje a po zaslání údajů je
mu zobrazen výsledek pokusu o přihlášení.
Komunikace mezi jednotlivými stanicemi v průběhu útoku je zobrazena na ob-
rázku 3.11. Nejprve je od útočníka zaslán požadavek typu GET pro získání stránky s
přihlašovacím formulářem. Po obdržení odpovědi od serveru zašle útočník na server




1. GET /login ,  3. POST /login
2. OK 200 ,  4. OK 200

















Obr. 3.12: Zobrazení komunikace během útoku XPath injection
Na obr. 3.12 je vidět, jakým způsobem je vyhodnoceno zaslání přihlašovacích
dat na server. Uživatel zašle své přihlašovací údaje metodou POST protokolu HTTP
na server. Zde je nasazen webový server apache, který předá tuto zprávu webové
aplikaci. Ta dále vytvoří požadavek ve formátu XPath a dotáže se XML databáze
uživatelů, která ověří přihlašovací údaje a zašle odpověď aplikaci. Následně je zaslána
HTTP odpověď uživateli s výsledkem požadavku uživateli.
Pro implementaci webové aplikace je použit Flask – webový framework pro Py-
thon. Pro Python je možné využít podpory xml a xpath například v knihovnách
libxml2, ElementTree, lxml. V této práci je použita knihovna lxml, její dokumen-
tace viz [8]. Struktura projektu dle souborů je zobrazena zde, obsah souborů je
dostupný v příloze C.





detect.py.....................................modul detekce útoku a logování
log.txt ............................................. soubor se záznamy útoku
userdb.py.........................................modul autentizace uživatelů
webapp.py .................................... spouštěcí skript webové aplikace
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Obr. 3.13: Zobrazení komunikace HTTP během útoku XPath Injection
Uživateli se při dotazu na adresu /login/ načte soubor login.html, který obsahuje
přihlašovací formulář. Soubor data.xml je XML datábází, která obsahuje seznam
uživatelů. Každý uživatel má přiřazeno id, username a password.
Autentizace probíhá ve zvláštním souboru userdb.py, kde je v proměnné path
uložen řetězec ve formátu XPath. Do něj jsou zakomponovány přihlašovací údaje,
které uživatel zaslal na server. Tento řetězec je následně vyhodnocen pomocí funkce
xpath(). Návratová hodnota tohoto výrazu je uživatelské id při úspěšném přihlášení
a prázdný řetězec při neúspěšném přihlášení.
Provedení útoku je ukazáno na obr. 3.13, kde je odchycena HTTP komunikace
programem wireshark. V tomto příkladu je jako login použit řetězec: abc’ or 1=1 or ’2=2
a jako heslo prázdný řetězec. Server pokus vyhodnotí jako přihlášení legitimního uži-
vatele.
3.5.2 Implementace protiopatření
Na straně serveru je implementován modul detekce útoku a modul zaznamenání
útoků detect.py. Pro detekci útoku jsou využity dva různé způsoby detekce.
První způsob je založen na vyhledání klíčových výrazů v řetězci login. Pokud se
ve výrazu vyskytne alespoň jeden z uvedených, je tento pokus o přihlášení označen
jako útok a zalogován.
def attack_detection(login: str, passwd, env):
list_expressions = ["’or’", " or", "or ", " or ", "’and’", " and",
"and ", " and ", "’=’", " = ", " =", "= "]
if any(map(lambda x: x in login, list_expressions)):
log("1", login, passwd, env)
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V druhém případě je využito dvou různých databází. První databáze zůstává
stejná jako doposud. Druhá databáze je podobná jako první, jsou v ní pouze změněny
hesla příslušných uživatelů tak, aby nebyly shodné. Jedná se o soubor data_check.xml.
Nyní pro obě databáze provedeme autentizaci popsanou výše. Získáme hodnoty id:
id_real_db a id_fake_db, ty jsou buď prázdným řetězcem anebo obsahují číselnou
hodnotu. Pokud je výsledkem v obou případech stejná hodnota id a nejedná se o
prázdné řetězce, pak se jedná o útok, neboť se útočník přihlásil jako daný uživatel,
nezávisle na užitém hesle.
id_real_db = Lx.authenticate_user(login, passwd)
id_fake_db = Lx.authenticate_user(login, passwd, ’data_check.xml’)
if id_fake_db == id_real_db:
if id_real_db != "":
log("2", login, passwd, env)
Funkce logování je volána vždy při detekovaném útoku. Přebírá argument tag,
který označuje typ detekce, kterým byl útok odhalen. Dále přihlašovací jméno, heslo
a proměnnou prostředí, která obsahuje parametry zaslané žádosti na server, zde je
využita IP adresa klienta.
Celý záznam útoku je připojen na konec souboru log.txt, jeho podoba je násle-
dovná:
18 May 2018 09:09:17 [XPath][2] injection detected from
IP address: 192.168.10.20, username: abc’ or 1=1 or ’2=2, password:
3.6 HTTP Response Smuggling
Cílem útoku je otrávení mezipaměti proxy serveru. Útočník využívá zranitelnost
webové aplikace, která svou odpovědí otráví zmíněnou mezipaměť. Pro demonstraci
tohoto útoku byl vytvořen nový virtuální stroj, tentokrát s operačním systémem
CentOS 6. Na tento server byly nainstalovány staré verze HTTP serveru Apache
a HTTP proxy Varnish, které ještě neobsahují opravy ke zranitelnostem HTTP
splitting a smuggling.
3.6.1 Demonstrace útoku
Průběh útoku je zobrazen na obr. 2.2. Pro webový server byla napsána ukázková
aplikace, která nevhodným způsobem nastavuje hlavičku Location. V ukázce 9 je
zobrazena část kódu v PHP pro zpracování údajů zadaných od uživatele. Převzatý
vstup je bez jakékoliv kontroly zpracován.
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$url = "redirected_page.html?" . $name ;
header(’Location: ’ . $url, true, 302);
Listing 9: PHP skript generující HTTP odpověď s hlavičkou Location
Struktura projektu dle souborů je zobrazena níže a obsah některých z nich je
přiložen v příloze F.1.
/var/www/html.........................................adresář s webovou aplikací
index.html....................................................úvodní stránka
detect.py.....................................modul detekce útoku a logování
log.txt ............................................. soubor se záznamy útoku
redirected_page.html ..................... soubor na který se má přesměrovat
page_with_parameter.php..........soubor pro zpracování uživatelského vstupu
Útočník má na své stanici vytvořený skript attack.py, kterým zašle na server
HTTP dotaz, který zároveň obsahuje speciálně upravenou HTTP odpověď. Ta bude
skriptem na straně serveru zpracována a odeslána jako druhá, nežádoucí odpověď.
Situaci zobrazuje obrázek 3.14. V návaznosti na první zprávu odešle útočník zprávu
druhou, která cílí na index.html. Druhá odpověď na původní dotaz bude interpre-
tována jako odpověď na druhý dotaz.
Obr. 3.14: Odpověď webového serveru při útoku HTTP response smuggling
Tento útok se nepovedlo úspěšně provést. Komunikace ze strany serveru probí-




Na straně serveru je vytvořen modul detect.py, který je volán v případě spuštění
skriptu page_with_parameter.php, který zpracovává vstup od uživatele.
Princip detekce je založen na vyhledání klíčových výrazů v přijatém řetězci.
def attack_detection(parameter_name: str, ip):
list_expressions = ["%20", "%0D", "%0d", "Content-Length:",
"HTTP/", "<html>", "<script>", "Location:", "charset=",
"Content-Type:", "Set-Cookie:"]
if any(map(lambda x: x in parameter_name, list_expressions)):
log(ip, parameter_name)
Listing 10: Funkce pro detekci útoku HTTP response smuggling
Funkce logování je volána vždy při detekovaném útoku, tedy pokud se některé z
uvedených klíčových výrazů objeví v řetězci od uživatele. Záznam obsahuje čas, typ
útoku, IP adresu a data zaslaná útočníkem na server. Celý záznam útoku je připojen
na konec souboru log.txt, jeho podoba viz ukázka 11.
21 May 2018 06:39:34 [HTTP response smuggling] attack detected from IP address:
192.168.10.50, URL parameter: name=foobar%0DHeader:Test%0DContent-Length:
17%0D%0DHTTP/1.0%20200%20OK%0DContent-Type:%20text/html
Listing 11: Záznam detekovaného útoku HTTP response smuggling
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4 ZÁVĚR
V této diplomové práci jsem se věnovala zranitelnostem webových aplikací pro útoky
Same Origin Method Execution (SOME), XML Signature Wrapping attack, XPATH
Injection, HTTP Response Smuggling a Server-Side Includes (SSI) injection.
V první kapitole byly rozebrány stěžejní teoretické poznatky. V druhé kapitole
byly výše zmíněné útoky analyzovány a popsány jejich zranitelnosti. Dále jsem v
programovacím jazyce Python vypracovala ukázkové webové aplikace, které obsahují
zmíněné zranitelnosti. Jejich struktura je představena v implementační části práce,
kód je pak obsažen v příloze.
Většina útoků byla úspěšně demonstrována v experimentálním prostředí. Pouze
útok HTTP Response Smuggling zde nebyl úspěšně proveden z důvodu opravených
zranitelností v programech Apache a Varnish. Následně byl vytvořen server se star-
ším operačním systémem CentOS 6 a byli zde nainstalovány starší verze balíků, ve
kterých zranitelnosti opraveny nejsou. Nicméně se i přesto nepovedlo útok provést
správným způsobem.
V programovacím jazyce Python byly vytvořeny nástroje pro detekci všech zmí-
něných útoků a byly začleněny na webový server. Pro útoky XPATH Injection a
Server-Side Includes (SSI) injection byly implementovány dva různé způsoby de-
tekce. Detekce útoku je plně funkční i pro útok HTTP Response Smuggling. V
rámci detekce jsou ve všech případech vytvářeny záznamy o provedených útocích do
logovacích souborů. Tyto metody detekce jsou popsány v implementační části práce.
Výstupem práce jsou také vytvořené videa, ve kterých je popsán princip všech
útoků a jejich detekce.
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A VAGRANTFILE
# -*- mode: ruby -*-
# vi: set ft=ruby :
$script = <<SCRIPT
echo "root789pass" |passwd root --stdin
su -
dnf install httpd -y
dnf install vim -y
dnf install wget -y
dnf install php php-common -y













rsync -av /vagrant/SSI/web/* /var/www/web_ssi/
touch /var/www/web_ssi/error.log
# xpath attack
rsync -av /vagrant/Xpath/* /var/www/web_xpath/






chown -R apache:apache /var/www/
dnf install python3-mod_wsgi -y
yum install python3-devel -y



















config.vm.synced_folder ".", "/vagrant", type: "rsync",
rsync__exclude: ".git/", rsync__auto: true



































from time import gmtime, strftime
import sys
def attack_detection(callback_name: str, ip):
allowed_callbacks = [’myDisplayFunction’, ’None’]




time = strftime("%d %b %Y %H:%M:%S ", gmtime())
filename = ’log.txt’
entry = str(time + "[SOME] attack detected from IP
address: " + ip + ", callback function: " + name)















































<p><input type="text" name="login" value=""
placeholder="Username"></p>
<!--<p><input type="password" name="password" value=""
placeholder="Password"></p>-->
<p><input type="text" name="password" value=""
placeholder="Password"></p>






from webapp import app as application
C.3 webapp.py
#!/usr/bin/env python3
# -*- coding: utf-8 -*-
from flask import Flask
from flask import render_template
from flask import request













print(’login: ’ + log)
print(’password: ’ + password)
environment = request.environ
detect.attack_detection(log, password, environment)
user_id = Lx.authenticate_user(log, password)
if user_id:











def authenticate_user(user, passwd, database=’data.xml’):
root = get_xml_database(database)
path = "string(//user[username/text()=’" + user + "’















userXPath = "//user[username/text()=’" + user + "’]"






path = "string(//user[username/text()=’Alice’ and
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password/text()=’football’]/id/text())"
path = "string(//user[(username/text()=’Chris’) and




import userdb as Lx
from time import gmtime, strftime
def attack_detection(login: str, passwd, env):
list_expressions = ["’or’", " or", "or ", " or ", "’and’",
" and", "and ", " and ", "’=’", " = ", " =", "= "]
if any(map(lambda x: x in login, list_expressions)):
log("1", login, passwd, env)
id_real_db = Lx.authenticate_user(login, passwd)
id_fake_db = Lx.authenticate_user(login, passwd, ’data_check.xml’)
if id_fake_db == id_real_db:
if id_real_db != "":
log("2", login, passwd, env)
def log(tag, login, passwd, env):
ip = env[’REMOTE_ADDR’]
time = strftime("%d %b %Y %H:%M:%S ", gmtime())
filename = ’log.txt’
entry = str(time + "[XPath][" + tag + "] injection detected
from IP address: " + ip + ", username: "
+ login + ", password: " + passwd)





































































<form action = "/cgi-bin/app.py" method = "post">
<input type = "text" name = "search" value=""
placeholder="Insert your query here"><br />




# -*- coding: UTF-8 -*-# enable debugging
# Import modules for CGI handling
import cgi, cgitb




list_expressions = ["<!--", "-->", "<script>", "<pre>"]
if any(map(lambda x: x in query, list_expressions)):
log("1", query)
with open(’../test.html’, ’w’) as f:
f.write("<!doctype html>" + "\n")
f.write("<br>" + "\n")
f.write("Search result: %s" % query)
f.close()









time = strftime("%d %b %Y %H:%M:%S ", gmtime())
filename = ’../log.txt’
entry = str(time + "[SSI][" + tag + "] injection detected
from IP address: " + ip + ", query: "
+ query)
with open(filename, ’a’) as out:
out.write(entry + ’\n’)
out.close()
# Create instance of FieldStorage
form = cgi.FieldStorage()







print("Search result: %s" % search_value)
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from flask_app import app as application
E.1.2 flask_app.py
from flask import Flask
from flask import request
from lxml import etree




















for element in elements_role_none:
for query in elements_query:
el = element.xpath("//" + element.tag + "//" + query.tag)[0]








("//item[name/text()=’" + fruit + "’]/quantity/text()")[0]
except IndexError:


















sig_object = signature.Signature(’Server.key’, ’Server.pem’)
header = {’SOAPAction’: ’"http://192.168.10.10:8083/item"’,
’Content-Type’: ’text/xml; charset=utf-8’}






with open(’response.xml’, ’r’) as f:
response = f.read()











return Response(response, mimetype=’text/xml’, status=200)
E.1.3 detect.py
from time import gmtime, strftime




m = re.match(’\{.*\}(.*)’, element.tag)
return m.group(1) if element.tag.startswith(’{’) else element.tag
def count_identical_elements(root, ip):
tags = list()
def fast_iter(context, func, *args, **kwargs):
"""
fast_iter is useful if you need to free memory while
iterating through a
very large XML file.
http://lxml.de/parsing.html#modifying-the-tree




for event, elem in context:
func(elem, *args, **kwargs)
# It’s safe to call clear() here because no descendants will be
# accessed
elem.clear()
# Also eliminate now-empty references from the root node
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# to elem
for ancestor in elem.xpath(’ancestor-or-self::*’):






context = etree.iterparse(io.BytesIO(root), events=(’end’,))
fast_iter(context, process_element)
allowed_duplicates = [’Transform’, ’Transforms’, ’DigestMethod’,
’DigestValue’, ’Reference’]
for tag in tags:
if any(map(lambda x: x in tag, allowed_duplicates)):
continue
list_of_elements = etree.fromstring(root).xpath
("//*[local-name() = ’" + tag + "’]")
if len(list_of_elements) > 1:
log(ip, tag)
def log(ip, name):
time = strftime("%d %b %Y %H:%M:%S ", gmtime())
filename = ’log.txt’
entry = str(time + "[XML signature wrapping] attack detected
from IP address: " + ip + ", element name: " + name)
























<?xml version=’1.0’ encoding=’UTF-8’ ?>









































































from zeep import Client










from lxml import etree
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with open(’request_changed.xml’, ’r’) as f:
response = f.read()
url = ’http://192.168.10.10:8083/item’
headers = {’Content-Type’: ’application/xml’}
s = requests.Session()













































































































from time import gmtime, strftime
import sys
def attack_detection(parameter_name: str, ip):
list_expressions = ["%20", "%0D", "%0d",
"Content-Length:", "HTTP/", "<html>", "<script>",
"Location:", "charset=", "Content-Type:", "Set-Cookie:"]
if any(map(lambda x: x in parameter_name, list_expressions)):
log(ip, parameter_name)
def log(ip, name):
time = strftime("%d %b %Y %H:%M:%S ", gmtime())
filename = ’log.txt’
entry = str(time + "[HTTP response smuggling] attack detected
from IP address: " + ip + ", URL parameter: " + name)









$url = "redirected_page.html?" . $name ;
shell_exec("./detect.py " . $name . " " . $ip );






s = socket.socket(socket.AF_INET, socket.SOCK_STREAM)






























































G OBSAH PŘILOŽENÉHO CD
Na přiloženém CD jsou k dispozici všechny konfigurační soubory, zdrojové soubory
webových aplikací, detektorů, klientských a útočných skriptů. Dále jsou k dispozici
videa prezentující jednotlivé útoky. Soubory obsahující virtuální systémy jsou pro
uložení na CD příliš velké a budou poskytnuty na alternativním médiu.
/ ................................................ kořenový adresář přiloženého CD
Server
Some
call.php
detect.py
index.html
SSI
web
cgi-bin
app.py
test.py
form.html
index.html
Xml_wrapping
Client.pem
Client_public.key
data.xml
detect.py
flask_app.py
response.xml
resp_sec_sig.xml
Server.crt
Server.key
Server.pem
signature.py
webapp.wsgi
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Xpath
templates
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Vagrantfile
virtualhost.conf
Útočník
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