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ABSTRAKT
Bakalářská práce se zabývá generováním datového provozu průmyslových SCADA proto-
kolů a jejich implementaci do nástroje JMeter. Tento nástroj je možno rozšiřovat pomocí
modulů. V teoretické části jsou popsány tři protokoly DNP3, IEC61850 a IEC60870-5.
Praktická část je věnována návrhu a implementaci modulu pro DNP3 protokol a částečně
popsán postup návrhu u IEC61850 protokolu. Modul DNP3 byl funkčně otestován. Také
je tu zmíněn pokus o získání knihovny protokolu TASE.2.
KLÍČOVÁ SLOVA
SCADA, generátor, protokoly, JMeter, modul, DNP3, IEC61850, IEC60870-5, TASE.2
ABSTRACT
This bachelor thesis deals with generating data traffic of industrial SCADA protocols
and their implementation into JMeter tool. This tool can be expanded with plugins.
Three protocols DNP3, IEC61850 and IEC60870-5 are described in the theoretical part.
The practical part is devoted to the design and implementation of the DNP3 protocol
module and partly to the design of the IEC61850 protocol. The DNP3 module has been
functionally tested. There is also an attempt to obtain the TASE.2 library.
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Úvod
V průmyslovém odvětví, jako je energetika, výroba, technologie budov, ekologie a
mnoho dalších, je potřeba sbírat data a dohlížet na správný průběh událostí. To
řeší Supervisory Control And Data Acquisition (SCADA) systémy, které mohou
komunikovat s okolím prostřednictvím standardizovaných komunikačních protokolů.
Systémy nabízejí možnost vzdáleného přístupu a dohledu přes internet. Lze tedy
monitorovat technologie na smartphonech nebo tabletech.
Nástroj JMeter umožňuje pomocí modulů sestavit testovací plán, který může
reprezentovat jakoukoliv zátěž na zařízení a analyzovat různé komunikace. Jeho
možnosti se využijí v této práci pro generování provozu na průmyslových protokolech
IEC61850, IEC60870-5 a DNP3.
Cílem bakalářské práce je navrhnout a implementovat přádavný modul do ná-
stroje JMeter, který bude generovat zátěž dvou vybraných protokolů DNP3 a IEC61850.
Dílčím cílem je prostudovat výše zmíněné protokoly a nástroj JMeter. V průběhu
řešení práce byl také brán v úvahu protokol TASE.2.
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1 Průmyslové protokoly SCADA
SCADA (Supervisory Control And Data Acquisition) označuje širokou škálu vzdá-
lených monitorovacích a řídících systémů, která sbírají data. Patří sem obecné řízení
procesů, distribuce energie, železniční komunikace, sledování aktiv nebo vodovodní
systémy. Systém je vždy tvořen řídící stanicí (Master) a podřízenou stanicí (Slave).
Stroje schromažďují, vyměňují a zpracovávají informace. Data získávají ze snímačů
a obvykle se přenáší přes Ethernet nebo IP. Prezentace dat je možná přes rozhraní
mezi zařízením (systémem) a člověkem (obsluha) neboli HMI (Human-Machine In-
terface) [1]. Průmyslových protokolů je celá řada, ale tato práce se bude zabývat
pouze protokoly DNP3, IEC61850 a IEC60870-5.
1.1 DNP3 protokol
DNP3 protokol (Distributed Network Protocol) je komunikační protokol používaný
v SCADA a vzdálených monitorovacích systémech. Jedná se o otevřený a veřejný
protokol, a proto si každý výrobce může vyvinout zařízení DNP3, které je kom-
patibilní s jinými zařízenímy, a díky tomu je široce používán. Obvykle se jedná o
komunikaci mezi řídící hlavní stanicí a podřízenou stanicí RTU (Remote terminal
unit), IED (Intelligent Electronic Devices) nebo koncetrátor, která slouží pouze pro
sběr dat a kritických stavů a následné předání hlavní stanicí (Master). Vývoj pro-
tokolu byl důležitý vzhledem k časovému období včetně potřeby řešení, které by
vyhovovalo dnešním požadavkům. Je rozšířen v průmyslovýh odvětví jako je voda,
doprava a ropný a plynárenský průmysl.
V případě topologie s více podřízenými stanicemi probíhá komunikace typicky
mezi hlavní stanicí a jednou podřízenou. Master požaduje data z databáze v první
podřízené stanici a poté se komunikace přepne na další podřízenou stanici také s po-
žadavkem o data. Takto se Master dotazuje postupně dokola na každou podřízenou
stanici. Komunikačním médiem může být telefonní linka, optický kabel nebo rádio.
Každá stanice může slyšet zprávy od Mastera, ale je oprávněna reagovat pouze na
zprávy adresované jí.
1.1.1 Model datové komunikace
DNP3 je založen na normách IEC (International Electrotechnical Commission),
která pracuje na třech vrstvách OSI tzv. modelu EPA (Enhanced Performance Ar-
chitecture). Model EPA na Obr. 1.1 zobrazuje diagram komunikace Master (hlavní
stanice) - Outstation (podřízená stanice) [2]. Každá stanice má uložená data ve



























































































Obr. 1.1: Datová komunikace EPA modelu.
systému, kontroly uzavřených smyček, upozornění na poplachy atd. Jeho cílem je
aktualizovat databázi, čehož dosahuje zasíláním požadavků na vysílací stanici a po-
žáduje vrácení hodnot do databáze. Podřízená stanice reaguje na žádosti a předává
svůj obsah databáze.
Datové typy jsou uspořádány do matic. Binární vstupní hodnoty představují
stavy fyzických nebo logických zařízeních. Hodnoty v analogovém vstupu představují
měřitelné nebo vypočítané odchylky vstupní veličiny. Čítače představují hodnoty
počtu, jako jsou kilowatthodiny, které se stále zvyšují. Pokud dosáhnou maxima,
přehodnotí se na nulu a začnou počítat znovu.
Kontrolní výstupy jsou uspořádany do pole reprezentujícího fyzické nebo logické
zapnutí/vypnutí, body vzestupu a spouštění. Analogové výstupy představují fyzické
nebo logické veličiny, které byly žádané.
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1.1.2 Uživatelská vrstva
Uživatelská vrstva v hlavním stanici iniciuje přenos dat tím, že zařídí, aby aplikační
vrstva odeslala požadavek na podřízenou stanici. Žádost obsahuje pouze funkční kód
nebo i více DNP3 objektů, které určují, jaké údaje jsou požadovány.
Uživatelská vrstva podřízené stanice iniciuje odpověď podle toho, jaké údaje
požaduje hlavní stanice. Vybere, klasifikuje a prezentuje tato data aplikační vrstvě.
1.1.3 Aplikační vrstva
Zprávy aplikační vrstvy jsou rozděleny na fragmenty, která je určena z vyrovnávací
paměti přijímacího zařízení. Pokud je zpráva vetší, vyžaduje více fragmentů. Posky-
tuje standardizované funkce, datové formáty a postupy pro efektivní přenos hodnot,
atributů a řídících příkazů.
Fragment je blok oktetů obsahující informace o požadavku nebo odpovědi pře-
nesené mezi hlavní a podřízenou stanicí. Nese informace, jak bude zpracován nebo
zda byl přijat v řádném pařadí.
Komunikace s dotazováním na podřízenou stanici se nazývá Polling. Pokud pod-
řízená stanice vyšle odpověď, aniž by obdržela konkrétní požadavek na data, tak
se jedná o nevyžádanou zprávu (Unsolicited response). Toto je užitečné v případě,
že systém obsahuje mnoho podřízených stanic a hlavní stanice vyžaduje co nejdříve
oznámení o změně, než čekat, až se na podřízenou stanici dostane hlavní pollingový
cyklus [3].
1.1.4 Transportní vrstva
Po předání zpráv z aplikační vrstvy transportní vrstva řeší segmantaci zpráv, pokud
je fragment velký. Při předání rámce z linkové vrstvy tato vrstva poskládá segmenty
a předá aplikační vrstvě.
Hlavička transportní vrstvy Obr. 1.2 je první oktet v segmentu a je rozdělena na
tři části neboli pole:
• FIN field - jedná se o jeden bit. Pokud je nastaven na 1, jedná se o poslední
poslaný segment fragmentu,
• FIR field - jedná se o jeden bit. Pokud je nastaven na 1, jedná se o první
poslaný segment fragmentu,
• SEQUENCE number field - jedná se o 6-bit pole. Používá se k ověření, zda
poslané segmenty byly přijaty ve správném pořadí a chrání před duplikovanými
nebo chybějícími segmenty. Počet se inkrementuje o jedna modulo 64 [3].
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7 6 5 4 3 2 1 0Bity:
Pole: FIN FIR SEQUENCE
HLAVIČKA
Obr. 1.2: Hlavička transportní vrstvy.
1.1.5 Linková vrstva
Linková vrstva poskytuje propojení rozhraní mezi transportní vrstvou a fyzickou
vrstvou. Hlavní účel je adresování stanic, detekce chyb a přidává poslední přenosové
oktety specifické pro DNP3 protokol. Tato vrstva přebírá komunikaci ze spodní
vrstvy, kde jsou data reprezentována jako souvislý proud, bez ohledu na fyzické
komunikační medium. Z transportní vrstvy zakóduje segmenty, vytvoří rámec a
vyšle rámec na komunikační kanál. Také řídí tok synchronizace rámců, zpracovává
chyby a poskytuje údaje o stavu spojení [3].
Vysvětlení jednotlivých polí hlavičky na Obr.1.3:
• Start - začátek DNP3 rámce.
• LEN - délka (Length), která udává počet oktetů (5-255) včetně datové části,
ale bez CRC bloku.
• CTRL - kontrolní blok (Control), který nese informace o rámci. Blíže popsáno
v tabulce 1.1.
• Destination - adresa cílové stanice.
• Source - adresa zdrojové stanice.
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Obr. 1.3: Hlavička linkové vrstvy.
Bitový prostor v poli Function code identifikuje funkci nebo službu spojenou s
rámcem datového spojení. Definice hodnot závisí na tom, zda jsou zprávy odesílány z
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Tab. 1.1: Význam bitů v CTRL bloku.
DIR = 0 Indikace rámce od Master
DIR = 1 Indikace rámce od Outstation
PRM = 0 Dokončený přenos a výběr funkčního kódu podle Tab. 1.2
PRM = 1 Zahájený přenos a výběr funkčního kódu podle Tab. 1.3
FCB Bitový součet rámce
FCV = 0 Stav FCB je ignorován
FCV = 1 Stav FCB byl platný
DFC = 0 Vyrovnávací paměť byla připravena
DFC = 1 Vyrovnávací paměť není k dispozici, nebo je stanice zaneprázdněna
Tab. 1.2: Funkční kódy pro PRM = 0.
Funkční kód Název kódu Popis služby
0 ACK Pozitivní potvrzení
1 NACK Negativní potvrzení
2 - 10 - Rezervováno
11 LINK_STATUS Stav spojení
12 - 13 - Rezervováno
14 - Zastaralé
15 NOT_SUPPORTED Služba není podporována
primární stanice do sekundární nebo naopak. Tabulka 1.2 zobrazuje možnosti funkcí
dokončeného přenosu a tabulka 1.3 spuštěného přenosu.
1.1.6 Fyzická vrstva
Mnoho implementací používá sériovou komunikaci RS-232 a RS485. Dále je možné
použít i optická vlákna nebo paketově orientované sítě TCP/IP, jako je Ethernet[4].
1.2 IEC61850
Průmyslový protokol IEC61850 obsahuje soubor norem, které určují pravidla pro
zařízení v rozvodnách a stanovuje požadavky, která jsou z hlediska komunikace kla-
deny. V rozvodnách se používá spousta protokolů, ale jen soubor norem IEC61850
představuje standardizovanou, jednotnou metodu integrace zařízení a tvorby ko-
munikační sítě. Protokol poskytuje univerzálnost mezi zařízeními a mezi výrobci
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Tab. 1.3: Funkční kódy pro PRM = 1.
Funkční kód Název kódu Popis služby FCV bit
0 RESET_LINK_STATES Reset spojení 0













5 - 8 - Rezervováno -
9 REQUEST_LINK_STATUS Stav požadavku spojení 0
10 - 15 - Rezervováno -
umožňuje volně vyměňovat informace. Tato IED zařízení zajišťuje ochranu a dohled
nad provozem, měření a regulaci [5].
1.2.1 Standardy IEC61850
Přehled standardů je vypsán v následující tabulce 1.4. Jednotlivé standardy definují
metody komunikace, komunikační protokol, rozhraní a objektově orientované datové
modely pro energetiku nebo elektrizační soustavy. Jsou určeny především pro vý-
robce IED zařízení, komponent v komunikační síti, testování aplikací a programová
vybavení, která musí být v souladu s těmito normami [6][7].
1.2.2 Datový model IEC61850
Datový model představuje jednotlivé funkční celky. Je objektově orientovaný, a tak
umožňuje zachovat trvale konzistentní model, který je nezávislý na protokolu nebo







Tab. 1.4: Přehled standardů IEC 61850.
Označení normy Název
IEC 61850-1 Úvod a přehled
IEC 61850-2 Výklad zvláštních výrazů
IEC 61850-3 Všeobecné požadavky
IEC 61850-4 Systémové a projektové řízení
IEC 61850-5 Požadavky na komunikaci pro funkce a modely zařízení
IEC 61850-6
Konfigurační popisový jazyk pro komunikaci v elektrických
stanicích týkající se IED
IEC 61850-7
Základní komunikační struktura pro podřízené
stanice a napájecí zařízení
IEC 61850-7-1 Zásady a modely
IEC 61850-7-2 Abstraktní rozhraní pro komunikační služby ACSI
IEC 61850-7-3 Obecné třídy dat
IEC 61850-7-4 Třídy kompatibilních logických uzlů a třídy dat
IEC 61850-8 Mapování specifických komunikačních služeb (SCSM)
IEC 61850-8-1
Mapování do MMS (ISO/IEC 9506 –
část 1 a část 2) a do ISO/IEC 8802-3
IEC 61850-9 Mapování specifických komunikačních služeb (SCSM)
IEC 61850-9-1
Přenos vzorkovaných hodnot po sériovém jednosměrném
vícebodovém spoji
IEC 61850-10 Zkoušky shody
Fyzické zařízení
Fyzické zařízení představuje ochranný prvek neboli terminál definovaný IP adresou.
Chrání před přepětím, nadproudu a dalších elektrických nežádoucích vlivů. Dalším
unikátním identifikátorem je název o maximálně deseti znacích. Název fyzického
zařízení není standardizován normou IEC 61850, a tak záleží na dohodě s výrobci
ochran a samotnými zákazníky.
Logické zařízení
Logické zařízení je v datovém modelu podskupinou fyzických zařízení a v jednom
fyzickém zařízení může být definováno několik logických zařízení. Definují skupinu
služeb a logických uzlů s podobnými rysy. Účel logických zařízení a jejich název spe-
cifikuje výrobce. Podle standardu musí každé logické zařízení obsahovat následující
tři logické uzly:
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• LPHD (Physical Device information) - obecné informace o fyzickém za-
řízení např. název, stav (aktivní, neaktivní, porucha), reset zařízení atd.
• LLN0 (Logical Node zero) - obecné informace o všech logických uzlech
např. provozní režim, datové sady a objekty pro zasílání událostí RCB (Report
Control Block). Základní informace jsou dědičné i pro ostatní logické uzly ve
společném logickém zařízení.
• LN (Logical Node) - reprezentuje např. konkrétní ohrannou funkci defino-
vanou podle IEC 61850-7-4.
Logické uzly
Logické uzly obsahují skupiny dat a služeb, které souvisí se specifickou funkcí v
elektrizační soustavě. Jedná se o vizualizaci konkrétních zařízení např. výkonový
vypínač, odpojovač, zkratovač, apod. a jejich vzájemné blokády, ochranné funkce,
funkce pro měření atd.
Datový objekt a datový atribut
Datový objekt reprezentuje základní stavební prvek objektově orientovaného modelu
IEC 61850. Logický uzel obsahuje několik datových objektů a mohou je přejímat
ostatní logické uzly. Součástí datového objektu je datový atribut, kde jeho hodnoty
jsou logické stavy - zapnuto, vypnuto nebo nastavení ochranných funkcí, povely,
měřené hodnoty atd. Jedná se o nejmenší část modelu.
1.2.3 Vertikální komunikace
Vertikální komunikace je určena pro přenos informací mezi nadřazeným řídícím sys-
témem např. terminál, SCADA klient nebo server a ochranou. Komunikace znázor-
něna na Obr. 1.4 a poskytuje přístup klient/server, který obsahuje pouze časově
nekritická data a služby, a současně může nabízet data více klientům. To se ovšem
netýká ovládání primárních prvků, kde z pohledu bezpečnosti je požadován pří-
stup pouze jednomu klientovi. V rámci této komunikace servery nabízí následující
služby:[7]
• MMS (Manufacturing Message Specification) služby pro monitoring a sběr dat
(stavové hodnoty, události, alarmy, měřené hodnoty apod.),
• dispečerské řídící povely (vyber, proveď, ovládání primárních zařízení, reset
signalizačních LED, ...),

















Obr. 1.4: Komunikace IEC 61850.
1.2.4 Horizontální komunikace
Horizontální komunikace představuje přenos informací pouze na jedné úrovni mezi
jednotlivými ochrannými zařízeními. Využívá metodu přístupu klient-klient a umož-
ňuje časově kritickou výměnu dat mezi jednotlivými ochranami. Ukázka komunikace
na Obr. 1.4.
Pro časově kritický a spolehlivý přenos informací v horizontální komunikaci podle
IEC 61850-7-2 jsou definovány zprávy typu GSE (Generic Substation Event – vše-
obecná událost rozvodny). Přenášejí se pro určitou skupinu ochranných zařízení
pomocí multicastingu [7].
GSE zprávy jsou rozděleny do dvou typů a liší se strukturou a časovou kritičností:
• GOOSE (Generic Object Oriented Substation Events) - objektově ori-
entovaná událost rozvodny. Stavová data a proměnné hodnoty v data setech
jsou přenášena v určitém časovém intervalu přes místní síť (LAN). Odběratelé
těchto dat musí být registrovaní v multicastingu a jejich reakce je závislá na
rychlých reakcích ostatních odběratelů. Doba nesmí překročit hranici 4 ms od
vzniku události po odeslání zprávy [5].
• GSSE (Generic Substation State Events) - generická stavová událost
rozvodny. V této zprávě se přenáší pouze stavová data s využitím stavového
seznamu. Jedná se o řetězec bitů, nikoliv o datový objekt. Na rozdíl od GOOSE




IEC definuje normy IEC60870 pro dálkové, dohledové řízení a sběr dat v oblasti
elektrotechniky a automatizace energetických systémů. U nás je zavedená jako ČSN
EN 60870. Část 5 poskytuje komunikační profil pro odesílání základních zpráv mezi
centrální stanicí a dálkovými podřízenými stanicemi, která jsou napřímo připojená
mezi sebou. Je postavený na architektuře EPA, který vychází z modelu ISO/OSI
[8].
1.3.1 Normy IEC 60870
Přehled o skupinách norem:[9][10]
• IEC 60870-1, 60870-2 - zabývají se všeobecnými ustanoveními a provozními
podmínkami.
• IEC 60870-3 - popisuje elektrické charakteristiky rozhraní a podmínky pro
zozhraní.
• IEC 60870-4 - zabývá se s požadavky na vlastnosti. Důležité na provoz sys-
témů dálkového ovládání a zpracování dat.
• IEC 60870-5 - přenosové protokoly.
• IEC 60870-6 - týká se protokolů pro dálkové ovládání. Vychází z modelu
klient-server. Jde o přenos informací mezi jednotlivými dispečinky.
Pátá část definuje pět dokumentů:
• IEC 60870-5-1 Formáty přenosového rámce - asynchronní přenos dat s lin-
kovými protokoly, standardy pro kódování, formátování a zajištění integrity
dat.
• IEC 60870-5-2 Procedury spojového přenosu - procedury pro sériový přenos
kódovaných digitálních dat.
• IEC 60870-5-3 Obecná struktura aplikačních dat - pravidla pro strukturování
jednotek aplikačních dat v přenosových rámcích.
• IEC 60870-5-4 Definice a kódování aplikačních informačních prvků - pravidla
pro definování informačních prvků, zvláště digitálních a analogových proces-
ních proměnných.
• IEC 60870-5-5 Základní aplikační funkce - standardy pro zajištění interope-
rability různých zařízení elektrizační soustavy.
Dále pro těchto pět dokumentů jsou postaveny společné normy:
• IEC 60870-5-101 Společná norma pro základní úkoly dálkového ovládání -
popisuje mechanismy, které byly popsány v předchozích odstavcích.
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• IEC 60870-5-102 Přenos integrovaných součtových hodnot v elektrizačních
soustavách - pro odborníky v tomto oboru.
• IEC 60870-5-103 Informační rozhraní ochran - zajišťuje interoperabilitu mezi
ochranami a zařízeními řídicího systému podřízené stanice.
• IEC 60870-5-104 Síťový přístup pro IEC 60870-5-101 používající normali-
zované transportní profily - stanovuje použití v běžných komunikačních sítích
např. Ethernet s TCP/IP [10].
1.3.2 Komunikace pomocí protokolu TCP/IP
Norma IEC 60870-5-104 definuje přenos aplikačních datových jednotek ASDU (Ap-
plication Service Data Unite) ze společné normy IEC 60870-5-101 a přidává další
datové jednotky, které zajistí komunikaci po IP vrstvě.
Zde není aplikována architektura EPA, protože pro komunikaci přes TCP/IP je
potřeba použít transportní a síťovou vrstvu. Řídící informace Aplikačního proto-
kolu (ACPI) nabízí mechanizmus pro zjištění začátku a konce datových jednotek
ASDU a také slouží pro řízení. Z protokolů ASDU a APCI se vytvoří Jednotka dat
Aplikačního protokolu (APDU). Tvorba ASDU a APCI probíhá na aplikační vrstvě.
Komunikační přenos mezi systémy je řešen pomocí PDU na jednotlivých vrstvách
např. datagramů, packetů nebo rámců [11].
1.3.3 Srovnání IEC 60870-5 s DNP3 a IEC 61850
Norma IEC 60870-5 nachází uplatnění především v elektroenergetice, ale její použítí
jinde se nedá vyloučit. Podobný protokol s IEC 60870-5 je DNP3. Byl vytvořen v
reakci na rostoucí požadavky severoamerického průmyslu. DNP3 se v současnosti
používá v mnoha oblastech procesního průmysl [10].
IEC 61850 je z pohledu komunikace vesměs stejný jako IEC 60870-5, ale byly
vyvíjeny nezávisle na sobě. Oba definují standard pro přenos dat přes TCP/IP.
Nicméně služby a protokoly v reálném čase, informační modely a programovací jazyk
SCL nejsou v IEC 60870-5 definovány. IEC 61850 norma by měla do budoucna




JMeter je nástroj s otevřeným zdrojovým kódem, který dokáže generovat různé
zátěžové testy pro služby a zároveň analyzovat výsledky měření. Jelikož má vysoce
rozšířitelné jádro, skládá se především z pluginů neboli modulů a díky nim podporuje
dané funkce. Testuje webové aplikace, zátěže serveru nebo skupiny serverů, a síťové
infrastruktury s různými typy zařízeními. Umožňuje i načítat a testovat mnoho typů
protokolů [12].
2.1 Funkce nástroje
Mezi základními prvky pro sestavení testovacího plánu jsou:
• Samplers (Vzorkovače) posílají požadavky na server a čekají na odpověď.











• Logic Controllers (Logický kontroler) určuje pořadí a logiku, jak má být
sampler zpracován,
• Listener (Naslouchač) poskytuje informace o testování pro vykreslení grafů a
ukládá je pro další použití,
• Timer (Časovač) ovlivňuje časový průběh testování,
• Assertions (Tvrzení) pomáhá prokázat správnost odpovědi od testovaného
serveru, která se očekává,
• Pre processor (Předzpracování) provádí akci před vykonáním požadavku
sampleru,
• Post processor (Pozpracování) provádí akci po vykonání pořadavku sam-
pleru.
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3 Praktická část práce
V praktické části bakalářské práce bude provedeno seznámení s nástrojem, instalace
nástroje JMeteru do vývojového prostředí Eclipse a vytvoření modulu pro ukázku,
který bude spouštět jednoduchý program. Cílem práce je návrh a implementace dvou
modulů do JMeteru, které budou generovat provoz protokolů DNP3 a IEC61850 za
pomocí knihoven.
3.1 Instalace JMeteru do vývojového prostředí Eclipse
Nástroj JMeter je vyvíjen v jazyce Java a pro vývoj vlastních modulů se použije
vývojové prostředí Eclipse 2018-09 nainstalovaný na operačním systému Windows 10
Home. Pracovat se bude s aktuální verzi JMeteru 5.0. Struktura nástroje umožňuje
vytvářet vlastní moduly za pomocí prvků a samplerů. DNP3 a IEC61850 protokoly
budou právě jedněmi ze samplerů.
3.1.1 Nastavení prostředí
Z webových stránek[12] je potřeba stáhnout aktuální verzi zdrojových souborů ná-
stroje a extrahovat do adresáře workspace vývojového prostředí Eclipse.
Poté importujeme stažený subory přes File > Import > General > Projects from
Folder or Archive
V Project > Properties > Java Compiler > Building > Output folder se vyloučí
soubory s koncovkou .metaprops vepsáním *.metaprops do Filtered resources, aby
nedošlo k jejich sestavení.
Prostředí hlásí, že nemůže nalézt importované balíčky, proto se musí nahradit
obsah souboru .classpath ve složce projektu za soubor eclipse.classpath, kde jsou
napsány všechny cesty k balíčkům.
Soubor build.xml je program, který všechny svoje části zkompiluje nebo nainsta-
luje. Otevře se kompilační nástroj Ant pomocí Windows > Show View > Other >
Ant. Add Buildfiles otevře funkce v souboru.
Spuštěním download_jars se stáhnou potřebné soubory typu .jar, které jsou
nezbytné pro správnou funkci nástroje.
Následně spuštěním funkce install [default] se vše nainstaluje.
Samotný nástroj JMeter se spustí funkcí run_gui.
Po pokusu o spuštění JMeteru se mouhou naskytnou chyby, které jsou zobra-
zeny na obrázku 3.1. Je totiž potřeba vložit do složky bin soubory log4j2.xml a
jmeter.properties, které se smazaly při importování JMeteru do Eclipsu. Soubory
jsou k dispozici ve zdrojových nebo binárních souborech na webu. Aby šlo projekt
24
Obr. 3.1: Nenalezení souboru log4j2.xml a jmeter.properties.
debugovat, je ještě potřeba upravit v hlavní třídě NewDriver.java, která se stará o
spuštění celého programu, cestu k projektu podle obrázku 3.1 [13].
Výpis 3.1: Správna cesta k projektu.
File userDir = new File(System.getProperty("user.dir"));
// tmpDir = userDir . getAbsoluteFile (). getParent ();
tmpDir = userDir.getAbsolutePath ();
3.1.2 Vytvoření vlastního modulu
Nový modul se vytvoří z ukázkových příkladů nacházející se ve složce src/exam-
ples. Každý modul je tvožen ze dvou základních tříd Sampler.java, která je důležitá
pro vykonání práce modulu, a SamplerGui.java, která se stará pomocí grafického
rozhraní o vstupní parametry uživatele pro předání do sampleru. Třídy rozšiřují
abstraktní třídy, které zajišťují funkčnost a integritu s programem JMeter.
Vložení modulu do JMeteru
Vytvoří se nová složka v adresáři src/ a pojmenuje se podle názvu protokolu, který
se bude realizovat. Zkopírují se obě třídy ukázkového sampleru a vloží do vytvořené
složky např. src/DNP3. Vhodně se třídy přejmenují. Následně je potřeba auto-
matizovat kompilaci a přesunutí modulu do apache-jmeter-5.0/lib/ext. Docílí se
tím, že se upraví soubor build.xml. Nastaví se relativní cesta k souboru .jar :





Dopsání zdrojové složky a umístění .class souborů nového modulu:
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V další části souboru se vytvoří funkce pro kompilaci, která je ve výpisu A.1 a
do sekce JMeter launch jar se dopíše část pro vytvoření DNP.jar souboru. Kód
ve výpisu A.2.
Nakonec v adresáři src/core/org/apache/jmeter/resources se otevře soubor
messages.properties a přidá se na poslední řádek text: dnp3_modul_title=DNP3,
aby JMeter dohledal, jak se vytvořený modul nazývá [12].
Všechny změny se aktualizují pomocí nabídky File > Refresh v prostředí Eclipse.
Zkouška nového modulu a první spuštění
Pro odzkoušení vytvořeného modulu se spustí aplikace notepad.exe. Je zapotřebí ve
zdrojovém kódu DNP3Sampler.java vytvořit proces, který spustí podle zadané cesty
aplikaci:
Výpis 3.4: Spuštění Notepad.exe.
...
res.sampleStart (); // Start timing
try {
// Do something here ...
String [] command = new String [] {"C:\\ Windows \\
notepad.exe"};




Po zkompilování kódu a následném spuštění JMeteru se klikne pravým tlačítkem
myši na Test plan > Add > Threads (Users) > Thread Group, následně levým
tlačítkem na Thread Group > Add > Sampler > DNP3 a na tlačítko Start.
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3.2 Zprovoznění OPENDNP3
Program OpenDNP3 je referenční implementace IEEE-1815 (DNP3) pod licencí
Apache License. Je napsán v jazyce C++, ale podporuje i vývoj v jazyce Java nebo
aplikace .NET. V tomto postupu se použije Java, která je vazbou postavena na
normálních souborech Java JAR a nativní sdílenou knihovnou C++ [14].
3.2.1 Sestavení programu a komunikace Windows - Debian
Jako testovací stanice byly vybrány fyzický stroj Windows 10 64bit a virtuální po-
čítač Debian 9 64bit. Na Obr. 3.2 je znázorněn diagram komunikace, která probíhá
na ethernetovém rozhraní. Windows 10 má IP adresu 192.168.1.100 a Debian 9
192.168.1.200. Ve Windows 10 se pracuje s vývojovým prostředím Eclipse. U obou
stanic je ukázána konfigurace jak Master stanice, tak i podřízené stanice.
Windows 10 64bit
Bude potřeba nástroj pro buildování CMake, sestavení vytvořeného buildu Visual
Studio 2017, který nám vygeneruje knihovnu .dll a nástroj Maven k instalaci java
knihovny.
Stáhne se OpenDNP3 repozitář z GitHubu verze 2.0.x a extrahuje se do pracov-
ního adresáře
https: // github. com/ automatak/ dnp3
Dále je důležité stáhnout knihovnu ASIO C++ verze 1.10.8
https: // github. com/ chriskohlhoff/ asio/ tree/ asio-1-10-8
Extrahuje se archiv a obsah složky asio-asio-1-10-8 se vloží do zdrojového ad-
resáře dnp3-2.0.x /debs/asio.
192.168.1.100 192.168.1.200
Windows 10 Debian 9
Ethernet
DNP3
Obr. 3.2: Diagram komunikace mezi zařízeními.
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Následně se zadá příkaz pro build knihovny, kde se přepínačem -G zvolí kompi-
lační program tzv. generátor. Důležité je, aby se vybral pro 64 bitovou architekturu,
jelikož testovací zařízení jsou 64 bitové. Dále doplňující volbou -DDNP3_JAVA=ON
se nastaví podpora pro Javu
>cmake ../ -G "Visual Studio 15 2017 Win64" -DDNP3_JAVA=ON
Pokud se naskytnou chyby, je dobré ověřit, zda proměnné prostředí systému Win-
dows zná cesty pro nástroj CMake, domovský adresář Java a knihovny JNI (Java
Native Interface) ../Java/jdk-10.0.2/lib.
Otevře se v build/ soubor opendnp3.sln ve vývojovým prostředí Visual Studio a
přes nabídku Sestavit > Sestavit řešení se vtvoří knihovna opendnp3java.dll v ad-
resáři build/Debug.
Spustí se přikazový řádek a přejde se do složky java a provede se lokální build




Může se vyskytnout chyba, která je vidět na Obr. 3.3. Opraví se vložením pár
řádků do souboru pom.xml v java/, které jsou vidět ve výpisu 3.5. Tag <java-
docExecutable> určuje cestu, kde se nachází javadoc.exe a <additionalparam>
přidá parametr -Xdoclint:none, který zakáže upozornění na chybějící komentáře
nebo neplatné syntaxe Javadoc či chybějící značky HTML (Hypertext Markup Lan-
guage) [15].
Vytvořené knihovny opendnp3java.dll a opendnp3-bindings-2.2.1-SNAPSHOT.jar
se pak musí vložit do adresáře budoucího projektu, aby je JVM (Java Virtual Ma-
chine) našel.
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Obr. 3.3: Chyba při instalaci nástrojem Maven.
Výpis 3.5: Korekce chyby v souboru pom.xml.
<plugin >
<groupId >org.apache.maven.plugins </groupId >
<artifactId >maven -javadoc -plugin </ artifactId >
<version >${maven -javadoc -plugin.version}</version >
<configuration >
<!-- Default configuration for all reports -->
<javadocExecutable >${java.home}/bin/javadoc
</javadocExecutable >




Vytvoří se nové projekty v Eclipse. Jeden bude prezentovat řídící stanici a druhý
podřízenou stanici. Vhodně se zkopírují zdrojové kódy z ukázkových příkladů v java-
/example/src/main/java/com/automatak/dnp3/example MasterDemo.java
a OustationDemo.java. Do složek projektů se vloží vytvořené knihovny opendnp3java.dll
a opendnp3-bindings-2.2.1-SNAPSHOT.jar. V nastavení projektu Project > Pro-
perties > Java Build Path > Libraries se přidá java knihovna do Classpath > Add
JARs...
V kódu se změní vstupní parametry metody addTCPClient() objektu manager
třídy DNP3Manager, která přídá TCP klienta. Dále se nastaví podle výpisu 3.6
adresy linkové vrstvy objektu config.
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Výpis 3.6: Konfigurace MasterDemo.java.
...
Channel channel = manager.addTCPClient(
"client",











Podobně se upraví podřízená stanice podle výpisu 3.7.
Výpis 3.7: Konfigurace OustationDemo.java.
...
Channel channel = manager.addTCPServer(
"client",






OutstationStackConfig config = new OutstationStackConfig(





Ve virtuálním počítači se stáhne balíček pro sestavení a git
sudo apt-get update
sudo apt-get install build-essential
sudo apt-get install git
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Stáhne se knihovna openDNP3 a ASIO C++ verze 1.10.8
cd ∼/
git clone https://github.com/automatak/dnp3.git
git clone -b asio-1-10-8 https://github.com/chriskohlhoff/asio.git
Přesune se asio do dnp3/deps
mv asio dnp3/deps/










Konfigurace stanice master na Debianu
cd master
nano main.cpp
Úpravy jsou dle výpisu 3.8.
Výpis 3.8: Konfigurace stanice master na Debianu.
...







PrintingChannelListener :: Create ();
...
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Kompilace a zapsání linkovacích příkazů pro linker
g++ main.cpp -o master.out -lopendnp3 -lasiopal -lasiodnp3 -lopenpal -lpthread
Konfigurace stanice outstation na Debianu
cd outstation
nano main.cpp
Úpravy podle výpisu 3.9.
Výpis 3.9: Konfigurace stanice outstation na Debianu.
...
auto channel = manager.AddTCPServer(
"server",
FILTERS ,
ServerAcceptMode :: CloseExisting ,
"192.168.1.200",
20000 ,
PrintingChannelListener :: Create ());
...
Opět kompilace a zapsání linkovacích příkazů pro linker
g++ main.cpp -o outstation.out -lopendnp3 -lasiopal -lasiodnp3 -lopenpal -lpthread
3.2.2 Test komunikace Windows (Master) - Debian (Outstation)
Tímto postupem jsou stanice připravené k testovací komunikaci. Spustí se Master ve
Windows a Outstation v Debianu. Ve výpisu 3.10 je vidět vzájemné navázání komu-
nikace. Na Obr. 3.4 je ukázka komunikace pomocí programu Wireshark. Podobně
se může otestovat komunikace Debian (Master) a Windows (Outstation).
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Obr. 3.4: Ukázka komunikace DNP3 protokolu ve Wireshark.
Výpis 3.10: Navázání komunikace DNP3 protokolu.
--MASTER --(Eclipse)
1541334573689 - INFO - manager - Starting thread (0)
Channel state: OPENING
1541334573697 - INFO - client - Connecting to: 192.168.1.200
1541334573700 - INFO - client - Connected to: 192.168.1.200






root@debian :~/ outstation# ./ outstation.out
ms (1541333484482) INFO manager - Starting thread (0)
channel state change: OPENING
ms (1541333484547) INFO server - Listening on:
192.168.1.200:20000
ms (1541333487491) INFO server - Accepted connection from:
192.168.1.100
channel state change: OPEN
ms (1541333487491) --AL -> outstation - F0 82 80 00
...
channel state change: CLOSED
channel state change: SHUTDOWN
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3.2.3 Přechod z Windows na systém Linux Debian 9
Předchozí postup byl pro operační systém Windows. Během práce se změnil operační
systém na systém Linux s distribucí Debian 9, v kterém bude JMeter spuštěn. V
tom případě je potřeba vygenerovat nové knihovny.
Bude potřeba mít nainstalovanou 64-bitovou verzi Javy. Postup pro vygenero-
vání knihoven pro Linux je následující:
Stáhne se knihovna openDNP3 a ASIO C++ verze 1.10.8
cd ∼/
git clone https://github.com/automatak/dnp3.git
git clone -b asio-1-10-8 https://github.com/chriskohlhoff/asio.git









Nyní se může zkopírovat opendnp3-bindings-2.2.1-SNAPSHOT.jar knihovnu do no-
vého adresáře v JMeteru. Podobně jako u Windows. Vytvořené .so knihovny se na-
leznou v adresáři usr/local/lib. Je možné že bude potřeba přesunout tyto knihovny

















Nejdůležitější knihovny jsou libopendnp3java.so, libopendnp3java.so.2 a
libopendnp3java.so.2.2.1. Je ale doporučeno zkopírovat všechny vytvořené do pří-
slušného adresáře, který je popsán výše.
Knihovnu opendnp3-bindings-2.2.1-SNAPSHOT.jar je také možné vygenerovat
v Linuxu za použití buildovací programu Maven, ale při pokusu o sestavení byla
stále zobrazována chyba sestavení. Nejednalo se o chybu jako byla na Obr. 3.3 po
příkazu:
mvn install
Tudíš se přešlo na řešení o zkopírovaní již vygenerované knihovny u operačního
systému Windows.
3.3 Vlastní návrh a implementace modulu DNP3
V této části se navrhne modul, který bude představovat DNP protokol. V grafické
části se vloží požadované parametry, které nastaví komunikaci podle uživatele. Pro
ukázku a následný test, se vybraly následující:
• rozsah IP adres podřízených stanic,
• linková adresa hlavní stanice,
• rozsah linkových adres podřízených stanic,
• výběr posílání Unsolicited response (Analogový hodnoty nebo Counter inkre-
mentace),
• časový interval posílání Unsolicited response (nevyžádaných zpráv),
• nastavení portu,
• výběr rozhraní, z které se bude generovat provoz,
• akční tlačítka Apply, Delete a Clear.
Do vytvořeného adresáře v JMeteru, který bude představovat DNP3 modul
apache-jmeter-5.0/src/dnp3 se vytvoří nová třída DNP.java a vloží se do ní zdro-
jové kódy z OutstationDemo.java, jelikož se budou vytvářet klienti neboli podřízené
stanice. Dále se knihovna opendnp3java.dll zkopíruje do adresáře apache-jmeter-
5.0 a opendnp3-bindings-2.2.1-SNAPSHOT.jar do apache-jmeter-5.0/lib. Po ote-
vření projektu JMeter v Eclipse je potřeba nastavit cestu ke knihovně opendnp3-










Obr. 3.5: Blokové schéma návrhu DNP3 klienta.
3.3.1 Úprava třídy DNP3.java
V této třídě se změní název statické metody main(), která spouští hlavní proces
programu, na startDNP3(). Později bude volána ze třídy DNP3Sampler.java.
Dopíše se konstruktor pro třídu, v které předá hodnoty link (linková adresa kli-
enta), ip (IP adresa klienta), linkMaster (linková adresa Master stanice), port a time
(časový interval posílání nevyžádaných zpráv). Poté definuje proměnnou manager.
Ukázka konstruktoru ve výpisu B.1.
Vytvoří se stavová proměnná command, uvedena v příloze B.1, která ponese
informaci, jaký Unsolicited response zprávy budou posílány nebo zda se mají klienti
vypnout. S proměnnou se bude pracovat pomocí get a set metodami. Poté se stavová
proměnná použije v těle switch, který pomocí cyklu while provádí jednotlivé akce
podle toho, jaký stav má proměnná. Tyto akce se provádějí cyklicky se zpožděním,
které definuje uživatel v poli pro časový interval posílání Unsolicited response. V
části pro akci "analog" byl vytvořen postup pro náhodné vybírání číselných hodnot,
které ponese zpráva. V části "counter" se pravidelně inkrementuje čítač. Oba tyto
postupy se napsali proto, aby se odlišily zprávy mezi sebou. Ukázka ve výpisu B.1.
Dále je potřeba nastavit klienta, aby mohl posílat nevyžádané zprávy (Unsolici-
ted response) podle výpisu 3.11.
Výpis 3.11: Nastavení nevyžádaných zpráv.
// povoli unsolicited zpravy
config.outstationConfig.allowUnsolicited = true;
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Obr. 3.6: Grafické rozhraní DNP3 klienta.
Vytvoří se statická metoda setting(), která bude kontrolovat, zda se nepředaly
prázdné proměnné timeMs, linkMaster a port. Pokud řetězce nejsou prázdné, vrátí
hodnotu true. Metoda se zavolá ve spouštěcí metodě startDNP3 a bude v podmínce,
která v případě true povolí metodu run(). Ukázka kódu ve výpisu B.1.
V poslední řadě je tu metoda checkEndDNP3(). V těle metody je podmínka,
která čte stavovou proměnnou quit ze třídy DNP3Sampler. Pokud je proměnná ve
stavu true, tak se nastaví proměnná command na "quit"a ukončí běžícího klienta.
3.3.2 Třída DNP3SamplerGui.java
Grafická podoba sampleru je rozdělena do několika panelů. První panel na obrázku
3.6 slouží pro zvolení síťového rozhraní viz výpis B.4. Ve druhém panelu se nastaví
linková adresa Master stanice a zvolí se jestli klient bude posílat zprávy z čítače
nebo generovat analogové hodnoty včetně intervalu opakování. Třetí panel slouží
pro zadání rozsahu IP adres a linkových adres klientů.
V předposledním panelu se nastaví port a obsahuje akční tlačítka, která nastaví
zadaný rozsah IP adres na rozhraní (tlačítko Apply), odstraní přiřazený adresy z
rozhraní (tlačítko Delete) nebo vyčistí panel Message Console, který slouží pro
výpis výstupů do konzole. Na Obr. 3.6 je vidět uspořádání jednotlivých komponentů.
Všechny panely se přidají v metodě init().
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Na každé tlačítko včetně výběru akce (Counter nebo Analog) je vytvořen Acti-
onListener a bude naslouchat na stisknutí. Vše je v metodě init() ve výpisu B.3.
Při stisknutí tlačítka Apply se zkontroluje metodou checkEmtyFields(), jestli
nejsou prázdná pole, metodou deletePreSetOutstations() vyčistí nastavené předchozí
klienty a zaplní pomocný LinkedList links pomocí metody setLinks linkovými ad-
resami. Předchozí metody jsou uvedeny ve výpisu B.2. Následně se vytvoří script
metodou createIpScript( ), které předáme minimální a maximální hodnotu IP adresy
v dekadickém tvaru, masku, rozhraní, cestu, kde má vytvořit script a řetězec "add
" nebo "del ". Řetězec pro přidání adres na rozhraní je "add " a odstranění adres je
"del ". Ukázka ve výpisu B.6.
Dekadický tvar adres umožňují metody getMinIPValue() a getMaxIPValue() ve
výpisu B.5.
Tlačítko Delete nejdříve zkontroluje, jestli jsou vyplněná pole a není prázdný
LinkedList links. Poté vytvoří script s řetězcem "del " pro smazání IP adres, smaže
nastavené klienty v paměti a spustí příkazy pro smazání všech vytvořených scriptů.
Panel, který se vytvoří v metodě messagePanel(), má tu vlastnost, že výpisy do
konzole přesměruje do komponenty JTextArea. Části kódu jsou ve výpisu B.4.
Pro předání hodnot mezi grafickým rozhraním a sampleru slouží tři základní
metody, které musí obsahovat třída DNP3SamplerGui.java. Metoda configure(Test-
Element element) slouží pro nastavení dat do grafického rozhraní. Metoda create-
TestElement() vytváří novou instanci třídy TestElement a spouští metodu modi-
fyTestElement(TestElement te), která převede data z grafického rozhraní do třídy
TestElement [12]. Ukázáno ve výpisu B.2.
Poslední metodou v této třídě je randomIp(). Ta vrací náhodně zvolenou IP
adresu z rozsahu jednotlivým vláknům, která se zadají při vytváření testovacího
plánu JMeteru, jejichž počet se musí shodovat s počtem IP adres v zadaném rozsahu.
Metoda je ukázána ve výpisu B.7. Tato metoda se volá ve třídě DNP3Sampler.java.
Tato část práce byla komplikovanější, protože se muselo zajistit to, aby každé
vlákno mělo svojí IP adresu. Pokud se sešli dvě stejné adresy, psalo to chybu, že
adresa je již užívána. Změna portu také nešla, jelikož server (Master) komunikuje
vždy na jednom portu. Zkusilo se použít cyklus for, který vypisoval a spouštěl po-
stupně podřízené stanice. Toto řešení ale nevedlo k tomu, že se stanice spustí v jednu
chvíli současně. Řešením tedy byla metoda randomIp() s nápadem, že ke každému
vytvořenému vláknu se přiřadí vždy jiná IP adresa. Mohl se místo metody rando-
mIp() využít zmíněný cyklus for, který bude postupně přiřazovat IP ze seznamu k
vláknům. Musela by se i tady ošetřit situace, aby se přiřadila vždy jiná adresa.
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3.3.3 Třída DNP3Sampler.java
Poslední úpravy se provedou ve třídě DNP3Sampler.java v metodě sample(). Pomoc-
ným proměnným se přiřadí jednotlivý hodnoty z grafického rozhraní a k náhodné IP
adrese se vyčte z množiny outstations příslušná linková adresa. Nakonec se vytvoří
objekt třídy DNP3, předají se mu proměnné do konstruktoru a spustí se metoda
startDNP3(). Při každém vytvoření klienta (vlákna) se díky metodě randomIp()
vybere jiná IP adresa, která ještě nebyla zvolena. Opět ukázka ve výpisu 3.12.
Výpis 3.12: Úpravy ve třídě DNP3Sampler.java.
...




String linkMaster = this.getPropertyAsString(LINKMASTER );
String port = this.getPropertyAsString(PORT);
String timeMs = this.getPropertyAsString(TIMEMS );
String ipOutstation = DNP3SamplerGui.randomIp ();
String linkOutstation = "";
for(Map.Entry <String , String > entry : outstations.entrySet ()) {
if(entry.getValue (). equals(ipOutstation )) {




DNP3 dnp3 = new DNP3(linkOutstation , ipOutstation , linkMaster ,







Aby se během vývoje modulu testovaly jednotlivé funkčnosti, musel se vytvořit ser-
ver neboli Master, který bude příjímat nevyžádané zprávy. Byl vytvořen v operačním
systému Windows a poté byl hotový server vyexportován jako Runnable JAR file
a přesunut na druhý systém Debian 9, jiný než v kterém je nástroj JMeter. Jedna
ze změn ve zdrojovém kódu ve třídě DNP3.java je, že vytváříme objekty z tříd pro
Master stanici. Ukázáno ve výpisu C.1. Déle se vytvoří třída OutstationClass.java,
která slouží pro vytvoření objektů podřízených stanic. Ve třídě DNP3.java je for
cyklem vytvářeno TCP spojení pro jednotlivé podřízené stanice viz výpis C.1. Při
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spuštění serveru se zadává IP adresa rozhraní, linková adresa Mastera, port, rozsah
podřízených stanic a jejich linkové adresy. Spuštění serveru se provede vepsáním do
konzole:
java -jar DNP3Server.jar
3.3.5 Testování implementovaného modulu
První scénář na obrázku 3.7 se provedl se třemi klienty, kteří se spouštěli po pěti
vteřinách. Pro vytváření vláken se využil přidaný modul Stairs Thread Group.
Na Obr. 3.8 je ale vidět, že první dva klienti poslali nevyžádanou zprávu. Je to tím,
že každý klient, který se spustí, čeká, až se s ním server spojí. To trvá vždy jinou
dobu. V tomto případě se server spojil, když už byl spuštěn i druhý klient. Tato
situace je vysvětlena na obrázku 3.10, kde je zobrazen podobný jev. Nevyžádané
zprávy se posílají také po pěti vteřinách. Poté co se spustí i třetí klient, posílají se
tři nevyžádané zprávy najednou. Viz Obr. 3.9.
Obr. 3.7: Testovací scénář č. 1.
Obrázek 3.10 znázorňuje zpoždění v posílání nevyžádaných zpráv, jelikož server
nejprve musí navázat spojení s klienty (značka A). Klient při spuštění začne naslou-
chat na svém rozhraní (značka L) a po dvou vteřinách, jak je na obrázku vidět, pošle
nevyžádanou zprávu (značka S). V případě, že server nestihne navázat spojení, než
se pošle zpráva, tak se zpráva nepošle. Ukázáno ve třetím časovém průběhu (.102 -
A).
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Obr. 3.8: DNP3 Pokus č. 1 - Obr. 1.
Obr. 3.9: DNP3 Pokus č. 1 - Obr. 2.
Druhý scénář na Obr. 3.11 byl s dvaceti klienty, kteří se po deseti klientech
spouštěli po třiceti vteřinách. Na obrázku 3.12 je vidět prvních 10 klientů v časovém
rozmezí přibližně 100ms, kteří poslali zprávu v prvních třiceti sekundách. Po necelé
minutě se poslaly zprávy od všech klientů. Na druhém obrázku 3.13 je jich celkem
18 a to proto, že u dvou klientů server nedokázal navázat spojení, i když se o to
několikrát pokoušel. Ukázáno ve výpisu 3.13.
Výpis 3.13: Snaha serveru o navázání spojení.
1557836850018 - INFO - client - Connecting to: 192.168.1.101
1557836850018 - WARN - client - Error Connecting: Spojení odmítnuto
1557836850149 - INFO - client - Connecting to: 192.168.1.118
1557836850150 - WARN - client - Error Connecting: Spojení odmítnuto
3.4 Vlastní návrh a implementace druhého protokolu
Další kapitola v praktické části se zabývá návrhu druhého protokolu. Jako druhý
protokol byl zvolen IEC 61850, u kterého byl problém sestavit knihovnu. Dále tu
byl pokus o získání knihovny protokolu TASE.2, ale neúspěšně. Tento protokol je
definován ve standardu IEC 60870-6.
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3.4.1 OpenIEC61850
OpenIEC61850 je implementace standardu IEC 61850 s otevřeným zdrojovým kó-
dem napsané v Javě. Podobná a lepší implementace standardu je i v jazyce C pod
názvem libIEC61850 [16]. V této práci se stáhla knihovna verze 1.7.0 ze stránek
[17]. Pro sestavení této knihovny je využit nástroj Gradle, který právě vypisoval
chyby při sestavování. Pro sestavení je potřeva mít stažený nástroj Gradle a poté v
adresáři knihovny zadat:
gradle build
Po dlouhém pátrání byla chyba odstraněna a knihovna sestavena. Problém byl v
absenci souboru tools.jar v používaných verzí. Řešení bylo následující:
• hledání správné verze Javy (funkční verze JDK 1.8.0 201),
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0
Obr. 3.10: Potvrzení spojení se serverem.
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Obr. 3.11: Testovací scénář č. 2.
Obr. 3.12: DNP3 Pokus č. 2 - Obr. 1.
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Obr. 3.13: DNP3 Pokus č. 2 - Obr. 2.
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V adresáři /openiec61850/run-scripts/gui-client se spustí soubor openiec61850-
gui-client.bat a tím se zobrazí klient v grafickém režimu. Ukázka klienta na Obr. 3.15.
Následný návrh ukázán na Obr. 3.14 a implementace modulu pro protokol IEC61850
by byl obdobný jako u DNP3 protokolu. Z časových důvodů již nebyl realizován a
to zejména z důvodů dlouhého rozjíždění knihovny openIEC61850. Je možné zhr-
nout, že nyní po úspěšném zprovoznění knihovny by implementace modulu neměla
být problematická. Bude využívat externí knihovnu přímo v modulu a nebo se teore-
ticky může externě rovnou spouštět. Na obrázku 3.16 je vidět částečná implementace
modulu, který spouští externě klienta protokolu IEC61850.
3.4.2 TASE.2
Z důvodu výše popsaného problému byla jako alternativní varianta zkoumán pro-
tokol ICCP (Inter Control Center Protocol) s oficiálním názvem TASE.2. Je velice
podobný ke standardu IEC 61850, ale používá jinou sadu funkcí MMS a jiný datový
model. Knihovna je k dispozici pro C/C++, .NET a Java [18].
Pro získání této knihovny bylo potřeba zažádat [18]. V odpovědi stálo, že tato
knihovna není momentálně k dispozici zdarma, ale lze si ji koupit buď na jeden rok









Obr. 3.14: Blokové schéma návrhu IEC61850 klienta.
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Obr. 3.15: Grafický klient protokolu IEC 61850.
Obr. 3.16: Částečná implementace IEC61850 protokolu.
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4 Závěr
V teoretické části je popsán systém SCADA, zvolený DNP3 protokol pro řešení
bakalářské práce, který je jeden z nejpoužívanějších v monitorovacích zařízeních,
druhý zvolený IEC61850 a nakonec třetí protokol IEC60870-5, který do praktické
části nebyl vybrán. Protokol DNP3 je vysvětlen, jak pracuje v jedotlivých vrsvách
ve tří vrstvém modelu EPA.
V další kapitole v teoretické části je popsán nástroj JMeter, který dokáže simu-
lovat zátěžové testování a analyzovat výsledky. Zde jsou vypsané základní funkce,
které nástroj obsahuje.
Praktická část práce je v kapitole tři. Nejprve se popisuje samotná instalace ná-
stroje do vývojového prostředí a tvorba ukázkového nového modulu. Dále je řešeno
sestavení programu pro protokol DNP3 pomocí OpenDNP3 repozitáře. Odzkoušená
komunikace proběhla v pořádku mezi stanicemi Windows a Debian. Hlavním cí-
lem byl vlastní návrh a implementace modulu pro DNP3 protokol jež je popsán
v podkapitole 3.3. Nástroj JMeter byl přesunut na novou stanici Debian Client a
byl vytvořen DNP3Server, který se nacházel na druhé stanici Debian a navazoval
spojení s podřízenými stanicemi vytvořenými modulem. Po otestování komunikace
mezi přídavným modulem nástroje JMeter na Master stanici (DNP3Server), bylo
zjištěno, že při ukončení spojení, po zavolání metody manager.shutdown(), se z ne-
známého důvodu neukončí vlákno stanice Master, které bylo vytvořeno objektem
DNP3manager, a Master se neukončí. Dále bylo zjištěno, že dokud stanice Mas-
ter nenaváže komunikaci, vypnutí hlavní stanice proběhne bez problému. Zásuvný
modul byl tak úspěšně implementován a otestován.
Dalším cílem byl návrh a implementace modulu pro protokol IEC61850 a po-
mocí repozitáře OpenIEC61850 byly sestaveny knihovny, které přes script spustily
grafický režim klienta. Při sestavování a zprovozňování knihovny došlo k několika
problémům, které bylo nutné vyřešit a zabraly velké množství času. Konkrétní me-
tody eliminace chyb jsou popsány v podkapitole 3.4.1. Nakonec sestavení proběhlo
úspěšně, ale bohužel v rámci semestru již nebylo možné finální implementaci dotáh-
nout do konce. Návrh modulu by byl obdobný jako u protokolu DNP3 a neměl by
být problematicky. Návrh modulu byl realizován a dílčí části zprovozněny, částečně
implementovány a vyzkoušeny.
Také tu byl pokus o získání druhého náhradního protokolu TASE.2 za protokol
IEC61850. TASE.2 je velice podobný ke standardu IEC61850 a je definován ve stan-
dardu IEC 60870-6. Jelikož se nejednalo o knihovnu přístupnou zdarma, tak nebyla
získána.
I přes výše popsané problémy s implementací druhého modulu lze konstatovat,
že většina definovaných cílů bakalářské práce byla splněna.
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A Výpisy souboru build.xml
Výpis A.1: Nastavení funkce pro kompilaci.
...
<target name="compile -prvniModul" depends="compile -jorphan ,


















<target name="compile -protocols" depends="compile -http ,
compile -ftp ,compile -jdbc ,compile -java ,compile -ldap ,




Výpis A.2: Nastavení spustitelného .jar souboru.
...





<zipfileset file="${resources.meta -inf}/ default.notice"
fullpath="META -INF/NOTICE" />
<zipfileset file="${resources.meta -inf}/ default.license"
fullpath="META -INF/LICENSE" />
<fileset dir="${build.DNP3}" includes="**/*. class" />




B Výpisy tříd modulu DNP3 Client
Výpis B.1: Úpravy ve třídě DNP3.java.
public class DNP3 {
...
// Konstruktor tridy a definice promenne manager
public DNP3(String link , String ip , String linkMaster ,







this.manager = DNP3ManagerFactory.createManager (1,
PrintingLogHandler.getInstance ());
} catch (DNP3Exception e) {...};
}
public static void setCommand(String cmd) {...}
public static String getCommand () {...}







static void run(DNP3Manager manager) throws Exception {
...
// Create a tcp channel class that will connect to the loopback
Channel channel = manager.addTCPServer(
"client",













long i = 0;
while (true) {





OutstationChangeSet setA = new OutstationChangeSet ();
Random r = new Random(i);
int min = 40;
int max = 70;
double a = r.nextInt ((max - min) + 1) + min;






OutstationChangeSet setC = new OutstationChangeSet ();













public static boolean setting () {














Výpis B.2: Úpravy ve třídě DNP3SamplerGui.java.
...

























public TestElement createTestElement () {





public void modifyTestElement(TestElement te) {
te.clear ();
configureTestElement(te);
Object selectedDev = selectInt.getSelectedItem ();
if (selectedDev != null) { // pokud se nenajdou zadna rozhrani
te.setProperty(DNP3Sampler.INTERFACE , selectedDev.toString ());
}










te.setProperty(DNP3Sampler.MASK , mask.getText ());
te.setProperty(DNP3Sampler.LINKMASTER , linkMaster.getText ());
te.setProperty(DNP3Sampler.PORT , port.getText ());
}
...











private void deletePreSetOutstations () {
if(! links.isEmpty ()) {
links.clear ();
}




private boolean checkEmtyFields () {
if (minIpOutstation.getText (). isEmpty () ||
maxIpOutstation.getText (). isEmpty () ||
minLinkOutstation.getText (). isEmpty () ||







private void setLinks(String minLink , String maxLink) {
int min = Integer.parseInt(minLink );
int max = Integer.parseInt(maxLink );




private void registerTestStateListener () {
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TestStateListener testStateListener = new TestStateListener () {
...
public void testStarted () {
// co se provede po startu testu
if (counter.isSelected ()) {
DNP3.setCommand("counter");
}





public void testEnded () {








Výpis B.3: Metoda init().
private void init() {
...
counter.addActionListener(new ActionListener () {




analog.addActionListener(new ActionListener () {




applyBtn.addActionListener(new ActionListener () {
public void actionPerformed(ActionEvent e) {
if(checkEmtyFields ()) return;
deletePreSetOutstations (); // vymaze predesle stanice
// nastavi rozsah linkovych adres
setLinks(minLinkOutstation.getText(), maxLinkOutstation.
getText ());
// cesta , kam se ma ulozit skript pro pridani adres
String pathAdd = "/tmp/"+timestamp+"IpAddrAdd.sh";




selectInt.getSelectedItem (). toString(), pathAdd , "add␣");
// prikaz ke spusteni scriptu IpAddrAdd .sh




Process proc = new ProcessBuilder(args1). start ();
// pockani az se vykona
proc.waitFor ();
// zobrazeni dialogoveho okna
JOptionPane.showMessageDialog(new JFrame(),
"Ip␣adresses␣added.");





deleteBtn.addActionListener(new ActionListener () {
public void actionPerformed(ActionEvent e) {
if(checkEmtyFields ()) return;
if(links.isEmpty ()) return;
String pathAdd = "/tmp/"+timestamp+"IpAddrAdd.sh";
String pathDel = "/tmp/"+timestamp+"IpAddrDel.sh";
createIpScript(getMinIPValue(minIpOutstation.getText ()),
getMaxIPValue(maxIpOutstation.getText ()), mask.getText(),
selectInt.getSelectedItem (). toString(), pathDel , "del␣");
deletePreSetOutstations ();
String [] args2 = new String [] {"/bin/bash","-c",
"pkexec␣bash␣"+pathDel };
// prikaz pro vymazani skriptu
String [] args3 = new String [] {"/bin/bash","-c",
"pkexec␣rm␣"+pathDel+"␣"+pathAdd };
try {
// spusti IpAddrDel .sh
Process proc2 = new ProcessBuilder(args2). start ();
proc2.waitFor ();
// vymaze oba skripty










clearBtn.addActionListener(new ActionListener () {





Výpis B.4: Panel síťového rozhraní a Message Console.
private JPanel interfPanel () {
JLabel label = new JLabel("Network␣Interface"); //$NON -NLS -1$
label.setLabelFor(selectInt );
try {
nets = NetworkInterface.getNetworkInterfaces ();
} catch (SocketException e) {
e.printStackTrace ();
}
// odfiltrovani neaktivnich rozhrani a loopbacku
for (NetworkInterface netint : Collections.list(nets)) {
try {
if (! netint.isUp ()) continue;
if (netint.isLoopback ()) continue;
} catch (SocketException e1) {
e1.printStackTrace ();
}
Enumeration <InetAddress > inetAddresses = netint.
getInetAddresses ();
// vlozeni do LinkedListu devs adresy IPv4
for (InetAddress ip4 : Collections.list(inetAddresses )) {
if (ip4 instanceof Inet6Address) continue;
devs.put(netint.getDisplayName (), ip4.getHostAddress ());
}
}
// naplneni adres do rolovaciho vyberu
if (devs.size() > selectInt.getItemCount ()) {
selectInt.setModel(new DefaultComboBoxModel <String >(
devs.keySet (). toArray(new String[devs.size ()])));
}
JPanel panel = new JPanel(new BorderLayout (5, 0));
panel.add(label , BorderLayout.WEST);





private JPanel messagePanel () {
JPanel panel = new JPanel ();
messageArea = new JTextArea (18, 75);
JScrollPane scrollPane = new JScrollPane(messageArea );
DefaultCaret caret = (DefaultCaret)messageArea.getCaret ();
caret.setUpdatePolicy(DefaultCaret.ALWAYS_UPDATE );
panel.setBorder(new TitledBorder("Message␣Console"));
panel.add(scrollPane , BorderLayout.NORTH );
PrintStream printStream = new PrintStream(new OutputStream () {








Výpis B.5: Metody pro získání IP adresy v decimálním tvaru.
private static long getMinIPValue(String minIP) {
if (minIpOutstation.getText (). isEmpty ()) {
return 0;
}
String [] parsedMin = minIP.split("\\.");
int min1 = Integer.parseInt(parsedMin [0]);
int min2 = Integer.parseInt(parsedMin [1]);
int min3 = Integer.parseInt(parsedMin [2]);
int min4 = Integer.parseInt(parsedMin [3]);
String binaryMin1 = "00000000"+Integer.toBinaryString(min1); // doplni 8 bitu 0 na zacatek retezce
int diff1 = 8 - Integer.toBinaryString(min1). length ();
binaryMin1 = binaryMin1.substring (8-diff1 );
String binaryMin2 = "00000000"+Integer.toBinaryString(min2);
int diff2 = 8 - Integer.toBinaryString(min2). length ();
binaryMin2 = binaryMin2.substring (8-diff2 );
String binaryMin3 = "00000000"+Integer.toBinaryString(min3);
int diff3 = 8 - Integer.toBinaryString(min3). length ();
binaryMin3 = binaryMin3.substring (8-diff3 );
String binaryMin4 = "00000000"+Integer.toBinaryString(min4);
int diff4 = 8 - Integer.toBinaryString(min4). length ();
binaryMin4 = binaryMin4.substring (8-diff4 );
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// spojeni bitovych retezcu
String binaryMin = binaryMin1+binaryMin2+binaryMin3+binaryMin4;
long outMin = Long.parseLong(binaryMin , 2); // zpetny prevod
return outMin;
}
private static long getMaxIPValue(String maxIP) {
if (maxIpOutstation.getText (). isEmpty ()) {
return 0;
}
String [] parsedMax = maxIP.split("\\.");
int max1 = Integer.parseInt(parsedMax [0]);
int max2 = Integer.parseInt(parsedMax [1]);
int max3 = Integer.parseInt(parsedMax [2]);
int max4 = Integer.parseInt(parsedMax [3]);
String binaryMax1 = "00000000"+Integer.toBinaryString(max1);
int diff11 = 8 - Integer.toBinaryString(max1). length ();
binaryMax1 = binaryMax1.substring (8-diff11 );
String binaryMax2 = "00000000"+Integer.toBinaryString(max2);
int diff22 = 8 - Integer.toBinaryString(max2). length ();
binaryMax2 = binaryMax2.substring (8-diff22 );
String binaryMax3 = "00000000"+Integer.toBinaryString(max3);
int diff33 = 8 - Integer.toBinaryString(max3). length ();
binaryMax3 = binaryMax3.substring (8-diff33 );
String binaryMax4 = "00000000"+Integer.toBinaryString(max4);
int diff44 = 8 - Integer.toBinaryString(max4). length ();
binaryMax4 = binaryMax4.substring (8-diff44 );
String binaryMax = binaryMax1+binaryMax2+binaryMax3+binaryMax4;




Výpis B.6: Metoda pro vytvoření skriptů.
private void createIpScript(long minIPValue , long maxIPValue ,
String mask , String interf , String path , String type) {
try (Writer writer = new BufferedWriter(new OutputStreamWriter(
new FileOutputStream(path), StandardCharsets.UTF_8 ))) {
int indexlink = 0;
for (long i = minIPValue; i < maxIPValue +1; i++) {
String binary = Long.toBinaryString(i);
int one = Integer.parseInt(binary.substring (0, 8) ,2);
int two = Integer.parseInt(binary.substring (8, 16) ,2);
int three = Integer.parseInt(binary.substring (16, 24) ,2);
int four = Integer.parseInt(binary.substring (24, 32) ,2);








// kontrola stejneho poctu IP a linkovych adres





















Výpis B.7: Metoda pro náhodné vybírání IP adresy.
public static String randomIp () {




if(DNP3Sampler.outstations.size() == outsIpTaken.size ()) {
return "";
}
long out = ThreadLocalRandom.current (). nextLong(getMinIPValue(
minIpOutstation.getText ()), getMaxIPValue(maxIpOutstation.
getText ())+1);
/* Kontrola uz vybranych adres */






String binary = Long. toBinaryString(out);
int one = Integer . parseInt(binary. substring (0, 8) ,2);
int two = Integer . parseInt(binary. substring (8, 16) ,2);
int three = Integer . parseInt(binary. substring (16, 24) ,2);
int four = Integer . parseInt(binary. substring (24, 32) ,2);





C Výpisy pro DNP3 Server
Výpis C.1: DNP3Server.
...
public static void main(String [] args) {
InputStreamReader converter = new InputStreamReader(System.in);
BufferedReader in = new BufferedReader(converter );
String line = null;
try {
System.out.println("Server␣IP:␣");
line = in.readLine ();
masterIpAddr = line;
System.out.println("Server␣Link:␣");
line = in.readLine ();
localAddr = line;
System.out.println("Port:␣");




line = in.readLine ();
minIP = line;
System.out.println("Max␣IP:␣");
line = in.readLine ();
maxIP = line;
System.out.println("Min␣Link:␣");
line = in.readLine ();
minLink = line;
System.out.println("Max␣Link:␣");
line = in.readLine ();
maxLink = line;
} catch (IOException e1) {
e1.printStackTrace ();
}
if (! setting ()) return;
addOutstations(getMinIPValue(minIP), getMaxIPValue(maxIP),
minLink , maxLink );
DNP3Manager manager = null;
try {
manager = DNP3ManagerFactory.createManager (1,
PrintingLogHandler.getInstance ());






} catch (Exception ex) {





static void run(DNP3Manager manager) throws Exception {
int tmpPort = Integer.parseInt(port);
int tmpLink = Integer.parseInt(localAddr );
for (OutstationClass o : outList) {
Channel channel = manager.addTCPClient(
"client",







MasterStackConfig config = new MasterStackConfig ();
config.link.localAddr = tmpLink;
config.link.remoteAddr = o.getRemoteAddr ();
config.master.disableUnsolOnStartup = true;
Master master = channel.addMaster("master", PrintingSOEHandler.






public static boolean setting () {
if (minIP.isEmpty () || maxIP.isEmpty () || minLink.isEmpty () ||






private static long getMinIPValue(String minIP) {...}
private static long getMaxIPValue(String maxIP) {...}
private static void addOutstations(long minIPValue , long maxIPValue ,
String minLink , String maxLink) {
int tmpMinLink = Integer.parseInt(minLink );
int tmpMaxLink = Integer.parseInt(maxLink );
int j = tmpMinLink;
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for (long i = minIPValue; i < maxIPValue +1; i++) {
String binary = Long.toBinaryString(i);
int one = Integer.parseInt(binary.substring (0, 8) ,2);
int two = Integer.parseInt(binary.substring (8, 16) ,2);
int three = Integer.parseInt(binary.substring (16, 24) ,2);
int four = Integer.parseInt(binary.substring (24, 32) ,2);
String ip = one+"."+two+"."+three+"."+four;
int link = j;
if (j == tmpMaxLink +1) return;
j++;




D Obsah přiloženého CD
/ ................................................ kořenový adresář přiloženého CD
jar






































openiec61850-gui-client ................................. script pro linux
openiec61850-gui-client.bat........spouštěcí script grafického klienta pro
Windows
src ........................................... zdrojové soubory DNP3 modulu
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dnp3
cz
vutbr
feec
xsnajd
dnp3
DNP3.java
DNP3Sampler.java
DNP3SamplerGui.java
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