A number of recent research efforts have been based on the hypothesis that encapsulation techniques, formal specification, and verification lead to significant improvements in program quality. As we gain experience with the language facilities produced by this research, we should attempt to validate that hypothesis. This paper poses this validation as the next major task in this area and outlines some ways to address it.
Introduction
Over the past few years, a large number of research efforts have addressed the problems of software cost and quality.
These efforts have drawn on experience in such diverse areas as programming methodology, language design, program verification (proof), software packages, and operating systems.
Although the efforts are diverse, they focus on one central theme. This theme is that software costs rise and quality declines because of the complexity of the software systems and that the complexity can be controlled by abstracting from the details of an implementation to the properties expected of the system. The information that contributes to complexity may pertain to control or to data. Language facilities such as routines and macros have suppor.ted control abstractions in languages for many years, but facilities for data abstraction are a more recent development.
Data abstraction mechanisms with language support for protecting the implementation are provided in Alphard [Hilfinger 78, Shaw 77, Wulf 76] , CLU [Liskov 77 ], Euclid [Lampson 77 ], Gypsy [Ambler 77 ], Mesa [Geschke 77 ], Modula [Wirth 77] , and the Steelman
requirement [Steelman 78]. They typically include
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-an encapsulation facility (based on a scope rule) that allows several routines to share private definitions -a concept of type that allows a programmer to augment the primitive types of the language, including a declaration mechanism that can interface nonprimitlve type definitions to the underlying allocation and parameter-checking facilities
In addition to such language mechanisms, data type abstractions may be supported by formal specifications of the abstract properties desired [Guttag 78, Roubine 76, Wulf 76] .
Verification techniques for these abstractions are based on
Hoare's work [Hoare 72 ]. The use of abstract data types to simplify program organization and development is presumed to simplify the specification and verification tasks as well. 
Experience with Verifying Programs Developed through Data Abstraction
Although some large programs have been formally verified and some programs have been developed using the ideas about modularity that support abstract data types, no significant, non-toy program has yet been developed and verified using these techniques.
We will provide a representative survey of the current status based on published papers and reports. Our purpose is to establish our belief that there is not yet enough systematic information available to evaluate the techniques.
One of the largest programs that has been developed with abstract data types and completely verified is the symbol (1) rigorous proofs that the specifications satisfy the desired security assertions and (2) proofs that the implementation programs are consistent with the specifications.
Honeywell [Boebert 77 ] is conducting an evaluation of SRI's specification technology in Special [Roubine 76 ]. They have written specifications for portions of an existing program and checked them with the SRI tools, but they have apparently not generated code yet.
The Validation Problem
In order to achieve the broad goal of demonstrating that encapsulation techniques, formal specification, and verification do in [act lead to better programs at lower costs, we must pose some more specific goals and set forth some criteria for evaluating how well those goals are met. in this section we discuss several ways to do this.
The issues that must be addressed in order to validate the data abstraction methodology include the following:
-Feasibility: Can the methodology be applied to systems of realistic size? Is it even possible to specify the properties of a sizable system in terms of abstract data types, then develop the system as a set of modules that correspond to those abstract data types, and verify that the implementation meets the specification?
Completeness of speei[ieation and ueri[ieation:
Can we write formal specifications for all interesting properties, or must some remain informal (e.g., in prose)? Can all the formally specified properties be verified? If not, what class(es) of properties cannot be specified or verified?
OuaLity of programs: How do programs developed via this methodology compare with conventional programs in terms of speed, size, clarity, reliability, and maintainability?
-Life-cycle costs: Are the total costs of these programs lower than for conventional programs? The total cost includes components arising from design, development, maintenance, and subsequent enhancement. It is difficult to design experiments to test how well abstraction techniques address these goals. As in any experiment involving programs of reasonable size, the amount of uncontrolled variation is sure to be large. In addition, many of the criteria are qualitative rather than quantitative.
However, we believe that if projects are carefully selected and monitored, it will be possible to make concrete evaluations and draw responsible conclusions.
Projects that contribute to the validation of this methodology should demonstrate encapsulation, specification, and verification. Examples of suitable projects might include -Reimplement an existing program. More specifically, formalize the desired properties of an existing program, reimplement it using data abstractions, and verify the correctness of the result. Compare the old and new programs along the dimensions of program quality mentioned above.
-Similarly, reimplement some parts of an existing program that may be more widely useful.
-Develop a set of verified abstractions to support a particular problem domain. (This could be regarded as a collection of specialized abstract data types.) Evaluate these abstractions in terms of their adequacy in the problem domain and how well the implementations remain hidden when the abstractions are used.
-"Shadow-bid" on a contract for a software system.
Perform an independent implementation using abstract data types "and compare both the development process and the resulting system to the project being "shadowed".
One could, of course, consider a large-scale experiment in which many implementation gro~Jps apply one of the two methodologies to a single problem.
To perform a truly controlled experiment, it would be necessary to control for variation among individual programmers by doing many implementations, to monitor all development costs, to use all versions in operational situations, and so on. If is not practical to run such experiments for full-scale implementation projects.
The Alphard Effort
For Alphard, we have elected to approach the validation problem by reimplementing a conventionally-developed system. This will allow us to test the overall feasibility of the methodo!ogy and to make comparisons between the programs.
We selected the following organization and ground rules for the project.
-Choose an existing program of medium size (15 -20 pages of code).
-Write a specification based on this system. Although exact adherance to the design of the base system is not required, the specification must be close enough to permit comparisons.
-Reimplement the program completely, basing the implementation design on abstract data types. This implementation need not be faithful to the original program.
implementation satisfies the -Verify that the specifications.
-Compare program sizes and execution times quantitatively.
-Compare the formal specifications to conventional documentation in terms of size, completeness, and understandability.
-Evaluate clarity, maintainability, and the generality of components subjectively.
in order to compare a program developed in Atphard to a conventional program, we need a basis for comparison. We considered independent implementations of a given problem and reimplementation of a component of a running system. We rejected both possibilities because the conclusions of any evaluation would depend as much on the quality of the conventional program as on the quality of the Alphard program. We decided instead to reimplemont a program that has been polished and fine-tuned for publication. The problem we have chosen is the text editor developed in [Kernighan 76, Chapter 6] . By selecting a published program as the basis for our validation effort, we hope to make the results more accessible and easier to interpret.
This task will not, of course, address all the dimensions of the validation task. For example, we have no metric for evaluating reliability or maintainability. Further, the experiment as described will not address long-term considerations such as modifiability and reusability of components. It is possible that these questions could be addressed in follow-on projects.
As of June 1978, a prose specification of the text editor has been completed. Since the specification is written in English, it is necessarily informal. However, it was developed carefully, and it is reasonably precise. The next steps, which are in progress, are recasting the specification in formal terms, selecting abstract data types for the initial system design, and implementing the Alphard language as defined in [Hilfinger 78 ].
Conclusion
Research on abstract data types has proceeded far enough to start demonstrating the practical uses of the approach. Although the initial results are promising, they are not conclusive. We have sketched some approaches to this task and discussed the experiment currently under way in Alphard.
We look forward to seeing results from other research efforts.
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