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INTRODUCCIÓN 
 
La industria de software representa una actividad económica de suma importancia 
para todos los países del mundo, y especialmente para los iberoamericanos, ya 
que ofrece múltiples fuentes de ingresos y empleo y se perfila como una de las 
oportunidades más importantes en los países en vías de desarrollo. Pero en los 
países iberoamericanos, la industria de software es incipiente e inmadura, lo que 
lleva consigo una falta de competitividad que dificulta, a su vez, su crecimiento. 
 
El presente trabajo de grado está estructurado en tres partes, la primera de ellas 
“Conceptos de calidad” consta de siete capítulos en los que se introducen temas  
referidos a la calidad del software, entre los que se pueden mencionar a las 
Revisiones, la Fiabilidad, las Pruebas, dentro de un gran número de actividades 
que se llevan a cabo para brindar un aseguramiento de la calidad del software. 
Estos temas aquí desarrollados sirven como base y fundamento, y dan paso al 
estudio de los Modelos y Normas de Calidad existentes que se detalla en la Parte 
dos. 
 
La Parte dos “Normas de calidad”, está formada por tres capítulos en los que se 
estudian diferentes normas y modelos existentes de Calidad de Software,  
enfocándose en particular en el análisis del Proyecto CYTED COMPETISOFT, 
Mejora de Procesos para Fomentar la Competitividad de la Pequeña y Mediana 
Industria del Software de Iberoamérica. 
 
La Parte tres “Desarrollo del Cuestionario y la herramienta de soporte”, presenta el 
cuestionario elaborado en conjunto con los investigadores del Proyecto CYTED 
COMPETISOFT y además describe el análisis, la funcionalidad, el aspecto y la 
estructura del sitio web presentado como herramienta soporte de dicho 
cuestionario. 
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PARTE I – CONCEPTOS DE CALIDAD 
 
Capítulo 1- Conceptos básicos de calidad del software 
 
1.1 Introducción. 
Algunos desarrolladores de software continúan creyendo que la calidad del 
software es algo en lo que empiezan a preocuparse una vez que se ha generado 
el código. ¡Nada más lejos de la realidad! La garantía de calidad del software 
(SQA, Software Quality Assurance GCS, Gestión de Calidad del Software) es una 
actividad de protección que se aplica a lo largo de todo el proceso del software. La 
SQA engloba:  
- Un enfoque de gestión de calidad. 
- Tecnología de Ingeniería del software efectiva (métodos y 
herramientas). 
- Revisiones técnicas formales que se aplican durante el proceso del 
software. 
- Una estrategia de prueba escalada. 
- El control de la documentación del software y de los cambios realizados. 
- Un procedimiento que asegure un ajuste a los estándares del desarrollo 
del software (cuando sea posible). 
- Mecanismos de medición y de generación de informes. 
 
1.2 Conceptos de Calidad 
El diccionario de la Real Academia Española de la Lengua define la calidad como 
“Propiedad o conjunto de propiedades inherentes a algo, que permiten juzgar su 
valor”.  
“Concordancia con los requisitos funcionales y de rendimiento explícitamente 
establecidos, con los estándares de desarrollo explícitamente documentados, y 
con las características implícitas que se espera de todo software desarrollado 
profesionalmente.” [PRE05] 
 
Según la IEEE – STD – 610, la calidad tiene dos visiones: 
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Vista interna  
Grado en que un sistema, componente o proceso cumple con los 
requerimientos especificados. 
 
Vista externa 
Grado en que un sistema, componente o proceso cumple con las 
necesidades o expectativas del cliente o usuario. 
 
Cuando se examina un elemento según sus características mensurables se 
pueden encontrar dos tipos de calidad: calidad del diseño y calidad de 
concordancia. 
La calidad de diseño se refiere a las características que se especifican para un 
elemento. El grado de materiales, tolerancias y las especificaciones del 
rendimiento contribuyen a la calidad del diseño. Cuando se utilizan materiales de 
alto grado y se especifican tolerancias más estrictas y niveles más altos de 
rendimiento, la calidad de diseño de un producto aumenta, si el producto se 
fabrica de acuerdo con las especificaciones. 
La calidad de concordancia es el grado de cumplimiento de las especificaciones 
de diseño durante su realización. Una vez más, cuanto mayor es el grado de 
cumplimiento, más alto será el nivel de calidad de concordancia. 
La calidad de concordancia es un aspecto centrado principalmente en la 
implementación. Si la implementación sigue el diseño, y el sistema resultante 
cumple los objetivos de requisitos y de rendimiento, la calidad de concordancia es 
alta.  
Pero, ¿son la calidad del diseño y la calidad de concordancia los únicos aspectos 
que deben considerar los ingenieros de software? La respuesta es no, ya que la 
satisfacción del usuario juega un papel muy importante en la calidad del producto, 
pues si el usuario no queda satisfecho, para él no será un producto de calidad. 
 
DeMarco [DEM99] refuerza este punto de vista cuando afirma: “La calidad del 
producto es una función de cuánto cambia el mundo para mejor.” Esta visión de la 
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calidad establece que si el producto de software proporciona un beneficio 
sustancial a los usuarios finales, pueden estar dispuestos para tolerar problemas 
ocasionales del rendimiento o de fiabilidad. 
 
A la hora de definir la calidad del software se debe diferenciar entre la calidad del 
producto software y la calidad del proceso de desarrollo de éste (calidad de 
diseño y fabricación). No obstante, las metas que se establezcan para la calidad 
del producto van a determinar los objetivos del proceso de desarrollo, ya que la 
calidad del primero va a depender, entre otros aspectos, de éstos. Sin un buen 
proceso de desarrollo es casi imposible obtener un buen producto. [MPG] 
 
La calidad del producto de software se diferencia de la calidad de otros 
productos de fabricación industrial, ya que el software tiene ciertas características 
especiales: 
1. El software es un producto que no está restringido por las leyes de la Física 
o por los límites de los procesos de fabricación. Es algo abstracto, y su 
calidad también lo es. 
2. Se desarrolla, no se fabrica. El costo está fundamentalmente en el proceso 
de diseño, no en la producción. Y los errores se introducen también en el 
diseño, no en la producción. 
3. El software no se deteriora con el tiempo. No es susceptible a los efectos 
del entorno, y su curva de fallos es muy diferente a la del hardware. Todos 
los problemas que surjan durante el mantenimiento estaban desde el 
principio, y afectan a todas las copias del mismo; no se generan nuevos 
errores. 
4. El mantenimiento del software es mucho más complejo que el 
mantenimiento del hardware. Cuando un componente de hardware se 
deteriora se sustituye por una pieza de repuesto, pero cada fallo en el 
software implica un error en el diseño o en el proceso mediante el cual se 
tradujo el diseño en código de máquina ejecutable. 
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La calidad del proceso de software y mantenimiento se considera tan importante 
como la calidad del producto, dado que son muchas las actividades que afectan la 
calidad final de un producto, si alguna de estas actividades se distorsiona, la 
calidad del producto puede distorsionarse, por esta razón se buscan formas de 
mejorar dicho proceso. 
El proceso software es un proceso con características especiales derivadas de la 
especial complejidad de los productos software obtenidos. En una empresa o en 
un dominio de aplicación, los procesos de diferentes proyectos tienden a seguir 
patrones comunes, o bien porque se reconocen formalmente las mejores 
prácticas, o bien por la existencia de estándares. Por lo tanto se hace necesario 
intentar capturar estos aspectos comunes en una representación de proceso, la 
cual describe estas características comunes y fomenta la homogeneidad.  
El proceso software es un concepto más amplio, basado en el de ciclo de vida, y 
cubre todos los elementos necesarios (tecnologías, personal,  artefactos, 
procedimientos, etc.) relacionados con las actividades involucradas en la vida de 
un producto software.  
El proceso de software está compuesto por otros dos procesos:  
- Proceso de Producción. En el que se trata tanto la construcción como el 
mantenimiento del producto de software. 
- Proceso de Gestión. En el que se estiman planifican y controlan los 
recursos necesarios para poder llevar a cabo y controlar el proceso de producción. 
 
1.3 Costo de calidad 
El costo de calidad incluye todos los costos acarreados en la búsqueda de la 
calidad o en las actividades relacionadas en la obtención de la calidad. Se realizan 
estudios sobre el costo de calidad para proporcionar una línea base del costo 
actual de calidad, para identificar oportunidades de reducir este costo, y para 
proporcionar una base normalizada de comparación. Una vez que se han 
normalizado los costos de calidad sobre un precio base, tenemos los datos 
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necesarios para evaluar el lugar en donde hay oportunidades de mejorar nuestros 
procesos y podemos evaluar cómo afectan los cambios en términos de dinero. 
Los costos de calidad se pueden dividir en costos asociados con: 
 
- la prevención,  
- la evaluación y  
- los fallos 
 
Entre los costos de prevención se incluyen: 
 
- planificación de la calidad 
- revisiones técnicas formales 
- equipo de pruebas 
- capacitación de Recursos Humanos 
 
Entre los costos de evaluación se incluyen actividades para tener una visión más 
profunda de la condición del producto a través de cada proceso. 
 
Los costos de fallos son aquellos que desaparecerían si no surgieran defectos 
antes del envío de un producto a los clientes. Estos costos se pueden subdividir 
en costos de fallos internos y costos de fallos externos. Los internos se producen 
cuando se detecta un error en el producto antes de su envío. Entre estos se 
incluyen: 
 
- retrabajo (revisión) 
- reparación 
- análisis de las modalidades de fallos 
 
Los costos de fallos externos son lo que se asocian a los defectos encontrados 
una vez enviado el producto al cliente. Algunos ejemplos: 
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- resolución de quejas 
- devolución y sustitución de productos 
- soporte de línea de ayuda 
- trabajo de garantía 
 
Los costos relativos para encontrar y reparar un defecto aumentan 
dramáticamente a medida que se cambia de prevención a detección y desde el 
fallo interno al externo. 
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Capítulo 2 – Garantía de la Calidad del Software 
 
2.1 La tendencia de la calidad. 
Hoy en día los responsables expertos de compañías de todo el mundo 
industrializado reconocen que la alta calidad del producto se traduce en ahorro de 
costo y en una mejora general. La tendencia de la calidad comenzó en los años 
cuarenta con el influyente trabajo de W. Edwards Deming [DEM86], quien elaboró 
el ciclo PDCA, también conocido como "círculo de Deming", es una estrategia de 
mejora continua de la calidad en cuatro pasos; también se denomina espiral de 
mejora continua. 
Las siglas PDCA son un acrónimo de Plan, Do, Check, Act (Planificar, Hacer, 
Verificar, Actuar). 
 
PLAN  
o Identificar el proceso a mejorar. 
o Recopilar datos para profundizar en el conocimiento del proceso. 
o Análisis e interpretación de los datos. 
o Establecer los objetivos de mejora. 
o Detallar las especificaciones a imponer a los resultados esperados. 
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o Definir los procesos necesarios para conseguir estos objetivos, verificando 
las especificaciones. 
DO  
o Ejecutar los procesos definidos en el paso anterior. 
o Documentar las acciones realizadas. 
CHECK  
o Pasado un periodo de tiempo previsto de antemano, volver a recopilar 
datos de control y a analizarlos, comparándolos con los objetivos y 
especificaciones iniciales, para evaluar si se ha producido la mejora 
esperada. 
o Documentar las conclusiones.  
ACT  
o Si es necesario, modificar los procesos según las conclusiones del paso 
anterior para alcanzar los objetivos con las especificaciones iniciales.  
o Si se han detectado en el paso anterior, aplicar nuevas mejoras. 
o Documentar el proceso. 
Mediante las ideas de Deming como piedra angular, los japoneses han 
desarrollado un enfoque sistemático para la eliminación de las causas raíz de 
defectos en productos. A lo largo de los años setenta y ochenta, su trabajo emigró 
al mundo occidental y a partir de allí se lo conoce como “gestión total de calidad 
(GTC)”. Normalmente se encuentra una progresión básica de cuatro pasos que 
constituye el fundamento de cualquier programa de GTC. 
 
El primer paso se llama kaizen y se refiere a un sistema de mejora continua del 
proceso. El objetivo de este paso es desarrollar un proceso que sea visible, 
repetible y mensurable. 
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El segundo paso, invocado sólo una vez que se ha alcanzado kaizen, se llama 
atarimae hinshitsu. Este paso examina lo intangible que afecta al proceso y trabaja 
para optimizar su impacto en el proceso. Por ejemplo, el proceso de software se 
puede ver afectado por la alta rotación de personal generada por reorganizaciones 
dentro de una compañía. Puede ser que una estructura organizativa estable haga 
mucho para mejorar la calidad del software. Atarimae hinshitsu llevaría a la gestión 
a sugerir cambios en la forma que ocurre la reorganización. 
Mientras que los dos primeros pasos se centran en el proceso, el paso siguiente 
es el llamado kansei (cinco sentidos) que se centra en el usuario del producto. En 
esencia, examinando la forma en que el usuario aplica el producto, kansei 
conduce a la mejora en el producto mismo, y potencialmente al proceso que lo 
creó. 
Finalmente, un paso llamado miryokuteki hinshitsu amplía la preocupación de la 
gestión más allá del producto inmediato. Este es un paso orientado a la gestión 
que busca la oportunidad en áreas relacionadas, que se pueden identificar 
observando la utilización del producto en el mercado. En el mundo del software, 
miryokuteki hinshitsu se podría ver como un intento de detectar productos nuevos 
y beneficiosos, o aplicaciones que sean una extensión de un sistema ya existente 
basado en computadora. 
 
Para la mayoría de las compañías, kaizen debería ser de preocupación inmediata. 
Hasta que se haya logrado un proceso de software avanzado, no hay muchos 
argumentos para seguir con los pasos siguientes. 
 
2.2 Conceptos de Garantía de Calidad del Software. 
La garantía de calidad consiste en la auditoría y las funciones de información de la 
gestión. El objetivo es proporcionar la gestión para informar de los datos 
necesarios sobre la calidad del producto, por lo que se va adquiriendo una visión 
más profunda y segura de que la calidad del producto está cumpliendo sus 
objetivos. Por supuesto, si los datos proporcionados mediante la garantía de 
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calidad identifican problemas, es responsabilidad de la gestión afrontar los 
problemas y aplicar los recursos necesarios para resolver aspectos de calidad. 
 
Cualquier desarrollador de software estará de acuerdo con que el software de alta 
calidad es una meta importante. Pero, ¿cómo definimos la calidad? Un bromista 
dijo una vez: “Cualquier programa hace algo bien, lo que puede pasar es que no 
sea lo que nosotros queremos que haga”. 
 
La definición de Calidad propuesta por Pressman, citada en el Capítulo 1 sección 
1.2, sirve para hacer hincapié en tres puntos importantes: 
 
1. Los requisitos del software son la base de las medidas de la calidad. La 
falta de concordancia con los requisitos es una falta de calidad. 
2. Los estándares especificados definen un conjunto de criterios de desarrollo 
que guían la forma en que se aplica la ingeniería del software. Si no se 
siguen esos criterios, casi siempre habrá falta de calidad. 
3. Existe un conjunto de requisitos implícitos que a menudo no se mencionan 
(por ejemplo: el deseo por facilitar el uso y un buen mantenimiento). Si el 
software se ajusta a sus requisitos explícitos pero falla en alcanzar los 
requisitos implícitos, la calidad del software queda en entredicho. 
 
2.3 Problemas de fondo. 
La historia de la garantía de calidad en el desarrollo de software es paralela a la 
historia de la calidad en la creación de hardware. Durante los primeros años de la 
informática, la calidad era responsabilidad únicamente del programador. 
Ampliando la definición presentada anteriormente, la garantía de calidad del 
software (SQA) es un “patrón de acciones planificado y sistemático” que se 
requiere para asegurar la calidad del software. Muchos de los que constituyen una 
organización tienen responsabilidad de garantía de calidad del software – 
ingenieros de software, jefes de proyectos, clientes, vendedores, y aquellas 
personas que trabajan dentro de un grupo de SQA-. 
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 El grupo de SQA sirve como representación del cliente en casa. Es decir, la gente 
que lleva a cabo la SQA debe mirar el software desde el punto de vista del cliente. 
El software, ¿satisface de forma adecuada el software los factores de calidad? 
¿Se ha realizado el desarrollo del software de acuerdo con estándares 
preestablecidos? ¿Han desempeñado apropiadamente sus papeles las disciplinas 
técnicas como parte de la actividad de SQA? El grupo de SQA intenta responder a 
estas y otras preguntas para asegurar que se mantiene la calidad del software. 
 
2.4 Actividades de SQA. 
La garantía de calidad del software comprende una gran variedad de tareas, 
asociadas con dos constitutivos diferentes – los ingenieros de software que 
realizan trabajo técnico y un grupo de SQA que tiene la responsabilidad de la 
planificación de garantía de calidad, supervisión, mantenimiento de registros, 
análisis de informes -. 
 
Los ingenieros de software afrontan la calidad aplicando métodos técnicos sólidos 
y medidas, realizando revisiones técnicas formales y llevando a cabo pruebas de 
software bien planificadas.  
 
Las reglas del grupo de SQA tratan de ayudar al equipo de ingeniería de software 
en la elaboración de un producto final de alta calidad. El Instituto de Ingeniería del 
Software [PAU93] recomienda un conjunto de actividades de SQA que se 
enfrentan con la planificación de garantía de calidad, supervisión, mantenimiento 
de registros, análisis e informes. Éstas son las actividades que realiza (o facilita) 
un grupo independiente de SQA: 
 
 - Establecimiento de un plan de SQA para un proyecto. El plan se desarrolla 
durante la planificación del proyecto y es revisado por todas las partes 
interesadas. Las actividades de garantía de calidad realizadas por el equipo de 
ingeniería del software y el grupo de SQA son gobernadas por el plan. El mismo 
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proporciona un mapa para institucionalizar la garantía de calidad del software. El 
plan, desarrollado por un grupo de SQA, sirve como plantilla para actividades de 
SQA instituidas para cada proyecto de software. El plan identifica: 
 
- evaluaciones a realizar 
- auditorías y revisiones a realizar 
- estándares que se pueden aplicar al proyecto 
- procedimientos para información y seguimiento de errores. 
- documentos que deben ser producidos por el grupo SQA 
- realimentación de información proporcionada al equipo de proyecto del 
software. 
El IEEE [IEEE94] ha recomendado un estándar para los planes de SQA. Las 
secciones iniciales describen el propósito y el alcance del documento e indican 
aquellas actividades del proceso del software cubiertas por la garantía de calidad. 
Se listan todos los documentos señalados en el plan de SQA y se destacan todos 
los estándares aplicables. La sección de Gestión del plan describe la situación de 
la SQA dentro de la estructura organizativa; las tareas y las actividades de SQA y 
su emplazamiento a lo largo del proceso del software; así como los papeles y 
responsabilidades organizativas relativas a la calidad del producto. 
La sección de Documentación describe cada uno de los productos de trabajo 
producidos como parte del proceso de software. Entre estos se incluyen: 
• Documentos del proyecto (por ejemplo: plan del proyecto), 
• Modelos (por ejemplo: DERs, jerarquía de clases), 
• Documentos técnicos (por ejemplo: especificaciones, planes de prueba), 
• Documentos de usuario (por ejemplo: archivos de ayuda). 
Además, esta sección define el conjunto mínimo de productos de trabajo que se 
pueden aceptar para lograr alta calidad. 
Los estándares, prácticas y convenciones muestran todos los estándares/prácticas 
que se aplican durante el proceso de software (por ejemplo: estándares de 
documentos, estándares de codificación y directrices de revisión). Además, se 
 
 
18 
listan todos los proyectos, procesos y métricas de producto que se van a recoger 
como parte del trabajo de ingeniería de software. 
La sección Revisiones y Auditorías del plan identifica las revisiones y auditorías 
que se van a llevar a cabo por el equipo de ingeniería del software, el grupo de 
SQA y el cliente. Proporciona una visión general del enfoque de cada revisión y 
auditoría. 
La sección Prueba hace referencia al Plan y Procedimiento de Pruebas del 
Software. También define requisitos de mantenimiento de registros de pruebas. La 
información sobre problemas y acción correctiva define procedimientos para 
informar, hacer seguimiento y resolver errores y defectos, e identifica las 
responsabilidades organizativas para estas actividades. 
El resto del plan de SQA identifica las herramientas y métodos que soportan 
actividades y tareas de SQA; hace referencia a los procedimientos de gestión de 
configuración del software para controlar el cambio; define un enfoque de gestión 
de contratos; establece métodos para reunir, salvaguardar y mantener todos los 
registros; identifica la formación que se requiere para cumplir las necesidades del 
plan y define métodos para identificar, evaluar, supervisar y controlar riesgos. 
 
- Participación en el desarrollo de la descripción del proceso de software del 
proyecto. El equipo de ingeniería del software selecciona un proceso para el 
trabajo que se va a realizar. El grupo de SQA revisa la descripción del proceso 
para ajustarse a la política de la empresa, los estándares internos del software, los 
estándares impuestos externamente (por ejemplo: ISO 9001), y a otras partes del 
plan de proyecto del software. 
 
- Revisión de las actividades de ingeniería del software para verificar su 
ajuste al proceso de software definido. El grupo de SQA identifica, documenta y 
sigue la pista de las desviaciones del proceso y verifica que se han hecho las 
correcciones. 
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- Auditoría de los productos de software designados para verificar el ajuste 
con los definidos como parte del proceso del software. El grupo de SQA revisa los 
productos seleccionados; identifica, documenta y sigue la pista de las 
desviaciones; verifica que se han hecho las correcciones, e informa 
periódicamente de los resultados de su trabajo al gestor del proyecto. 
 
- Asegurar que las desviaciones del trabajo y los productos del software se 
documentan y se manejan de acuerdo con un procedimiento establecido. Las 
desviaciones se pueden encontrar en el plan del proyecto, en la descripción del 
proceso, en los estándares aplicables o en los productos técnicos. 
 
- Registrar lo que no se ajuste a los requisitos e informar a sus superiores. 
Los elementos que no se ajustan a los requisitos están bajo seguimiento hasta 
que se resuelven. 
 
Además de estas actividades, el grupo de SQA coordina el control y la gestión de 
cambios y ayuda a recopilar y a analizar las métricas del software. 
 
2.5 Garantía de Calidad Estadística. 
La garantía de calidad estadística refleja una tendencia, creciente en toda la 
industria, a establecer calidad más cuantitativamente. Para el software, la garantía 
de calidad estadística implica los siguientes pasos: 
 
1. Se agrupa y se clasifica la información sobre los defectos del software. 
2. Se intenta encontrar la causa subyacente de cada defecto (por ejemplo, no 
concordancia con la especificación, error de diseño, incumplimiento de los 
estándares, pobre comunicación con el cliente). 
3. Mediante el principio de Pareto se aísla el 20 % de los defectos “pocos 
vitales”. 
4. Una vez que se han identificado los defectos vitales, se actúa para corregir 
los problemas que han producido los defectos. 
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 Este concepto relativamente sencillo representa un paso importante hacia la 
creación de un proceso de ingeniería del software adaptativo en el cual se realizan 
cambios para mejorar aquellos elementos del proceso que introducen errores. 
 
Para ilustrar el proceso, supongamos que una organización de desarrollo de 
software recoge información sobre defectos durante un período de un año. 
Algunos de los defectos se descubren mientras se desarrolla el software. Otros se 
encuentran después de que el software se ha distribuido al usuario final. Aunque 
se descubren cientos de errores diferentes, todos se pueden encontrar en una (o 
más) de las siguientes causas: 
 
• Especificación incompleta o errónea (EIE). 
• Mala interpretación de la comunicación del cliente (MCC). 
• Desviación deliberada de la especificación (DDE). 
• Incumplimiento de los estándares de programación (IEP). 
• Error en la representación de los datos (ERD). 
• Interfaz de módulo inconsistente (IMI). 
• Error en la lógica de diseño (ELD). 
• Prueba incompleta o errónea (PIE). 
• Documentación imprecisa o incompleta (DII). 
• Error en la traducción del diseño al lenguaje de programación (TLP). 
• Interfaz hombre – máquina ambigua o inconsistente (IHM). 
• Varios (VAR). 
 
Para aplicar la SQA estadística se construye una tabla (Figura 1). La cual indica 
que EIE, MCC y ERD son las causas vitales que contabilizan el 53 por 100 de 
todos los errores. Sin embargo, debe observarse que si sólo se consideraran 
errores serios, se seleccionarían las siguientes causas vitales: EIE, ERD, TLP y 
ELD. Una vez determinadas las causas vitales, la organización de desarrollo de 
software puede comenzar la acción correctiva. Por ejemplo, para corregir la MCC, 
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el equipo de desarrollo del software podría implementar técnicas que para facilitar 
la especificación de la aplicación, para mejorar la calidad de la especificación y la 
comunicación con el cliente. Para mejorar el ERD, el equipo de desarrollo del 
software podría adquirir herramientas CASE para la modelización de datos y 
realizar revisiones del diseño de datos más rigurosas. 
 
Es importante destacar que la acción correctiva se centra principalmente en las 
causas vitales. Cuando éstas son corregidas, nuevas candidatas saltan al principio 
de la lista. 
 
Se han mostrado las técnicas de garantía de calidad de software estadísticas para 
proporcionar una mejora sustancial en la calidad. En algunos casos, las 
organizaciones de software han conseguido una reducción anual del 50 por 100 
de los errores después de la aplicación de estas técnicas. 
 
Junto con la recopilación de información sobre defectos, los equipos de desarrollo 
del software pueden calcular un índice de errores (IE) para cada etapa principal 
del proceso de ingeniería del software. Después del análisis, el diseño, la 
codificación, la prueba y la entrega, se recopilan los siguientes datos: 
 
Ei = número total de defectos descubiertos durante la etapa i-ésima del 
proceso de ingeniería del software; 
Si = número de defectos graves; 
Mi = número de defectos moderados; 
Ti = número de defectos leves; 
PSi = tamaño del producto (LDC, sentencias de diseño, páginas de 
documentación) en la etapa i-ésima. 
Ws, Wm, Wt son factores de peso de errores graves, moderados, y leves, en 
donde los valores recomendados son Ws = 10, Wm = 3, Wt = 1. Los factores de 
peso de cada fase deberían agrandarse a medida que el desarrollo evoluciona. 
Esto favorece a la organización que encuentra los errores al principio. 
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En cada etapa del proceso de ingeniería del software se calcula un índice de fase, 
IFi: 
 
IFi = Ws (Si/Ei) + Wm (MiiEi) + Wt (Ti/Ei) 
 
El índice de errores (IE) se obtiene mediante el cálculo del defecto acumulativo de 
cada IFi, asignando más peso a los errores encontrados más tarde en el proceso 
de ingeniería del software, que a los que se encuentran en las primeras etapas: 
 
IE = ∑ (i x IFi) / PS = (IF1 + 2IF2 + 3IF3 + … iIFi) / PS 
 
Error No. % No.  % No. % No. % 
IE 205 22 34 27 68 18 103 24 
MCC 156 17 12 9 68 18 76 17 
DDE 48 5 1 1 24 6 23 5 
IEP 25  3  0 0 15 4 10 2 
ERD 130 14 26 20 68 18 36 8 
IMI 58 6 9 7 18 5 31 7 
ELD 45 5 14 11 12 3 19 4 
PIE 95 10 12 9 35 9 48 11 
DII 36 4 2 2 20 5 14 3 
TLP 60 6 15 12 19 5 26 6 
IHM 28 3 3 2 17 4 8 2 
VAR 56 6 0 0 15 4 41 9 
Totales 942 100 128 100 379 100 435 100 
 
Figura 1. Recolección de datos para la SQA estadística 
 
             Total Grave Moderado Leve 
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Se puede utilizar el índice de errores junto con la información obtenida en la Figura 
1, para desarrollar una indicación global de la mejora en la calidad del software. 
 
La aplicación de la SQA estadística y el principio de Pareto se pueden resumir en 
una sola frase: ¡Utilizar el tiempo para centrarse en cosas que realmente 
interesan, pero primero asegurarse que se entiende qué es lo que realmente 
interesa! 
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Capítulo 3 - Revisiones del Software 
 
3.1 Introducción. 
El control de calidad es una serie de inspecciones, revisiones y pruebas utilizadas 
a lo largo del proceso del software para asegurar que cada producto cumple con 
los requisitos que le han sido asignados. Incluye un bucle de realimentación 
(feedback) del proceso que creó el producto. La combinación de medición y 
realimentación permite afinar el proceso cuando los productos de trabajo creados 
fallan al cumplir sus especificaciones.  
Las actividades de control de calidad pueden ser manuales, completamente 
automáticas o una combinación de ambas. Un concepto clave del control de 
calidad es que se hayan definido todos los productos y las especificaciones 
mensurables para luego poder comparar los resultados de cada proceso. El bucle 
de realimentación es esencial para reducir los defectos producidos. 
 
Las revisiones del software son un “filtro” para el proceso de ingeniería del 
software. Es decir, las revisiones se aplican en varios momentos del desarrollo del 
software y sirven para detectar errores y defectos que puedan así ser eliminados. 
Freedman y Weinberg [FRE90] argumentan, en forma resumida lo siguiente: 
 
El trabajo técnico necesita ser revisado como primera razón, porque errar es 
humano. La segunda razón es que, aunque la gente es buena descubriendo 
algunos de sus propios errores, algunas clases de errores se le pasan por alto 
más fácilmente al que los origina que a otras personas. 
Una revisión es una forma de aprovechar la diversidad de un grupo de personas 
para: 
 
1. señalar la necesidad de mejoras en el producto de una sola persona o 
equipo; 
2. confirmar las partes de un producto en las que no es necesaria o no es 
deseable una mejora; y 
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3. conseguir un trabajo técnico de una calidad más uniforme, o al menos más 
predecible, que la que puede ser conseguida sin revisiones, con el fin de 
hacer más manejable el trabajo técnico. 
 
Existen muchos tipos diferentes de revisiones que se pueden llevar adelante como 
parte de la ingeniería del software. Una reunión informal es una forma de revisión, 
si se discuten problemas técnicos. Una presentación formal de un diseño de 
software a una audiencia de clientes, ejecutivos y personal técnico es una forma 
de revisión. Daremos especial importancia a la revisión técnica formal (RTF), la 
cual es un filtro más efectivo desde el punto de vista de garantía de calidad. 
Llevada a cabo por ingenieros del software (y otros), la RTF es para ellos un 
medio efectivo para mejorar la calidad del software. 
 
3.2 Impacto de los defectos del software sobre el costo. 
El diccionario de la Real Academia Española de la Lengua define un defecto 
como la “Carencia de alguna cualidad propia de algo; o imperfección en algo o en 
alguien”. 
La definición de “fallo” en el contexto del hardware se puede encontrar en IEEE 
Standard 610 [IEEE90]: 
 
(a) Un fallo en un dispositivo de hardware o componente; por ejemplo: un corto 
circuito o un cable roto. 
(b) Un paso incorrecto, proceso o definición de datos en un programa de 
computadora. Nota: Esta definición se usa principalmente por la disciplina 
de tolerancia de fallos. En su uso normal, los términos “error” y "fallo” se 
utilizan para expresar este significado. 
 
Dentro del contexto del proceso del software, los términos error y fallo son 
sinónimos. Ambos implican un problema de calidad que es descubierto después 
de entregar el software a los usuarios finales (o a otra actividad del proceso del 
software).  
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El principal objetivo de las revisiones técnicas formales es encontrar errores 
durante el proceso, de forma que no se conviertan en defectos después de la 
entrega del software. El beneficio obvio de estas revisiones es el descubrimiento 
de errores al principio para que no se propaguen al paso siguiente del proceso del 
software. 
 
Una serie de estudios indican que las actividades del diseño introducen entre el  
50 % al 65 % de todos los errores durante el proceso del software. Sin embargo, 
se ha demostrado que las revisiones técnicas formales son efectivas en un 75 % a 
la hora de detectar errores. 
Con la detección y la eliminación de un gran porcentaje de errores, el proceso de 
revisión reduce sustancialmente el costo de los pasos siguientes en las fases de 
desarrollo y de mantenimiento. 
 
3.3 Amplificación y eliminación de defectos. 
Se puede usar un modelo de amplificación de defectos para ilustrar la generación 
y detección de errores durante los pasos de diseño preliminar, diseño detallado y 
codificación del proceso de ingeniería del software. En la figura 2, se ilustra 
esquemáticamente el modelo. Cada cuadro representa un paso en el desarrollo 
del software. Durante cada paso se pueden generar errores que se pasan 
inadvertidos. La revisión puede fallar en descubrir nuevo errores y errores de 
pasos anteriores, produciendo un mayor número de errores que pasan 
inadvertidos. En algunos casos, los errores que pasan inadvertidos desde pasos 
anteriores se amplifican con el trabajo actual. Las subdivisiones de los cuadros 
representan cada una de estas características y el porcentaje de eficiencia para la 
detección de errores, una función de la profundidad de la revisión. 
 
La figura 3 ilustra un ejemplo hipotético de la amplificación de defectos en un 
proceso de desarrollo de software en el que no se llevan a cabo revisiones. Como 
muestra la figura, se asume que cada paso descubre y corrige el 50 % de los 
errores que le llegan, sin introducir ningún error nuevo. Antes de que comience la 
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prueba, se han amplificado diez errores del diseño preliminar a 94 errores. Al 
terminar quedan 12 errores latentes. La figura 4 considera las mismas 
condiciones, pero llevando a cabo revisiones del diseño y de la codificación dentro 
de cada paso del desarrollo. En este caso los 10 errores del diseño preliminar se 
amplifican a 24 antes del comienzo de la prueba. Sólo quedan 3 errores latentes. 
Recordando los costos relativos asociados con el descubrimiento y la corrección 
de errores, se puede establecer el costo total. El número de errores encontrado 
durante cada paso mostrado en las figuras 3 y 4 se multiplica por el costo de 
eliminar un error (1.5 unidades de costo del diseño, 6.5 unidades de costo antes 
de las pruebas, 15 unidades de costo durante las pruebas y 67 unidades de costo 
después de la entrega). Utilizando estos datos, se puede ver que el costo total 
para el desarrollo y el mantenimiento cuando se realizan revisiones es de 783 
unidades. Cuando no hay revisiones, el costo total es de 2.177 unidades –casi tres 
veces más caro-. 
 
Para llevar a cabo revisiones, el equipo de desarrollo debe dedicar tiempo y 
esfuerzo, y la organización de desarrollo debe gastar dinero. Sin embargo, los 
resultados del ejemplo anterior no dejan duda de que hemos encontrado el 
síndrome de “pague ahora o pague, después, mucho más”. Las revisiones 
técnicas formales producen un beneficio en costo demostrable. Deben llevarse a 
cabo. 
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Paso de desarrollo 
 
Defectos   Detección 
 
 
 
 
Figura 2. Modelo de amplificación de defectos 
 
 
Figura 3. Amplificación de defectos, sin revisiones 
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Figura 4. Amplificación de defectos, llevando a cabo revisiones 
 
3.4 Revisiones Técnicas Formales. 
 
3.4.1 Introducción. 
Una revisión técnica forma (RTF) es una actividad de garantía de calidad del 
software llevada a cabo por los ingenieros del software y otros. Los objetivos de la 
RTF son: 
 
1. descubrir errores en la función, la lógica o la implementación de cualquier 
representación del software 
2. verificar que el software bajo revisión alcanza sus requisitos 
3. garantizar que el software ha sido representado de acuerdo con ciertos 
estándares predefinidos 
4. conseguir un software desarrollado de forma uniforme 
5. hacer que los proyectos sean más manejables. 
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 La RTF sirve para promover la seguridad y la continuidad, ya que varias personas 
se familiarizarán con partes del software que, de otro modo, no hubieran visto 
nunca. 
La RTF es realmente una clase de revisión que incluye recorridos, inspecciones, 
revisiones cíclicas y otro pequeño grupo de evaluaciones técnicas del software. 
Cada RTF se lleva a cabo mediante una reunión y sólo tendrá éxito si es bien 
planificada, controlada y atendida.  
 
3.4.2 La reunión de revisión. 
Independientemente del formato que se elija para la RTF, cualquier reunión de 
revisión debe adaptarse a las siguientes restricciones: 
 
- deben convocarse para la revisión entre tres y cinco personas 
- se debe preparar por adelantado, pero sin que requiera más de dos 
horas de trabajo a cada persona 
- la duración de la reunión de revisión debe ser menor de dos horas 
 
Con las limitaciones anteriores, debe resultar obvio que cada RTF se centra en 
una parte específica y pequeña del software total. Por ejemplo, en lugar de 
intentar revisar un diseño completo, se hacen inspecciones para cada módulo o 
pequeño grupo de módulos. Al limitar el centro de atención de la RTF, la 
probabilidad de descubrir errores es mayor. 
 
El centro de atención de la RTF es un producto de trabajo (por ejemplo, una 
porción de una especificación de requisitos, un diseño detallado del módulo, un 
listado del código fuente de un módulo). El individuo que ha desarrollado el 
producto (productor) informa al jefe del proyecto de que el producto está terminado 
y que se requiere una revisión. El jefe del proyecto se contacta con un jefe de 
revisión, que evalúa la disponibilidad del producto, genera copias del material del 
producto y las distribuye a dos o tres revisores para que se preparen por 
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adelantado. Cada revisor estará entre una y dos horas revisando el producto, 
tomando notas y también familiarizándose con el trabajo. De forma concurrente, 
también el jefe de revisión revisa el producto y establece una agenda para la 
reunión de revisión que, normalmente, queda convocada para el día siguiente. 
 
La reunión de revisión es llevada a cabo por el jefe de revisión, los revisores y el 
productor. Uno de los revisores toma el papel de registrador, es decir, se encarga 
de registrar todos los sucesos importantes que se produzcan durante la revisión. 
La RTF comienza con una explicación de la agenda y una breve introducción a 
cargo del productor. Entonces el productor procede con el “recorrido de 
inspección” del producto, explicando el material, mientras que los revisores 
exponen sus partes, basándose en su preparación previa. Cuando se descubren 
problemas o errores válidos, el registrador los va anotando. 
 
Al final de la revisión, todos los participantes en la RTF deben decidir si: 
 
1. aceptan el producto sin posteriores modificaciones 
2. rechazan el producto debido a los serios errores encontrados (una vez 
corregidos, ha de hacerse otra revisión) 
3. aceptan el producto provisionalmente (se han encontrado errores menores 
que deben ser corregidos, pero sin necesidad de otra posterior revisión). 
 
Una vez tomada la decisión, todos los participantes terminan firmando, indicando 
así que han participado en la revisión y que están de acuerdo con las conclusiones 
del equipo de revisión. 
 
3.4.3 Registro e informe de la revisión. 
Durante la RTF, uno de los revisores (el registrador) procede a registrar todos los 
temas que vayan surgiendo. Al final de la reunión, resume todos los temas y 
genera una lista de sucesos de revisión. Además prepara un informa sumario de la 
revisión técnica formal. Dicho informe responde a tres preguntas: 
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 1. ¿Qué fue revisado? 
2. ¿Quién lo revisó? 
3. ¿Qué se descubrió y cuáles son las conclusiones? 
 
El informe sumario de revisión es una página simple (con posibles suplementos). 
Se adjunta al registro histórico del proyecto y puede ser enviada al jefe del 
proyecto y a otras partes interesadas. 
 
La lista de sucesos de revisión sirve para dos propósitos: 
 
1. identificar áreas problemáticas dentro del producto y 
2. servir como lista de comprobación de puntos de acción que guíe al 
productor para hacer las correcciones. 
 
Normalmente se adjunta una lista de conclusiones al informe sumario. 
Es importante establecer un procedimiento de seguimiento que asegure que los 
puntos de la lista de sucesos son corregidos adecuadamente. A menos que se 
haga así, es posible que los temas surgidos “caigan en saco roto”.  
 
3.4.4 Directrices para la revisión. 
Se deben establecer de antemano directrices para conducir las revisiones técnicas 
formales, distribuyéndolas después entre los revisores, para ser consensuadas y, 
finalmente, seguidas. A menudo, una revisión incontrolada puede ser peor que no 
hacer ningún tipo de revisión. A continuación se muestra un conjunto mínimo de 
directrices para las revisiones técnicas formales: 
 
1. Revisar el producto, no al productor. Una RTF involucra gente y egos. 
Conducida adecuadamente, la RTF debe llevar a todos los participantes a 
un sentimiento agradable de estar cumpliendo su deber. Se deben señalar 
los errores educadamente; el tono de la reunión debe ser distendido y 
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constructivo; no debe intentarse dificultar o batallar. El jefe de revisión debe 
moderar la reunión para garantizar que se mantiene un tono y una actitud 
adecuados y debe inmediatamente cortar cualquier revisión que haya 
escapado de control. 
2. Fijar una agenda y mantenerla. Un mal de las reuniones de este tipo es 
quedar sin dirección. La RTF debe seguir un plan de trabajo correcto. El 
jefe de revisión es el que carga con la responsabilidad de mantener el plan 
de la reunión y no debe tener miedo de cortar a la gente cuando se 
empiece a divagar.  
3. Limitar el debate y las impugnaciones. Cuando un revisor ponga de 
manifiesto un tema, podrá no haber unanimidad sobre su impacto. En lugar 
de perder el tiempo debatiendo la cuestión, debe registrarse el hecho y 
dejar que la cuestión se lleve a cabo en otro momento. 
4. Enunciar áreas de problemas, pero no intentar resolver cualquier problema 
que se ponga de manifiesto. Una revisión no es una sesión de resolución 
de problemas. La resolución de los problemas debe ser pospuesta para 
después de la reunión de revisión. 
5. Tomar notas escritas. A veces es buena idea que el registrador tome las 
notas en una pizarra, de forma que las declaraciones o la asignación de 
prioridades pueda ser comprobada por el resto de los revisores, a medida 
que se va registrando la información. 
6. Limitar el número de participantes e insistir en la preparación anticipada. 
Dos personas son mejores que una, pero catorce no son necesariamente 
mejores que cuatro. Se ha de mantener el número de participantes en el 
mínimo necesario. Además, todos los miembros del equipo de revisión 
deben prepararse por anticipado. El jefe de revisión debe solicitar 
comentarios (que muestren que cada revisor ha revisado el material). 
7. Desarrollar una lista de comprobación para cada producto que haya de ser 
revisado. Una lista de comprobaciones ayuda al jefe de revisión a 
estructurar la reunión y a su vez ayuda a cada revisor a centrarse en los 
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asuntos importantes. Se deben desarrollar listas de comprobaciones para 
los documentos de análisis, de diseño, de codificación e incluso de prueba. 
8. Disponer recursos y una agenda para las RTF. Para que las revisiones 
sean efectivas, se deben planificar como una tarea del proceso de 
ingeniería de software. Además se debe trazar un plan de actuación para 
las modificaciones inevitables que aparecen como resultado de una RTF. 
9. Llevar a cabo un buen entrenamiento de todos los revisores. Por razones 
de efectividad, todos los participantes en la revisión deben recibir algún 
entrenamiento formal. El entrenamiento se debe basar en los aspectos 
relacionados con el proceso, así como las consideraciones de psicología 
humana que atañen a la revisión. Freedman y Weinberg [FRE90] estiman 
en un mes la curva de aprendizaje para cada veinte personas que vayan a 
participar de forma efectiva en las revisiones. 
10. Repasar las revisiones anteriores. Las sesiones de información pueden ser 
beneficiosas para descubrir problemas en el propio proceso de revisión. El 
primer producto que se haya revisado puede establecer las propias 
directivas de revisión. 
 
Como existen muchas variables (por ejemplo, número de participantes, tipo de 
productos de trabajo, tiempo y duración, enfoque de revisión específico) que 
tienen impacto en un revisión satisfactoria, una organización de software debería 
determinar qué método funciona mejor en un contexto local.   
 
 
 
35 
Capítulo 4 – Fiabilidad del Software 
 
4.1 Introducción. 
No hay duda de que la fiabilidad de un programa de computadora es un elemento 
importante de su calidad general. Si un programa falla frecuente y repetidamente 
en su funcionamiento, no importa si el resto de los factores de calidad son 
aceptables. 
 
La fiabilidad del software, a diferencia de otros factores de calidad, puede ser 
medida o estimada mediante datos históricos o de desarrollo. La fiabilidad del 
software se define en términos estadísticos como “la probabilidad de operación 
libre de fallos de un programa de computadora en un entorno determinado y 
durante un tiempo específico”. Por ejemplo, un programa X puede tener una 
fiabilidad estimada de 0,96 durante un intervalo de proceso de ocho horas. En 
otras palabras, si se fuera a ejecutar el programa X 100 veces, necesitando ocho 
horas de tiempo de proceso (tiempo de ejecución), lo probable es que funcione 
correctamente (sin fallos) 96 de cada 100 veces. 
 
Siempre que se habla de fiabilidad del software, surge la pregunta fundamental: 
¿Qué se entiende por el término fallo? En el contexto de cualquier discusión sobre 
calidad y fiabilidad del software, el fallo es cualquier falta de concordancia con los 
requisitos del software. Incluso en esta definición existen grados. Los fallos 
pueden ser simplemente desconcertantes o ser catastróficos. Puede ser que un 
fallo sea corregido en segundos mientras que otro lleve semanas o incluso meses. 
Para complicar más las cosas, la corrección de un fallo, puede llevar a la 
introducción de otros errores, que finalmente, lleven a más fallos. 
 
4.2 Medidas de fiabilidad y de disponibilidad. 
Los primeros trabajos sobre fiabilidad intentaron extrapolar las matemáticas de la 
teoría de fiabilidad del hardware a la predicción de la fiabilidad del software. La 
mayoría de los modelos de fiabilidad relativos al hardware van más orientados a 
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los fallos debidos al desajuste que a los fallos debidos a defectos de diseño. En el 
hardware, son más probables los fallos debidos al desgaste físico (por ejemplo: el 
efecto de la temperatura, de la corrosión y los golpes) que los fallos relativos al 
diseño. Desgraciadamente, para el software lo que ocurre es lo contrario. De 
hecho, todos los fallos del software, se producen por problemas de diseño o de 
implementación; el desajuste no entra en este panorama. 
 
Todavía se debate sobre la relación entre los conceptos clave de la fiabilidad del 
hardware y su aplicabilidad al software. 
Aunque aún falta por establecer un nexo irrefutable, merece la pena considerar 
unos cuantos conceptos que conciernen a ambos elementos de los sistemas. 
Considerando un sistema basado en computadora, una sencilla medida de la 
fiabilidad es el tiempo medio entre fallos (TMEF), donde: 
 
TMEF = TMDF + TMDR 
 
Las siglas TMDF y TMDR corresponden a tiempo medio de fallo y tiempo medio 
de reparación, respectivamente. 
 
Muchos investigadores argumentan que el TMDF es una medida mucho más útil 
que los defectos/KLDC1 o defectos/PF2. Sencillamente, el usuario final se 
enfrenta a los fallos, no al número total de errores. Como cada error de un 
programa no tiene la misma tasa de fallo, la cuenta total de errores no es una 
buena indicación de la fiabilidad de un sistema. Por ejemplo, consideremos un 
programa que ha estado funcionando durante 14 meses. Muchos de los errores 
del programa pueden pasar desapercibidos durante décadas antes de que se 
detecte. El TMEF de esos errores puede ser de 50 e incluso de 100 años. Otros 
errores, aunque no se hayan descubierto aún, pueden tener una tasa de fallo de 
18 o 24 meses. Incluso aunque se eliminen todos los errores de la primera 
1 KLDC: Cantidad de líneas de código distribuida en miles. 
2 PF: Puntos de función 
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categoría (los que tienen un gran TMEF), el impacto sobre la fiabilidad del 
software será muy escaso. 
 
Además de una medida de la fiabilidad debemos obtener una medida de la 
disponibilidad. La disponibilidad del software es la probabilidad de que un 
programa funcione de acuerdo con los requisitos en un momento dado, y se define 
como: 
 
Disponibilidad = [TMDF/(TMDF + TMDR)] x 100 % 
 
La medida de fiabilidad TMEF es igualmente sensible al TMDF que al TMDR. La 
medida de disponibilidad es algo más sensible al TMDR, una medida indirecta de 
la facilidad de mantenimiento del software. 
 
4.3 Seguridad del software. 
Levenson [LEV86] discute el impacto del software en sistemas críticos de 
seguridad, diciendo: 
 
Antes de que se usara software en sistemas críticos de seguridad, 
normalmente éstos se controlaban mediante dispositivos electrónicos y 
mecánicos convencionales (no programables). Las técnicas de seguridad 
de sistemas se diseñaban para hacer frente a fallos aleatorios en esos 
dispositivos [no programables]. Los errores humanos de diseño no se 
consideraban porque se suponía que todos los defectos producidos por los 
errores humanos se podían evitar o eliminar completamente antes de su 
distribución y funcionamiento. 
 
Cuando se utiliza el software como parte del sistema de control, la complejidad 
puede aumentar en un orden de magnitud o más. Los defectos sutiles de diseño, 
producidos por un error humano  -algo que se puede descubrir y eliminar en el 
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control convencional basado en el hardware-  llegan a ser mucho más difíciles de 
descubrir cuando se utiliza el software. 
 
La seguridad del software es una actividad de garantía de calidad del software que 
se centra en la identificación y evaluación de los riesgos potenciales que pueden 
producir un impacto negativo en el software y hacer que falle el sistema completo. 
Si se pueden identificar pronto los riesgos en el proceso de ingeniería del software 
podrán especificarse las características del diseño del software que permitan 
eliminar o controlar los riesgos potenciales. 
 
Como parte de la seguridad del software, se puede dirigir un proceso de análisis y 
modelado. Inicialmente, se identifican los riesgos y se clasifican por su importancia 
y su grado de riesgo. Por ejemplo, algunos de los riesgos asociados con el control 
basado en computadora del sistema de conducción de un automóvil podrían ser: 
 
• Produce una aceleración incontrolada que no se puede detener 
• No responde a la presión del pedal del freno (deteniéndose) 
• No responde cuando se activa el contacto 
• Pierda o gana velocidad lentamente 
 
Cuando se han identificado estos riesgos del sistema, se utilizan técnicas de 
análisis para asignar su gravedad y su probabilidad de ocurrencia. Para que sea 
efectivo, se tiene que analizar el software en el contexto del sistema completo. Por 
ejemplo, puede que un sutil error en la entrada del usuario (las personas son 
componentes del sistema) se magnifique por un fallo del software que producen 
los datos de control que actúan de forma inadecuada sobre un dispositivo 
mecánico. Si se dan un conjunto de condiciones externas del entorno (y sólo si se 
dan), la situación inadecuada del dispositivo mecánico producirá un fallo 
desastroso. Se pueden usar técnicas de análisis, como el análisis del árbol de 
fallos, la lógica de tiempo real o los modelos de redes de Petri,  para predecir la 
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cadena de sucesos que pueden producir los riesgos y la probabilidad de que se dé 
cada uno de los sucesos que componen la cadena. 
 
Un vez que se han identificado y analizado los riesgos, se pueden especificar los 
requisitos relacionados con la seguridad para el software. Esto es, la 
especificación puede contener una lista de eventos no deseables y las respuestas 
del sistema a estos eventos. El papel del software en la gestión de eventos no 
deseados es entonces apropiado. 
 
Aunque la fiabilidad y la seguridad del software están bastante relacionadas, es 
importante entender la sutil diferencia que existe entre ellas. La fiabilidad del 
software utiliza el análisis estadístico para determinar la probabilidad de que 
pueda ocurrir un fallo del software. Sin embargo, la ocurrencia de un fallo no lleva 
necesariamente a un riesgo o a un accidente. La seguridad del software examina 
los modos según los cuales los fallos producen condiciones que pueden llevar a 
accidentes. Es decir, los fallos no se consideran en vacío, sino que se evalúan en 
el contexto de un completo sistema basado en computadora. 
 
4.4  Prueba de Errores para Software. 
 
La fase de pruebas es una de las más costosas del ciclo de vida software. Las 
pruebas se deberían realizar a todos los artefactos generados durante la 
construcción de un producto, lo que incluye especificaciones de requisitos, 
diagramas de diversos tipos y, por supuesto, el código fuente y el resto de 
productos que forman parte de la aplicación, por ejemplo, la base de datos. Se 
aplican diferentes técnicas de prueba a cada tipo de artefacto. [MAC] 
 
4.4.1 Pruebas de requisitos. 
La prueba de requisitos pretende comprobar los tres principales atributos de 
calidad de los requisitos, con el fin de detectar tantos errores como sea posible y 
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cuanto antes: corrección (carencia de ambigüedad), compleción (especificación 
completa y clara del problema) y consistencia (que no haya requisitos 
contradictorios). 
 
4.4.2 Pruebas del diseño. 
La fase de diseño tiene como objetivo generar un conjunto de especificaciones 
completas del sistema que se va a implementar, transformando los requisitos en 
un Plan de implementación. 
La prueba del diseño debe comprobar su consistencia, compleción, corrección, 
factibilidad (es decir, que el diseño sea realizable) y trazabilidad (es decir, que 
podamos “navegar” desde un requisito hasta el fragmento del diseño en que éste 
se encuentra). 
4.4.3 Pruebas del código fuente. 
Existen dos tipos de pruebas tradicionales para el código fuente, Pruebas 
Estructurales o de Caja y las Pruebas Funcionales o de Caja Negra. 
Las pruebas de caja blanca realizan un seguimiento del código fuente según va 
ejecutando los casos de prueba, de manera que se determinan de manera 
concreta las instrucciones, bloques, etc. en los que existen errores. 
 
o Pruebas de caja blanca 
En estas pruebas, se observa el código fuente y se realizan ejecuciones, 
intentando “probar todo”. Esta noción de prueba total se formaliza en lo que se 
llama "cobertura" y esto es una medida porcentual de cuánto código se ha 
cubierto. 
Se utilizan diferentes tipos de cobertura para la realización de estas pruebas: 
Cobertura de segmento o sentencias, Cobertura de ramas, Cobertura de condición 
/ decisión, Cobertura de bucles. 
o Pruebas de caja negra 
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Las pruebas de caja negra se centran en lo que se espera de un módulo, es decir, 
intentan encontrar casos en que el módulo no se atiene a su especificación. Por 
ello se denominan pruebas funcionales, y quien realiza las pruebas se limita a 
suministrarle datos como entrada y estudiar la salida, sin preocuparse de lo que 
pueda estar haciendo el módulo por dentro. Éstas pruebas están especialmente 
indicadas en aquellos módulos que van a ser interfaz con el usuario.  
 
El problema con las pruebas de caja negra no suele estar en el número de 
funciones proporcionadas por el módulo, que siempre es un número muy limitado; 
sino en los datos que se le pasan a estas funciones. El conjunto de datos posibles 
suele ser muy amplio. 
Para ello, se sigue una técnica algebraica conocida como "clases de 
equivalencia". Esta técnica trata cada parámetro como un modelo algebraico 
donde unos datos son equivalentes a otros. Si logramos partir un rango 
excesivamente amplio de posibles valores reales a un conjunto reducido de clases 
de equivalencia, entonces es suficiente probar un caso de cada clase, pues los 
demás datos de la misma clase son equivalentes. 
4.4.4 Ejemplo de sistema de pruebas 
A continuación se detallará un ejemplo práctico de un sistema de pruebas. 
En los años sesenta, un ingeniero industrial japonés, Shigeo Shingo, que 
trabajaba en Toyota, desarrolló una técnica de garantía de calidad que conducía a 
la prevención y / o temprana corrección de errores en el proceso de fabricación. 
Denominado poka-yoke (prueba de errores), el concepto de Shingo hacía uso de 
dispositivos poka-yoke –mecanismos que conducen: 
 
1. a la prevención de un problema de calidad potencial antes de que éste 
ocurra, o 
2. a la rápida detección de problemas de calidad si se han introducido ya-. 
 
Un dispositivo de poka-yoke presenta un conjunto de características comunes: 
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• es simple y barato –si un dispositivo es demasiado complicado y caro, 
no será efectivo en cuanto a costo-; 
• es parte del proceso –esto es, el dispositivo poka-yoke está integrado en 
una actividad de ingeniería-; 
• está localizado cerca de la tarea del proceso donde están ocurriendo los 
errores –por consiguiente proporciona una realimentación rápida en 
cuanto a la corrección de errores se refiere-. 
 
Aunque el poka-yoke fue originariamente desarrollado por su uso en “control de 
calidad cero” [SHI86] para el hardware fabricado, puede ser adaptado para su uso 
en ingeniería de software. Para ilustrar esto, se considerará el problema planteado 
en [ROB97]: 
 
 Una compañía de productos de software vende el software de aplicación en 
el mercado internacional. Los menúes desplegables y todos los códigos asociados 
proporcionados con cada aplicación deben reflejar el lenguaje que se emplea en el 
lugar donde se usa. Por ejemplo, el elemento del menú del lenguaje inglés para 
“Close”, tiene el mnemónico “C” asociado con ello. Cuando la aplicación se vende 
en un país de habla francesa, el mismo elemento del menú es “Fermer” con el 
mnemónico “F”.  
 
El uso del poka-yoke para la prueba de diversos menúes de aplicación 
desarrollados en diferentes lenguajes, tal y como se ha descrito anteriormente, se 
discute en un artículo de Harry Robinson [ROB97]: en el que se planteaban como 
primer medida dividir el problema de pruebas de menúes en partes que puedan 
ser resueltas más fácilmente. El primer avance para la resolución del problema fue  
comprender que existían dos aspectos separados para los catálogos de mensaje. 
Había por una parte el aspecto de contenidos: las traducciones de texto muy 
simples tales como cambiar meramente “Close” por la palabra “Fermer”.  
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El segundo aspecto de los catálogos del mensaje era la estructura, las reglas 
sintácticas que debía obedecer un catálogo de objetivos adecuadamente 
construido. A diferencia del contenido, en este caso sí que era posible para el 
equipo de comprobación el verificar los aspectos estructurales de los catálogos. 
 
Como un ejemplo de lo que significa estructura, se consideraron las etiquetas y los 
mnemónicos de un menú de aplicación. Un menú está constituido por etiquetas y 
sus mnemónicos (abreviaturas) asociados. Cada menú, independientemente de su 
contenido o su localización debe obedecer las siguientes reglas listadas en la Guía 
de Estilo Motif, que es un conjunto de normas que especifican un modo de 
presentación y comportamiento de las interfaces de usuario gráficas: 
 
• cada nemotécnico debe estar contenido en su etiqueta asociada; 
• cada nemotécnico debe ser único dentro del menú; 
• cada nemotécnico debe ser un carácter único; 
 
Varios textos pequeños de poka-yoke se utilizaron como dispositivos poka-yoke 
para validar aspectos estructurales de los menúes. Un pequeño “script” poka-yoke 
leería la tabla, recuperaría los mnemónicos y etiquetas a partir del catálogo de 
mensajes, y compararía posteriormente las cadenas recuperadas con el criterio 
establecido descrito anteriormente. 
 
El ejemplo descrito antes representa un dispositivo poka-yoke que ha sido 
integrado en la actividad de prueba de ingeniería de software. La técnica poka-
yoke puede aplicarse a los niveles de diseño, codificación y pruebas y proporciona 
un filtro efectivo de garantía de calidad. 
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 PARTE II – NORMAS DE CALIDAD 
 
Capítulo 5 - Normas ISO  
 
5.1 Normas ISO 9000. 
5.1.1 Introducción. 
La familia de normas ISO 9000 es un conjunto de normas de calidad establecidas 
por la International Organization for Standardization (ISO) que se pueden aplicar 
en cualquier tipo de organización (empresa de producción, empresa de servicios, 
administración pública, etc.). 
Su implantación en estas organizaciones supone una gran cantidad de ventajas 
para sus empresas. Los principales beneficios son: 
• Reducción de rechazos e incidencias en la producción o prestación del 
servicio. 
• Aumento de la productividad 
• Mayor compromiso con los requisitos del cliente. 
• Mejora continua. 
5.1.2 Origen. 
El organismo británico British Standard Institution ha sido la fuerza impulsora de 
las normas destinadas a administrar sistemas de aseguramiento de calidad.  
Originalmente diseñó un grupo de normas al que llamó serie "BS 5750". Esta serie 
de normas describían las funciones y las actividades que deben tenerse en cuenta 
en un sistema de aseguramiento de la calidad.  
La International Organization for Standardization (ISO) que es un organismo 
dedicado a emitir normas y reglamentos destinados a estimular y facilitar el 
intercambio comercial internacional ha adoptado las normas de la serie “BS 5750” 
y las ha publicado como serie ISO 9000.  
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En Europa la serie BS 5750 fue publicada como Euronormas bajo la serie EN 
29000.  
En EE.UU. las normas fueron adoptadas bajo la denominación  
ANSI / ASQC Q 9000. 
En nuestro país, a través del Instituto Argentino de Normalización (IRAM)3 las 
normas fueron adoptadas con la sigla IACC - ISO 9000.  
A partir de 1987 la comunidad internacional aceptó masivamente la aplicación 
generalizada de las normas serie ISO 9000 siendo adoptada en todos los 
continentes. 
La principal norma de la familia es: ISO 9001:2000 - Sistemas de Gestión de la 
Calidad - Requisitos. Y otra norma vinculada a la anterior es la: ISO 9004:2000 - 
Sistemas de Gestión de la Calidad - Fundamentos y Vocabulario. 
Las normas ISO 9000 de 1994 fueron principalmente pensadas para asistir a las 
organizaciones de todo tipo y tamaño que realizan procesos productivos, en la 
implementación y la operación de sistemas de gestión de la calidad eficaces. Pero, 
su implantación en empresas de servicios fue muy dura. 
Con la revisión del año 2000 se consiguió una norma bastante menos burocrática 
para organizaciones de todo tipo, y además aplicable sin problemas en empresas 
de servicios e incluso en la Administración Pública. 
Para verificar el cumplimiento de los requisitos de la norma, existen entidades de 
certificación que dan sus propios certificados y permiten el sello. Estas entidades 
están vigiladas por organismos nacionales que les dan su acreditación. 
Para la implantación, es muy conveniente que trabaje junto a la organización una 
empresa de consultoría, que tenga buenas referencias, y el firme compromiso de 
3 Instituto Argentino de Normalización (IRAM) es una asociación civil sin fines de lucro cuyas finalidades específicas, en su 
carácter de Organismo Argentino de Normalización, son establecer normas técnicas, sin limitaciones en los ámbitos que 
abarquen, además de propender al conocimiento y la aplicación de la normalización como base de la calidad, promoviendo 
las actividades de certificación de productos y de sistemas de calidad en las empresas para brindar seguridad al 
consumidor. Es el representante de la Argentina en la International Organization for Standardization (ISO). 
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la Dirección de se que quiere implantar el Sistema de Calidad, ya que es 
necesario dedicar tiempo del personal de la empresa para poder llevar a cabo 
dicha implantación. 
5.2 Norma ISO/IEC 12207. 
 
ISO/IEC 12207 Information Technology / Software Life Cycle Processes, es el 
estándar para los procesos de ciclo de vida del software de la organización ISO. 
ISO/IEC 12207 establece un proceso de ciclo de vida para el software que incluye 
procesos y actividades que se aplican desde la definición de requisitos, pasando 
durante la adquisición y configuración de los servicios del sistema, hasta la 
finalización de su uso. Este estándar tiene como objetivo principal proporcionar 
una estructura común para que compradores, proveedores, desarrolladores, 
personal de mantenimiento, operadores, gestores y técnicos involucrados en el 
desarrollo de software usen un lenguaje común. Este lenguaje común se establece 
en forma de procesos bien definidos. 
5.2.1 Estructura 
La estructura del estándar ha sido concebida de manera flexible y modular de 
manera que pueda ser adaptada a las necesidades de cualquiera que lo use. Para 
conseguirlo, el estándar se basa en dos principios fundamentales: modularidad y 
responsabilidad. Con la modularidad se pretende conseguir procesos con un 
mínimo acoplamiento y una máxima cohesión. En cuanto a la responsabilidad, se 
busca establecer un responsable para cada proceso, facilitando la aplicación del 
estándar en proyectos en los que pueden existir distintas personas u 
organizaciones involucradas. Este estándar se compone de un conjunto de 
procesos (orientados a objetivos finales) que son divididos en actividades y estas 
a su vez en tareas que pueden ser adaptadas de acuerdo con el proyecto 
software. 
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5.2.2 Procesos 
Los procesos se clasifican en tres tipos: principales, de soporte y de la 
organización. Los procesos de soporte y de organización deben existir 
independientemente de la organización y del proyecto ejecutado. Los procesos 
principales se instancian de acuerdo con la situación particular. 
• Procesos principales.  
o Adquisición 
o Suministro 
o Desarrollo 
o Explotación 
o Mantenimiento 
• Procesos de soporte.  
o Documentación 
o Gestión de la configuración 
o Aseguramiento de calidad 
o Verificación 
o Validación 
o Revisión conjunta 
o Auditoría 
o Resolución de problemas 
• Procesos de la organización.  
o Gestión 
o Infraestructura 
o Mejora 
o Formación 
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5.3 Norma ISO/IEC 15504. 
Modelo para la mejora y evaluación de los procesos de desarrollo y mantenimiento 
de sistemas y productos de software. 
5.3.1 Origen. 
En enero de 1993 la comisión ISO/IEC JTC1 aprobó un programa de trabajo para 
el desarrollo de un modelo que fuera la base de un futuro estándar internacional 
para la evaluación de los procesos del ciclo de vida del software. Este trabajo 
recibió el nombre de proyecto SPICE (Software Process Improvement and 
Capability dEtermination). En junio de 1995, se publicó su primer borrador y desde 
ISO se invitó a diferentes organizaciones para que lo aplicaran y midieran sus 
resultados. 
En 1998, pasada la fase de proyecto, y tras las primeras evaluaciones, el trabajo 
pasó a la fase de informe técnico con la denominación ISO/IEC TR 15504. La 
instrucción técnica consta de nueve apartados, de los cuales se han ido 
publicando versiones que fueron agregándose como redacción definitiva del 
estándar internacional ISO/IEC 15504 durante el período 2003 - 2005. 
5.3.2 Ámbito de aplicación. 
Cualquier organización de software que quiera establecer y mejorar su capacidad 
en adquisición, suministro, desarrollo, operación, evolución y soporte de software. 
 
5.3.3 Características. 
• Establece un marco para métodos de evaluación, no es un método o 
modelo en sí. 
• Comprende: evaluación de procesos, mejora de procesos, determinación 
de capacidad. 
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• Está alineado con el estándar ISO/IEC 12207 que define los procesos del 
ciclo de vida del desarrollo mantenimiento y operación de los sistemas de 
software. 
5.3.4 Dimensiones. 
Tiene una arquitectura basada en dos dimensiones:  
o de proceso y  
o de capacidad de proceso. 
Desde la dimensión de proceso agrupa a los procesos en tres grupos que 
contienen cinco categorías de acuerdo al tipo de actividad: 
5.3.5 Procesos primarios. 
• CUS: Cliente - Proveedor 
• ENG: Ingeniería 
5.3.6 Procesos de soporte. 
• SUP: Soporte 
5.3.7 Procesos organizacionales. 
• MAN: Gestión 
• ORG: Organización 
Para todos los procesos se definen los componentes: Identificador, Nombre, Tipo, 
Propósito, Salidas y Notas. 
Desde la dimensión de capacidad el modelo define una escala de seis niveles 
para determinar la capacidad de cualquier proceso: 
• Nivel 0: Incompleto 
• Nivel 1: Realizado 
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• Nivel 2 Gestionado 
• Nivel 3: Establecido 
• Nivel 4: Predecible 
• Nivel 5: En optimización 
 
5.4 Norma ISO/IEC 9126: Calidad de los productos software. 
5.4.1 Introducción  
Este estándar define un modelo de calidad, formado por características, 
subcaracterísticas y atributos. Debido a que las características y 
subcaracterísticas están definidas a un alto nivel de abstracción, es preciso 
calcular sus valores por medio de propiedades de un nivel de abstracción más 
bajo, como son los atributos. Un atributo puede ser directa o indirectamente 
cuantificable y representa una propiedad tangible o intangible de un ente. 
El modelo ISO/IEC 9126 presenta el concepto de calidad del producto 
descompuesto en la calidad interna, externa y en uso. 
En la figura siguiente (Figura 5) se puede apreciar que las necesidades de calidad 
del usuario sobre el producto software, contribuyen a especificar  los 
requerimientos de calidad externa y estos a su vez los requerimientos de calidad 
interna. El cumplimiento de los requerimientos de calidad interna, externa y en uso 
se deben de comprobar en un proceso que permita evaluar la calidad a través de 
las métricas. Este enfoque de tres niveles cubre las perspectivas del usuario, 
desarrollador y el producto mismo. 
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 Figura 5. Calidad en el ciclo de vida del software. Tomado de ISO/IEC 9126 
 
5.4.2 Partes de ISO 9126  
 
ISO/IEC 9126 está formada por las siguientes partes: 
 
Parte 1 – Modelo de Calidad 
Parte 2 – Métricas Externas 
Parte 3 – Métricas Internas 
Parte 4 – Calidad en Uso 
 
Parte 1 - ISO/IEC 9126-1:2001 - Modelo de Calidad  
 
Esta parte de la ISO 9126 describe el modelo de calidad del producto de software. 
La primera parte del modelo especifica 6 características de calidad interna y 
externa, las cuales están divididas en subcaracterísticas, son manifestadas 
externamente cuando el software es utilizado como parte de un sistema, y son un 
resultado de atributos internos del software. 
La calidad externa evalúa que el software satisfaga las necesidades del usuario 
teniendo en cuenta las condiciones especificadas. Esta calidad es medible en el 
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comportamiento del producto. La calidad interna evalúa el total de atributos que un 
software debe satisfacer teniendo en cuenta condiciones especificadas. Esta 
calidad es medible a partir de las características intrínsecas. 
Las características definidas son aplicables a todo tipo de software. Las 
características y subcaracterísticas proveen una terminología consistente respecto 
de la calidad del producto del software. 
Esta Norma permite especificar y evaluar la calidad del software desde distintas 
perspectivas, las cuales están asociadas a la adquisición, requerimientos, 
desarrollo, uso, evaluación, soporte, mantenimiento, aseguramiento de la calidad, 
y auditoria del software. 
Puede ser usada por desarrolladores, evaluadores independientes y grupos de 
aseguramiento de la calidad responsables de especificar y evaluar la calidad del 
software. 
La evaluación de los productos de software que satisfacen las necesidades de 
calidad del software es uno de los procesos del ciclo de vida de desarrollo del 
software. La calidad del producto de software puede ser evaluada por medio de la 
medición de atributos internos, externos o a través de la calidad en uso. El objetivo 
es que el producto tenga el efecto requerido en un contexto particular de uso. 
La calidad del proceso contribuye a mejorar la calidad del producto, y la calidad 
del producto contribuye a mejorar la calidad en uso. Evaluar y mejorar la calidad 
de un proceso contribuye a mejorar la calidad del producto; y esto contribuye a 
mejorar la calidad en uso. 
De manera similar, evaluar la calidad en uso puede mejorar la calidad del 
producto, y evaluar un producto puede mejorar un proceso. 
Las necesidades de calidad del usuario contribuyen a especificar los “requisitos de 
calidad externa”, los cuales contribuyen a especificar los “requisitos de calidad 
interna”. La “calidad interna” indica la existencia de “calidad externa” y ésta indica 
la existencia de “calidad en uso”. 
El modelo de calidad de ISO 9126-1 establece 3 niveles:  
 
o Característica  
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o Subcaracterística  
o Métricas 
 
Existen métricas internas y externas. Las métricas internas pueden ser aplicadas a 
un software no ejecutable durante el diseño y la codificación. Las métricas 
externas se utilizan en el software ejecutable. El modelo de calidad interna y 
externa posee las siguientes características: 
 
(1) Funcionalidad,  
(2) Confiabilidad,  
(3) Facilidad de uso,  
(4) Eficiencia,  
(5) Facilidad de mantenimiento y  
(6) Portabilidad. 
 
(1) Funcionalidad  
La funcionalidad es la extensión o cantidad de posibilidades provistas por un 
sistema. Uno de los problemas mas difíciles que encuentra un líder de proyecto es 
saber cuanta funcionalidad es suficiente. La presión por más funciones 
(requerimientos desmedidos), siempre estará allí. Sus consecuencias son malas 
para proyectos internos y peor para productos comerciales. La solución es trabajar 
una y otra vez en la consistencia del sistema en general, tratando de establecer 
cada cosa en un molde global. Un buen sistema de software está basado en un 
conjunto reducido de ideas poderosas; aún si contiene muchas funciones 
especializadas, estas son derivadas como consecuencia de dichos conceptos 
básicos. 
Las subcaraterísticas de la “Funcionalidad” son:  
 
 Adecuación: Capacidad del producto software para proporcionar un 
conjunto apropiado de funciones para tareas y objetivos de usuario 
especificados.   
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 Exactitud: Capacidad del producto software para proporcionar los 
resultados o efectos correctos o acordados, con el grado necesario 
de precisión.  
 Interoperabilidad: Capacidad del producto software para interactuar 
con uno o más sistemas especificados.  
 Seguridad de acceso: Capacidad del producto software para 
proteger información y datos de manera que las personas o sistemas 
no autorizados no puedan leerlos o modificarlos, al tiempo que no se 
deniega el acceso a las personas o sistemas autorizados. 
 Cumplimiento funcional: Capacidad del producto software para 
adherirse a normas, convenciones o regulaciones en leyes y 
prescripciones similares relacionadas con funcionalidad. 
 
(2) Confiabilidad 
La fiabilidad o confiabilidad del software es "la probabilidad que un programa 
realice su objetivo satisfactoriamente (sin fallos) en un determinado periodo de 
tiempo y en un entorno concreto (denominado perfil operacional)". No hay duda 
que la fiabilidad de un programa de computadora es un elemento importante de su 
calidad general. Si un programa falla frecuentemente en su funcionamiento, no 
importa si el resto de los factores de calidad son aceptables. 
La fiabilidad del software, a diferencia de otros factores de calidad, puede ser 
medida o estimada mediante datos históricos o de desarrollo. La fiabilidad del 
software se define en términos estadísticos como la probabilidad de operación 
libre de fallos de un programa de computadora en un entorno determinado y 
durante un tiempo específico. 
Las subcaracterísticas de la “Confiabilidad” son:  
 
 Madurez: Capacidad del producto software para evitar fallar como 
resultado de fallos en el software. 
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 Tolerancia a fallos: Capacidad del software para mantener un nivel 
especificado de prestaciones en caso de fallos software o de infringir 
sus interfaces especificados.  
 Capacidad de recuperación: Capacidad del producto software para 
reestablecer un nivel de prestaciones especificado y de recuperar los 
datos directamente afectados en caso de fallo.  
 Cumplimiento de la fiabilidad: Capacidad del producto software 
para adherirse a normas, convenciones o regulaciones relacionadas 
con al fiabilidad.  
 
 
(3) Facilidad de uso 
La facilidad de uso consiste en la simplicidad con que la gente puede aprender a 
usar el software y aplicarlo para resolver problemas. También incluye la facilidad 
de instalación, operación y monitoreo. La definición acentúa los diferentes niveles 
de experiencia de los usuarios potenciales. Este requerimiento representa uno de 
los mayores retos para los diseñadores de software interesados en facilidad de 
uso. 
La facilidad de uso es una medida que facilita a los usuarios específicos la 
realización de ciertas tareas, tales como: aprendizaje del manejo del sistema,  
disminución de la probabilidad de cometer errores, efectividad y eficiencia en la 
realización de dichas tareas, y satisfacción en el uso del sistema. 
La facilidad de uso del sistema no es un atributo inherente al software, no puede 
especificarse independientemente del entorno de uso y de los usuarios que vayan 
a utilizar el sistema.  
La facilidad de uso tiene las siguientes características: 
 
 Capacidad para ser entendido: Capacidad del producto software 
que permite al usuario entender si el software es adecuado y cómo 
puede ser usado para unas tareas o condiciones de uso particulares.   
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 Capacidad para ser aprendido: Capacidad del producto software 
que permite al usuario aprender sobre su aplicación.  
 Capacidad para ser operado: Capacidad del producto software que 
permite al usuario operarlo y controlarlo.  
 Capacidad de atracción: Capacidad del producto software para ser 
atractivo al usuario. 
 Cumplimiento de la usabilidad: Capacidad del producto software 
para adherirse a normas, convenciones, guías de estilo o 
regulaciones relacionadas con la usabilidad.   
 
 
(4) Eficiencia 
La eficiencia es la habilidad del software para poner la cantidad mínima de 
demanda sobre los recursos de hardware como sea posible. El software es 
eficiente si realiza un uso racional de todos los recursos de hardware.  
El tema de la eficiencia debe estar balanceado con otros objetivos como la 
extensibilidad y la reutilización. Estos aspectos muestran que la 
Ingeniería de Software es una actividad compleja, ya que requiere tomar en 
cuenta muchos requerimientos, algunos de los cuales, son abstractos y 
conceptuales, mientras que otros, son concretos y ligados a las propiedades del 
hardware. 
Las subcaracterísticas de la “Eficiencia” son:  
 
 Respecto al tiempo 
 Respecto a los recursos 
 
 
(5) Facilidad de Mantenimiento 
 
El mantenimiento del software representa más esfuerzo que cualquier otra 
actividad de la Ingeniería del Software. La facilidad de mantenimiento es la 
 
 
57 
facilidad con la cual se puede corregir un programa si se encuentra un error, 
adaptarlo si su entorno cambia, o mejorarlo si el cliente desea un cambio en los 
requisitos.  
Una definición amplia de facilidad de mantenimiento es la de "facilidad de 
comprender, corregir, adaptar y mejorar el software”. Existen tres tipos de 
mantenimiento:  
 
1. mantenimiento correctivo: corregir errores 
2. mantenimiento adaptativo : modificar el software de acuerdo con el 
entorno 
3. mantenimiento perfectivo: añadir nueva funcionalidad. 
Las subcaraterísticas de la “Facilidad de Mantenimiento” son:  
 
 Facilidad de análisis 
 Facilidad de cambio,  
 Estabilidad y  
 Facilidad de prueba. 
 
(6) Portabilidad 
La portabilidad consiste en la facilidad de transportar productos de software a 
varios ambientes de hardware y software. Esta característica se ocupa de 
variaciones no solo del hardware sino de algo más general, la combinación 
hardware-software. 
Las subcaracterísticas de la “Portabilidad” son:  
 
 Adaptabilidad: Capacidad del producto software para ser adaptado 
a diferentes entornos especificados, sin aplicar acciones o 
mecanismos distintos de aquellos proporcionados para este 
propósito por el propio software considerado.   
 Instalabilidad: Capacidad del producto software para ser instalado 
en un entorno especificado.  
 
 
58 
 Coexistencia: Capacidad del producto software para coexistir con 
otro software independiente, en un entorno común, compartiendo 
recursos comunes.  
 Capacidad para reemplazar: Capacidad del producto software para 
ser usado en lugar de otro producto software, para el mismo 
propósito, en el mismo entorno.   
 Cumplimiento de la portabilidad: Capacidad del producto software 
para adherirse a normas o convenciones relacionadas con la 
portabilidad.   
 
 
Parte 2 - ISO/IEC TR 9126-2:2003 – Métricas Externas 
 
ISO/IEC TR 9126-2:2003 provee métricas externas para la medición de atributos a 
través de 6 características de calidad externa definidas en ISO/IEC 9126-1. 
ISO/IEC TR 9126-3 define métricas internas e ISO/IEC 9126-4 define métricas en 
calidad en uso para la medición de características o subcaracterísticas. 
Las métricas internas miden el software en sí mismo, las métricas externas miden 
el comportamiento del sistema basado en computadora que incluye el software, y 
las métricas de calidad en uso miden los efectos de uso del software en un 
contexto de uso específico. 
Las métricas externas usan medidas de un software, derivadas del 
comportamiento del mismo, a través de la prueba, operación y observación del 
software. Antes de adquirir o usar un software, éste debe ser evaluado usando las 
métricas basadas en los objetivos del área usuaria de la institución relacionados al 
uso, explotación y dirección del producto, considerando la organización y el 
ambiente técnico. La métrica externa proporciona a los usuarios, evaluadores, 
verificadores y desarrolladores, el beneficio que puedan evaluar la calidad del 
software durante las pruebas o el funcionamiento. 
ISO/IEC TR 9126-2:2003 es usada junto con ISO/IEC 9126-1. Contiene una 
explicación de cómo aplicar las métricas de calidad del software, un conjunto 
básico de métricas para cada Subcaracterística y un ejemplo de cómo aplicar las 
métricas durante el ciclo de vida del producto de software. 
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No asigna un rango de valores para estas métricas en niveles de porcentajes o 
grados de conformidad, debido a que estos valores son definidos en cada 
producto de software o en una parte del producto de software, dependiendo de 
factores tales como la categoría del software, nivel de integridad y necesidades del 
usuario. 
 
Parte 3 - ISO/IEC TR 9126-3:2003 – Métricas Internas 
ISO/IEC TR 9126-3:2003 provee métricas internas para la medición de atributos a 
través de 6 características de calidad interna definidas en ISO/IEC 9126-1. 
La métrica interna mide el software en sí mismo y puede ser aplicada a un 
software no ejecutable (como una especificación o código fuente) durante el 
diseño y la codificación. 
El propósito principal de esta métrica interna es asegurar que se logre la calidad 
externa y la calidad de uso requerida. Este tipo de métrica proporciona a los 
usuarios, evaluadores, verificadores y desarrolladores el beneficio que puedan 
evaluar la calidad del software y lo referido a problemas de calidad antes que el 
software sea puesto en ejecución. 
Las medidas de las métricas internas usan números o frecuencias de elementos 
de composición de software, los cuales aparecen, por ejemplo, en las sentencias 
de código de fuente, control de gráficos, flujo de datos y estados de 
representación de procesos. 
ISO/IEC TR 9126-3:2003 es usada junto con ISO/IEC 9126-1. 
ISO/IEC TR 9126-3:2003 no asigna un rango de valores para estas métricas en 
niveles de porcentajes o grados de conformidad, debido a que estos valores son 
definidos en cada producto de software o en una parte del producto de software, 
dependiendo de factores tales como la categoría del software, nivel de integridad y 
necesidades del usuario. 
 
Parte 4 - ISO/IEC TR 9126-4:2004 – Calidad en Uso 
ISO/IEC TR 9126-4:2004 provee métricas para la calidad en uso para la medición 
de los atributos definidos en ISO/IEC 9126-1. 
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Las métricas de calidad en uso miden los efectos de uso del software en un 
contexto específico de uso. Estas métricas miden si el producto se corresponde 
con las necesidades específicas de los usuarios para así obtener los objetivos 
específicos con eficiencia, productividad, seguridad y satisfacción en un contexto 
de uso específico. Esto solo es llevado a cabo en un ambiente de sistema realista. 
ISO/IEC TR 9126-4:2004 es usada junto con ISO/IEC 9126-1. 
ISO/IEC TR 9126-4:2004 contiene una explicación de cómo aplicar las métricas de 
calidad del software, un conjunto básico de métricas para cada característica y un 
ejemplo de cómo aplicar las métricas durante el ciclo de vida del producto de 
software. 
 
5.5 ISO/IEC 14598: Evaluación del producto software. 
Este estándar provee una visión general del proceso de evaluación del producto 
de software y además soporte para la evaluación. 
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 5.5.1 Proceso de evaluación 
 
El Proceso de evaluación consta de dos partes:  
 
Parte 1) Establecer el propósito de la evaluación. En esta parte se llevan a 
cabo las siguientes actividades para los Productos Intermedios y Producto Final 
respectivamente: 
Productos intermedios 
• decidir sobre la aceptación de un producto intermedio de un 
subcontratista; 
• decidir cuando un proceso está completo y cuando remitir los 
productos al siguiente proceso; 
• predecir o estimar la calidad del producto final; 
• recoger información con objeto de controlar y gestionar el proceso. 
Producto final 
• decidir sobre la aceptación del producto; 
• decidir cuando publicar el producto; 
• comparar el producto con otros productos competitivos; 
• seleccionar un producto entre productos alternativos; 
• valorar tanto el aspecto positivo como negativo cuando está en uso; 
• decidir cuando mejorar o reemplazar un producto.  
 
Parte 2) Establecer el nivel de puntuación para las métricas: 
Esta etapa comprende las siguientes partes: 
 Selección de métricas. 
 Tipos de mediciones. 
 Requerimientos para las mediciones. 
 Establecer el nivel de puntuación para las métricas. 
 
 
 
62 
De las partes mencionadas se desarrolla a continuación una explicación 
mas detallada de Establecer el nivel de puntuación para las métricas: 
 
Las características configurables pueden ser medidas 
cuantitativamente usando métricas de calidad. El resultado, por 
ejemplo el valor medido, es mapeado en la escala. Este valor no 
muestra necesariamente el nivel de satisfacción. Por esta razón la 
escala está dividida en rangos correspondientes a los diferentes 
grados de satisfacción de los requerimientos. Por ejemplo: 
 Dividiendo la escala en dos categorías: satisfactorio e 
insatisfactorio. 
 Dividiendo la escala en cuatro categorías limitadas por el nivel 
actual de un producto existente o alternativo y el nivel planeado. El 
nivel actual está para controlar que el nuevo sistema no empeore 
respecto de la situación actual. El nivel planeado es alcanzable con 
los recursos disponibles. El peor caso es un límite en la aceptación 
del usuario, para el caso en que el producto no cumpla 
completamente con el nivel planeado.  
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 Figura 7. Niveles de puntuación para las métricas ISO 14598 
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Capítulo 6 – CMMI (Capability Maturity Model Integration). 
6.1 Introducción  
Durante la década del 90 el SEI desarrolló modelos para la mejora y medición de 
la madurez específicos para varias áreas: 
- CMM-SW: CMM for software. 
- P-CMM: People CMM. 
- SA-CMM: Software Acquisition CMM. 
- SSE-CMM: Security Systems Engineering CMM. 
- T-CMM: Trusted CMM. 
- SE-CMM: System Engineering CMM. 
- IPD-CMM: Integrated Product Development CMM. 
SW-CMM (Software Capability Maturity Model) 
Es el modelo más utilizado en la industria de software, no sólo en los Estados 
Unidos (EE.UU.), sino en el mundo entero, por lo que representa el estándar de 
facto de la industria de software. 
Mide la capacidad de proceso para desarrollar software con calidad, 
incrementando la predectibilidad para terminar los proyectos en costo, tiempo y 
con la calidad que el cliente espera. El modelo fue creado a solicitud del 
Departamento de Defensa de EE.UU. y rápidamente fue adoptado por la industria 
para evaluar a los proveedores de software de manera estándar y objetiva. 
Está organizado en 5 niveles de madurez, con 18 áreas clave (KPAs), con 52 
metas que requieren de 316 prácticas comunes. Su enfoque está orientado en 
generar, implantar y mejorar las prácticas de ingeniería de software, considerando 
al desarrollo de software como producto principal. 
El SW-CMM ha demostrado ser un diferenciador importante de nivel comercial, 
pues además de permitir mejorar internamente los procesos de las 
organizaciones, representa una manera estándar e internacional de comparar 
objetivamente a diferentes proveedores. De hecho, el Departamento de Defensa 
de EE.UU. requiere que todos sus proveedores de software sean nivel 3 o 
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superior. Este requerimiento se ha extendido en la mayoría de las grandes 
empresas de EE.UU. que subcontratan empresas para el desarrollo de sus 
sistemas de software. 
Si bien es un modelo general, debido a que nos presenta un marco de referencia 
para generar nuevas capacidades de desarrollar software, su fortaleza radica en la 
flexibilidad que proporciona para que las organizaciones adapten el modelo a su 
forma de trabajo, sin forzarlos a utilizar determinadas herramientas o 
metodologías. Es un modelo totalmente orientado a la industria de software, lo 
cual implica que puede ser aplicado tanto a empresas que se dediquen 
exclusivamente al desarrollo de sistemas de software, o a aquellas que necesitan 
hacer integración de hardware y software. 
 
CMMI (Capability Maturity Model Integrated) 
Es un nuevo modelo del SEI que fue creado a solicitud del Departamento de 
Defensa de los EE.UU para las organizaciones con iniciativas de ingeniería de 
software, ingeniería de sistemas o industrias que requieran integración (software + 
hardware). La intención de este nuevo modelo es consolidar y agrupar una familia 
de modelos que ya estaban siendo utilizados y reconciliar estos modelos con los 
estándares y metodologías. 
La base del CMMI está constituida por los modelos: 
o SW-CMM,  
o SA-CMM3 (Software Acquisition Capability Maturity Model),  
o IPD-CMM4 (Integrated Product Development Capability Maturity 
Model) y SE-CMM (Systems Engineering Capability Maturity Model). 
CMMI se desarrolló para facilitar y simplificar la adopción de varios modelos 
simultáneamente. No obstante, la percepción en la industria internacional, es que 
este modelo se adapta más a empresas grandes, que requieren de diversas 
disciplinas. La transición del SW-CMM al CMMI requiere una inversión fuerte, 
incluso para las organizaciones que son maduras en el modelo SW-CMM (niveles 
3, 4), ya que se requiere realizar un esfuerzo extra para cubrir las nuevas áreas de 
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proceso (en niveles inferiores y superiores), lograr un nuevo cambio de cultura y 
capacitar a la organización en el nuevo modelo de referencia. 
Lo que la comunidad internacional está pidiendo es que se mantengan los dos 
modelos, y permitir que el mercado decida cual de los dos modelos debe utilizar 
con base en sus necesidades y objetivos de negocio (SW-CMM o CMMI). 
 
CMMI propone dos enfoques que tienen como finalidad atender a las diversas 
necesidades de las organizaciones que quieren realizar la mejora de sus 
procesos.  
Existen 2 enfoques: (1) Continuo y (2) Escalonado. 
 
(1) El Enfoque Continuo hace hincapié en la capacidad de ciertas áreas 
para realizar sus actividades de manera adecuada. 
 
(2) El Enfoque Escalonado hace especial énfasis en el grado de madurez 
de los procesos (a semejanza del SW-CMM). 
El modelo para software (CMM-SW) establece cinco niveles de madurez para 
clasificar a las organizaciones, en función de qué áreas de procesos consiguen 
sus objetivos y se gestionan con principios de ingeniería. Es lo que se denomina 
un modelo escalonado. 
El modelo para ingeniería de sistemas (SE-CMM) establece seis niveles posibles 
de capacidad para una de las dieciocho áreas de proceso implicadas en la 
ingeniería de sistemas. No agrupa los procesos en cinco tramos para definir el 
nivel de madurez de la organización, sino que directamente analiza la capacidad 
de cada proceso por separado. 
6.2 Áreas de Proceso 
Si tomamos la representación continua, las áreas de proceso están agrupadas en 
cuatro categorías según su finalidad:  
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- Gestión de proyectos. 
- Ingeniería. 
- Gestión de procesos.  
- Soporte a las otras categorías. 
En cambio, si tomamos la representación escalonada, las áreas de proceso se 
clasifican en los cinco niveles de madurez, es decir las áreas de proceso 
pertenecen a un nivel si sus objetivos se deben lograr para alcanzar dicho nivel. 
Área de proceso Categoría Nivel de madurez 
Análisis y resolución de problemas Soporte 5 
Gestión de la configuración Soporte 2 
Análisis y resolución de decisiones Soporte 3 
Gestión integral de proyecto Gestión de proyectos 3 
Gestión integral de proveedores Gestión de proyectos 3 
Gestión de equipos Gestión de proyectos 3 
Medición y análisis Soporte 2 
Entorno organizativo para integración Soporte 3 
Innovación y desarrollo Gestión de procesos 5 
Definición de procesos Gestión de procesos 3 
Procesos orientados a la organización Gestión de procesos 3 
Rendimiento de los procesos de la 
organización 
Gestión de procesos 4 
Formación Gestión de procesos 3 
Integración de producto Ingeniería 3 
Monitorización y control de proyecto Gestión de proyectos 2 
Planificación de proyecto Gestión de proyectos 2 
Gestión calidad procesos y productos Soporte 2 
Gestión cuantitativa de proyectos Gestión de proyectos 4 
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Desarrollo de requisitos Ingeniería 3 
Gestión de requisitos Ingeniería 2 
Gestión de riesgos Gestión de proyectos 3 
Gestión y acuerdo con proveedores Gestión de proyectos 2 
Solución técnica Ingeniería 3 
Validación Ingeniería 3 
Verificación Ingeniería 3 
 
6.3 Representación Continua - Niveles de capacidad de los procesos 
Los seis niveles definidos en CMMI para medir la capacidad de los procesos son: 
- 0 Incompleto: El proceso no se realiza, o no se consiguen sus objetivos.  
- 1  Ejecutado: El proceso se ejecuta y se logra su objetivo.  
- 2  Gestionado: Además de ejecutarse, el proceso se planifica, se revisa y 
se evalúa para comprobar que cumple los requisitos.  
- 3  Definido: Además de ser un proceso gestionado se ajusta a la política de 
procesos que existe en la organización, alineada con las directivas de la 
empresa.  
- 4  Cuantitativamente gestionado: Además de ser un proceso definido se 
controla utilizando técnicas cuantitativas.  
- 5  Optimizado: Además de ser un proceso cuantitativamente gestionado, de 
forma sistemática se revisa y modifica o cambia para adaptarlo a los objetivos 
del negocio. 
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6.4 Representación Escalonada - Niveles de madurez 
Los cinco niveles definidos en CMMI para la representación escalonada son: 
- 1  Inicial: Los procesos son ad hoc. La organización no provee un ambiente 
estable. El éxito en estas organizaciones depende de la competencia de la 
gente de la organización y no de la utilización de procesos. Abandonan los 
procesos en momento de crisis y no son capaces de repetir sus éxitos 
recientes. Los procesos no existen o bien no son utilizados. 
 
- 2  Gestionado: Los proyectos de la organización aseguran que los 
requerimientos son administrados y que los procesos son planeados, 
realizados, medidos y controlados, es decir se llevan a cabo prácticas básicas 
de gestión de proyectos, de gestión de requisitos, control de versiones y de los 
trabajos realizados por subcontratistas. Es posible aprovechar las prácticas 
realizadas para aplicarlas en nuevos proyectos. 
 
-  3  Definido: Los procesos son caracterizados, entendidos y descriptos en 
estándares, procedimientos, herramientas y métodos. Los procesos estándares 
de la organización, los cuales están basados en el nivel de madurez tres, son 
establecidos y mejorados. Estos procesos son usados para establecer 
consistencia en la organización. Las personas han recibido la formación 
correspondiente para comprender los procesos. 
 
- 4  Cuantitativamente gestionado: Los subprocesos son seleccionados de 
manera que contribuyan a la performance general de los procesos. Estos 
subprocesos seleccionados son controlados a través de técnicas estadísticas y 
cuantitativas. 
Los objetivos cuantitativos son establecidos y usados como criterio en la 
administración de los procesos. Estos objetivos están basados en las 
necesidades del cliente, usuarios finales, organización e implementadores de 
procesos. 
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 - 5  Optimizado: La mejora continua de los procesos afecta a toda la 
organización, que cuenta con medios para identificar las debilidades y reforzar 
la prevención de defectos. Se analizan de forma sistemática datos relativos a la 
eficacia de los procesos de software para analizar el coste y el beneficio de las 
adaptaciones y las mejoras. Se analizan los defectos de los proyectos para 
determinar las causas, y su mapeado sobre los procesos. 
6.5 Usos de CMMI  
- Como guía para mejorar los procesos involucrados en el desarrollo y 
mantenimiento del software. 
- Como criterio para determinar el nivel de madurez de una organización 
que desarrolla  o mantiene software en base a la capacidad de las áreas 
de procesos definidas en estos modelos. 
6.6 CMMI aplicado en PyMEs 
 
Estudios y prácticas realizadas concluyen que implementar una mejora del 
proceso de software basada en la familia de productos patrocinada por el SEI, en 
particular SW-CMM y CMMI, es una buena decisión. Estos productos proveen un 
conjunto de herramientas consistentes y complementarias que facilitan la 
implementación de una mejora del proceso de software. En particular, el proceso 
de desarrollo de software en las pequeñas y medianas empresas tiene buena 
cobertura de los modelos SW-CMM y CMMI a nivel de proyecto,  lo cual 
representa una ventaja enorme para poner tales modelos en ejecución. [GGK] 
Por otro lado muchos autores e investigadores [SCG] sobre el tema de la 
aplicación de estándares de calidad en las PyMEs coinciden en que los 
estándares del ISO y modelos del SEI difícilmente pueden ser aplicados a 
empresas pequeñas debido a que un proyecto de mejora supone gran inversión 
en dinero, tiempo y recursos. 
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Capítulo 7 – Normas de calidad para PyMEs 
 
7.1 Introducción. 
La gestión formal de calidad es particularmente importante para equipos que 
desarrollan sistemas grandes y complejos. Por este motivo es que las principales 
normas reconocidas por la industria del software a nivel mundial, como CMM, 
CMMI, ISO (9000, 12207, 15504) tienen su centro en la gestión de la calidad de 
las grandes empresas. Pero, para el desarrollo orientado a pequeñas y medianas 
empresas (PyMEs) de software, la calidad no pasa a ser un tema menor. Si bien 
las normas más reconocidas internacionalmente son conceptualmente aplicables, 
resultan en prácticas muy costosas y difíciles, por la necesidad de contar con 
recursos humanos capacitados. 
 
En algunos países iberoamericanos se está intentando abordar este problema con 
algunas iniciativas como el modelo MoProSoft de México, el proyecto mps. BR de 
Brasil, o el modelo SIMEP-SW de Colombia. 
 
El proyecto mps. BR está basado en ISO/IEC 12207:2002, CMMI e ISO/IEC 
15504:2003, tiene como objetivo principal definir e implementar un modelo para la 
mejora de procesos de software. Pretende dar respuesta a la pregunta ¿Cómo 
mejorar radicalmente los procesos de software en Brasil, con foco en un número 
significativo de PyMEs de forma que estas obtengan un nivel de madurez 2 o 3 a 
un costo accesible? El proyecto mps. BR, desarrolló dos modelos: un Modelo de 
Referencia para la mejora del proceso del software – MR mps y un Modelo de 
Negocio para la mejora del proceso del software – MN mps. 
MN mps define los elementos e interacciones involucrados para la certificación de 
la empresa, a través de la implementación de MR mps de dos maneras: 
personalizada para una empresa o conjunta entre un grupo de empresas, de ésta 
última forma se logran costos más accesibles para PyMEs. 
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MR mps comprende diferentes niveles de madurez y un método de evaluación. 
Los niveles de madurez están organizados en dos dimensiones: de capacidad y 
de proceso. 
La madurez del proceso define siete niveles. A cada nivel de madurez se le 
atribuyen áreas de proceso con base en los niveles de CMMI, para posibilitar la 
implementación gradual y adecuada en las PyMEs brasileñas. El método de 
evaluación, a partir de indicadores, asigna un nivel de implementación de una 
práctica relacionada a un área de proceso. 
MR mps define un modelo de evaluación a partir de la intersección de las 
dimensiones de madurez y cumplimiento del proceso relacionándolo con el 
esquema de niveles de madurez de CMMI, en su representación escalonada. 
 
SIMEP-SW basa su estrategia de mejora en proporcionar a la organización un 
proceso ágil que guía a un programa de mejora de procesos. Para esto es 
indispensable contar con un modelo de evaluación ligero ya que, para poder 
promover la mejora de los procesos software, es muy importante establecer 
previamente un marco de evaluación con el fin de conocer sus puntos fuertes y 
débiles. La evaluación de los procesos software tiene como objetivo detectar 
aspectos de un proceso software que se pueden mejorar. 
 
En la siguiente sección se describirá en particular el modelo MoProSoft. Se hará 
mayor énfasis en este modelo, ya que el proyecto COMPETISOFT (tema principal 
de éste trabajo) está basado en el modelo MoProSoft.   
 
7.2 MoProSoft. 
 
7.2.1 Motivación 
 
Antes de comenzar a hablar en detalle sobre este tema, se hará un análisis de las 
ventajas y desventajas que presentan los modelos ya descriptos, que servirá de 
marco para la presentación del modelo que se describe a continuación.   
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 - ISO 9000:2000 
Ventajas:  
o Tiene un mecanismo de certificación bien establecido. 
o Está disponible y es conocida. 
Desventajas: 
o No es específica para la industria de Software. 
o No es fácil de entender. 
o No está definida como un conjunto de procesos. 
o No es fácil de aplicar. 
o Mejora de procesos orientada principalmente a la calidad. 
 
- SW – CMM / CMMI 
Ventajas:  
o Específico para el desarrollo y mantenimiento de software. 
o Definido como un conjunto de áreas clave de procesos. 
o Tiene un modelo de evaluación. 
o Existen organizaciones evaluadas.   
Desventajas: 
o Es un modelo extranjero, no internacional. 
o No es fácil de aplicar, está pensado para organizaciones grandes. 
o Mejora no enfocada directamente a objetivos de negocio. 
o La evaluación es costosa y no tiene período de vigencia. 
 
- ISO/IEC TR 15504 
Ventajas:  
o Específico para el desarrollo y mantenimiento de software. 
o Fácil de entender, dado que no son muchos procesos. 
o Definido como un conjunto de procesos. 
o Orientado a mejorar los procesos para contribuir a los objetivos 
del negocio. 
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Desventajas: 
o No es práctico ni fácil de aplicar. 
o Tiene lineamientos únicamente para un mecanismo de 
evaluación. 
o Todavía no es una norma internacional. 
 
                Modelos 
Características ISO 9000:2000 
SW – 
CMM/CMMI ISO 15504 
Creado para 
Software 
No Si Si 
Fácil de 
comprender 
No No Si 
Orientado a 
Procesos 
No Si Si 
Práctico No No No 
Mejora de 
Procesos 
orientado al 
objetivo del 
negocio 
No No Si 
Evaluación con 
vigencia 
Si No No 
Aplicable como 
norma 
Si No No 
 
 
Una PyME es un tipo de empresa con un número reducido de trabajadores, y cuya 
facturación es moderada. Este tipo de empresas tienen serios problemas de 
madurez en sus procesos de desarrollo, en muchos casos no existe un proceso 
real, conduciendo a modelos caóticos de operación que afectan toda la empresa.  
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En cuanto a las PyMEs de software, planean asegurar la calidad de sus productos 
a través de la mejora del proceso acreditándose en modelos de calidad del SEI ó 
ISO; pero la preparación previa a la acreditación es larga y costosa. Los modelos 
de mejoramiento, proceso y evaluación de organizaciones como el SEI e ISO 
están estructurados para ser aplicables a empresas grandes. Difícilmente pueden 
ser aplicados a empresas pequeñas debido a que un proyecto de mejora supone 
gran inversión en dinero, tiempo y recursos, además de la alta complejidad de las 
recomendaciones y que el retorno de la inversión se produce a largo plazo. 
 
Algunos países de Latinoamérica se han preocupado por la calidad de los 
procesos de desarrollo de software para su industria, un ejemplo de ello es 
MoProSoft de México que pretende proporcionar a la industria de software en 
México, que en su gran mayoría son PyMEs, un modelo basado en las mejores 
prácticas internacionales fácil de entender, fácil de aplicar y no costoso en su 
adopción. 
7.2.2 Introducción. 
MoProSoft (Modelo de Procesos para la Industria del Software) fue desarrollado 
para la Industria de Software Mexicana durante el año 2002 y surgió por iniciativa 
de la Secretaría de Economía, la cual acordó un convenio con la Facultad de 
Ciencias de la Universidad  Nacional Autónoma de México (UNAM). 
Para el desarrollo de este proyecto se convocó, a través de la AMCIS (Asociación 
Mexicana para la Calidad en Ingeniería de Software), a personas con experiencia 
y conocimiento en los modelos de  procesos y calidad de software, quienes bajo la 
dirección de la Dra. Hanna Oktaba formaron el grupo editor.  
7.2.3 Objetivo. 
MoProSoft tiene por objetivo proporcionar a la industria mexicana, y a las áreas 
internas dedicadas al desarrollo y mantenimiento de software, un conjunto 
integrado de las mejores prácticas basadas en los modelos y estándares 
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reconocidos internacionalmente, tales como ISO 9000:2000, CMM-SW, CMMI,  
ISO/IEC 15504, PMBOK, SWEBOK entre otros.  
7.2.4 Propósito. 
El propósito de MoProSoft es apoyar a la industria de software en su transición del 
estado actual, en el cual la calidad de los productos depende principalmente de las 
habilidades de los individuos, al estado deseado, en donde la calidad de los 
productos de software será la consecuencia de la madurez en los procesos de las 
organizaciones para ofrecer servicios con calidad y alcanzar niveles 
internacionales de competitividad. 
7.2.5 Alcances. 
El modelo de procesos MoProSoft está dirigido a las empresas o áreas internas 
dedicadas al desarrollo y/o mantenimiento de software. 
Las organizaciones que no cuenten con procesos establecidos, pueden usar el 
modelo ajustándolo de acuerdo a sus necesidades. Mientras que las 
organizaciones que ya tienen procesos establecidos, pueden usarlo como punto 
de referencia para identificar los elementos que les hace falta cubrir. 
 7.2.6 Características. 
o Es específico para el desarrollo y mantenimiento de software.  
o Es sencillo de entender y adoptar.  
o Facilita el cumplimiento de los requisitos de otros modelos como ISO 
9000:2000, CMM y CMMI.  
o Se enfoca a procesos.  
o Es práctico en su aplicación, principalmente en organizaciones pequeñas, 
con bajos niveles de madurez.  
o Resulta acorde con la estructura de las organizaciones mexicanas de la 
industria de software.  
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o Además de ser un marco de referencia o certificación, está orientado a 
mejorar los procesos y así contribuir a los objetivos de negocio. 
o Tiene un bajo costo, tanto para su adopción como para su evaluación.  
7.2.7 Utilidad. 
o Mejora la calidad del software producido por la empresa que adopta el 
modelo.  
o Eleva la capacidad de las organizaciones para ofrecer servicios con calidad 
y alcanzar niveles internacionales de competitividad.  
o Integra todos los procesos de la organización y mantiene la alineación con 
los objetivos estratégicos.  
o Inicia el camino a la adopción de los modelos ISO 9000 o CMMI.  
o Sirve para implantar un programa de mejora continua.  
o Permite reconocer a las organizaciones mexicanas por su nivel de madurez 
de procesos.  
o Facilita la selección de proveedores.  
o Permite obtener acceso a las prácticas de ingeniería de software de clase 
mundial. 
7.2.8 Estructura. 
MoProSoft pretende apoyar a las organizaciones en la estandarización de sus 
prácticas, en la evaluación de su efectividad y en la integración de la mejora 
continua. Sintetiza las mejores prácticas en un conjunto pequeño de procesos que 
abarcan las responsabilidades asociadas a la estructura de una organización que 
son:  
o Alta Dirección. 
o Gestión. 
o Operación. 
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La Categoría de Alta Dirección, está formada por el proceso de Gestión de 
Negocios y abarca la Planificación Estratégica, la preparación para la realización 
de la Estrategia y la valoración y mejora continua de la organización. 
La Categoría de Gestión abarca los procesos de Gestión de Procesos, Gestión de 
Proyectos y Gestión de Recursos. Para llevar a cabo las prácticas de esta 
Categoría se siguen los lineamientos de la Alta Dirección. 
Por último la Categoría de Operación, se compone de los procesos de 
Administración de Proyectos Específicos y Desarrollo y Mantenimiento de 
Software. 
Cabe destacar que MoProSoft es un modelo integrado en el que las salidas de un 
proceso constituyen las entradas a otros. 
A continuación se muestra el propósito de los procesos de MoProSoft, datos que 
fueron extraídos textualmente del Modelo de Procesos para la Industria de 
Software MoProSoft, versión 1.3 (agosto 2005). 
 
 
Figura 8. Modelo de Procesos MoProSoft. 
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 Categoría Proceso Propósito 
Alta 
Dirección Gestión de 
Negocio 
Establecer la razón de ser de la organización, 
sus objetivos y las condiciones para lograrlos, 
para lo cual es necesario considerar las 
necesidades de los clientes, así como evaluar 
los resultados para poder proponer cambios que 
permitan la mejora continua. Adicionalmente 
habilita a la organización para responder a un 
ambiente de cambio y a sus miembros para 
trabajar en función de los objetivos establecidos. 
Gestión 
Gestión de 
Procesos 
Establecer los procesos de la organización, en 
función de los procesos requeridos identificados 
en el Plan Estratégico. Así como definir, 
planificar e implantar las actividades de mejora 
en los mismos. 
Gestión 
Gestión de 
Proyectos 
Asegurar que los proyectos contribuyan al 
cumplimiento de los objetivos y estrategias de la 
organización. 
Gestión 
Gestión de 
Recursos 
Conseguir y dotar a la organización de los 
recursos humanos, infraestructura, ambiente de 
trabajo y proveedores, así como crear y 
mantener la Base de Conocimiento de la 
organización. La finalidad es apoyar el 
cumplimiento de los objetivos del Plan 
Estratégico de la organización. Las actividades 
de este proceso se apoyan en tres subprocesos: 
- Recursos humanos y ambiente de trabajo.  
- Bienes, servicios e infraestructura.  
- Conocimiento de la organización. 
Operación 
Administración de 
Proyectos 
Específicos 
Establecer y llevar a cabo sistemáticamente las 
actividades que permitan cumplir con los 
objetivos de un proyecto en tiempo y costo 
esperados. 
Operación 
Desarrollo y 
Mantenimiento de 
Software 
Realización sistemática de las actividades de 
análisis, diseño, construcción, integración y 
pruebas de productos de software nuevos o 
modificados cumpliendo con los requerimientos 
especificados. 
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Capítulo 8 – Proyecto CYTED COMPETISOFT “Mejora de Procesos para 
fomentar la Competitividad de la Pequeña y Mediana Industria del Software 
de Iberoamérica" 
 
8.1 Introducción. 
El Proyecto COMPETISOFT: “Mejora de procesos para fomentar la competitividad 
de la pequeña y mediana industria del software de Iberoamérica”, es un proyecto 
de investigación que fue seleccionado entre un total de 194 propuestas en la 
Asamblea General del Programa Iberoamericano de Ciencia y Tecnología para el 
Desarrollo (CYTED) y en el que participan universidades, empresas, centros 
públicos y organismos de estandarización de trece países de la región, entre los 
que se encuentran: Argentina, Brasil, Chile, Colombia, Costa Rica, Cuba, Ecuador, 
España, México, Perú, Portugal, Uruguay y Venezuela.  
COMPETISOFT, liderado por el profesor Mario Piattini Velthuis del grupo Alarcos 
de la Escuela Superior de Informática de la UCLM (Universidad de Castilla-La 
Mancha), tiene una duración de 36 meses y pretende incrementar el nivel de 
competitividad de las PyMES iberoamericanas productoras de software mediante 
la creación y difusión de un marco metodológico común que, ajustado a sus 
necesidades específicas, pueda llegar a ser la base sobre la que establecer un 
mecanismo de evaluación y certificación de la industria del software reconocido en 
toda Iberoamérica.  
8.2 Alcance 
COMPETISOFT está dirigido a las empresas o áreas internas dedicadas al 
desarrollo y/o mantenimiento de software. 
Las organizaciones, que no cuenten con procesos establecidos, pueden usar el 
modelo ajustándolo de acuerdo a sus necesidades. Mientras que las 
organizaciones, que ya tienen procesos establecidos, pueden usarlo como punto 
de referencia para identificar los elementos que les hace falta cubrir. 
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8.3 Objetivos del Proyecto COMPETISOFT.  
(tomado textualmente del documento del proyecto)[COM06] 
 
El proyecto COMPETISOFT tiene el siguiente objetivo general: 
Incrementar el nivel de competitividad de las PyMEs Iberoamericanas productoras 
de software mediante la creación y difusión de un marco metodológico común que, 
ajustado a sus necesidades específicas, pueda llegar a ser la base sobre la que 
establecer un mecanismo de evaluación y certificación de la industria del software 
reconocido en toda Iberoamérica. 
 
Para lograr ese objetivo general se plantean los siguientes objetivos específicos: 
1. Desarrollar un Marco Metodológico común ajustado a la realidad socio-
económica de las PyMEs iberoamericanas, orientado a la mejora continua de sus 
procesos. Este Marco Metodológico, que estará compuesto por un Modelo de 
Procesos, un Modelo de Capacidades y un Método de Evaluación, será validado, 
en el marco de este proyecto mediante su aplicación controlada, en empresas y 
organizaciones de diferentes países de la región CYTED. 
2. Difundir la cultura de la mejora de procesos en el sector informático 
iberoamericano y más específicamente formar, tanto a investigadores y/o 
docentes universitarios (formación de formadores) como a profesionales de un 
buen número de PyMEs productoras de software, mediante los cursos que se 
organizaran en este proyecto CYTED y mediante la difusión -a través de la web 
del proyecto- de los materiales de formación que se elaborarán; así como 
mediante la supervisión y desarrollo de tesis de postgrado para estudiantes y 
docentes de la región. 
3. Incidir en los diferentes organismos de normalización y certificación de 
los países iberoamericanos, para que asuman que los principios metodológicos 
objeto de este proyecto CYTED pueden ser la base para establecer un mecanismo 
común y mutuamente reconocido de evaluación y certificación de la industria del 
software Iberoamericana. 
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8.4 Criterios Empleados 
Para la elaboración de COMPETISOFT, fueron aplicados los siguientes criterios: 
1. Generar una estructura de los procesos que esté acorde con la estructura 
de las organizaciones de la industria de software (Alta Dirección, Gestión y 
Operación). 
2. Destacar el papel de la Alta Dirección en la planificación estratégica, su 
revisión y mejora continua como el promotor del buen funcionamiento de la 
organización. 
3. Considerar a la Gestión como proveedor de recursos, procesos y 
proyectos, así como responsable de vigilar el cumplimiento de los objetivos 
estratégicos de la organización. 
4. Considerar a la Operación como ejecutor de los proyectos de desarrollo y 
mantenimiento de software. 
5. Integrar de manera clara y consistente los elementos indispensables para 
la definición de procesos y relaciones entre ellos. 
6. Integrar los elementos para la administración de proyectos en un sólo 
proceso. 
7. Integrar los elementos para la ingeniería de productos de software en un 
solo marco que incluya los procesos de soporte (verificación, validación, 
documentación y control de configuración). 
8. Destacar la importancia de la gestión de recursos, en particular los que 
componen la base de conocimiento de la organización tales como: productos 
generados por proyectos, datos de los proyectos, incluyendo las mediciones, 
documentación de procesos y los datos recaudados a partir de su uso y lecciones 
aprendidas. 
9. Basar el modelo de procesos en ISO9000:2000 y nivel 2 y 3 de CMM® 
V.1.1. Usar como marco general ISO/IEC 15504 - Software Process Assesment e 
incorporar las mejores prácticas de otros modelos de referencia tales como 
PMBOK, SWEBOK y otros más especializados. 
10. Crear un método de para evaluar los procesos software del modelo de 
procesos descrito en la parte I. 
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11. Basar el modelo de evaluación en los principios de las normas 
internacionales ISO/IEC 15504-2 Performing an assesment e ISO/IEC 15504-4 
Guiance on performing. 
12. La prioridad más alta es satisfacer las necesidades de mejora es a 
través de la entrega temprana y continua de mejoras significativas al proceso de 
desarrollo. Entrega con frecuencia mejoras del proceso de software (desde 2 
hasta 6 meses) 
13. No hay requisitos de mejora totalmente estables por parte de la 
organización. Por ello, el diagnóstico es una actividad continua. Aún así, requisitos 
de mejora que surjan deberán ser priorizados y acogidos en la medida en que sea 
factible realizarlos. 
14. Un programa de mejora debe basarse en la colaboración efectiva entre 
los consultores, grupo de mejora, la alta gerencia, el grupo de desarrollo, el grupo 
SQA, marketing y demás dependencias relacionadas con el proyecto SPI. La 
forma más eficiente y efectiva de comunicar información dentro de un equipo de 
mejora es mediante la conversación cara a cara. 
15. Construir proyectos en torno a individuos motivados hacia la mejora de 
procesos individuales, grupales y organizacionales. Darles la oportunidad y el 
respaldo que necesitan y procurarles confianza para que realicen las tareas. 
PMCompetiSoft promueve la conformación efectiva de los grupos propuestos por 
su infraestructura, se preocupa por la calidad del trabajo humano a realizar. 
16. Promover el desarrollo sostenido. El trabajo deberá ser continuo e 
indefinido. La madurez del proceso, como el desempeño promedio de los 
proyectos, debe ser la medida primaria y liviana de la mejora del progreso. Las 
mediciones base para medir el desempeño son la productividad y la calidad. 
17. Promover una infraestructura técnica y de gestión, adecuada para 
soportar la mejora del proceso. PMCompetiSoft promueve la conformación de una 
infraestructura organizacional dinámica, basada en objetivos, no en estrategias de 
control. 
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18. Promover el aprendizaje continuo como una disciplina clave. El objetivo 
de esta disciplina es que permita conocer el trabajo, reflexionar acerca de este y 
ajustar el trabajo a través de iteraciones cortas y concisas. 
 
8.5 Estructura del Modelo de Procesos. 
 
El modelo de procesos de COMPETISOFT está basado en el definido por 
MoProSoft. Tiene tres categorías de procesos: Alta Dirección, Gerencia y 
Operación que reflejan la estructura de una organización. 
8.5.1 Categorías de procesos. 
Los diez procesos definidos en el modelo COMPETISOFT se incluyen dentro de 
tres categorías: 
 
1. Categoría de Alta Dirección (DIR) 
Categoría de procesos que aborda las prácticas de Alta Dirección 
relacionadas con la gestión del negocio. Proporciona los lineamientos a los 
procesos de la Categoría de Gerencia y se retroalimenta con la información 
generada por ellos. 
 
2. Categoría de Gerencia (GER) 
Categoría de procesos que aborda las prácticas de gestión de procesos, 
proyectos y recursos en función de los lineamientos establecidos en la 
Categoría de Alta Dirección. Proporciona los elementos para el 
funcionamiento de los procesos de la Categoría de Operación, recibe y 
evalúa la información generada por éstos y comunica los resultados a la 
Categoría de Alta Dirección 
 
3. Categoría de Operación (OPE) 
Categoría de procesos que aborda las prácticas de los proyectos de 
desarrollo y de mantenimiento de software. Esta categoría realiza las 
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actividades de acuerdo a los elementos proporcionados por la Categoría de 
Gerencia y entrega a ésta la información y productos generados. 
 
Figura 9: Diagrama de Categorías de Procesos. 
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8.5.2 Procesos. 
La siguiente es la lista de los procesos definidos por el modelo de procesos: 
 
1. Gestión de Negocio (DIR.1) 
El propósito de Gestión de Negocio es establecer la razón de ser de la 
organización, sus objetivos y las condiciones para lograrlos, para lo cual es 
necesario considerar las necesidades de los clientes, así como evaluar los 
resultados para poder proponer cambios que permitan la mejora continua. 
Adicionalmente habilita a la organización para responder a un ambiente de 
cambio y a sus miembros para trabajar en función de los objetivos 
establecidos. 
 
2. Gestión de Procesos (GES.1) 
El propósito de Gestión de Procesos es establecer los procesos de la 
organización, en función de los procesos requeridos identificados en el plan 
estratégico. Así como definir, planificar, e implantar las actividades de 
mejora en los mismos. 
 
3. Gestión de Proyectos (GES.2) 
El propósito de la Gestión de Proyectos es asegurar que los proyectos 
contribuyan al cumplimiento de los objetivos y estrategias de la 
organización. 
 
4. Gestión de Recursos (GES.3) 
El propósito de Gestión de Recursos es conseguir y dotar a la organización 
de los recursos humanos, infraestructura, ambiente de trabajo y 
proveedores, así como crear y mantener la base de conocimiento de la 
organización. La finalidad es apoyar el cumplimiento de los objetivos del 
plan estratégico de la organización. 
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5. Gestión de Recursos Humanos (GES.3.1) 
El propósito de Gestión de Recursos Humanos es proporcionar los recursos 
humanos adecuados para cumplir las responsabilidades asignadas a los 
roles dentro de la organización, así como la evaluación del ambiente de 
trabajo. 
 
6. Gestión de Bienes, Servicios e Infraestructura (GES.3.2) 
El propósito de Gestión de Bienes, Servicios e Infraestructura es 
proporcionar proveedores de bienes, servicios e infraestructura que 
satisfagan los requisitos de adquisición de los procesos y proyectos. 
 
7. Gestión de Conocimiento (GES.3.3) 
El propósito de Gestión de Conocimiento es mantener disponible y 
administrar la base de conocimiento que contiene la información y los 
productos generados por la organización. 
 
8. Administración de un Proyecto Específico (OPE.1) 
El propósito de la Administración de un Proyecto Específico es establecer y 
llevar a cabo sistemáticamente las actividades que permitan cumplir con los 
objetivos de un proyecto en tiempo y costo esperados. 
 
9. Desarrollo de Software (OPE.2) 
El propósito de Desarrollo de Software es la realización sistemática de las 
actividades de análisis, diseño, construcción, integración y pruebas de 
productos de software nuevos cumpliendo con los requerimientos 
especificados. 
 
10. Mantenimiento de Software (OPE.3) 
El propósito de Mantenimiento de Software es la realización sistemática de 
las actividades necesarias para modificar productos software y adaptarlos a 
los nuevos requisitos y necesidades del producto. 
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8.5.3 Niveles de capacidad de Procesos. 
A continuación se describen los niveles de capacidad de Procesos definidos en el 
Proyecto COMPETISOFT los cuales están basados en la ISO 15504. 
 
Nivel 1 - Proceso Realizado. El proceso implementado alcanza sus objetivos. La 
Ejecución del proceso implica que:  
o El proceso es comprendido. 
o Los productos son realizados correctamente. 
 
Nivel 2 - Proceso Gestionado. El proceso anteriormente descrito como proceso 
desarrollado se implementa ahora de un modo gestionado (planificado, 
supervisado y ajustado) y sus productos de trabajo se establecen, controlan y 
mantienen de forma apropiada. Para la Gestión del proceso se realizan las 
siguientes tareas: 
o Se identifican objetivos: Tiempo, Esfuerzo, Costo y Calidad. 
o Se asignan responsabilidades. 
o Se gestiona el rendimiento del proceso. 
 
Para la Gestión de los productos se realizan las siguientes tareas: 
o Se definen los requisitos para los productos y la documentación. 
o Se identifican las dependencias entre los productos. 
o Se verifican los productos y la documentación. 
o Se controlan los cambios. 
 
Nivel 3 - Proceso Establecido. Un proceso anteriormente descrito como un 
proceso gestionado se implementa ahora utilizando un procedimiento definido que 
es capaz de conseguir resultados. La Definición del proceso abarca las siguientes 
actividades:  
o Se definen procesos estándar y sus guías. 
o El proceso estándar se aplica en toda la organización. 
o Se recogen datos históricos y se mejora el proceso. 
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 En cuanto a los Recursos del proceso: 
o Se identifican y documentan las funciones y responsabilidades. 
o Se identifica la infraestructura requerida. 
o Los recursos requeridos para el proceso están disponibles y 
asignados. 
 
Nivel 4 - Proceso Predecible. El proceso anteriormente definido como proceso 
establecido ahora operaría dentro de unos límites definidos para conseguir sus 
resultados. La Medición del proceso implica realizar las siguientes tareas: 
o Se identifican objetivos y medidas para productos y procesos. 
o Se recogen las medidas identificadas. 
o Las tendencias de los rendimientos son analizadas. 
o Se mide y mantiene la capacidad del proceso. 
 
En cuanto al Control del proceso implica realizar las siguientes tareas: 
o Se identifican las técnicas de análisis y control adecuadas. 
o Se recogen y analizan las medidas del producto en progreso y del 
proceso. 
o El rendimiento del proceso se gestiona cuantitativamente. 
 
Nivel 5 - Proceso Optimizado. El proceso anteriormente definido como proceso 
predecible se mejora continuamente para cumplir objetivos relevantes de negocio 
actuales y futuros. Producir el Cambio del proceso implica realizar las siguientes 
tareas:  
o El impacto de todos los cambios es evaluado con respecto a los 
objetivos definidos del producto y del proceso. 
o Se gestiona la implantación de los cambios. 
o Se evalúa la eficacia del cambio con respecto a los objetivos 
definidos del producto y del proceso. 
En cuanto a la Mejora continua, implica realizar las siguientes tareas: 
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o Se definen objetivos de mejora que ayuden a alcanzar los objetivos 
de la organización. 
o Se identifican oportunidades de mejora. 
o Se establece y despliega una estrategia de implantación de las 
mejoras. 
 
En la siguiente tabla se pueden ver las correspondencias entre los niveles de 
capacidad de proceso y los colores que se verán luego aplicados en el 
cuestionario. 
 
 
 
Figura 10: Relación entre los niveles de capacidad de los procesos y el color 
 
A continuación se describen las convenciones del marcaje que se adoptaron y su 
interpretación: 
 
Los productos y las prácticas marcadas en amarillo son los que se recomiendan 
como primeros a implementar para poder cumplir con el nivel 1 de capacidades de 
procesos. 
 
Una vez implementadas éstas, se sugiere agregar los productos y las prácticas 
marcadas en azul y así sucesivamente agregando lo marcado en verde y rosa. El 
nivel 5 se logra cuando de manera sistemática a través del tiempo se cumplen los 
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objetivos y se logran mejorar las metas cuantitativas de los procesos. Esta parte 
de la definición de los procesos quedó sin ninguna marca en particular. 
 
Algunos productos o prácticas quedaron marcados de varios colores. Esto 
significa que algunas partes de los productos o de las prácticas se requieren en 
niveles distintos. La interpretación que se sugiere es que cuando se implementa 
un nivel más bajo de capacidad se toma en cuenta nada más las partes marcadas 
en el color correspondiente y cuando se sube de nivel se incorporan las partes del 
nivel siguiente. 
 
8.6 Roles. 
1. Cliente 
Es el que solicita un producto de software y financia el proyecto para su 
desarrollo o mantenimiento. 
 
2. Usuario 
Es el que va a utilizar el producto de software. 
 
3. Grupo Directivo 
Son los que dirigen a una organización y son responsables por su 
funcionamiento exitoso. 
4. Responsable de Proceso 
Es el encargado de la realización de las prácticas de un proceso y del 
cumplimiento de sus objetivos. 
 
5. Involucrado 
Otros roles con habilidades requeridas para la ejecución de actividades o 
tareas específicas. 
Por ejemplo: Analista, Programador, Revisor, entre otros. 
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Figura 11: Clasificación general de roles. 
 
8.7 Productos. 
1. Producto de Software 
Es el producto que se genera en el proceso de Desarrollo y Mantenimiento 
de Software. Los productos de software se clasifican de manera general 
como Especificación de Requerimientos, Análisis y Diseño, Software, 
Prueba, Registro de Rastreo y Manual. Esta clasificación puede ser 
especializada según las necesidades, por ejemplo Prueba puede significar 
Plan de Pruebas o Reporte de Pruebas, Manual puede ser especializado en 
Manual de Usuario, Manual de Operación o Manual de Mantenimiento, 
mientras que el Software puede ser un Componente, un Sistema de 
componentes o un Sistema compuesto de sistemas. 
 
2. Configuración de Software 
Es un conjunto consistente de productos de software. 
 
3. Plan 
Programa detallado de las actividades, responsables por realizarlas y 
calendario. 
 
4. Reporte 
Informe del resultado de las actividades realizadas. 
 
5. Registro 
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Evidencia de actividades desempeñadas. 
 
6. Lección Aprendida 
Experiencia positiva o negativa obtenida durante la realización de alguna 
actividad. 
 
7. Otro Producto 
Producto, distinto a los anteriores, que también es generado en los 
procesos. Por ejemplo: Contrato, Propuestas Tecnológicas, Documentación 
de Procesos, entre otros. 
 
 
Figura 12: Configuración y productos de software. 
 
 
 
 
Figura 13: Clasificación general de productos. 
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 8.8 Elaboración del Cuestionario. 
 
8.8.1 Introducción. 
El Cuestionario se realizó con el objetivo de poder hacer un relevamiento de las 
capacidades de los procesos de una empresa y de esta forma determinar en que 
nivel se encuentra la misma. Se eligió el Proceso de Administración de Proyectos 
Específicos, por ser este el más adecuado para poder consultar sobre las distintas 
prácticas llevadas a cabo durante el proceso de desarrollo de software. 
El cuestionario constituye una guía para abordar las cuatro fases del Proceso:  
1. Planificación. 
2. Realización. 
3. Evaluación y control. 
4. Cierre.  
 
Dentro de cada fase, COMPETISOFT define un conjunto de prácticas a realizar, 
las que serán estudiadas y probadas a través del cuestionario, respetando la 
definición de niveles de madurez establecidos por dicho modelo (representados 
por diferentes colores). 
El cuestionario abarca, para cada práctica del Proceso de Administración de 
Proyectos Específicos, las instancias básicas que deben ser cubiertas. El color de 
cada pregunta está asociado con el nivel de capacidad definido por 
COMPETISOFT para cada práctica, pero al mismo tiempo cada conjunto de 
preguntas para una práctica puede incluir preguntas de un nivel de madurez 
superior. 
Cada pregunta tiene asociada un conjunto de posibles respuestas, abiertas o 
cerradas. En los casos de respuestas cerradas, sólo es posible seleccionar una y 
sólo una de ellas, por ejemplo: Si o No; para el caso de Roles dentro del equipo de 
trabajo, tiene una serie de posibles roles de los cuales debe seleccionar uno que 
cumple la práctica; mientras que las respuestas abiertas requieren del desarrollo 
de un texto libre, que luego deberá ser tabulado. 
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De acuerdo a cada respuesta obtenida, es decir, de acuerdo a las prácticas 
desarrolladas en cada instancia, se determina cual es la pregunta siguiente. 
 
8.8.2 Cuestionario. 
A continuación se presenta el cuestionario elaborado con la respectiva asignación 
de colores: 
  Posibles 
respuestas 
A donde ir? 
A.1. Planeación  
A.1.1. Revisar con el Responsable de Gestión de Proyectos la Descripción del Proyecto. 
A.1.1.1. ¿Existe un responsable de la Gestión de 
Proyectos? 
Si 
No 
A.1.1.2. 
A.1.1.3. 
A.1.1.2. ¿Quien ocupa el rol de Responsable de la 
Gestión de Proyectos? 
Roles A.1.1.3. 
A.1.1.3. ¿Existe un Documento donde se definan 
objetivos y alcances del proyecto? 
Si 
No 
A.1.1.5. 
A.1.1.4.. 
A.1.1.4. Si no existe el Documento de Proyecto, 
¿Cómo define las actividades del proyecto? 
Texto A.1.1.5. 
A.1.1.5. ¿El Documento de Proyecto responde a una 
plantilla predefinida? 
Si/No A.1.1.6. 
A.1.1.6. ¿En que medio queda documentado el 
documento del proyecto (manual/digital)? 
Manual/Digital A.1.2.1. 
A.1.2. Con base en la Descripción del Proyecto, definir el Proceso Específico del 
proyecto a partir del proceso de Desarrollo y Mantenimiento de Software de la 
organización o a partir del acuerdo establecido con el Cliente. Se considera el 
alcance, la magnitud y complejidad del proyecto. 
A.1.2.1 ¿Existe un Documento que describa el 
proceso genérico de Desarrollo y 
Mantenimiento de Software? 
Si 
No 
A.1.2.2. 
A.1.2.4. 
A.1.2.2. ¿El documento generado en A.1.2.1. 
responde a una plantilla predefinida? 
Si/No A.1.2.3. 
A.1.2.3. ¿En que medio queda documentado el 
documento generado en A.1.2.1. 
(manual/digital)? 
Manual/Digital A.1.2.4. 
A.1.2.4. ¿Se define el proceso específico de 
Desarrollo y Mantenimiento para cada 
proyecto? 
Si 
No 
A.1.2.5. 
A.1.2.7. 
A.1.2.5. ¿En que se basa el proceso específico de 
Desarrollo y Mantenimiento del Software? 
Acuerdo con el 
cliente 
Proceso de 
desarrollo y 
Mantenimiento 
de Software 
Otro (Definir) 
A.1.2.6. 
 
A.1.2.6. ¿Quién realiza este documento de Desarrollo 
y Mantenimiento del Software? 
Roles A.1.2.7. 
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A.1.2.7. ¿Se pauta con el cliente el Proceso Específico 
de Desarrollo y Mantenimiento del Software 
realizado? 
Si/No A.1.3.1. 
A.1.3. Definir conjuntamente con el Cliente el Protocolo de Entrega de cada uno de los 
entregables especificados en la Descripción del Proyecto. 
A.1.3.1 ¿Existe un protocolo de entrega definido? Si 
No 
A.1.3.2. 
A.1.4.1. 
A.1.3.2 ¿Quién es el responsable de la definición del 
protocolo de entrega? 
Roles A.1.3.3. 
A.1.3.3. ¿El protocolo de entrega resulta único o 
existe uno para cada entregable especificado 
en la Descripción del Proyecto? 
Único / 
Específico 
A.1.3.4. 
A.1.3.5. 
A.1.3.4. ¿El protocolo de entrega responde a una 
plantilla predefinida? 
Si/No A.1.3.5. 
A.1.3.5. ¿En que medio queda documentado el 
protocolo de entrega (manual/digital)? 
Manual /  
Digital 
A.1.4.1. 
A.1.4. Identificar el número de ciclos y las actividades específicas que deben llevarse a 
cabo para producir los entregables y sus componentes identificados en la 
Descripción del Proyecto. Identificar las actividades específicas que deben 
llevarse a cabo para cumplir con los objetivos del proyecto, definir las 
actividades para llevar acabo revisiones periódicas al producto o servicio que 
se está ofreciendo y para efectuar revisiones entre colegas. Identificar las 
actividades para llevar a cabo el Protocolo de Entrega. Documentar el resultado 
como Ciclos y Actividades. 
A.1.4.1. ¿Existe un proceso definido que identifique 
los ciclos y actividades específicas que se 
deben cumplir para producir los entregables? 
Si 
No 
A.1.4.2. 
A.1.4.3. 
A.1.4.2. Describa el proceso definido en A.1.4.1. Texto A.1.4.3. 
A.1.4.3. ¿Cada una de las actividades contenidas en el 
proceso definido en A.1.4.2. se acuerdan con 
el cliente? 
Sí / No A.1.4.4. 
A.1.4.4. ¿Cada una de las actividades contenidas en el 
proceso definido en A.1.4.2. tienen asignado 
un responsable de la misma? 
Si  
No 
A.1.4.5. 
 
A.1.4.5. ¿Cada una de las actividades contenidas en el 
proceso definido en A.1.4.2.  responden a 
una plantilla predefinida? 
Si / No A.1.4.6. 
A.1.4.6. ¿En que medio queda documentadas las 
actividades contenidas en el proceso definido 
en A.1.4.2. (manual/digital)? 
Manual / 
Digital 
A.1.5.1. 
A.1.5. Identificar y documentar la relación y dependencia de cada una de las 
actividades. 
A.1.5.1 ¿Se identifica la relación y dependencia 
existente de cada actividad? 
Si 
No 
A.1.5.2. 
A.1.6.1. 
A.1.5.2. ¿Se documenta la relación y dependencia de 
cada actividad? 
Si 
No 
A.1.5.3. 
A.1.6.1. 
A.1.5.3. ¿Responde la documentación generada en 
A.1.5.2. a una plantilla predefinida? 
Si / No A.1.5.4. 
A.1.5.4. ¿En que medio queda documentado lo 
definido en el ítem A.1.5.3. (manual/digital)? 
Manual / 
Digital 
A.1.6.1. 
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A.1.6. Establecer el Tiempo Estimado para desarrollar cada actividad considerando la 
información histórica y las Metas Cuantitativas para el Proyecto. 
A.1.6.1. ¿Se estima el tiempo de desarrollo de cada 
actividad? 
Si 
No 
A.1.6.2. 
A.1.7.1. 
A.1.6.2. ¿Cómo se realiza la estimación de tiempos de 
desarrollo? 
Manual sin 
técnica 
Manual con 
técnica 
Herramientas 
(especificar) 
Otros  
especificar 
A.1.6.3. 
A.1.6.3. ¿Quién realiza la estimación de tiempos de 
desarrollo? 
Roles A.1.6.4. 
A.1.6.4. ¿Existe información histórica disponible que 
pueda ser utilizada para mejorar la 
estimación de los tiempos de desarrollo? 
Si  
No 
A.1.6.5. 
A.1.7.1. 
A.1.6.5. ¿Se procesa estadísticamente la información 
de tiempos de desarrollo resultantes? 
Si  
No 
A.1.6.5. 
A.1.7.1. 
A.1.6.6. ¿Se utiliza el proceso estadístico para mejorar 
las estimaciones? 
Si / No A.1.7.1. 
A.1.7. Elaborar el Plan de Adquisiciones y Capacitación, definiendo las características 
y el calendario en cuanto a recursos humanos, materiales, equipo y 
herramientas, incluyendo la capacitación requerida para que el equipo de 
trabajo pueda desempeñar el proyecto. 
A.1.7.1. ¿Existe un plan definido para la contratación 
de RRHH? 
Sí  
No 
A.1.7.2. 
A.1.7.4 
A.1.7.2 ¿Responde el plan de contratación de RRHH 
a una plantilla predefinida? 
Si / No A.1.7.3. 
A.1.7.3 ¿En que medio queda documentado el plan 
de contratación de RRHH (manual/digital)? 
Manual / 
Digital 
A.1.7.4. 
A.1.7.4. ¿Existe un plan de adquisición de materiales? Sí   
No 
A.1.7.5. 
A.1.7.7 
A.1.7.5. ¿Responde el plan de adquisición de 
materiales a una plantilla predefinida? 
Si / No A.1.7.6. 
A.1.7.6. ¿En que medio queda documentado el plan 
de adquisición de materiales 
(manual/digital)? 
Manual / 
Digital 
A.1.7.7. 
A.1.7.7. ¿Existe un plan de adquisición de equipos? Sí  
No 
A.1.7.8. 
A.1.7.10 
A.1.7.8. ¿Responde el plan de adquisición de equipos 
a una plantilla predefinida? 
Si / No A.1.7.9. 
A.1.7.9. ¿En que medio queda documentado el plan 
de adquisición de equipos (manual/digital)? 
Manual / 
Digital 
A.1.7.10. 
A.1.7.10. ¿Existe un plan de adquisición de 
herramientas? 
Sí  
No 
A.1.7.11. 
A.1.7.13 
A.1.7.11. ¿Responde a una plantilla predefinida el plan 
de adquisición de herramientas? 
Si / No A.1.7.12. 
A.1.7.12. ¿En que medio queda documentado plan de 
adquisición de herramientas 
Manual / 
Digital 
A.1.7.13. 
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(manual/digital)? 
A.1.7.13 ¿Existe un plan de capacitación para recursos 
humanos? 
Si   
No 
A.1.7.14. 
A.1.7.16 
A.1.7.14 ¿Responde el plan de capacitación para 
recursos humanos a una plantilla 
predefinida? 
Si / No A.1.7.15. 
A.1.7.15 ¿En que medio queda documentado el plan 
de capacitación para recursos humanos 
(manual/digital)? 
Manual /  
Digital 
A.1.7.16. 
A.1.7.16 ¿Quién/es lo/s realiza/n el plan de 
capacitación para recursos humanos? 
Roles A.1.7.17. 
A.1.7.17 ¿Existe un plan de capacitación para 
adquisición de materiales? 
Si  
No 
A.1.7.18. 
A.1.7.21- 
A.1.7.18 ¿Responde el plan de capacitación para 
adquisición de materiales a una plantilla 
predefinida? 
Si / No A.1.7.19. 
A.1.7.19 ¿En que medio queda documentado el plan 
de capacitación para adquisición de 
materiales (manual/digital)? 
Manual /  
Digital 
A.1.7.20. 
A.1.7.20 ¿Quién/es lo/s realiza/n el plan de 
capacitación para adquisición de materiales? 
Roles A.1.7.21. 
A.1.7.21 ¿Existe un plan de capacitación para la 
utilización de equipamiento? 
Si  
No 
A.1.7.22. 
A.1.7.25. 
A.1.7.22 ¿Responde a una plantilla predefinida el plan 
de capacitación para la utilización de 
equipamiento? 
Si / No A.1.7.23. 
A.1.7.23 ¿En que medio queda documentado el plan 
de capacitación para la utilización de 
equipamiento (manual/digital)? 
Manual /  
Digital 
A.1.7.24. 
A.1.7.24 ¿Quién/es lo/s realiza/n el plan de 
capacitación para la utilización de 
equipamiento? 
Roles A.1.7.25. 
A.1.7.25 ¿Existe un plan de capacitación para 
utilización de herramientas? 
Si   
No 
A.1.7.26. 
A.1.8.1 
A.1.7.26 ¿Responde el plan de capacitación para 
utilización de herramientas a una plantilla 
predefinida? 
Si / No A.1.7.27. 
A.1.7.27 ¿En que medio queda documentado el plan 
de capacitación para utilización de 
herramientas (manual/digital)? 
Manual /  
Digital 
A.1.7.28. 
A.1.7.28 ¿Quién/es lo/s realiza/n el plan de 
capacitación para utilización de 
herramientas? 
Roles A.1.8.1. 
A1.8. Conformar el Equipo de Trabajo, asignando roles y responsabilidades 
basándose en la Descripción del Proyecto. 
A.1.8.1. ¿Cuál es la política de asignación de RRHH? Recursos internos 
/ Recursos 
externos / 
Ambas 
A.1.8.2. 
A.1.8.2. ¿Existen roles definidos dentro del equipo de Si / No A.1.8.3. 
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trabajo? 
A.1.8.3. ¿Se establecen responsables para cada 
actividad? 
Si / No A.1.8.4. 
A.1.8.4. ¿Cómo se organiza el equipo de trabajo? Centralizado 
Controlado / 
Democrático 
A.1.8.5. 
A.1.8.5. ¿Cómo se prevé que las actividades sean 
coordinadas y realizadas? 
Texto A.1.9.1. 
A1.9. Asignar fechas de inicio y fin a cada una de las actividades para generar el 
Calendario de trabajo tomando en cuenta los recursos asignados, la secuencia y 
dependencia de las actividades. 
A.1.9.1. ¿Se genera un calendario teniendo en cuenta 
los tiempos estimados para cada actividad? 
Si  
No 
A.1.9.2. 
A.1.10.1 
A.1.9.2. ¿Se genera el calendario de las actividades 
teniendo en cuenta los recursos disponibles? 
Si   
No 
A.1.9.3. 
A.1.10.1 
A.1.9.3. ¿Se utiliza algún método de estimación para 
generar el calendario? 
Si / No A.1.9.4. 
A.1.9.4. ¿Responde el método utilizado en A.1.9.3. a 
una plantilla predefinida? 
Si / No A.1.9.5. 
A.1.9.5. ¿En que medio queda documentado el 
método utilizado en A.1.9.3. 
(manual/digital)? 
Manual /  
Digital 
A.1.9.6. 
A.1.9.6. El calendario se establece  para, ¿el producto 
en total o para cada uno de los entregables? 
Total / CU A.1.9.7. 
A.1.9.7. ¿Quién realiza el calendario ? Roles A.1.9.8. 
A.1.9.8. ¿Utiliza una herramienta automatizada para 
la generación del calendario? 
Si / No A.1.10.1. 
A.1.10. Evaluar y documentar el Costo Estimado del proyecto, tomando en cuenta las 
Metas Cuantitativas para el Proyecto. 
A.1.10.1. ¿Se estima el costo del Proyecto? Si  
No 
A.1.10.2. 
A.1.11.1. 
A.1.10.2. ¿Cómo se realiza la estimación del costo del 
proyecto? 
Texto A.1.10.3. 
A.1.10.3. ¿Quién realiza la estimación de costos del 
proyecto ? 
Roles A.1.10.4. 
A.1.10.4. La estimación del costo del proyecto, 
¿responde  a una plantilla predefinida? 
Si / No A.1.10.5. 
A.1.10.5. ¿En que medio queda documentado la 
estimación de costos del proyecto 
(manual/digital)? 
Manual /  
Digital 
A.1.10.6. 
A.1.10.6. ¿Existe un proceso a aplicar en caso que el 
costo estimado difiera de las metas 
cuantitativas establecidas? 
Si 
No 
A.1.10.7. 
A.1.10.9. 
A.1.10.7. ¿Cómo esta documentado el proceso que se 
aplica en el punto A.1.10.6. ? 
Texto A.1.10.8. 
A.1.10.8. El documento generado en A.1.10.7 
¿Responde a una plantilla predefinida? 
Si / No A.1.10.9. 
A.1.10.9. ¿Quién es el responsable de definir el plan de 
acción ante diferencias con las Metas 
Cuantitativas? 
Roles A.1.10.10. 
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A.1.10.10. ¿Se utiliza información histórica para 
efectuar la estimación el costo? 
Si / No A.1.10.11. 
A.1.10.11. ¿Se utiliza la estimación generada para 
alimentar la base de conocimiento de la 
empresa? 
Si / No A.1.10.12. 
A.1.10.12. ¿Utiliza alguna herramienta Automatizada 
para la administración de la base de 
conocimiento de la empresa? 
Si / No A.1.11.1. 
A1.11. Identificar, describir y evaluar los riesgos que pueden afectar el proyecto, que 
contemple riesgos relacionados con el equipo de trabajo incluyendo al Cliente y 
a los usuarios, riesgos con la tecnología o la metodología, riesgos con la 
organización del proyecto (costo, tiempo, alcance y recursos) o riesgos externos 
al proyecto. Identificar la probabilidad e impacto de cada riesgo estimando sus 
implicaciones en los objetivos del proyecto (análisis cuantitativo). Priorizar los 
efectos de los riesgos sobre los objetivos del proyecto (análisis cualitativo). 
Desarrollar procedimientos para reducir el impacto de los riesgos. Documentar 
en el Plan de Manejo de Riesgos o actualizarlo. 
A.1.11.1. ¿Se trabaja los riegos de manera reactiva o 
proactiva? 
Reactiva 
Proactiva 
A.1.12.1. 
A.1.11.2. 
A.1.11.2. Los riesgos, ¿son clasificados por categoría 
(como negocio, técnicos, humanos, etc.)? 
Si/No A.1.11.3. 
A.1.11.3. ¿Se analiza el impacto y la probabilidad de 
ocurrencia de cada riesgo? 
Si 
No 
A.1.11.4. 
A.1.12.1 
A.1.11.4. ¿Quién realiza el análisis de impacto y la 
probabilidad de ocurrencia de cada riesgo? 
Roles A.1.11.5. 
A.1.11.5. ¿Se ordenan los riesgos y establece la línea 
de corte? 
Si 
No 
A.1.11.6. 
A.1.12.1. 
A.1.11.6. ¿Quién realiza el ordenamiento de riesgo y 
establece la línea de corte respectiva? 
Roles A.1.11.7. 
A.1.11.7. ¿Existe un plan de mitigación de los riesgos 
prioritarios? 
Si 
No 
A.1.11.8 
A.1.11.8. ¿Se establece un plan de contingencia para 
los riesgos prioritarios? 
Si 
No 
A.1.11.9. 
A.1.12.1. 
A.1.11.9. ¿Se documenta todo el trabajo de Análisis de 
Riesgo? 
Si 
No 
A.1.11.10. 
A.1.11.11. 
A.1.11.10. ¿Responde la documentación de A.11.9. a 
una plantilla predefinida? 
Si / No A.1.11.11. 
A.1.11.11. ¿Se utiliza alguna herramienta automatizada 
para generar el documento de A.1.11.9? 
Si / No A.1.12.1 
A1.12. Generar el Plan del Proyecto o actualizarlo antes de iniciar un nuevo ciclo. 
Además el Plan del Proyecto se puede actualizar a causa de Solicitud de 
Cambios por parte del Cliente, Acciones Correctivas o Preventivas provenientes 
de Gestión de Proyectos o Acciones Correctivas de este proceso. 
A.1.12.1. ¿Se documenta la solicitud de cambio de 
requerimientos? 
Si / No 
 
A.1.12.2. 
 
A.1.12.2. ¿Se determina el origen del cambio planteado 
en la solicitud? 
Si  
No 
A.1.12.3. 
A.1.12.4 
A.1.12.3. ¿Cómo se informa de la solicitud de cambio a 
todos los actores involucrados? 
No se informa 
Memorando 
e-mail 
A.1.12.4. 
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Informal (oral) 
En reunión 
Otro  
especificar 
A.1.12.4. ¿Existe un responsable de la administración 
de la solicitud de cambio? 
Si 
No 
A.1.12.5. 
A.1.12.6. 
A.1.12.5. ¿Quién es el responsable de la administración 
de la solicitud de cambio? 
Roles A.1.12.6. 
A.1.12.6. ¿Una solicitud de  cambio motiva la 
actualización del plan de proyecto? 
Si / No A.1.12.7. 
A.1.12.7. ¿Existen hitos definidos de actualización del 
plan de proyecto? 
Si / No A.1.12.8. 
A.1.12.8. ¿Se generan versionados ante la 
administración de las solicitudes de cambio? 
Si 
No 
A.1.12.9. 
A.1.13.1. 
A.1.12.9. ¿Se documentan adecuadamente las 
versiones definidas en A.1.12.8? 
Si 
No 
A.1.12.10. 
A.1.13.1. 
A.1.12.10. ¿Se utiliza alguna herramienta automatizada 
para documentar las versiones definidas en 
A.1.12.8? 
Si / No A.1.13.1. 
A1.13. Generar el Plan de Desarrollo en función del Plan del Proyecto o actualizarlo 
antes de iniciar un nuevo ciclo. Además el Plan de Desarrollo se puede 
actualizar a causa de Solicitud de Cambios por parte del Cliente, Acciones 
Correctivas o Preventivas provenientes de Gestión de Proyectos o Acciones 
Correctivas de este proceso. 
A.1.13.1. ¿Existe un plan de Desarrollo independiente 
del plan de Proyecto? 
Si 
No 
A.1.13.2. 
A.1.14.1 
A.1.13.2. ¿Quién es el responsable del plan de 
desarrollo? 
Roles  A.1.14.3. 
A.1.13.3. Describa las diferencias entre el plan de 
Desarrollo y el plan de Proyecto 
Texto  A.1.14.1 
A1.14. Verificar el Plan del Proyecto y el Plan de Desarrollo (Ver1) 
A.1.14.1. ¿Se verifica el plan de Proyecto en cada 
actualización del mismo? 
Si  
No 
A.1.14.2. 
A.1.14.5. 
A.1.14.2. ¿Quién  verifica, ante cada actualización, el 
plan de proyecto? 
Roles A.1.14.3 
A.1.14.3.  ¿Queda documentada la verificación del plan 
de proyecto? 
Si  
No 
A.1.14.4. 
A.1.14.5. 
A.1.14.4. ¿Se utiliza una plantilla predefinida para la 
verificación del plan de proyecto? 
Si / No A.1.14.5. 
A.1.14.5. ¿En que medio queda documentado la 
verificación del plan de proyecto 
(manual/digital)? 
Manual /  
Digital 
A.1.14.6. 
A.1.14.6. ¿Se verifica el plan de Desarrollo? Si  
No 
A.1.14.7. 
A.1.15.1. 
A.1.14.7. ¿Quién verifica el plan de desarrollo? Roles A.1.14.8. 
A.1.14.8.  ¿Queda documentada documentada la 
verificación del plan de desarrollo? 
Si  
No 
A.1.14.9. 
A.1.15.1. 
A.1.14.9. ¿Se utiliza una plantilla predefina para la 
documentación de la verificación del plan de 
desarrollo? 
Si / No A.1.14.10. 
 
 
102 
A.1.14.10. ¿En que medio queda documentada la 
verificación del plan de desarrollo 
(manual/digital)? 
Manual /  
Digital 
A.1.15.1. 
A1.15. Corregir defectos encontrados en el Plan del Proyecto y en el Plan de Desarrollo 
con base al Reporte de Verificación y obtener la aprobación de las correcciones. 
A.1.15.1. ¿Se corrigen los defectos encontrados en la 
verificación del Plan de Proyecto y Plan de 
Desarrollo? 
Si 
No 
A.1.15.2. 
A.1.16.1. 
A.1.15.2. ¿Quién realiza las correcciones encontradas 
en A.1.15.1? 
Rol A.1.15.3. 
A.1.15.3. ¿Los defectos corregidos son comunicados al 
resto del equipo? 
Si / No A.1.15.4. 
A.1.15.4. ¿Se documenta las correcciones efectuadas 
en A.1.15.1? 
Si 
No 
A.1.15.5. 
A.1.16.1. 
A.1.15.5. ¿Se utiliza una plantilla predefinida para 
documentar las correcciones efectuadas en 
A.1.15.1.? 
Si / No A.1.15.6. 
A.1.15.6. ¿En que medio queda documentada las 
correcciones efectuadas (manual/digital)? 
Manual /  
Digital 
A.1.16.1. 
A1.16. Validar el Plan del Proyecto y el Plan de Desarrollo (Val1). 
A.1.16.1. ¿Se valida el plan de Proyecto en cada 
actualización del mismo? 
Si  
No 
A.1.16.2. 
A.1.16.6. 
A.1.16.2. ¿Quién realiza la validación de A.1.16.1.? Roles A.1.16.3 
A.1.16.3.  ¿Queda documentada la validación de 
A.1.16.1? 
Si  
No 
A.1.16.4. 
A.1.16.6. 
A.1.16.4. ¿Se utiliza una plantilla predefinida la 
validación de A.1.16.1? 
Si / No A.1.16.5 
A.1.16.5. ¿En que medio queda documentado la 
validación de A.1.16.1 (manual/digital)? 
Manual /  
Digital 
A.1.16.6. 
A.1.16.6. ¿Se valida el plan de Desarrollo? Si  
No 
A.1.16.7. 
A.1.17.1. 
A.1.16.7. ¿Quién valida el plan de desarrollo? Roles A.1.16.8. 
A.1.16.8.  ¿Queda documentada la validación del plan 
de desarrollo? 
Si  
No 
A.1.16.9. 
A.1.17.1. 
A.1.16.9. ¿Se utiliza una plantilla predefina para la 
documentación de la validación del plan de 
desarrollo? 
Si / No A.1.16.10. 
A.1.16.10. ¿En que medio queda documentada la 
validación del plan de desarrollo 
(manual/digital)? 
Manual /  
Digital 
A.1.17.1. 
A1.17. Corregir defectos encontrados en el Plan del Proyecto y Plan de Desarrollo con 
base al Reporte de Validación y obtener la aprobación de las correcciones. 
A.1.17.1. ¿Se corrigen los defectos encontrados en la 
validación del Plan de Proyecto y Plan de 
Desarrollo? 
Si 
No 
A.1.17.2. 
A.1.18.1. 
A.1.17.2. ¿Quién realiza las correcciones de A.1.17.1? Roles A.1.17.3. 
A.1.17.3. ¿Se documenta las correcciones de A.1.17.1? Si 
No 
A.1.17.4. 
A.1.17.5. 
A.1.17.4. ¿Se utiliza una plantilla predefinida para 
documentar las correcciones de de A.1.17.1? 
Si / No A.1.17.5. 
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A.1.17.5. ¿Los defectos corregidos son comunicados al 
resto del equipo? 
Si / No A.1.17.6. 
A.1.17.6. ¿En que medio queda documentada las 
correcciones (manual/digital)? 
Manual /  
Digital 
A.1.18.1. 
A1.18. Dar inicio formal a un nuevo ciclo una vez que se haya asegurado el 
cumplimiento de las condiciones iniciales del ciclo. 
A.1.18.1 ¿Al fin de cada ciclo se hace una reunión de 
revisión? 
Si 
No 
A.1.18.2. 
A.2.1.1. 
A.1.18.2. ¿Quién es el responsable de convocar a la 
reunión de revisión? 
Roles A.1.18.3. 
A.1.18.3. ¿Quiénes participan en la reunión de 
revisión? 
Roles A.1.18.4. 
A.1.18.4. ¿Cómo se documenta la reunión de revisión? Texto A.1.18.5. 
A.1.18.5.  ¿Se utiliza una plantilla predefinida para 
documentar la reunión de revisión? 
Si / No A.1.18.6. 
A.1.18.6 ¿En que medio queda documentada la 
reunión de revisión (manual/digital)? 
Manual /  
Digital 
A.1.18.7. 
A.1.18.7. ¿Se generan versionados ante la 
administración de cambios? 
Si / No A.2.1.1. 
A2. Realización   
A2.1. Acordar con el Responsable de Desarrollo y Mantenimiento del proyecto la 
asignación de tareas al Equipo de Trabajo incluyendo a los subcontratistas. 
A.2.1.1. ¿El responsable de desarrollo y 
mantenimiento participó en el desarrollo del 
plan de proyecto? 
Si 
No 
A.2.1.2. 
A.2.1.3. 
A.2.1.2. ¿Cuál fue el grado de participación? Texto A.2.1.3. 
A.2.1.3. ¿De que forma asignas las tareas al equipo de 
trabajo? 
Texto A.2.1.4. 
A.2.1.4. ¿La dedicación del equipo es exclusiva?  Si 
No 
A.2.2.1. 
A.2.1.5 
A.2.1.5. ¿Se negoció con los otros proyectos el uso de 
los recursos humanos compartidos? 
Si / No A.2.2.1. 
A2.2. Acordar la distribución de la información necesaria al equipo de trabajo con 
base en el Plan de Comunicación e Implantación. 
 
A.2.2.1. ¿Existe un plan de comunicación e 
implantación predefinido? 
Si / No A.2.2.2. 
 
A.2.2.2. ¿Se distribuye la información del proyecto al 
Equipo de Trabajo en su conjunto o cada 
miembro recibe la información que necesita? 
Conjunto / 
Individual 
A.2.2.3. 
A.2.2.3. ¿Quién es el encargado de realizar la 
distribución? 
Roles A.2.2.4. 
A.2.2.4. ¿De que forma se realiza la distribución? Memorando 
E-Mail 
Informal (Oral) 
En Reunión 
Otro  
especificar 
A.2.2.5. 
A.2.2.5. ¿Queda documentada? Si 
No 
A.2.2.6. 
A.2.3.1. 
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A.2.2.6. ¿Se utiliza alguna herramienta automatizada? Si / No A.2.3.1. 
A2.3. Revisar con el Responsable de Desarrollo y Mantenimiento del proyecto la 
Descripción del Producto, el Equipo de Trabajo y Calendario. 
A.2.3.1. ¿El responsable del desarrollo y 
Mantenimiento participó en el punto 2.1? 
Sí 
No 
A.2.4.1. 
A.2.3.2. 
A.2.3.2. ¿El responsable del desarrollo y 
mantenimiento revisó la descripción del 
producto? 
Si 
No 
A.2.3.3. 
A.2.3.6. 
A.2.3.3. ¿Quedó documentado el trabajo? Si 
No 
A.2.3.4. 
A2.3.6. 
A.2.3.4. ¿Utiliza una plantilla predefinida? Si/No A.2.3.5 
A.2.3.5. ¿En que medio queda documentado? Manual/Digital A.2.3.6. 
A.2.3.6. ¿El responsable del desarrollo y 
mantenimiento revisó al equipo de trabajo? 
Si 
No 
A.2.3.7. 
A2.3.10. 
A.2.3.7. ¿Quedó documentado el trabajo? Si 
No 
A.2.3.8. 
A2.3.10. 
A.2.3.8. ¿Utiliza una plantilla predefinida? Si/No A.2.3.9. 
A.2.3.9. ¿En que medio queda documentado? Manual/Digital A.2.3.10. 
A.2.3.10. ¿El responsable del desarrollo y 
mantenimiento revisó el calendario? 
Si 
No 
A.2.3.11 
A.2.4.1. 
A.2.3.11. ¿Quedó documentado el trabajo? Si 
No 
A.2.3.12. 
A2.4.1. 
A.2.3.12. ¿Utiliza una plantilla predefinida? Si/No A.2.3.13. 
A.2.3.13. ¿En que medio queda documentado? Manual/Digital A.2.4.1. 
A2.4. Dar seguimiento al Plan de Adquisiciones y Capacitación. Aceptar o rechazar la 
Asignación de Recursos humanos o subcontratistas. Distribuir los recursos a los 
miembros del equipo para que puedan llevar a cabo las actividades. 
A.2.4.1. ¿Quién es el responsable de Aceptar o 
Rechazar la Asignación de Recursos? 
Roles A.2.4.2. 
A.2.4.2. ¿El proceso de aceptación responde a una 
plantilla predefinida? 
Si/No A.2.4.3. 
A.2.4.3. ¿En que medio queda documentado? Manual/Digital A.2.4.4. 
A.2.4.4. ¿Quién es el encargado de realizar la 
distribución de recursos humanos? 
Roles A2.4.5.  
A.2.4.5. ¿Se documenta la distribución del trabajo? Si 
No 
A.2.4.6. 
A2.5.1. 
A.2.4.6. ¿Utiliza una plantilla predefinida? Si/No A.2.4.7. 
A.2.4.7. ¿En que medio queda documentado? Manual/Digital A.2.5.1. 
A2.5. Manejar la relación con subcontratistas que implica planear, revisar y auditar 
las actividades, asegurando la calidad de los productos o servicios contratados 
y el cumplimiento con los estándares y especificaciones acordadas. 
A.2.5.1. ¿Existen subcontratos? Si 
No 
A.2.5.2. 
A.2.6.1. 
A.2.5.2. ¿Quién/es es/son  el/los encargado/s de 
realizar la comunicación con los 
subcontratistas? 
Roles A.2.5.3. 
A.2.5.3. ¿Se documenta la comunicación con el 
subcontratista? 
Si  
No 
A.2.5.4. 
A.2.5.5. 
A.2.5.4. ¿La documentación responde a una plantilla 
predefinida? 
Si /No A.2.5.5. 
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A.2.5.5. ¿En que medio queda documentado? Manual/Digital A.2.5.6. 
A.2.5.6. ¿Se define un plan de aceptación de 
subcontrato? 
Si 
No 
A.2.5.7. 
A.2.6.1. 
A.2.5.7. ¿Queda documentado el plan de aceptación? Si 
No 
A.2.5.8. 
A.2.6.1. 
A.2.5.8. ¿El plan de aceptación responde a una 
plantilla predefinida? 
Si / No A.2.5.9. 
A.2.5.9. ¿En que medio queda documentado? Manual/Digital A.2.6.1. 
A2.6. Recolectar y analizar los Reportes de Actividades, Reportes de Mediciones y 
Sugerencias de Mejora y productos de trabajo. 
A.2.6.1. ¿Se generan reportes de Actividades? Si 
No 
A.2.6.2. 
A.2.7.1. 
A.2.6.2. ¿Cada cuanto se realiza? Texto A.2.6.3. 
A.2.6.3. ¿Quién/es es/son el/los encargado/s de 
hacerlo? 
Roles A.2.6.4. 
A.2.6.4. ¿Los reportes siguen una plantilla 
predefinida? 
Si / No A.2.6.5. 
A.2.6.5. ¿En que medio queda documentado? Manual/Digital A.2.6.6. 
A.2.6.6. ¿Se analizan los reportes generados? Si 
No 
A.2.6.7. 
A.2.7.1. 
A.2.6.7. ¿Quién/es es/son el/los encargado/s de 
hacerlo? 
Roles A.2.6.8. 
A.2.6.8. Si se encuentran desviaciones, ¿se toma 
alguna acción? 
Si 
No 
A.2.6.9. 
A.2.7.1. 
A.2.6.9. ¿Se documenta la acción tomada? Si / No A.2.7.1. 
A.2.6.10. ¿Se generan reportes de Mediciones y 
Sugerencias por cada actividad? 
Si 
No 
A.2.6.11 
A.2.7.1 
A.2.6.11. ¿Cada cuanto se realiza? Tiempo en días A.2.6.12. 
A.2.6.12. ¿Quién/es es/son el/los encargado/s de 
hacerlo? 
Roles A.2.6.13. 
A.2.6.13. ¿Los reportes siguen una plantilla 
predefinida? 
Si / No A.2.6.14. 
A.2.6.14. ¿Se analizan los reportes generados? Si 
No 
A.2.6.15. 
A.2.7.1. 
A.2.6.15 ¿En que medio queda documentado? Manual/Digital A.2.6.15. 
A.2.6.16. ¿Quién/es es/son el/los encargado/s de 
hacerlo? 
Roles A.2.6.17. 
A.2.6.17. Si se encuentran desviaciones, ¿se toma 
alguna acción? 
Si 
No 
A.2.6.18. 
A.2.7.1. 
A.2.6.18. ¿Se documenta la acción tomada? Si / No A.2.7.1. 
A2.7. Registrar los costos y recursos reales del ciclo. 
A.2.7.1. ¿Se registran todos los costos generados? Si 
No 
A.2.7.2. 
A.2.7.6. 
A.2.7.2. ¿Quién realiza la registración de los costos 
generados? 
Roles A.2.7.3. 
A.2.7.3. ¿Cómo queda documentada la registración de 
los costos generados? 
COMBO A.2.7.4. 
A.2.7.4. ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.2.7.5. 
A.2.7.5. ¿En que medio queda documentado? Manual/Digital A.2.7.6. 
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A.2.7.6. ¿Se registra la utilización de los recursos?  Si 
No 
A.2.7.7. 
A.2.8.1. 
A.2.7.7. ¿Quién realiza la registración de utilización 
de recursos? 
Roles A.2.7.8. 
A.2.7.8. ¿Cómo queda documentada la registración de 
utilización de recursos? 
COMBO A.2.7.9. 
A.2.7.9. ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.2.7.10. 
A.2.7.10. ¿En que medio queda documentado? Manual/Digital A.2.8.1. 
A2.8. Revisar el Registro de Rastreo de los requerimientos del usuario a través del 
ciclo. 
A.2.8.1. ¿Se registra la resolución de los 
requerimientos a lo largo del proceso de 
desarrollo? 
Si 
No 
A.2.8.2 
A.2.9.1. 
A.2.8.2. ¿Cómo realiza el registro de rastreo? Texto A.2.8.3. 
A.2.8.3. ¿Quién la registra? Roles A.2.9.1. 
A2.9. Revisar los productos generados durante el ciclo, que forman parte de la 
Configuración de Software (GCS). 
A.2.9.1. ¿Se realiza una gestión de configuración de 
software? 
Si 
No 
A.2.9.2. 
A.2.10.1. 
A.2.9.2. ¿Sobre que producto generado se realiza 
gestión de configuración? 
Requerimientos  
Código 
Fuente/BD 
Pruebas 
Otros a 
especificar 
A.2.9.3. 
A.2.9.3. ¿Cómo se registra la GCS? Texto A.2.9.4 
A.2.9.4. ¿Quién es el responsable de la GCS? Roles A.2.9.5 
A.2.9.5. ¿Se revisan los objetos de configuración 
antes de dar por finalizado el ciclo? 
Si 
No 
A.2.9.6 
A.2.10.1 
A.2.9.6. ¿Quién es el responsable de realizar la 
revisión? 
Roles A.2.9.7. 
A.2.9.7. ¿Queda documentada la revisión realizada? Si 
No 
A.2.9.8. 
A.2.10.1. 
A.2.9.8. ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.2.9.9. 
A.2.9.9. ¿En que medio queda documentada la 
revisión? 
Manual/Digital A.2.10.1. 
A2.10. Recibir y analizar las Solicitudes de Cambios e incorporar los cambios 
aprobados en el Plan del Proyecto y en el Plan de Desarrollo. En caso de 
cambios a requerimientos se incorporan al inicio de un nuevo ciclo. 
A.2.10.1. ¿La solicitud de cambio queda documentada? Si 
No 
A.2.10.2. 
A.2.11.1. 
A.2.10.2. ¿Quién es el encargado de recibir solicitudes 
de cambio? 
Roles A.2.10.3. 
A.2.10.3. ¿Quién es el responsable de analizar 
factibilidad de  la solicitud de cambio? 
Roles A.2.10.4. 
A.2.10.4. ¿Existe un proceso de decisión respecto de la 
aceptación de solicitud de cambio? 
Si 
No 
A.2.10.5. 
A.2.10.8. 
A.2.10.5. ¿Queda documentado el proceso anterior? Si A.2.10.6. 
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No A.2.11.1. 
A.2.10.6. ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.2.10.6. 
A.2.10.7. ¿En que medio queda documentado? Manual/Digital A.2.10.8. 
A.2.10.8. ¿La solicitud de cambio modifica el plan de 
proyecto? 
Si/No A.2.10.9. 
A.2.10.9. ¿La solicitud de cambio modifica el plan de 
desarrollo? 
Si/No A.2.11.1. 
A2.11. Conduce reuniones de revisión con el equipo de trabajo y con el Cliente, 
generando Minutas con puntos tratados y acuerdos tomados. 
A.2.11.1. ¿Se generan reuniones de revisión con el 
equipo de trabajo? 
Si 
No 
A.2.11.2 
A.2.11.5 
A.2.11.2 ¿Queda documentada la revisión con el 
equipo de trabajo? 
Si 
No 
A.2.11.3. 
A.2.11.5. 
A.2.11.3. ¿La documentación de la revisión con el 
equipo de trabajo responde a una plantilla 
predefinida? 
Si / No A.2.11.4. 
A.2.11.4. ¿En que medio queda documentada la 
revisión con el equipo de trabajo? 
Manual/Digital A.2.11.5. 
A.2.11.5. ¿Se generan reuniones de revisión con el 
cliente? 
Si 
No 
A.2.11.6. 
A.3.1.1. 
A.2.11.6. ¿Queda documentada la revisión con el 
cliente? 
Si 
No 
A.2.11.7. 
A.3.1.1. 
A.2.11.7. ¿La documentación de revisión con el cliente 
responde a una plantilla predefinida? 
Si / No A.2.11.8. 
A.2.11.8. ¿En que medio queda documentada la 
revisión con el cliente? 
Manual/Digital A.3.1.1. 
A3. Evaluación y Control (O1) 
Evaluar el cumplimiento del Plan del Proyecto y el Plan de Desarrollo, con 
respecto al alcance, costo, calendario, equipo de trabajo, proceso y se 
establecen Acciones Correctivas.  
A3.1. 
A.3.1.1 ¿Se realiza una evaluación del plan de 
proyecto? 
Si 
No 
A.3.1.2 
A.3.2.1 
A.3.1.2 ¿Quien realiza la  evaluación del plan de 
trabajo? 
Roles A.3.1.3 
A.3.1.3 ¿Se evalúa el cumplimiento del alcance del 
proyecto? 
Si  
No 
A.3.1.4 
A.3.1.7 
A.3.1.4 ¿Se documenta el cumplimiento del alcance 
del proyecto? 
Si 
No 
A.3.1.5 
A.3.1.7 
A.3.1.5 ¿La documentación del punto A.3.1.4. 
responde a una plantilla predefinida? 
Si / No A.3.1.6 
A.3.1.6 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.3.1.7 
A.3.1.7 ¿Se evalúa el cumplimiento de costos? Si  
No 
A.3.1.8 
A.3.1.11 
A.3.1.8 ¿Se documenta el cumplimiento de costos? Si 
No 
A.3.1.9 
A.3.1.11 
A.3.1.9 ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.3.1.10 
A.3.1.10 ¿En que medio queda documentado Manual /  A.3.1.11 
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(manual/digital)? Digital 
A.3.1.11 ¿Se evalúa el cumplimiento del calendario? Si  
No 
A.3.1.12 
A.3.1.15 
A.3.1.12 ¿Se documenta el cumplimiento del 
calendario? 
Si 
No 
A.3.1.13 
A.3.1.15 
A.3.1.13 ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.3.1.14 
A.3.1.14 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.3.1.15 
A.3.1.15 ¿Se evalúa el equipo de trabajo? Si  
No 
A.3.1.16 
A.3.1.19 
A.3.1.16 ¿Se documenta la evaluación del equipo de 
trabajo? 
Si 
No 
A.3.1.17 
A.3.1.19 
A.3.1.17 ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.3.1.17 
A.3.1.18 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.3.1.18 
A.3.1.19 ¿Se evalúa el cumplimiento del modelo de 
proceso utilizado? 
Si / No A.3.1.24 
A.3.1.20 ¿Se documenta el cumplimiento del modelo 
de proceso utilizado? 
Si 
No 
A.3.1.20 
A.3.1.24 
A.3.1.21 ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.3.1.22 
A.3.1.22 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.3.1.23 
A.3.1.23 ¿Cómo se documenta la evaluación del plan 
de proyecto? 
Texto A.3.1.24 
A.3.1.24 ¿Se establecen acciones correctivas? Si 
No 
A.3.1.25 
A.3.2.1 
A.3.1.25 ¿Como se documentas las acciones 
correctivas? 
Texto A.3.1.26 
A.3.1.26 ¿Se realiza un seguimiento de las acciones 
correctivas? 
Si / No A.3.2.1 
A3.2. Dar seguimiento y controlar el Plan de Manejo de Riesgos. Identificar nuevos 
riesgos y actualizar el plan.   
A.3.2.1 ¿Se hace un seguimiento de los riesgos 
durante el desarrollo del proyecto? 
Si 
No 
A.3.2.2 
A.3.3.1 
A.3.2.2 ¿Quien realiza el seguimiento de los riesgos? Roles A.3.2.3 
A.3.2.3 ¿Se documenta el seguimiento de los riesgos? Si 
No 
A.3.2.4 
A.3.2.7 
A.3.2.4 ¿La documentación generada en A.3.2.3. 
responde a una plantilla predefinida? 
Si / No A.3.2.5 
A.3.2.5 ¿En que medio queda documentada 
(manual/digital)? 
Manual /  
Digital 
A.3.2.6 
A.3.2.6 ¿Se actualiza el Plan de Manejo de Riesgos 
con los nuevos posibles riesgos? 
Si  
No 
A.3.2.7 
A.3.3.1 
A.3.2.7 ¿Quien realiza dicha Actualización del plan 
de riesgos? 
Roles A.3.2.8 
A.3.2.8 ¿Cómo se documenta la actualización del 
plan de riesgos? 
Texto A.3.2.9 
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A.3.2.9 ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.3.2.10 
A.3.2.10 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.3.3.1 
A3.3. Generar el Reporte de Seguimiento del proyecto, considerando los Reportes de 
Actividades.  
A.3.3.1 ¿Se genera un documento de  Reporte de 
Seguimiento del proyecto? 
Si 
No 
A.3.3.2 
A.4.1 
A.3.3.2 ¿Quien realiza dicho documento de Reporte? Roles A.3.3.3 
A.3.3.3 ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.3.3.4 
A.3.3.4 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.3.3.5 
A.3.3.5 ¿Cómo se documenta? Texto A.3.3.6 
A.3.3.6 El Reporte de Seguimiento, ¿contiene los 
avances registrados por actividades? 
Si / No A.3.3.7 
A.3.3.7 El reporte de seguimiento, ¿contiene el 
registro de mediciones como: costo real del 
proyecto, esfuerzo, cambios implementados, 
tiempo real invertido, defectos encontrados, 
etc.? 
Si / No A.4.1.1 
A4. Cierre (O1) 
A4.1. Formalizar la terminación del ciclo o del proyecto de acuerdo al Protocolo de 
Entrega establecido en el Plan del Proyecto y obtener el Documento de 
Aceptación. 
A.4.1.1 ¿Se cumple el protocolo de entrega? Si 
No 
A.4.1.2 
A.4.1.6 
A.4.1.2 ¿Quien constata el seguimiento del protocolo 
de entrega? 
Roles A.4.1.3 
A.4.1.3 ¿Se documenta el seguimiento del protocolo 
de entrega? 
Si 
No 
A.4.1.4 
A.4.2.1 
A.4.1.4 ¿La documentación respecto de A.4.1.2. 
responde a una plantilla predefinida? 
Si / No A.4.1.5 
A.4.1.5 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.4.1.6. 
A.4.1.6 Si no tiene protocolo de entrega, ¿Se estipula 
la forma de aceptación del trabajo? 
Si /No A.4.1.7 
A.4.1.7 ¿Se documenta la aceptación / rechazo del 
trabajo? 
Si 
No 
A.4.1.8 
A.4.2.1 
A.4.1.8 ¿Cómo se documenta la aceptación / rechazo 
del trabajo? 
Texto A.4.1.9 
A.4.1.9 ¿La documentación de A.4.1.7. responde a 
una plantilla predefinida? 
Si / No A.4.1.10 
A.4.1.10 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.4.2.1 
A4.2 
 
Efectuar el cierre con subcontratistas de acuerdo al contrato establecido. 
A.4.2.1 ¿Se efectúa el cierre con el subcontratista? Si 
No 
A.4.2.2 
A.4.3.1 
A.4.2.2 ¿Quien realiza el cierre con el subcontratista? Roles A.4.2.3 
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A.4.2.3 ¿Se documenta el proceso de cierre con el 
subcontratista? 
Si 
No 
A.4.2.4 
A.4.3.1 
A.4.2.4 ¿La documentación  de A.4.2.3. responde a 
una plantilla predefinida? 
Si / No A.4.2.5 
A.4.2.5 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.4.3.1 
A4.3. Generar el Reporte de Mediciones y Sugerencias de Mejora de este proceso, de 
acuerdo al Plan de Mediciones de Procesos. 
A.4.3.1 ¿Existe una política de mediciones de 
procesos? 
Si  
No 
A.4.3.2 
A.4.4.1 
A.4.3.2 ¿Se genera un reporte de  mediciones de 
procesos de acuerdo a las políticas definidas?  
Si 
No 
A.4.3.3 
A.4.3.7 
A.4.3.3 ¿Quien realiza el reporte de mediciones de 
procesos?  
Roles A.4.3.4 
A.4.3.4 ¿Se documenta el reporte de mediciones de 
procesos? 
Si  
No 
A.4.3.5. 
A.4.3.7. 
A.4.3.5 ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.4.3.6 
A.4.3.6 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.4.3.7 
A.4.3.7 ¿Se genera un reporte de sugerencias 
generales? 
Si 
No 
A.4.3.8 
A.4.4.1 
A.4.3.8 ¿Quien realiza el reporte de  sugerencias? Roles A.4.3.9 
A.4.3.9 ¿Se documenta el reporte de sugerencias 
generales? 
Si  
No 
A.4.3.10. 
A.4.4.1 
A.4.3.10 ¿La documentación responde a una plantilla 
predefinida? 
Si / No A.4.3.11 
A.4.3.11 ¿En que medio queda documentado 
(manual/digital)? 
Manual /  
Digital 
A.4.3.12 
A4.3.12 Todos los integrantes del equipo de trabajo 
tienen acceso a dichos reportes? 
Si/No A.4.4.1 
A4.4. Identificar las Lecciones Aprendidas e integrarlas a la Base de Conocimiento. 
Como ejemplo, se pueden considerar mejores prácticas, experiencias exitosas 
de manejo de riesgos problemas recurrentes, entre otras. 
A.4.4.1 ¿Se identifican las lecciones aprendidas? Si 
No 
A.4.4.2 
FIN 
A.4.4.2 ¿Quien realiza la recepción y difusión de las 
lecciones aprendidas?  
Roles A.4.4.3 
A.4.4.3 ¿Cómo se difunden las lecciones aprendidas? Texto A.4.4.4 
A.4.4.4 ¿Se incorpora las lecciones aprendidas a la 
base de conocimiento?  
Si  
No 
A.4.4.5 
FIN 
A.4.4.5 ¿Quien realiza la incorporación a la base de 
conocimiento?   
Roles A.4.4.6 
A.4.4.6 ¿Se utiliza la información de la base de 
conocimiento para la mejora de las 
actividades? 
Si / No FIN 
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8.8.3  Conclusión 
Con el cuestionario aquí presentado se realizó una prueba controlada en una 
PyME que desarrolla software, tanto para el mercado local como para el 
internacional. 
 
Se realizaron tres entrevistas con la responsable de la Dirección de la empresa y 
personal de otras áreas de la misma, durante las cuales se leyó el cuestionario y 
se contestó el mismo, detectando las preguntas que no eran lo suficientemente 
claras o las respuestas cerradas que no contemplaban el universo de respuestas 
posibles; esto permitió refinar el cuestionario. 
Como lecciones aprendidas se registraron los siguientes puntos: 
1) Respecto a extensiones, productos y/o modificaciones al Modelo 
COMPETISOFT: 
• Las prácticas del Modelo COMPETISOFT, en el Proceso de 
Administración de Proyectos Específicos analizado, y sobre la base de la prueba 
realizada en una empresa, parecen adecuarse a las prácticas de una PyME de 
desarrollo de software. 
• Los documentos propuestos por COMPETISOFT generalmente no son 
realizados por las PYMES. Sin embargo las prácticas requeridas muchas veces se 
realizan en éstas pero no quedan documentadas. A fin de facilitar la 
documentación de las prácticas se recomienda elaborar una serie de plantillas 
predefinidas como guías. 
• Los roles definidos por el Modelo deberían ser ampliados, de modo tal que 
permita incluir actividades que se realizan por todos los miembros de un equipo de 
trabajo. 
 
2) Respeto al cuestionario 
1. El cuestionario tiene un grado aceptable de simplicidad y completitud sobre 
las prácticas del Proceso de Administración de Proyectos Específicos 
estudiado. 
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2. Puede ser de utilidad para la futura elaboración de un Método de 
Evaluación que permita medir el nivel de madurez de una empresa de 
desarrollo de software. 
3. Los resultados deben ser interpretados por un equipo de evaluadores 
externos a la empresa. 
4. Tiene la ventaja de estar soportado por una herramienta automatizada que 
sirve para la auto administración del cuestionario por parte de las empresas 
que resulten evaluadas. 
5. Debería elaborarse un esquema inicial de trabajo que permita analizar la 
estructura organizacional de una empresa, antes de ser evaluada con un 
Modelo de Proceso específico. 
6. Quedan aún por establecer patrones de análisis para las respuestas 
obtenidas del cuestionario. 
7. Es preciso analizar el Modelo en su conjunto, con la integración y 
sugerencias hacia otros procesos. 
8. Realizar un glosario del Proceso de Administración de Proyectos 
Específicos de COMPETISOFT que permita la interpretación del 
cuestionario según lo establecido en el Modelo. 
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PARTE III – DESARROLLO DEL CUESTIONARIO Y LA HERRAMIENTA DE 
SOPORTE 
 
Capítulo 9 – Sitio 
 
9.1 Introducción. 
El propósito de este Capítulo es describir tanto las decisiones de diseño como la 
funcionalidad del sitio Web propuesto como parte del desarrollo de nuestra tesis. 
 
A través del sitio, las organizaciones pueden responder el cuestionario que 
permitirá estimar el grado de calidad de la empresa y sugerir posibles acciones a 
realizar para poder alcanzar un nivel de calidad superior.  
 
9.2 Análisis. 
El producto de software permitirá registrar las respuestas de los usuarios a las 
preguntas del cuestionario y a su vez, estimar el grado de calidad de la empresa. 
También, dispondrá de otras funcionalidades que facilitarán y ayudarán a 
completar dicho cuestionario. 
El software a desarrollar tiene como objetivos: 
• Lograr la informatización del cuestionario de calidad, permitiendo registrar 
las respuestas y luego hacer un análisis sobre las mismas. 
• Brindar al usuario una respuesta estimada sobre cuál es el grado de calidad 
de la empresa a la que pertenece y sugerir acciones para la mejora. 
Como primer paso en el análisis se realizó un estudio de los requerimientos, el 
cual siguió las recomendaciones del documento IEEE STD 830 
(Recomendaciones Prácticas para la Especificación de Requerimientos de 
Software) y también se generaron los casos de uso (CU) correspondientes, los 
cuales se detallan a continuación: 
CU 1. Ingresar a una sesión (login) 
 
Descripción: 
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      Un usuario ingresa a la sesión con su nombre de usuario y contraseña 
Actores: 
      Usuario Común 
Precondiciones: 
      El usuario debe estar registrado 
Flujo Normal: 
1. El usuario ingresa al sitio. 
2. Se le solicita su nombre de usuario y contraseña. 
3. El usuario completa los datos solicitados y confirma. 
4. Se verifican los datos y se presentan al usuario las opciones disponibles. 
Flujo Anormal: 
      La contraseña no es correcta 
a. Informa el error 
b. Solicita que reingrese la contraseña 
Postcondiciones: 
      Las opciones para usuarios comunes se encuentran habilitadas. 
 
CU 2. Salir de una sesión (logout) 
 
Descripción: 
      Un usuario finaliza su sesión. 
Actores: 
      Usuario Común 
Precondiciones: 
      El usuario debe haber ingresado a la sesión previamente. 
Flujo Normal: 
      1.  El usuario selecciona la opción de salir de la sesión. 
2. Se cierra la sesión para ese Usuario. 
Flujo Anormal: 
Postcondiciones: 
      Quedan deshabilitadas todas las funciones del sistema, menos la que 
permite hacer login (CU 1). 
 
CU 3. Visualizar estado del cuestionario 
 
Descripción: 
      Se muestra el estado en el que se encuentra el cuestionario para un 
usuario. 
Actores: 
      Usuario común 
Precondiciones: 
    Que el usuario esté logueado. 
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Flujo Normal:       
1. El usuario selecciona la opción “Estado cuestionario”.   
2. El sistema lista todas las actividades con sus correspondientes 
subactividades y para cada una de las últimas muestra la siguiente 
información: 
- Completa: si el usuario respondió todas las preguntas de la 
subactividad. 
- Incompleta: si el usuario no respondió todas las preguntas de la 
subactividad, a continuación se muestra enlace “Seguir 
respondiendo” (ejecuta CU 5).  
- Sin respuestas: si el usuario no ha respondido ninguna pregunta 
de la subactividad; a continuación se muestra enlace “Responder” 
(ejecuta CU 4). 
 
Flujo Anormal: 
Postcondiciones: 
      Se visualizó el estado del cuestionario del usuario. 
 
CU 4.  Responder pregunta de subactividad 
 
Descripción: 
      Se responde una pregunta de una subactividad. 
Actores: 
      Usuario común 
Precondiciones: 
    Que el usuario esté logueado, que se esté visualizando la pregunta a 
responder. 
Flujo Normal:       
1. El usuario responde la pregunta.  
2. El sistema almacena la respuesta. 
3. El sistema muestra la siguiente pregunta a responder. 
4. Verificación última pregunta de subactividad. 
5. Opción del usuario. 
5.1 El sistema muestra la primera pregunta de la siguiente subactividad. 
 
Flujo Anormal: 
Postcondiciones: 
      Se almacenó la respuesta del usuario y de acuerdo a la opción que haya 
realizado el usuario se mostró la siguiente pregunta de la subactividad. 
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CU 5. Continuar respondiendo cuestionario 
 
Descripción: 
      Se continúa respondiendo las preguntas de una subactividad.  
Actores: 
      Usuario común 
Precondiciones: 
    Que el usuario esté logueado, se haya ejecutado el CU 3, que se haya 
seleccionado para una subactividad la opción de “Seguir respondiendo”. 
Flujo Normal:       
1. El sistema muestra la primera pregunta no respondida y sus opciones de 
respuesta. 
2. Responder la pregunta.  
 El usuario responde la pregunta. Se ejecuta CU 4. 
 El usuario no responde la pregunta. 
 
Flujo Anormal: 
Postcondiciones: 
      Se respondieron preguntas pertenecientes a la subactividad. 
 
CU 6. Visualizar respuestas 
 
Descripción: 
      Se muestran las respuestas del usuario. 
Actores: 
      Usuario común 
Precondiciones: 
    Que el usuario esté logueado, que haya respondido alguna pregunta del 
cuestionario. 
Flujo Normal:       
1 El usuario selecciona la opción “Visualizar respuestas”. 
2 Verificación de existencia de respuestas. 
2.1 El sistema lista todas las preguntas que el usuario respondió con sus 
respectivas respuestas. 
2.2 El sistema informa que el usuario no ha respondido ninguna 
pregunta. 
 
Flujo Anormal: 
Postcondiciones: 
      Se visualizaron las preguntas respondidas del usuario. 
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CU 7. Reinicializar cuestionario 
 
Descripción: 
      Se borran todas las respuestas del cuestionario. 
Actores: 
      Usuario común 
Precondiciones: 
    Que el usuario esté logueado, que haya seleccionado la opción de 
“Reinicializar cuestionario”. 
Flujo Normal:       
1. El sistema pide confirmación para eliminar las respuestas del usuario. 
2. Confirmación de acción. 
2.1 El usuario confirma la eliminación. 
2.1.1 El sistema elimina todas las respuestas del usuario. 
2.2 El usuario no confirma la eliminación. 
                        2.2.1    El sistema muestra la página de inicio del sitio. 
Flujo Anormal: 
Postcondiciones: 
      Se eliminaron las respuestas del usuario. 
 
CU 8. Realizar estimación de nivel 
 
Descripción: 
      Se realiza la estimación de nivel para un usuario, teniendo en cuenta sus 
respuestas.  
Actores: 
      Usuario común 
Precondiciones: 
    Que el usuario esté logueado y que haya respondido todas las preguntas del 
cuestionario. 
Flujo Normal:       
1. El sistema muestra el nivel de calidad estimado. 
2. El sistema visualiza dos opciones para mostrar las sugerencias. 
Flujo Anormal: 
Postcondiciones: 
      Se obtuvo la estimación del nivel de calidad y se visualizaron las 
sugerencias. 
 
CU 9. Mostrar sugerencias detalladas 
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Descripción: 
      Se muestran las sugerencias en detalle para un usuario.  
Actores: 
      Usuario común 
Precondiciones: 
    Que el usuario esté logueado. 
Flujo Normal:       
      1.  El usuario selecciona la opción “Sugerencias detalladas”. 
2.  Verificación de existencia de sugerencias. 
 El sistema lista todas las subactividades que correspondan con sus 
sugerencias. 
 El sistema informa que no hay sugerencias para mostrar. 
 
Flujo Anormal: 
Postcondiciones: 
      Se visualizaron las sugerencias detalladas de una estimación. 
 
CU 10. Mostrar sugerencias generales 
 
Descripción: 
      Se muestran las sugerencias generales para un usuario.  
Actores: 
      Usuario común 
Precondiciones: 
    Que el usuario esté logueado. 
Flujo Normal:       
      1.  El usuario selecciona la opción “Sugerencias generales”. 
2. Verificación de existencia de sugerencias. 
2.1 El sistema lista todas sugerencias necesarias para pasar al siguiente 
nivel. 
2.2 El sistema informa que no hay sugerencias para mostrar. 
 
Flujo Anormal: 
Postcondiciones: 
      Se visualizaron las sugerencias generales de una estimación. 
 
CU 11. Mostrar estimaciones obtenidas 
 
Descripción: 
      Se muestran las estimaciones obtenidas por un usuario.  
Actores: 
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      Usuario común 
Precondiciones: 
    Que el usuario esté logueado. 
Flujo Normal:       
      1.  El usuario selecciona la opción “Estimaciones obtenidas”. 
2. Verificación de existencia de estimaciones. 
2.1 El sistema lista todas estimaciones que se le realizaron al usuario 
ordenadas por fecha. 
2.2 El sistema informa que no hay estimaciones para mostrar. 
 
Flujo Anormal: 
Postcondiciones: 
      Se visualizaron las estimaciones del usuario. 
 
 
9.3 Tecnologías Empleadas. 
Se eligió como motor de base de datos MySQL y como lenguajes de programación 
PHP y Javascript corriendo en un servidor Web Apache. Para una carga dinámica 
pero transparente al usuario, se utilizó la arquitectura AJAX (Asynchronous 
Javascript And XML). 
 
9.4 Decisiones de diseño e implementación. 
El sitio es un sistema basado en la Web donde la interacción con el usuario se 
llevará a cabo a través de un Web browser. Esto da como ventaja que el sistema 
podrá accederse desde varias locaciones  sobre una plataforma específica. 
 
Soportará el Web browser Microsoft Internet Explorer 6.0 o superior y Mozilla 
Firefox siempre y cuando tenga el plugin IE Tab instalado. Es de esperar que el 
sistema trabaje en máquinas clientes con Microsoft Windows. 
 
La siguiente figura muestra la pantalla que se visualiza cuando se inicia el sitio y 
cuando el usuario logueado selecciona la opción de Salir. Aquí se permite tipear el 
nombre de usuario y contraseña, y si ambos son correctos, se ingresará al sitio. 
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Las páginas del sitio utilizan la misma GUI (Graphical User Interface). 
 
La siguiente figura muestra una pantalla típica del sitio, donde se pueden apreciar 
básicamente tres partes importantes. La parte superior, donde figura el título y una 
breve descripción del proyecto; en la esquina superior izquierda se visualizan la 
fecha, la hora, el usuario que está logueado y las opciones de Cambiar 
Contraseña y Salir del sitio. 
La parte izquierda muestra un menú con todas las opciones disponibles para el 
usuario. Y en el sector central se visualizarán diferentes páginas, de acuerdo a la 
funcionalidad seleccionada por el usuario. 
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En cuanto a la implementación de la aplicación y en lo que respecta a la 
generación del cuestionario, se decidió utilizar la arquitectura AJAX para que el 
usuario sólo visualice las preguntas que corresponden de acuerdo a las 
respuestas que va otorgando, en contraposición de visualizar el cuestionario 
completo y que de esta manera el usuario se desoriente y pierda el hilo contextual.   
Decidimos establecer un orden secuencial para el ingreso de las respuestas, lo 
que implica que las Actividades se respondan una a una al igual que las 
Subactividades pertenecientes a éstas. Por ello, luego que el usuario selecciona o 
escribe su respuesta, la información correspondiente se registra en la Base de 
Datos y a continuación se muestra la pregunta siguiente de acuerdo a la respuesta 
otorgada.  
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Se decidió que serían almacenados los datos de sólo un cuestionario para un 
usuario, es decir que si éste decide reinicializar el cuestionario esos datos no se 
conservan. Manteniendo un único cuestionario por usuario, el último que 
respondió, se intenta evitar que el usuario especule con las respuestas ingresadas 
en otros cuestionarios y que de esa forma manipule el resultado de la estimación. 
 
Una vez que el usuario respondió todo el cuestionario y solamente en ese caso, se 
puede llevar a cabo la estimación del nivel de calidad en que se encuentra el 
mismo.  
Los criterios que se tuvieron en cuenta para la realización de dicha estimación son 
los siguientes: 
 
1. Se toman en cuenta sólo las preguntas cuyas respuestas son selecciones 
(Si/No) dado que de todos los tipos de respuestas que tiene el cuestionario, 
éste es el que puede, a nuestro criterio, permitirnos obtener una medida. 
2.  Se determina el color predominante de cada Subactividad, de acuerdo a 
los colores de las preguntas pertenecientes a la misma. 
3. Se contabiliza la cantidad de preguntas con opción de respuesta Si/No por 
cada Subactividad. 
4. Se contabiliza la cantidad de respuestas con Si y la cantidad de respuestas 
con No por cada Subactividad. 
5. Utilizando dichas sumas y tendiendo en cuenta la cantidad total de 
preguntas con Si/No, calculada en 3., se obtienen los porcentajes de 
respuesta que son Si y los porcentajes que son No. 
6. Si el porcentaje para Si supera el porcentaje para No, significa que se 
cumplió la Subactividad, y se está en condiciones de incrementar el total del 
color en la Actividad, teniendo en cuenta el color predominante de la 
Subactividad. 
7. Luego de haber realizado los cálculos de 6. para todas las Subactividades 
de una Actividad, se puede determinar cual es el color predominante de la 
misma. 
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8. Después de haber realizado el paso 7. para todas las Actividades del 
cuestionario, se puede obtener cual es el color definitivo que le corresponde 
a la estimación y en base a ello cual es el nivel de calidad estimado para el 
usuario. 
 
Cabe aclarar que la fuente de información utilizada para realizar la estimación está 
conformada por las respuestas del usuario. 
 
9.5 Funcionalidad 
El sitio cuenta con las siguientes funcionalidades: 
 
- Estado del cuestionario 
 
Esta funcionalidad muestra al usuario el grado de avance en las respuestas del 
cuestionario. 
Se listan las actividades junto a sus respectivas subactividades y para cada una 
de estas, se informa la situación en la que se encuentra de acuerdo a lo que el 
usuario ha respondido, para lo cual se contemplan tres estados posibles: 
 
Completa, estado en el cual las preguntas de una Subactividad han sido 
respondidas en su totalidad. 
Incompleta, estado en el cual aún no se han respondido todas las preguntas 
pertenecientes a la Subactividad. 
Sin Respuestas estado en el cual no se ha respondido ninguna pregunta de esa 
Subactividad. 
 
Para conservar la consistencia de la información almacenada que refleja las 
respuestas del usuario, se decidió implementar una restricción que impide que se 
altere el orden en que se responden cada una de las preguntas correspondientes 
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a las subactividades y a su vez de las actividades entre sí. De esta manera la 
única forma posible de responder es en forma secuencial. 
 
La figura siguiente muestra el caso en el cual aún no se ha respondido ninguna 
pregunta, es decir el estado Sin Respuestas.  
 
 
 
 
Cabe aclarar que el enlace Responder aparece solo en dos situaciones 
diferentes: 
1. cuando el usuario aún no ha respondido ninguna pregunta del 
cuestionario. 
2. cuando la subactividad previa a la que aparece dicho enlace está 
completa. Este caso se visualiza en la siguiente figura: 
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Si el usuario ha respondido parcialmente una subactividad, la misma tendrá como 
estado Incompleta, lo que habilita el enlace de Seguir respondiendo como se 
muestra en la figura siguiente: 
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Por último, si el usuario ha respondido todas las preguntas correspondientes a una 
subactividad, el estado que se visualiza de la misma es Completa, la siguiente 
figura, muestra este caso. 
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- Estimación de nivel 
Esta funcionalidad permite realizar una estimación del nivel de calidad en que se 
encuentra el usuario, de acuerdo a las respuestas otorgadas en el cuestionario y 
teniendo en cuenta la escala de niveles definida en COMPETISOFT. Para poder 
utilizar esta funcionalidad, el usuario debe haber respondido por completo el 
cuestionario. 
Si el usuario está en condiciones de obtener una estimación, podrá visualizar la 
misma y dependiendo del caso, se le brindará la posibilidad de recibir dos tipos de  
sugerencias (detalladas y generales) para poder pasar al siguiente nivel de 
calidad. 
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Sugerencias detalladas: 
Este tipo de sugerencias se elaboran por cada Subactividad que de acuerdo a 
nuestra estimación no se cumple. Cada una de ellas consiste de una breve 
recomendación para poder cubrir las prácticas de esa Subactividad.  
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Sugerencias generales: 
Este tipo de sugerencias se elaboran por nivel, es decir de acuerdo al nivel 
estimado, se le darán lineamientos generales correspondientes al siguiente nivel. 
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- Estimaciones obtenidas 
Esta funcionalidad permite al usuario visualizar todas las estimaciones que obtuvo,  
ordenadas por fecha. Para cada una se indica el nivel obtenido, la capacidad de 
proceso y enlaces que permiten ver los dos tipos de sugerencias. 
 
 
 
En caso que el usuario no haya obtenido aún ninguna estimación, se mostrará lo  
siguiente:  
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- Reinicializar cuestionario 
Esta funcionalidad le permite al usuario eliminar todas las respuestas otorgadas 
del cuestionario. 
 
 
 
- Visualizar respuestas 
Esta funcionalidad le permite al usuario ver todas las preguntas que ha contestado 
del cuestionario junto a sus respuestas. 
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CONCLUSIÓN 
 
Debido a las exigencias actuales del mercado, está muy en boga el concepto de 
calidad de un producto. Esto también se traslada a la industria del software en la 
cual la calidad es considerada como una disciplina más dentro de la ingeniería de 
software. 
 
Si bien a nivel internacional se han desarrollado varios modelos para la mejora y 
evaluación de procesos de software, destacándose el estándar internacional 
ISO/IEC 15504 y el modelo CMMI (SEI, 2002), dichos modelos están pensados 
para grandes empresas, con lo cual para las PyMEs resulta difícil y costoso 
adoptarlos. 
 
En algunos países iberoamericanos se está intentando abordar este problema, 
aunque de forma aislada, con algunas iniciativas dignas de destacar como el 
modelo MoProSoft de México, el modelo MR mps de Brasil o el modelo SIMEP-
SW de Colombia, incluso la metodología Métrica V.3 propuesta por el MAP de 
España. 
 
COMPETISOFT: “Mejora de procesos para fomentar la competitividad de la 
pequeña y mediana industria del software de Iberoamérica”, es un proyecto de 
investigación que fue seleccionado entre varias propuestas en la Asamblea 
General del Programa Iberoamericano de Ciencia y Tecnología para el Desarrollo 
(CYTED) y en el que participan universidades, empresas, centros públicos y 
organismos de estandarización de trece países de la región. 
 
En el presente trabajo se realizó un estudio del proyecto COMPETISOFT, se 
analizó particularmente el Área de Administración de Proyectos Específicos y a 
partir de un cuestionario para la evaluación de aspectos en este proceso, se 
desarrolló una herramienta Web para su relevamiento. A partir de dicho 
relevamiento se puede realizar la estimación del nivel de calidad de una PyME, en 
el Proceso de “Administración de Proyectos Específicos”. Tal estimación está 
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formulada en un análisis que involucra los colores utilizados en el cuestionario y 
aquellas preguntas cuya opción de respuesta es la selección (Si/No). Como 
consecuencia de la estimación se proponen sugerencias de mejora que según 
nuestro criterio ayudarán a la empresa a tener en cuenta en qué puntos 
específicos hacer hincapié para perfeccionar su capacidad y así ofrecer servicios 
con mayor calidad. 
 
La herramienta fue probada en una empresa nacional y una española. Para la 
segunda, nos contactamos con un profesor de la Universidade da Coruña 
(España) a través de quien logramos conseguir que una empresa a la cual el está 
vinculado respondiera el cuestionario. 
 
Como trabajos futuros proponemos: 
 
o completar los restantes procesos con los cuestionarios y sugerencias 
respectivos. 
o Mejorar la herramienta web para permitir flexibilizar la definición de las 
preguntas, respuestas y sugerencias del cuestionario. 
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