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Resum 
El present projecte s’ha realitzat per implementar un entorn de desenvolupament 
d’aplicacions de control de moviment utilitzant un PC com a controlador del sistema. 
Com que el control de moviment és un camp poc conegut,  s’ha realitzat una introducció 
teòrica esmentant en què consisteix, quins dispositius el composen i quines funcions 
bàsiques es realitzen en ell. 
Un cop contextualitzat l’entorn del projecte, s’ha descrit l’estàndard PLCopen utilitzat per 
desenvolupar les eines de control de moviment, i s’han descrit les característiques 
necessàries per l’ús d’un PC com a controlador del sistema de control de moviment. 
La vessant pràctica del projecte ha consistit en dues parts: La primera part ha estat la 
realització d’un software per l’ús d’un PC com a controlador d’un sistema de control de 
moviment utilitzant Mechatrolink – II. La segona part ha estat el desenvolupament d’una 
llibreria de blocs funcionals basats en PLCopen. 
Per la realització del software del PC s’ha utilitzat el sistema operatiu Windows XP 
complementat amb una extensió de temps real.  
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1. Glossari 
PLC: Programmable Logic Controller 
HMI: Human Machine Interface 
PWM: Pulse-Width Modulation 
DSP: Digital Signal Processor 
SO: Sistema Operatiu 
TR: Temps Real 
SOTR: Sistema Operatiu en Temps Real 
SITR: Sistema Informàtic en Temps Real  
STR: Sistema en Temps Real  
API: Application Programing Interface 
SCADA: Supervisory Control And Data Acquisition 
OPC: OLE for Process Control 
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2. Introducció 
Aquest projecte ha estat fruit de les col·laboracions entre el CITCEA (Centre d’Innovació 
Tecnològica de Convertidors Estàtic i Accionaments) i  l’empresa OMRON - YASKAWA.  
2.1. Objectius del projecte 
L’objectiu d’aquest projecte és desenvolupar un entorn de programació d’aplicacions de 
control de moviment utilitzant el bus Mechatrolink – II i un PC com a mestre.  
Aquest objectiu implica dotar el PC de les eines adequades per controlar un sistema de 
control de moviment i desenvolupar un seguit de blocs funcionals basats en PLCopen per tal 
que l’usuari pugui desenvolupar les aplicacions de control de moviment. 
El sistema ha de ser  capaç de controlar com mínim 3 eixos en un temps de cicle de 1 ms. 
2.2. Abast del projecte 
L’abast del projecte comprèn la documentació del camp del control de moviment, el disseny 
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3. CONTROL DE MOVIMENT 
3.1. Introducció 
3.1.1. El control  de moviment 
El control de moviment forma part de l’àrea de mecatrònica d’altes prestacions i engloba el 
control de posició, velocitat i parell d’eixos i la sincronització entre ells, així com la gestió de 
mòduls d’entrades i sortides i elements de HMI (Human Machine Interficie). 
Els equips que composen el control de moviment requereixen elevades prestacions 
tecnològiques i és per això que és un camp en continua transformació on la innovació i el 
desenvolupament són factors principals.  
3.1.2. Aplicació del control de moviment 
En les màquines industrials tal com empaquetadores, classificadores, aplicacions tèxtils, 
control numèric, etc. és necessari coordinar el moviment de diferents parts de la màquina, 
detectar entrades de sensors o de interruptors, activar leds, relés o alarmes, oferir un panell 
de control per el control de la màquina, monitoritzar l’estat del procés, etc. 
Per exemple, en una empaquetadora de material es té: 
• Cinta transportadora de material de diferents formes. 
• Sensors que detecten les diferents formes del material. 
• Classificador del material segons la forma. 
• Dispensador del material. 
• Cinta transportadora de capses per omplir. 
• Panell de control per l’operari 
• Sensors de seguretat, alarmes, etc. 
La coordinació i sincronització d’aquestes funcions és una tasca complexa.  
El control de moviment integra totes aquestes funcions a través d’un sistema compacte i 
simple i permet una producció flexible i versàtil. 
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3.1.3. Estat de l’art del control de moviment 
El control de moviment està compost per elements d’alta tecnologia i com qualsevol camp 
relacionat amb la tecnologia ha canviat molt des de fa deu anys [1], [2], [3], [4]. Per tant, són 
molts els aspectes implicats que podrien formar part d’aquest capítol, però principalment se’n 
tracten tres: 
• Substitució d’elements mecànics per electrònica. 
• Tendència de la distribució de la “intel·ligència”. 
• Avanç en el control de motors: millora i ampliació dels tipus de motor. 
Substitució d’elements mecànics per electrònica: 
En els orígens, les funcions dels sistemes de posicionat s’havien de portar a terme a partir de 
mecanismes. La utilització de cargols de boles, engranatges, corretges, etc. era habitual no 
només per passar moviments rotatius a lineals (encara en ús a l’actualitat) sinó per 
implementar determinades funcions com relacions de velocitat, perfils de posició, etc.  
A partir de l’avanç de l’electrònica de potència i la potència de càlcul dels processadors es 
van poder substituir alguns d’aquests mecanismes per electrònica.  
Un exemple de substitució d’elements mecànics per electrònica van ser les taules CAM 
(4.2.4) que van substituir  les lleves mecàniques, o els moviments gear (4.2.5) que van 
substituir els engranatges, corretges, etc. 
La incorporació de l’electrònica en el sector del control de moviment ha suposat avantatges 
en diversos aspectes. 
A continuació es mostren el casos de la taula CAM i el moviment gear com exemples dels 
avantatges que ha suposat la substitució de mecanismes per electrònica: 
Taula CAM: 
• Supressió del fregament i l’elasticitat entre la lleva i el seguidor. 
• Reducció de la problemàtica en el control degut a les no linealitats del sistema 
mecànic: stiction (static friction). 
• Més precisió i menys manteniment degut a la supressió de les problemàtiques 
anteriors. 
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• Augment de la facilitat, versatilitat i flexibilitat en la configuració de perfils així com la 
disminució del cost d’implementació. 
Gear: 
• Valor de la relació de transformació independent de restriccions mecàniques. 
• Supressió de les problemàtiques associades a les corretges: lliscament,  elasticitat, 
manteniment, etc. 
• Reducció de la problemàtica en el control degut a les no linealitats del sistema 
mecànic: stiction (static friction). 
• Més precisió degut a la superació de les problemàtiques anteriors. 
• Flexibilitat en l’etapa de sincronització. 
L’evolució del control de moviment comporta la substitució progressiva de mecanismes i la 
millora de les prestacions dels sistemes implicant reduccions de costos i permetent 
possibilitats  que no existien amb els antics sistemes.   
Tendència de la distribució de la “intel·ligència”: 
Un del punts que ha canviat més en el camp del control de moviment ha estat la distribució 
de la “intel·ligència” dels elements que composen el sistema (Fig. 3-1). Principalment es 
troben tres configuracions diferents [5]: 
• Sistema totalment centralitzat. 
• Sistema parcialment centralitzat.  
• Sistema totalment distribuït.  
El sistema totalment centralitzat consisteix en tenir la major part de càlcul en el motion 
controller. En aquesta configuració és el motion controller el que tanca el llaç de posició i 
dóna contínuament consignes de velocitat als servodrives. Les consignes de velocitat es 
poden transmetre a través d’un bus de moviment, a través de senyals analògiques o a través 
de un tren de polsos d’amplitud variable (control PWM  (Pulse-Width Modulation)). 
Avantatges: 
• Més simplicitat dels servodrives, requereixen menys prestacions. Fins i tot es poden 
utilitzar convertidors de freqüència. 
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Inconvenients: 
• Motion controller d’altes prestacions. 
• Cost de les targetes de realimentació de posició.  
• Cablejat de la realimentació de posició problemàtic degut a l’alta freqüència del 
senyal del encoder o resolver.  
• Alta densitat de flux d’informació entre el motion controller i el servodrive que segons 
el sistema de comunicació origina: 
o Amb bus de moviment: Retards, col·lisions de missatges, etc. 
o Amb senyal analògica: Pèrdua d’informació degut interferències provocades 
per sorolls electromagnètics. 
o Amb tren de polsos: Generació de soroll electromagnètic que pot interferir a 
altres parts del sistema. 
En un sistema parcialment centralitzat els llaç de posició es tanca en el propi servodrive 
descarregant d’aquestes funcions al motion controller i alliberant part del flux de dades  del 
bus de moviment de manera que el motion controller només hagi de coordinar els eixos. 
Avantatges: 
• El motion controller pot tenir menys capacitat de càlcul. 
• Es redueixen les possibilitats d’error en el bus. 
• Menys cost del motion controller ja que requereix menys prestacions i no necessita 
targes per tancar el llaç de posició. 
Inconvenients: 
• Cost dels servos. 
En un sistema totalment distribuït la figura d’un element dedicat exclusivament a fer de 
motion controller no hi és. Per contra, un dels servodrive dels sistemes fa doble tasca, a part 
de realitzar el control del seu motor, dóna consignes els altres servodrives que actuen com a 
esclaus, actuant així com  motion controller. 
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Avantatges: 
• Reducció del cost destinat al motion controller.  
• Reducció de càrrega pel bus de dades. 
• Més rapidesa entra enviar una comanda i l’execució d’aquesta 
Inconvenients: 
• Menys flexibilitat de programació. 




















































































Fig. 3-1. Sistemes de distribució “d’intel·ligència” 
Avanç en el control de motors: millora i ampliació dels tipus de motor: 
Les noves possibilitats i l’increment de les prestacions en l’electrònica de potència també han 
potenciat: 
• millores en les prestacions dels motors més utilitzats en el camp de motion control.  
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• utilització de nous motors com: 
o  motors lineals.  
o torque motors. 
El motor més utilitzat en el camp del control de moviment és el motor síncron d’imants 
permanents amb excitació sinusoïdal. Aquest tipus de motor necessita conèixer la posició del 
rotor per tal de poder oferir les prestacions desitjades. Fins ara la posició del rotor es coneix a 
partir d’un sensor tal com un encoder o un resolver però això comporta una sèrie 
d’inconvenients. És per aquests motiu que s’estan investigant tècniques per poder substituir 
el sensor per altres mètodes de càlcul del control anomenats sensorless. De moment no s’ha 
arribat a resultats plenament satisfactoris però és un camp d’investigació obert [6]. 
Pel que fa a nous motors, els motors lineals són motors molt interessants ja que estalvien els 
acoblaments mecànics per passar el moviment rotatiu a lineal, per la seves prestacions tal 
com alta velocitat, grans acceleracions, precisió i temps de resposta alts, fiabilitat, etc. Els 
inconvenients són l’elevat cost d’adquisició, la dificultat d’evacuació de calor i les majors 
prestacions del control [7]. 
Per altra banda s’està començant a aplicar el torque motor. El torque motor és un motor 
capaç d’oferir gran parell a baixes velocitats sense necessitat del reductor. Això augmenta el 
rendiment global del sistema, disminueix la problemàtica d’evacuació de calor del reductor i 
proporciona més precisió en el posicionat. El torque motor és un motor brushless multipolar 
que requereix un control especial i, al igual que el motor lineal, no hagués tingut aplicació 
sense un avanç de les tècniques de l’electrònica de potència [6]. 
3.2. Elements d’un sistema de control de moviment 
3.2.1. Motion controller 
Les funcions d’un motion controller depenen de les prestacions del servodrive i determinen la 
configuració del sistema. 
El motion controller d’un sistema amb control parcialment centralitzat té associat un 
servodrive de prestacions mitges i realitza les següents tasques: 
• Establir comunicació amb els servodrives a cada cicle de programa. 
• Realitzar càlculs associats a eines de control de moviment tal com taules CAM, gear, 
etc. Aquest punt depèn de les prestacions del servodirve. 
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• Gestionar i coordinar els eixos. 
Es fan servir dos tipus de motion controller: els PLC i els  PC. En el capítol 6 es descriuen les 
principals diferències. 
3.2.2. Servodrives 
Els servodrives són dispositius per comandar els servomotors. Aquets dispositius combinen 
una part de control i una part d’electrònica de potència per governar el servomotor. 
El control dels servodrives té les següents funcions: 
• Rebre comandes i enviar informació al motion controller. 
• Implementar el generador de perfils. 
• Tancar els llaços de posició i velocitat i segons model el llaç de parell. 
• Segons les prestacions, realitzar càlculs de funcions aplicades al servomotor que 
comanda (p.e. taula CAM). 
• Comandar la part de potència. 
• Protegir els servomotors. 
La part de potència del servodrive té les següents funcions: 
• Alimentar el servomotor. 
• Recuperació o dissipació d’energia provinent del servomotor. 
Per satisfer aquestes altes prestacions es requereix gran velocitat de processat i tractat 
d’informació. Les prestacions dels servodrives són un factor clau alhora de dissenyar i 
programar una aplicació de control de moviment. 
En el mercat també es pot trobar convertidors de freqüència. Malgrat que l’esquema de la 
part de potència d’un servodrive i un convertidor de freqüència pot ser igual, una gran 
diferència és que el convertidor de freqüència no té una electrònica de control adient ni està 
dissenyat per realitzar operacions específiques de control de moviment com, per exemple,  
taules CAM (subapartat 4.2.4). 
 
Pàg. 16  Memòria 
3.2.3. Servomotors 
Els servomotors són els elements comandats pel servodrive i són els elements que 
tradueixen l’energia elèctrica a energia mecànica. Els servomotors més utilitzats en el control 
de moviment són els motors síncrons d’imants permanents amb excitació sinusoïdal 
(Brushless AC). Tanmateix per aplicacions específiques es poden utilitzar motors de corrent 
continu, motors d’inducció o motors pas a pas. 
Els motors brushless AC presenten principalment dos punts forts: 
• Menor rati pes/potència 
• Parell de pic entre 3 i 6 vegades el parell nominal. 
Aquestes dues característiques li confereixen prestacions dinàmiques per sobre dels motors 
de corrent continu o els motors d’inducció. 
Un dels punts febles d’aquest motor és que per el seu control es requereix conèixer la 
posició del rotor fet que obliga a tenir un sistema de realimentació de posició (p.e. un encoder 
o un resolver). El cablejat de la realimentació de posició pot suposar problemes en 
aplicacions de gran potència o de llargs recorreguts entre el servodrive i el servomotor pels 
sorolls electromagnètics que es puguin generar. Aquests sorolls poden invalidar la informació 
transportada o comportar lectures errònies. 
La utilització dels motors brushless AC va estretament lligada a l’avanç de l’electrònica de 
potència i el seu control ja que són motors que necessiten controls dinàmics, com per 
exemple control vectorial, que obliguen a realitzar càlculs a alta velocitat requerint DSP 
(Digital Signal Processor) i lògica de control avançada. 
3.2.4. Busos industrials per al control de moviment  
A diferència d’altres busos industrials els busos per al control de moviment estan dissenyat 
per: 
• Alta velocitat de transmissió de dades 
• Poc flux de dades 
• Característiques de sistema en temps real: informació crítica 
Al mercat es poden trobar diversos busos de motion control. En el present apartat se’n 
esmenten tres: 
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• Ethernet Powerlink 
• Sercos III  
• Mechatrolink – II 
Ethernet Powerlink: 
Ethernet Powerlink és un estàndar obert basat en l’estàndard Ethernet. Ethernet Powerlink 
ha ampliat les capacitats d’Ethernet convencional amb la comunicació de dades en temps 
real fet que l’ha fet viable pel control de moviment. Ethernet Powerlink presenta compatibilitat 
total amb el protocol CANopen [8]. 
Ethernet Powerlink s’està extenent en el motion control. El fet de ser un estàndard obert i 
estar basat en Ethernet convencional pot aprofitar la inversió en desenvolupament de 
Ethernet, connector barats, etc. 
Les característiques principals del bus són: 
• Velocitat de bus: 100 Mbps 
• Mètode de control d’accés al bus: client/servidor i Productor/consumidor 
• Medi físic: 2 parells de cables trenats. 
• Número màxim d’esclaus: entre 20 i 50 
• Temps de cicle:  entre 200 us i  < 2 ms 
• Elements amb possibilitat de connexió: Servodrives, mòduls I/O, HMI. 
• Propietat del bus: No propietari (desenvolupament i estàndard oberts). 
Sercos III: 
El bus SERCOS (SErial Realtime COmmunications System). L’interfície de SERCOS és un 
estàndard tant en hardware com en protocol que és obert per tots els fabricants. L’estàndard 
de SERCOS III està basat en l’estàndard d’Ethernet afegint característiques de sistema en 
temps real [9]. 
SERCOS és un dels busos utilitzats en més aplicacions (unes 400.000 arreu del món). 
Les característiques principals del bus són: 
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• Velocitat de bus: 100 Mbps 
• Mètode de control d’accés al bus: mestre/esclau i esclau/esclau 
• Medi físic: 2 parells de cables trenats. 
• Número màxim d’esclaus: 254 
• Temps de cicle:  entre 31.25 us i  2 ms 
• Elements amb possibilitat de connexió: Servodrives,  convertidors de freqüència, 
mòduls I/O, HMI. 
• Propietat del bus: No propietari (desenvolupament i estàndard oberts). 
En un bus de moviment, el paràmetre del temps de cicle va lligat amb el nombre d’esclaus i 
la longitud del missatge a transmetre. Un exemple es pot veure a la Taula 3-1. 
 
Taula 3-1 Taula de relació entre el temps de cicle, el número 
d’esclaus i la longitud del missatge del bus 
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Mechatrolink – II: 
El bus Mechatrolink – II és un bus propietat de OMRON – YASKAWA i utilitza  tecnologia 
pròpia d’aquesta empresa. És un bus àmpliament utilitzat a Japó i Àsia però amb menys 
aplicació a nivell europeu  
Les característiques principals del bus són: 
• Velocitat de bus: 10 Mbps 
• Mètode de control d’accés al bus: mestre/esclau 
• Medi físic: : 2 parells de cables trenats.. 
• Número màxim d’esclaus: 30  
• Temps de cicle: entre 250 us i 8 ms  
• Elements amb possibilitat de connexió: Servodrives, convertidors de freqüència, 
mòduls I/O. 
• Propietatat del bus: OMRON –YASKAWA 
Aquest bus ha estat utilitzat en l’aplicació desenvolupada en aquest projecte. Per més 
característiques del Mechatrolink – II veure apartat 7.2. 
3.2.5. Mòduls d’entrades i sortides 
Els mòduls d’entrades sortides són punts de connexió per centralitzar elements que 
proporcionen entrades al sistema (p.e. sensors) i elements que són sortides (p.e. relés).  
Aquest mòdul es pot connectar al motion controller a través del bus de moviment, estalviant 
tot el cablejat de cada element individualment i permetent un control remot. També es pot 
utilitzar un bus diferent del de control de moviment compatible amb el motion controller. 
Alguns mòduls d’entrada i sortida es connecten directament als servodrives. 
3.2.6. Sistemes de visualització (HMI) 
Els sistemes de visualització serveixen per fer d’interfície entre l’usuari i la màquina. Des del 
sistema de visualització es pot controlar el comportament del sistema i visualitzar variables 
de sortida, de tal manera que l’usuari pot controlar el sistema sense haver de saber com es 
programa i d’una manera amigable. 
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El sistema de visualització pot estar integrat en el motion controller o també pot ser un 
element independent que es comunica amb el sistema a partir del bus de control de 
moviment. 
Els dispositius HMI han patit un gran avanç i els actuals dispositius presenten un gran ventall 
de possibilitats de connexió amb busos diferents i gran funcionalitat i prestacions. 
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4. FUNCIONS BÀSIQUES DEL CONTROL DE 
MOVIMENT 
4.1. Introducció 
L’objectiu d’aquest capítol és introduir algunes funcions del control de moviment que són 
específiques d’aquest camp. Aquestes funcions resulten indispensables per les aplicacions 
de control de moviment. 
També s’ha volgut explicar, a tall d’exemple, una aplicació típica de control de moviment per 
mostrar les possibilitats d’aquests camp i mostrar l’aplicació dels conceptes tractats. 
4.2. Funcions bàsiques de control de moviment 
4.2.1. Llaços de regulació 
Els llaços de regulació són els elements que han de permetre que la resposta del sistema 
tingui el comportament esperat independentment de les variacions i pertorbacions aplicades 
al sistema. 
Els llaços de regulació bàsics en un sistema de control de moviment són el llaç de parell, el 
llaç de velocitat i el llaç de posició. Els controladors estàndard dels llaços de control destinats 
a control de moviment són controladors PID. 
Els llaços de regulació reben les consignes d’un llaç de control previ (el llaç de parell rep 
consigna del llaç de velocitat i el de velocitat rep consigna del llaç de posició) i d’un mòdul de 
control. El mòdul de control és un element amb algoritmes avançats que a partir de les 
consignes rebudes des del motion controller estableix la consigna pertinent al llaç de control 
pertinent. Entre d’altres aquests mòdul de control pot incloure el generador de perfils 
(subapartat 4.2.2) i opcions de feed forward necessàries per determinades prestacions de 
control de moviment. Un exemple de sistema de regulació d’un servodrive comercial es pot 
trobar a la figura Fig. 4-1. 
La tendència actual en el camp del control de moviment es que l’usuari requereixi cada cop 
menys coneixement dels llaços de control sent possible que el servodrive ajusti 
automàticament (auto tunning) els paràmetres del controlador de cada llaç de control sense 
que l’usuari hagi d´intervenir. Un altra tendència important és la utilització de controladors 
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Fig. 4-1. Exemple dels llaços de control d’un servodrive   
Sigma V d’OMRON - YASKAWA
4.2.2. Generadors de perfils 
El generador de perfils és una part imprescindible de qualsevol sistema de control de 
moviment. 
La funció d’un generador de perfils és generar un perfil de velocitat a partir d’una posició 
objectiu i a partir de la posició actual. 
L’objectiu de generar un perfil de velocitat és controlar l’acceleració i la jerk (derivada de 
l’acceleració respecte el temps) aplicades al nostre sistema mecànic. 
El control d’aquestes magnituds no es pot assolir amb un sistema més simple, com per 
exemple, graons de velocitat o rampes de velocitat.  
Així doncs, la forma del perfil creat pel generador de perfils influeix en les prestacions de 
l’equip de motion ja que canvis sobtats de velocitat es tradueixen en canvis bruscos 
d’acceleració i en conseqüència en variacions de jerk. 
Les variacions brusques de jerk impliquen [10]:  
• baixa precisió en el posicionat final degut a oscil·lacions mecàniques  
• desgast i fatiga del sistema mecànic que es tradueixen en: 
o increment de manteniment  
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o més cost  
o menys aprofitament de les prestacions d’aquests equips  
Existeixen diversos tipus de perfils: trapezoïdal i corba – S (Fig. 4-2), parabòlic i per casos 
específics es poden dissenyar perfils fets a mida. 
Cada un d’aquest perfils requereix una potència de càlcul del processador diferent.  
El perfil trapezoïdal ha estat molt usat durant molts anys per la seva facilitat d’implementació 
ja que es tracta d’algoritmes d’interpolació lineal. Per contra aquest perfil comporta uns valors 
de jerk no desitjables com es pot comprovar a la Fig. 4-2. 
Actualment el perfil més usat és la corba – S que ha substituït els perfils trapezoïdals. Això 
ha estat possible per l’augment de potència dels processadors del servodrive que han 
permès implementar algoritmes d’interpolació més complexos. L’increment de la complexitat 
dels algoritmes d’interpolació es veu recompensat amb perfils molt més suaus en els punts 
crítics, és a dir, als punts de canvi de velocitat. 
El perfil parabòlic s’aplica a motors pas a pas i, al igual que els perfils fets a mida, són poc 
habituals. 
El generador de perfils pot ser implementat en el motion controller o directament en el 
servodrive però actualment és més habitual en aquests últim.  
En els servodrives actuals és usual poder escollir els tipus de perfils generats pel generador 
de perfils. L’elecció es realitzarà  en funció de les característiques del nostre sistema 
mecànic. 
 



















Fig. 4-2. Exemple de perfils generats. Trapezoidal i Corba– S 
4.2.3. Perfils  basats en el temps 
Els perfils basats en el temps com a mestre estan definits per coordenades que l’usuari o 
programador introdueix en forma de taula.            
Aquestes coordenades són de la forma (temps (x), ordenada (y)). 
Les ordenades poden ser de tres tipus: Posició, velocitat i acceleració (depenent de les 
prestacions dels equips). 
A partir dels punts definits es genera un perfil mitjançant l’element de generació de perfils del 
sistema. És la configuració del generador de perfils del nostre sistema el que defineix la 
forma d’interpolar que s’executarà per calcular la trajectòria entre els punts donats. Tot i així 
en aquest perfils no sol ser important la trajectòria executada i sí assolir les ordenades 
objectius en els temps objectiu (veure Fig. 4-3 ).  
Quan es dissenyen les coordenades del perfil s’ha de tenir present que, com qualsevol 
consigna per generar un perfil determinat, haurem de considerar els límits mecànics per tal 
de garantir el bon funcionament del sistema. 
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Habitualment el perfil es començarà a executar a partir d’una senyal externa (p.e. sensor). El 
seguiment del perfil es realitzarà en el motion controller o directament en el servodrive,  
segons les prestacions i característiques dels equips utilitzats. 
Perfil temps - Posició 
En els posicionats més habituals s’usen els perfils de posició basats en el temps com a 
mestre.  
Aquest posicionat pot ser interessant aïlladament o com a mestre d’una part de la màquina. 
Per exemple, en un posicionat multi eix. En aquest tipus d’aplicacions, a un eix (l’eix mestre), 
se li implementa un perfil temps – posició i en els demés eixos del sistema se’ls hi aplica una 
taula CAM (apartat 4.2.4) vinculant la seva posició a la posició del mestre.  
Perfil temps – Velocitat: 
El perfil temps velocitat és habitual en aplicacions on interessa tenir diferents velocitats 
durant diferents períodes de temps. 
Una aplicació típica és una màquina eina destinada al CNC es requereixen velocitats de l’eix 
respecte de la peça diferents segons la profunditat de la passada i l’aplicació d’un perfil  en 
velocitat és necessari. 
Perfil temps – Acceleració: 
Aquests perfils s’utilitzen per aplicacions específiques on les dinàmiques siguin d’importància 
cabdals i tant l’acceleració i la jerk s’hagin de controlar directament.  
S’han de tenir en compte les prestacions dels elements del nostre sistema per assegurar la 
possibilitat de realitzar aquest tipus de perfil ja que no tots els equips ho permetran fer. 
 
 















Fig. 4-3. Perfil basat en el temps 
4.2.4. Taula CAM 
Quan posicionem un eix sempre tenim un mestre i un o més esclaus. 
En els casos de posicionat simples o en els perfils basats en el temps, el mestre és el temps. 
En el cas de les taules CAM el mestre és un altre eix.  
Com el seu nom indica, la taula CAM prové dels antics arbres de lleves. L’arbre de lleves 
consisteix en sincronitzar el moviment  d’un element (seguidor) amb el gir de l’arbre de 
lleves. Mitjançant la forma de la lleva es pot canviar el perfil descrit per l’element sincronitzat 
(seguidor). 
La idea de la taula CAM és conceptualment el mateix però utilitzant únicament electrònica.  
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Fig. 4-4. Exemple d’un perfil generat a partir d’una lleva 
Les taules CAM estan definides per coordenades que l’usuari o programador introdueix en 
forma de taula.            
Aquestes coordenades són de la forma (abscissa Mestre (x), ordenada Esclau (y)). 
En les taules CAM’s més habituals, la posició del mestre es troba a l’eix d’abscisses (x) i en 
l’eix d’ordenades es pot trobar  la posició o la velocitat de l’esclau. 
A partir dels punts definits es genera un perfil compost per una sèrie de trams. Segons el 
tram on es troba el mestre es generarà la consigna corresponent a l’esclau.  
Per generar el perfil es requereix interpolar entre els punts de la taula. Les interpolacions 
més usuals són: lineal, circular/helicoïdal i spline. Cada una d’aquestes interpolacions té 
unes característiques diferents que repercuteixen sobre les dinàmiques del sistema i sobre 
els elements mecànics. 
En el cas de les taules CAM és molt notable la variació de la feina del programador de 
l’entorn de programació segons les prestacions de l’equip. Les principals diferències es 
troben en el dispositiu que implementa la taula CAM i la interpolació. 
Els servodrives d’altes prestacions inclouen opcions específiques de taules CAM amb mode 
de interpolació seleccionable i l’usuari només ha de proporcionar-li la taula CAM a partir  dels 
punts desitjats. El servodrive gestiona l’execució de la taula CAM alliberant el motion 
controller de càlcul i del control de seguiment d’aquesta. 
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Per altra banda en equips de baixes prestacions ens podem trobar que tant el seguiment de 
la taula CAM com els algoritmes de interpolació hagin de ser implementats des de el motion 
controller. 
Habitualment el perfil de la taula CAM es comença a executar a partir d’una senyal externa 
(p.e. sensor) i es repeteix cíclicament. 
 
Fig. 4-5. Taules CAM de posició amb interpolació lineal (figura 
de dalt) i interpolació amb spline (figura de baix) 
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4.2.5. Moviment gear 
La funció gear consisteix en mantenir una sincronització entre un eix mestre i un eix esclau 
mitjançant una relació de transformació constant. 
La sincronització entre l’eix mestre i l’eix esclau pot ser de velocitat o de posició. 
En analogia amb un sistema mecànic, un gear de posició és un vis sens fi o un engranatge i 
un gear de velocitat també és anàleg a un vis sens fi o un engranatge així com a dues 
politges unides per una corretja. 
Gear de velocitat: 
El gear de velocitat és més usual que el gear de posició i consisteix en mantenir una relació 
lineal de velocitat determinada entre la velocitat del mestre i la velocitat de l’esclau. 
En moltes aplicacions es requereix que existeixi una relació de velocitats entre dues parts del 
sistema governades per motors diferents. Per exemple, en el cas de cintes transportadores, 
la velocitat de la cinta condiciona la velocitat dels motors que intervenen sobre els elements 
que transporta la cinta. En molts casos un gear de velocitat serà suficient per mantenir 
sincronitzats els motors que actuen sobre els elements de la cinta i el propi motor de la cinta. 
Gear de posició: 
El gear de posició, és una relació lineal entre la posició del mestre i la posició de l’esclau. 
Una aplicació del gear de posició és una taula X – Y on els punts a assolir es coneixen en 
temps d’execució. El traçat d’un punt a un altre es realitza a partir d’un gear de posició i 
requereix el càlcul de la nova relació per cada nou punt, fent inviable la utilització d’una taula 
CAM. 
4.2.6. Home 
La rutina de home és una funció bàsica en el camp de control de moviment. 
La rutina home sorgeix de la problemàtica de no conèixer la posició del servomotor al 
inicialitzar el sistema. Aquesta problemàtica està bàsicament lligada amb el dispositiu de 
realimentació de posició que disposem. Segons les característiques d’aquest es requereix 
una rutina de home o una altra.  
Si s’utilitzen encoders absoluts en la lectura de posició, no necessiten moviment durant la 
rutina de home ja que la posició de l’eix pot ser transferida directament al sistema. 
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Per encoders incrementals, existeixen molts tipus diferents de rutines de home diferents 
però, bàsicament, consisteix en realitzar el moviment del motor fins a trobar una o unes 
referències externes. 
Aquest moviment es realitza a baixa velocitat cap a una direcció fins que una determinada 
referència és activada (p.e. sensor final de carrera). Per assegurar la precisió, aquesta 
referència pot ser detectada en les dues direccions, augmentant així la precisió del 
posicionat [11].  
Un cop trobada la referència, es pot assignar aquella posició com el zero de referència del 
sistema. 
 
Fig. 4-6. Exemple de rutina de Home implementada per un 
servodrive de OMRON - YASKAWA
4.3. Exemples d’aplicacions del control de moviment 
Per tal de unir els elements que composen un control de moviment (apartat 3.2), el concepte 
de control de moviment (apartat 3.1) i els conceptes de control de moviment descrits en el 
capítol 4, es considera oportú parlar de les aplicacions industrials més habituals del control 
de moviment. 
Algunes de les aplicacions industrials de control de moviment són: 
• Cisalla volant 
• Cisalla rotativa 
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• Etiquetar i omplir ampolles 
• Empaquetar i classificar objectes. 
• Dispensador de pega, menjar, etc 
• Pick and place (agafar i situar components) 
• Taules X – Y i taules X – Y – Z  
• Etc. 
Per entrar en detall, a continuació es descriu una d’aquestes aplicacions. 
4.3.1. Cisalla volant 
Descripció: 
La cisalla volant consisteix en una sincronització de velocitat entre l’avanç de material en una 
cinta transportadora, i una cisalla que el talla. Aquesta cisalla està subjecta a un braç 
transversal a la cinta transportadora (veure Fig. 4-7). 
El moviment de l’eina comença a partir d’un senyal. Aquest senyal pot ser d’origen divers,   
pot venir d’un sensor extern que detecta un marca de tall feta al material, pot venir d’un 
senyal del servodrive generat a partir d’un encoder connectat a la línea transportadora, etc. 
A partir del senyal l’eina segueix un perfil de velocitat, accelerant des de la posició inicial fins 
que adquireix la velocitat del material. Un cop sincronitzat, l’eina talla el material i retorna a la 
posició inicial seguint un altre perfil de velocitat i espera al nou senyal per repetir el cicle un 
altre cop. 
Per tal de que el tall que fa la cisalla sigui perpendicular a la direcció d’avanç del material, la 
velocitat relativa entre el material i l’eina en la direcció d’avanç del material ha de ser zero. 
Principalment, hi ha dues maneres diferents d’aconseguir-ho:  
• El braç que suporta la cisalla està instal·lat en un carro. Aquest carro es mou en la 
direcció del material. Un cop la velocitat del carro del braç és la mateixa que la 
velocitat del material (estan sincronitzats) l’eina talla el material. 
• La cisalla té una inclinació respecte el braç que la suporta. Aquesta inclinació 
determina una relació entre la velocitat del material i la velocitat d’avanç de la cisalla 
per tal que la velocitat relativa entre elles sigui zero (Fig. 4-7). 
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Aquest sistema és utilitzat en aplicacions on la cinta que transporta el material que ha de ser 
tallat no es pot parar. També es pot utilitzar, d’una manera similar, a qualsevol aplicació on 
es necessiti la sincronització d’una cinta que transporta material amb un eix extern que actua 
sobre aquest material, com per exemple en una màquina per omplir ampolles. Les ampolles 
buides van en la cinta transportadora i el dispensador de líquid es sincronitza amb la cinta i 
les va omplint mentre són transportades.  
Totes aquestes aplicacions es poden implementar amb una taula CAM (apartat 4.2.4). Com 
es pot veure a Fig. 4-8, l’acceleració, la sincronització de velocitat, la frenada i el retorn a la 
posició inicial de l’eix esclau, es vinculen a l’avanç del material. La posició del material és l’eix 
































Fig. 4-7. Esquema de la cisalla volant. 
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Fig. 4-8. Taula CAM de la cisalla volant 
Tram a: el braç de la cisalla accelera des de velocitat zero fins la velocitat de sincronisme       
           (accelera en sentit positiu). 
Tram b: manté la velocitat de sincronisme mentre talla el material. 
Tram c: Quan ha acabat de tallar el material accelera en sentit contrari (accelera en sentit      
            negatiu), per començar el retorn a la posició inicial. 
Tram d: Frena (accelera en sentit positiu) fins assolir velocitat zero. 
Tram e: Temps d’espera fins rebre el nou senyal i tornar a començar el cicle un altre cop. 
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5. ESTÀNDARD PLCOPEN 
5.1. PLCopen: l’estàndard de control de moviment 
El camp de control de moviment ofereix una amplia varietat de sistemes i solucions però 
sovint incompatibles entre elles. Això es tradueix en un increment de cost per l’usuari final, 
increment de complexitat en l’aprenentatge, dificultats per l’enginyeria, etc. 
L’estandarització redueix aquests factors negatius. L’estandarització no només implica els 
llenguatges  de programació en sí mateixos, sinó també l’estandarització de l’interfície per 
diferents solucions de control de moviment. En aquest sentit la programació d’aquestes 
solucions esdevenen menys dependents del hardware. S’incrementa la reutilització de 
l’aplicació  i els costos relacionats amb la preparació i l’aprenentatge són reduïts [12]. 
 
 
Fig. 5-1. Triangle estandarització - funcionalitat - 
implementació 
Com es pot veure a la Fig. 5-1, l’estandarització, la funcionalitat i la implementació són 
variables que es troben a un vèrtex del triangle. Un compromís entre aquestes tres variables 
defineix una àrea de treball que comporta característiques òptimes a la nostra aplicació. 
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5.2. Blocs funcionals: Eina de treball de PLCopen 
El PLCopen proposa els blocs funcionals com a eina conceptual de treball. Els blocs 
funcionals han de ser compatibles amb la norma IEC 61131 – 3. Aquesta norma és una 
estandarització dels llenguatges de programació i elements referents a aquests, que s’usen 
en el camp de l’automatització industrial. Bàsicament aquesta norma defineix cinc 
llenguatges de programació (el Sequential Funtion Chart, el Structured Text, Instruction List, 
el Ladder Diagram i el Function Block Diagram) així com variables i tipus de variables ha 
utilitzar. 
5.2.1. Definició de bloc funcional 
Com s’ha comentat l’eina de treball proposada per l’estàndard PLCopen són els blocs 
funcionals. Un bloc funcional és un element que té unes entrades i unes sortides. Les 
entrades les defineix l’usuari i en elles es determina en quin eix o quins eixos  es vol aplicar 
el bloc funcional, s’introdueix el senyal d’inici d’execució o d’habilitació del bloc funcional i 
s’introdueixen els paràmetres específics necessaris per cada bloc funcional.  Les variables 
de sortida del bloc funcional proporcionen l’estat d’execució d’aquest, és a dir, si s’està 
executant, si s’ha executat amb èxit,  si hi ha hagut una alarma, etc.  Les variables de sortida 
d’un bloc funcional es poden utilitzar com a variables d’entrada d’un altre bloc funcional. 
5.2.2. Objectiu dels blocs funcionals 
En mode de resum els blocs funcionals creats a partir de PLCopen s’han de realitzar tenint 
en compte els objectius següents [12]: 
• Simplicitat : comoditat d’ús per l’aplicació, instal·lació i manteniment del programa. 
• Eficiència: en el nombre de blocs funcionals. 
• Consistència: conforme l’estàndard IEC 61131 – 3. 
• Universalitat:: independència de hardware. 
• Flexibilitat: rang d’aplicació i futures extensions. 
• Autosuficiència: ha de disposar d’eines per obtenir i gestionar les dades que 
necessita (no ha de dependre d’un altre bloc funcional). 
 
 
Pàg. 36  Memòria 
5.2.3. Tipus de blocs funcionals  
PLCopen proposa una sèrie de blocs funcionals que separa en dues categories (Fig. 5-2):  
• Administrativa 
• Moviment 
La administrativa inclou els blocs funcionals que realitzen accions sense moviment tal com 
posar apunt un determinat eix, llegir/escriure paràmetre d’un servo, etc. La categoria motion 
inclou tots els blocs funcionals referents a moviment, tal com, posicionat amb consigna 
absoluta, posicionat amb consigna relativa, sincronitzacions d’eixos, etc. 
PLCopen defineix una sèrie de variables que cada un d’aquest blocs funcionals ha de tenir. 
Aquestes variables estan classificades en tres categories: variables bàsiques, ampliades i 
específiques del proveïdor. Les bàsiques són obligatòries per complir l’estàndard, les 
ampliades són opcionals i es específiques del proveïdor donen un marge de llibertat a cada 
fabricant per reajustar el bloc funcional a les seves preferències. Les variables han de ser 
dels tipus proposats per l’estàndard malgrat hi ha una tolerància. 
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5.3. Diagrama d’estats de PLCopen 
L’estàndard PLCopen es tradueix per una banda en la realització de l’aplicació de control de 
moviment a partir dels blocs funcionals citats en la Fig. 5-2, i per l’altra en l’implementació 
d’un diagrama d’estats (veure Fig. 5-4)  global que governi a cada eix [12] . 
El diagrama d’estats es separa en 8 estats: 
• Disable: estat inicial. 
• StandStill: Eix preparat. 
• Homing: Realitzant rutina de Home. 
• ErrorStop: Parada del sistema degut a un error/alarma. 
• Stopping: Parada del sistema a partir del bloc funcional MC_Stop (parada 
controlada). 
• Discrete Motion: Moviment discret d’un sol eix. 
• Continous Motion: Moviment continu d’un sol eix. 
• Synchronized Motion: Moviment que implica sincronització de dos o més eixos  
5.4. Aplicació del PLCopen 
En la Fig.5-3 es mostra un exemple d’aplicació de blocs funcionals de PLCopen. Es pot 
observar com es vinculen els blocs funcionals utilitzant les sortides d’un bloc com entrades 
d’un altre bloc. També es poden utilitzar temporitzadors, portes lògiques, etc, per tal de 
programar l’aplicació i coordinar i sincronitzar les funcions dels diferents blocs. 
 
Fig.5-3. Exemple d’aplicació dels blocs funcionals 
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Fig. 5-4. Diagrama d’estats PLCopen 
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6. EL PC COM A MOTION CONTROLLER 
6.1. Introducció 
Fa quinze anys, el PLC i el PC tenien un camp d’aplicació clarament marcat. Aquest camp 
d’actuació era  definit per la relació prestacions-preu; El PLC dominava al sector industrial 
per la seva robustesa i senzillesa que li conferia unes característiques rígides adients per 
controlar processos d’automatització. Per altra banda, el PC tenia un ús encarat a un usuari 
menys específic el qual implicava més flexibilitat i menys robustesa. 
En els darrers anys aquests camp ha experimentat transformacions notables per diversos 
factors: en primer lloc els microprocessadors tant dels PC com altres microprocessadors 
utilitzats en tot tipus d’aplicacions tecnològiques s’han abaratit i evolucionen molt en 
prestacions. En segon lloc, les tecnologies de comunicació, ja sigui industrial (busos 
industrials) o “global”(internet), ha fet un gran creixement i ha generat unes noves demandes 
de interconnexió entre els elements de qualsevol sistema. Per últim, les capacitats de 
tractament i emmagatzemament de dades i les eines de visualització i control dels sistemes 
han anat ocupant un paper cada cop més important. 
La situació actual es que els PLC han eixamplat les seves prestacions i han augmentat la 
flexibilitat. Entre d’altres, els factors més influents en aquests canvis han estat la capacitat de 
comunicacions (p.e. connexió ethernet, etc.) i l’assimilació d’estàndards de programació (IEC 
61113 – 3). Per altra banda, s’han desenvolupat característiques de hardware que permeten 
fer més robust un PC (cas de PC industrials)  i eines de software com Sistemes Operatius en 
Temps Real o Extensions en Temps Real) que permeten fer el sistema fiable i determinista. 
Així doncs, el camp d’actuació de cada un d’aquests elements s’ha fet més gran i les 
fronteres en l’ús d’aquests dispositius s’han solapat malgrat que segueixen mantenint 
diferències [13] i [14]. 
6.2. Avantatges i inconvenients 
Els avantatges principals d’utilitzar un PC com a motion controller són, entre d’altres: 
• Hardware potent i en continua evolució. 
• Gran mercat d’usuaris que provoca preus baixos. 
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•  Gran ventall de possibilitats de comunicació i elements d’emmagatzematge de 
dades de gran capacitat i baix cost que li confereixen capacitat d’implementació de 
sistemes SCADA, servidors OPC, etc. 
• Altes prestacions d’adaptació a l’usuari final (interfície home – màquina). 
• Facilitat pel control remot. 
• Potents plataformes de desenvolupament de software i més facilitat d’utilitzar eines 
de software en codi obert. 
Tanmateix també presenta inconvenients tal i com: 
• Cost (ja per temps d’aprenentatge com d’adquisició) d’un sistema operatiu amb 
temps real o amb una extenció amb temps real. 
• En el cas que no sigui un PC industrial: Menys robustesa i més tamany respecte a 
un PLC 
6.3. Sistemes en  temps real i característiques del control de 
moviment 
Un sistema en temps real (STR) és un sistema que a més de realitzar les operacions 
correctament les fa amb un temps predeterminat, és a dir, si tenim un sistema amb 
determinades tasques i aquestes tasques tenen uns temps límit d’execució podem afirmar 
que el sistema s’ha executat amb èxit si s’han executat totes les tasques previstes abans del 
seu temps límit d’execució. 
Segons com sigui de crític pel sistema l’acompliment de les tasques abans del temps límit 
d’execució, s’acostuma a separar els sistemes en temps real en dos grups:  
• tou 
• dur 
Els STR tou permeten esporàdicament la violació d’un temps límit d’execució d’una tasca. 
Aquesta violació es tradueix, normalment, en una pèrdua de qualitat, però no té unes 
conseqüències catastròfiques com pot tenir un sistema dur. Un exemple típic és un 
reproductor de DVD on l’incompliment esporàdic de l’execució  d’una tasca del sistema, 
implica pèrdua de qualitat de imatge o retràs en el so. 
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Els STR dur són crítics, és a dir, no acomplir amb el temps límit d’execució d’una tasca pot 
implicar des de una parada del sistema, fins a perill per a les persones. 
El camp del control de moviment és un STR dur ja que la pèrdua d’informació pot originar 
errors en la realització del moviment o la parada del sistema per errors en la comunicació. 
Aquestes conseqüències poden comportar pèrdues econòmiques,  danys materials o danys 
humans, segons les característiques de l’aplicació. 
Per tal d’aconseguir un STR necessitarem que totes les parts que el componguin també 
siguin en TR. El Sistema Operatiu (SO) no pot ser una excepció [15]. 
6.4. Software 
Un dels punts més importants en utilitzar un PC com a motion controller és la part que fa 
referència al software ja que depenent de les característiques d’aquest es poden complir els 
requeriments del sistemes de control de moviment o no. 
Per tal d’aprofitar els avantatges  que ens ofereix un PC (comentats en l’apartat 6.2.) 
necessitem un SO que gestioni les diferents tasques a realitzar i que faciliti la portabilitat 
entre projectes aplicats en entorns diferents. Cal, però, tenir clar que la tasca principal és la 
que fa referència al control de moviment i serà necessari estudiar quines característiques té i 
en conseqüència quines prestacions implica.  
Pel que fa als llenguatges de programació i les plataformes de desenvolupament és on el PC 
mostra un dels seus punts més forts  ja que facilita la tasca del programador i augmenta 
cada cop més la portabilitat del sistema.  
6.4.1. Sistemes operatius en temps real 
Un sistema operatiu en temps real ha de tenir les característiques següents [16] i [17]: 
a. Ha de ser multitasca i amb nivell de prioritats. 
El SO ha de ser multitasca i preferiblement multithread ja que el canvi de context entre 
threads d’un mateix procés consumeix menys recursos que entre processos diferents. El 
planificador del SO ha de ser preemtiu i donar els recursos del sistema al thread que més 
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b. Existència d’un ventall ampli de nivells de prioritat 
Els nivells de prioritat han de existir en tant que es vulgui controlar i assegurar que les 
tasques més crítiques siguin executades en l’ordre predit. Com més ampli és el ventall de 
prioritats assignables més precís és el control que es té. 
Existeixen molts algoritmes de gestió de tasques en funció de les prioritat i la deadline de 
la tasca. Una primera distinció serà si el planificador haurà de organitzar les prioritats de 
les tasques en temps d’execució (prioritats dinàmiques) o si per contra les tasques ja 
estan ordenades abans de ser executades (prioritats estàtiques). 
c. Ha de suportat eines de sincronització de tasques. 
El SO ha de oferir eines de sincronització de threads tal com events, semàfors, mutex, 
etc. Aquestes eines de sincronització han de ser deterministes en els temps de bloqueig. 
d. Ha ser capaç de protegir contra la inversió de prioritats. 
La inversió de prioritats és un problema habitual per els STR. L’inversió de prioritats és 
un fenomen que es produeix quan un procés està aturat esperant que una tasca de 
menor prioritat acabi una certa feina (el concepte de prioritat no s’està aplicant). Eliminar 
el fenomen d’inversió de prioritats quan es comparteixen recursos i s’usen nivells de 
prioritat diferents no és possible. Tanmateix, els SOTR han de tenir un sistema de 
minimització del temps d’inversió. Normalment s’utilitza l’herència de prioritats per tal fi. 
e. Ha de tenir un comportament temporal que es pugui predir.  
Totes les activitats del sistema (petició del sistema, canvi de context, latència 
d’interrupció i emmascarament d’interrupció) ha de tenir un comportament temporal que 
es pugui predir. 
6.4.2. Sistemes operatius de propòsit general 
Els sistemes operatius de propòsit general (SOPG) són els habituals en els ordinadors que 
podem trobar avui al mercat (p.e. Windows XP). Aquests SO tenen per objectiu optimitzar el 
temps mig de realització de les tasques però no minimitzar o limitar el pitjor cas de temps 
d’execució.  
Les característiques bàsiques que fan que un SOPG no sigui un SOTR són: 
a. Decisions de planificació (sheduling decisions) opaques i no deterministes. 
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b. Petit ventall de nivell de prioritats i incapacitat d’atorgar a un thread prioritats més 
altes que altres threads del sistema opacs al programador. 
 
c. No protegeixen contra la inversió de prioritats. 
d. Baixa resolució dels temps de callbacks i de temporitzadors. 
e. Comportament temporal no predictiu. 
f. Control i gestió del sistema d’interrupcions opac. 
Aquestes característiques provoquen la incapacitat d’implementar STR dur. Tanmateix si que 
es poden implementar STR tou [16]. 
6.4.3. Extensió de Temps Real 
Les extensions de temps real per complementar els SOPG cada cop són més habituals ja 
que ofereixen una sèrie d’avantatges respecte la utilització de SOTR: 
• L’entorn del SOPG és familiar per el programador i per l’usuari a causa de la gran 
expansió i coneixement dels SOPG. 
• Les eines de desenvolupament de software (p.e. Microsoft VS.NET) són utilitzables 
per la programació dels processos crítics en el temps. 
• L’API (Application Programming Interface) del SOPG és aprofitable per fer processos 
no crítics en el temps (p.e. HMI). 
• Les aplicacions i funcionalitats del SO es poden utilitzar en paral·lel al procés crític en 
el temps (p.e. MS Excel, MS Word).  
Per tal de realitzar aquesta adaptació hi ha SOPG que disposen de extensions de temps real 
(p.e. Windows XP). Aquestes extensions s’instal·lan a l’ordinador i proporcionen una part o 
totes les característiques dels SOTR esmentades al subapartat 6.4.1. 
L’arquitectura en detall de les extensions en temps real no són objecte d’aquest capítol. No 
obstant, en l’annex A es pot trobar en més detall una extensió en temps real utilitzada per 
Windows XP en el present projecte. 
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7. Desenvolupament de l’entorn de programació 
per aplicacions de control de moviment  
Aquest capítol descriu el treball pràctic realitzat en el present projecte i integra els conceptes 
desenvolupats en els capítols 3, 4, 5 i 6.  
L’objectiu del projecte és fer un software des del qual un programador pugui implementar 
aplicacions de control de moviment utilitzant les funcions estàndards d’aquest camp (p.e. 
taules CAM, moviments gear, perfils de posició, etc). La programació i gestió de l’aplicació 
s’ha de fer utilitzant un PC. 
El desenvolupament d’un entorn de programació per aplicacions de control de moviment 
implica: 
• Desenvolupar un programa que permeti la comunicació del PC amb els servodrives a 
través de la tarja NT -110 d’OMRON – YASKAWA i del bus Mecharolink - II. 
• Desenvolupar una llibreria de blocs funcionals. 
• Desenvolupar una espai de programació per tal que l’usuari pugui utilitzar els blocs 
funcionals per implementar les aplicacions de control de moviment. 
El programa ha de permetre controlar 3 eixos en un temps de cicle de 1 ms. 
7.1. Descripció del sistema 
El software s’ha realitzat i s’ha provat en un ordinador amb les característiques següents: 
• PC: Processador AMD Athlon XP 1800+ 1.54GHz i 512 MB RAM 
• Tarja NT-110 de OMRON - YASKAWA (connexió amb PC a través del bus PCI) 
• Sistema operatiu Windows XP amb Extensió amb temps real (veure annex A) 
• Bus Mechatrolink – II    
• Tres servo drives. Cada un amb un servomotor (brushless AC) i un mòdul d’entrades 
i sortides. 
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Bus Mechatrolink - II
 
Fig. 7-1. Esquema global del sistema 
7.2. Mechatrolink – II 
L’aplicació s’ha realitzat amb el bus de control de moviment Mechatrolink – II. L’entorn de 
programació és  flexible ja que s’han  parametritzat el número d’esclaus i el temps de cicle de 
comunicació, permetent un nombre màxim de trenta esclaus i un temps de cicle entre 250 us 
i 8 ms. 
Tot i així, per limitacions d’infraestructura i per requeriments del client les característiques de 
les proves que s’han realitzat han estat: 
• Número de mestres : un 
• Número d’esclaus: tres 
• Temps de cicle de comunicació: 1 ms 
En el cas  bus Mechatrolink – II s’estableix comunicació entre el mestre i cada un dels 
servodrives en cada cicle de comunicació. Els servodrive tenen una adreça que els identifica. 
Cada un dels missatges enviats pel mestre a través del Mechatrolink – II conté un missatge 
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per cada esclau que inclou, entre d’altres, el número d’identificació d’aquest i la informació 
pertinent del missatge. 
En cada cicle de comunicació l’esclau respon al mestre. L’esclau respon quin missatge està 
processant, quin valor tenen les seves variables d’estatus i la informació específica que  li ha 
demanat el mestre.  
S’ha de tenir en compte que el servo no processa el missatge que li arriba immediatament 
sinó que triga un número de cicles a començar-lo a processar i un número de cicles a 
executar el missatge depenent del tipus de missatge.  
Per tal d’assegurar que en cada cicle de comunicació existeix comunicació entre el mestre i 
l’esclau existeix una variable de control. Si en un cicle de comunicació es perd un missatge, 
es detecta a partir de la variable de control i és produeix una alarma produint la parada del 
sistema. 
Per poder assegurar el correcte funcionament del sistema en cada cicle de comunicació, és 
a dir, garantir l’acompliment de les tasques del programa dins el temps de cicle, es 
requereixen eines en temps real. 
7.2.1. Diagrama d’estats Mechatrolink – II  
Per tal d’establir comunicació entre el motion controller i els servodrives a través de 
Mechatrolink-II, existeix una seqüència a seguir. 
Aquests passos són fàcilment automatitzables a partir d’un diagrama d’estats. En cada un 
dels eixos del sistema s’ha implementat un diagrama d’estats Mechatrolink – II com el que es 
mostra en la Fig. 7-2. 
El funcionament bàsic d’aquest diagrama és llegir el missatge enviat pel servo en cada cicle 
de comunicació, processar les variables d’entrada del diagrama, fer corre el diagrama 
segons les variables d’entrada, oferir unes sortides i si és necessari enviar un missatge 
Mechatrolink – II per modificar l’estat de l’eix. 
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Fig. 7-2. Diagrama d’estats Mechatrolink - II 
7.3. Arquitectura del software 
El software realitzat s’ha desenvolupat a partir de la plataforma Microsoft Visual Studio .NET 
2003 i té principalment dues parts (Fig. 7-3): 
• Un procés principal que corre utilitzant l’API de l’extensió en temps real (*.rtss) 
• Un procés secundari que serveix d’interfície home-màquina (HMI). 
El procés principal (*.rtss) és el procés que corre mitjançant l’API de l’extensió en temps real 
(veure annex A). Aquest és el procés que té unes restriccions estrictes de temps. El 
Windows XP no és un sistema operatiu en temps real, tal i com es mostra a l’annex A, i no 
pot garantir els requeriments de temps del sistema. Per aquesta raó, es necessita una 
extensió en temps real per proporcionar eines pel control i acompliment de les restriccions 
temporals del sistema imposades pel procés de comunicació del Mechatrolink – II.  
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Aquest procés s’ha programat en llenguatge C ja que el compilador de RTX així ho obliga. 
El procés secundari és un procés estàndard de Windows que utilitza l’API Win32, és el que 
s’encarrega de la interfície home – màquina (HMI). 
El procés de Win32 està programat amb C++ i s’utilitzen MFC (Microsoft Fundation Classes) 
per desenvolupar la part gràfica. 
Aquest procés es tradueix en un diàleg on, en funció de les necessitats de l’aplicació que es 
vulgui desenvolupar, l’usuari pot visualitzar variables com la posició o velocitat de cada eix, 
pot aturar el procés .rtss,  donar ordres als servos, etc.  
Al ser dos processos diferents tenen assignades zones de memòria RAM diferents. Per tal 
de compartir dades es necessari crear una zona de memòria compartida entre els dos 
processos (veure apartat 7.7).  
 
 
Fig. 7-3.  Esquema conceptual del software 
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7.4. Disseny conceptual del procés principal 
La funció del procés principal és convertir les ordres de l’usuari programador de l’aplicació a 
missatges Mechatrolink – II i enviar-les als servodrives utilitzant la tarja NT -110. 
Conceptualment, l’usuari programador realitza la programació a través de les eines 
proporcionades per l’entorn de programació: els blocs funcionals. Els blocs funcionals són 
elements que per realitzar les seves funcions requereixen enviar missatges Mechatrolink – II 
a través de la tarja. Per altra banda requereixen informació per gestionar el seu estat. 
Aquesta informació l’han d’obtenir de la informació facilitada pels servodrives, és a dir, dels 
missatges Mechatrolink – II que envien aquests dispositius. 
Aquests funcionament s’ha traduït a l’esquema mostrat en la figura següent (Fig. 7-4): 
 
Fig. 7-4.  Esquema conceptual del procés principal 
7.4.1. Aplicació d’usuari 
L’aplicació d’usuari és on l’usuari programa la seva aplicació de control de moviment, és a 
dir,  on realitza el programa per actuar sobre el sistema.  
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Les eines del programador de l’aplicació per tal que pugui implementar les aplicacions de 
control de moviment desitjades, és una llibreria de blocs funcionals. A partir de la combinació 
dels blocs funcionals l’usuari realitza el disseny dels moviments que requereix l’aplicació. 
L’organització del programa d’usuari és lliure i és ell qui decideix la configuració que ha de 
tenir. Una possible manera és organitzar el programa a partir d’un diagrama d’estat per cada 
eix i que executi seqüencialment les instruccions de l’usuari. També és possible realitzar una 
interfície gràfica més intuïtiva que el llenguatge C. En tot cas, aquest no ha estat l’objecte del 
projecte. Es pot veure un exemple de programa d’usuari a l’annex D. 
7.4.2. Capa d’eines de l’usuari 
És pròpiament la llibreria de blocs funcionals. Com s’ha esmentat, aquesta llibreria és 
utilitzada per l’usuari per programar l’aplicació. Els blocs funcionals tenen contacte amb la 
capa de comunicació. La capa de comunicació és la que proporciona la informació 
necessària perquè els blocs funcionals realitzin les seves funcions. Per altra banda, els blocs 
funcionals requereixen accés a la capa Mechatrolink per tal d’enviar ordres al sistema a 
través de Mechatrolink – II (veure apartat 7.6). 
7.4.3. Capa de comunicació 
L’objectiu d’aquesta capa és emmagatzemar tota la informació necessària del sistema per tal 
de informar als blocs funcionals. 
La capa de comunicació extreu la informació de la capa Mechatrolink que li proporciona 
accés als missatges enviats pels servodrives en cada cicle de comunicació, garantint així, 
informació actualitzada (veure apartat 7.5.3). 
7.4.4. Capa Mechatrolink 
La capa Mechatrolink és la que gestiona la tarja NT-110 i controla l’execució de les funcions 
principals. La gestió de la NT-110 implica la sincronització cada cicle de comunicació, 
escriure i llegir els missatges Mechatrolink – II, etc. També coordina la pila de missatges dels 




Implementació mecatrònica d’un control de moviment mitjançant un PC: aplicació Mechatrolink - II Pàg. 51 
7.5. Organització del procés principal (procés .rtss) 
7.5.1. Arxius que defineixen el procés principal 
El procés principal consta de les següents parts principals: 
• Programa d’usuari (Apliccació d’usuari) 
o User_program.c, user_program.h 
• Blocs Funcionals (Capa d’eines d’usuari) 
o MC_Stop.c, MC_Stop.h, MC_MoveAbsolute.c, MC_MoveAbsolute.h, etc. 
• Informació dels eixos (Capa de comunicació) 
o Administrative.c i Administrative_struct.h. 
• Procés NT-110 (Capa Mechatrolink) 
o Tarja.c i Tarja.h. 
7.5.2. Rutina principal (Capa Mechatrolink) 
Aquesta és la rutina que s’executa cada en cada cicle de comunicació del Mechatrolink, és a 
dir cada 1 ms. 
Aquesta rutina executa les següents funcions: 
1. yns_wait_interrupt() 
La funció 1 és de la llibreria de la NT- 110. És la funció que gestiona la interrupció de la 
tarja cada 1 ms. 
2. mst_exchange() 
La funció 2 escriu els buffers de sortida  i llegeix els buffers d’entrada de la tarja NT-110. 
3. Read_Dlg_Cmd() 
La funció 3 obre la memòria compartida entre el diàleg i el procés en temps real i llegeix 
les variables d’entrada provinents del diàleg. 
4. Run_DE_ML() 
La funció 4 executa tota les funcions al diagrama d’estats Mechatrolink. Per més detalls 
veure apartat 7.2.1. 
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5. Administrative_Scan() 
La funció 5 és la que a cada cicle de programa refresca les variables d’informació de 
cada esclau. 
6. User_Prog() 
La funció 6 executa el codi de l’usuari on ha realitzat el seu programa. Bàsicament 
consistirà en un part d’inicialització dels blocs funcionals, una execució d’aquests, i una 
gestió de les sortides per coordinar altres execucions de blocs. 
7. Write_cmd() 
La funció 7 és la que fan servir els blocs funcionals per posar el missatge que volen 
enviar a una pila de sortida. Els missatges seran enviats segons estratègia FIFO (First In 
First Out) cabent també la possibilitat d’implementar un sistema basat en prioritats de 
missatge. 
8. Write_Dlg_Outputs() 
La funció 8 obra la memòria compartida i escriu les variables que es desitja mostrar  en el 
 diàleg. 
7.5.3. Estructura de dades (Capa de comunicació) 
El programa té una estructura de dades per cada esclau que gestiona les informacions 
rellevants de cada un d’ells (veure annex C).  
L’estructura de dades té cinc subestructures: 
• Variables d’estatus 
• Variables informatives de blocs funcionals 
• Variables de posició i velocitat 
• Variables de l’estat del PLCopen 
• Variables d’avís 
Les variables d’estatus són 2 bytes d’informació que el servo envia en cada cicle de 
programa . 
Aquesta informació és útil per saber si el servo està a ON, si està en estat d’alarma, si ha 
arribat a la posició objectiu, etc. 
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Les variables de blocs funcionals són variables internes que són útils per l’execució dels 
blocs funcionals. Aquestes variables informen de quins blocs s’estan executant en cada 
moment en cada servo. 
Les variables de posició i velocitat contenen la posició i velocitat actual i objectiu. 
Les variables de l’estat del PLCopen informa de quin estat del PLCopen es troba el servo. 
Les variables d’avís també són variables internes que s’usen per tenir certes informacions 
que amb les altres subestructures no queden cobertes. 
7.5.4. Programa d’usuari (Aplicació d’usuari) 
En el programa d’usuari és on l’usuari desenvoluparà la seva aplicació mitjançant els blocs 
funcionals (veure exemple a l’annex D). El programa d’usuari és flexible en quan a disseny i 
estructuració, però per l’ús dels blocs funcionals s’hauran de realitzar els següents punts: 
• Declaració de les estructures associades a cada bloc funcional. 
• Inicialització de les estructures mitjançant la funció Initialize() de cada bloc. 
• Definició de les variables d’entrada. 
• Execució del bloc funcional mitjançant la funció Execute() de cada bloc. 
• Utilització de les variables de sortida. 
7.6. Blocs Funcionals implementats (Capa d’eines de l’usuari) 
Els blocs funcionals són l’eina que es proporciona a l’usuari per tal de implementar la seva 
aplicació. Han estat desenvolupats a partir de l’estàndard PLCopen (veure annex B). 
Els blocs funcionals implementats i la seva funció es mostren a continuació: 
• MC_MoveAbsolute: Comanda el posicionat d’un eix a la velocitat objectiu fins la 
posició objectiu. La variable de posició s’introdueix de forma absoluta. 
• MC_MoveRelative: Comanda el posicionat d’un eix a la velocitat objectiu fins la 
posició objectiu. La variable de posició s’introdueix de forma relativa, és a dir, un 
increment de posició respecte a la posició actual. 
• MC_MoveVelocity: Comanda un moviment continu a la velocitat constant objectiu. 
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• MC_Home: Comanda a l’eix per realitzar la rutina de home. Els detalls de la 
seqüència de home poden ser configurats. 
• MC_Stop: Comanda un moviment de parada controlat. 
• MC_Power: Comanda l’estat del servo per què pugui executar ordres de moviment.  
• MC_ReadStatus:Comanda la lectura de l’estat de PLCopen en que es troba l’eix. 
• MC_ReadAxisError: Comanda la lectura de un error en l’eix no relacionat amb els 
blocs funcionals. 
• MC_Reset: Comanda la transició de l’estat ErrorStop a StandStill de PLCopen 
mitjançant el reseteig de l’error. 
• MC_ReadParameter: Comanda la lectura de qualsevol paràmetre de l’eix. 
• MC_WriteParameter: Comanda l’escriptura de qualsevol paràmetre de l’eix. 
• MC_ReadActualPosition: Comanda la lectura de la posició actual de l’eix. 
• MC_PositionProfile: Comanda la realització d’un perfil de posició basat en el temps. 
• MC_VelocityProfile: Comanda la realització d’un perfil de velocitat basat en el temps. 
• MC_CamIn: Comanda l’execució d’una taula CAM interpolant linealment. 
• MC_CamOut: Comanda la desvinculació d’un esclau sotmès a una taula CAM. 
• MC_GearIn: Comanda l’execució d’un gear de velocitat. 
• MC_GearOut: Comanda la desvinculació d’un esclau sotmès a un gear de velocitat. 
7.6.1. Utilització dels Blocs Funcionals (BF) 
Tots els blocs funcionals desenvolupats tenen la següent arquitectura: 
• Tres subestructures de variables. 
• Quatre funcions. 
Estructura principal que s’anomena com el BF i que conté 3 subestructures: 
• Variables d’entrada  
 
Implementació mecatrònica d’un control de moviment mitjançant un PC: aplicació Mechatrolink - II Pàg. 55 
• Variables de sortida 
• Variables internes 
Les variables d’entrada són les que l’usuari ha de definir per executar el bloc funcional, per 
exemple a quin eix vol executar el bloc funcional, a quina velocitat, a quina posició,etc. 
Les variables de sortida són les que l’usuari pot utilitzar per saber en quin punt d’execució es 
troba el bloc funcional, p.e. si s’ha executat amb èxit el bloc funcional, si està executant-se, si 
s’ha produït una alarma durant la seva execució,etc. 
Les variables internes són variables que l’usuari no ha de manipular i que serveixen per que 
el bloc funcional gestioni les funcions. 
L’estructura de les funcions és la mateixa per tots els blocs: 
• Funció d’inicialització (accessible per l’usuari). 
• Funció d’execució (accessible per l’usuari).. 
• Funció d’escriptura de missatge (no accessible per l’usuari). 
• Funció de gestió de variables internes i variables de sortida (no accessible per 
l’usuari). 
La funció d’inicialització (Initialize()) inicialitza les variables de les tres subestructures. Ha de 
ser cridada des de el programa d’usuari abans d’executar el bloc funcional.  
La funció d’execució (execute()), és la que s’ha de cridar des del programa d’usuari per 
executar el bloc funcional. 
La funció d’escriptura de missatge és la que escriu el missatge o els missatges Mechatrolink 
– II, associats a cada bloc funcional, a la capa Mechatrolink (Fig. 7-4). Hi ha blocs funcionals 
que no requereixen aquesta funció ja que només requereixen la informació de les variables 
de l’eix en el moment que són executats. 
La funció de gestió de variables internes i variables de sortida és la que s’encarrega, a partir 
de les variables de informació de cada eix (administrative_struct), de determinar les sortides 
del bloc funcional. També hi ha blocs funcionals com el MC_CamIn que requereixen 
implementar més funcionalitats que les citades, com per exemple, el càlcul dels trams de la 
taula CAM així com la posició que li correspon a l’esclau a partir de la del mestre. Aquests 
càlculs i refresc de variables internes també es realitzen dins d’aquesta funció. 
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Fig. 7-5.  Exemple de blocs funcionals 
7.7. Memòria compartida i HMI 
Tal com s’ha explicat a l’apartat 7.2., hi ha el procés principal que és el sistema crític en el 
temps i el procés d’HMI. Aquesta arquitectura és típica en les aplicacions on hi ha processos 
en temps real i d’altres que no ho són ja que és convenient que la utilització dels recursos 
dels sistema en temps real només siguin utilitzats per processos amb aquestes 
característiques. A part, l’API Win32 ofereix més facilitats per desenvolupar una interfície 
gràfica. 
Per tal de compartir informació aquest dos processos tenen accés a una mateixa part de 
memòria. Per tal de protegir l’accés simultani dels dos processos en aquesta regió de 
memòria, es disposa d’un mutex (zona d’exclusió mútua). Abans d’accedir a la memòria 
compartida cada procés demana permís al sistema operatiu. Si l’altre procés està accedint a 
la memòria se li denega l’accés i sinó se li concedeix . 
 L’interfície gràfica amb l’usuari pren la forma de diàleg (Fig. 7-6).  
La funció del diàleg és oferir a l’usuari una interfície amigable des d’on poder governar el 
procés .rtss i visualitzar dades d’importància per l’usuari final.  
Bàsicament el que es fa amb el diàleg és passar i obtenir una sèrie de variables a la 
memòria compartida. Des del procés .rtss es llegiran aquestes variables i des del programa 
d’usuari s’hauran d’utilitzar aquestes variables per obtenir el funcionament desitjat. 
És convenient comentar que el diàleg s’ha realitzat per mostrar les possibilitats del software 
però no ha estat objectiu del projecte. 
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Fig. 7-6. Diàleg de Win32 (HMI) 
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8. ANÀLISI ECONÒMIC I MEDIAMBIENTAL 
En aquest capítol es resumeix l’anàlisi econòmic realitzat i es mostra breument l’anàlisi 
mediambiental. 
8.1. Anàlisi econòmic 
L’anàlisi econòmic s’ha desenvolupat a l’annex E. El cost de desenvolupament del projecte 
és de 26.757 € i el preu de venta al públic és de 31.038 €. 
8.2. Anàlisi mediambiental 
El tractar-se d’un projecte de software l’impacte ambiental que genera directament aquest 
projecte és poc rellevant i no va més enllà de l’ús dels recursos i tractament de residus 
seguits en una oficina. 
Tanmateix, malgrat que no és una conseqüència directe d’aquest projecte, el fet de 
desenvolupar eines pel control de control de moviment n’afavoreix el seu ús i per tant, millora 
la gestió dels processos i en redueix pèrdues (p.e. pèrdua dels reductors). L’augment de 
l’eficiència redueix el consum elèctric i per tant les emissions de diòxid de carboni, i d’altres 
substàncies no desitjades associades a la producció d’electricitat. 
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Conclusions 
El projecte ha assolit els objectius fixats i s’ha arribat a un resultat satisfactori: S’ha dotat a un 
PC de les eines pertinents per poder-lo utilitzar com a mestre d’un sistema de control de 
moviment i s’ha desenvolupat una llibreria de blocs funcionals basats en PLCopen. 
El disseny del sistema a resultat robust i ha acomplert amb les especificacions requerides.   
Pel que fa a passos a seguir en el futur, el projecte permet un gran nombre de tasques a 
realitzar. Algunes d’elles podrien ser: ampliar el nombre de blocs funcionals, fer una interfície 
gràfica per el programa d’usuari o programar un sistema de gestió remota de dades del 
sistema de control de moviment. Aquest sistema de gestió de dades es pot basar en un 
servidor  i client OPC, una base de dades i un servidor web que permetria la monitorització 
remota dels equips del sistema. 
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A. Windows XP i extensió en temps real  
A.1 Windows XP 
A.1.2. Justificació de l’ús de Windows XP 
El sistema operatiu utilitzat en aquest projecte ha estat Windows XP, principalment per dos 
motius: 
• Els drivers de la tarja estan fet per aquest sistema operatiu 
• El Windows XP té unes característiques tal com:. 
 
o Hi ha moltes aplicacions disponibles per aquesta plataforma. 
 
? Servidors OPC 
? Bases de dades (Microsoft SQL Server, MySQL...) 
 
o Eines de desenvolupament molt complertes, amb suport tècnic i millores 
constants: 
 
? Microsoft VS.NET 
 
o La riquesa de l’API (Application Programming Interface ) Microsoft Win32. 
 
o La gran quantitat de desenvolupadors, personal de suport tècnic i usuaris 
finals que treballen amb aquesta plataforma.  
 
A.1.3. Característiques de les aplicacions per Windows XP 
El SO Windows XP està dissenyat des de un punt de vista generalista, és a dir, encarat a 
aplicacions multimèdia, aplicacions d’oficina, etc. 
Tot i així, també s’està utilitzant en entorns específics com entorns industrials, dispositius 
mèdics, simulacions, tests, equips de comunicació, etc. Aquests entorns acostumen a tenir 
un comportament comú: son sistemes en temps real dur.  
Windows XP no és un sistema operatiu en temps real i per tant no pot implementar sistemes 
en temps real dur tal com requereix un sistema motion control. 
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Les principals característiques que fan que Windows XP no sigui un sistema en temps real 
són: 
 
a) Poques prioritats de threads (32 prioritats en threads d’usuari).  
 
b) Decisions de planificació (sheduling decisions) opaques i no deterministes. 
 
c) Inversions de prioritat, particularment en processos d’interrupció.  
 
d) Insuficient control sobre la gestió i establiments de prioritats de les interrupcions. 
 
e) Timers de insuficient  resolució. 
 
a) i b) 
El sistema operatiu té un planificador(scheduler). El planificador decideix , a partir de la seva 
política de gestió, quin ordre d’execució segueixen els “threads” dels processos  que té en 
espera.  
En el cas de Win32 es defineixen dues prioritats: la prioritat de classe (de procés) i la prioritat 
del “thread” pròpiament (veure Taula A-1). Aquestes dues prioritats acaben definint una única 
prioritat que veurà el planificador.  
 
Fig. A-1. Taula de prioritats dels threads d’usuari de Win32 
Malgrat que la prioritat de la classe s’anomeni Real Time el SO no dóna garanties de que 
s’executi en temps real. Aquesta prioritat només indica que aquella classe te la màxima 
prioritat en el nivell d’usuari (un procés en mode kernel pot tenir més prioritat) i que no es fan 
reajustaments dinàmics de prioritat.  
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El reajustament dinàmic de prioritats és una modificació de les prioritats dels threads que 
realitza l’scheduler per màximitzar la utilització dels recursos de mitjana. No te a veure amb 
la herència de prioritats. El reajustament dinàmic de prioritats no modifica les prioritats més 
enllà del nivell 15. 
c)  
L’inversió de prioritats és un fenomen que es produeix quan un procés està aturat esperant 
que una tasca de menor prioritat acabi una certa feina (el concepte de prioritat no s’està 
aplicant). 
Per tal de fer front a la inversió de prioritats, existeix  l’herència de prioritats. L’herència de 
prioritats és que si un procés p està bloquejat pel procés q, aleshores q s’executa amb la 
prioritat de p. Malgrat que aquest sistema pot presentar inconvenients és utilitzats per 
sistemes en temps real. 
d)  
Els dispositius que controla el sistema operatiu tenen una IRQ (Interruption Request) 
associada. Cada IRQ és un camí hardware per donar un senyal d’interrupció al processador 
amb una determinada prioritat. L’assignació de les prioritats i la gestió de les interrupcions 
són opaques a l’usuari i no presenten característiques deterministes. 
En el cas de la tarja connectada via PCI i que genera una interrupció cada cicle de programa, 
tenir determinisme en la gestió de la interrupció és imprescindible. 
e) 
El Windows XP proveeix temporitzadors amb un període de resolució mínim de 1000 us. 
Aquesta resolució és insuficient per control un sistema que va a un temps de cicle d’1 ms o a 
menys. 
A.2 Extensió en temps real 
A.2.1.  Aportacions de l’extensió en temps real a Windows XP  
L’arquitectura de l’extensió en temps real aporta (veure Fig. A-2): 
 
a) Un model propi de threads (128 nivells de prioritat). 
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b) Un scheduler  propi. 
 
c) API pròpia que inclou la implementació pròpia de objectes de sincronització de 
threads (mutex, semàfors, events, etc). 
d) Modificació de la HAL (Hardware Abstraction Layer) per tal de : 
1) Afegir isolació entre les interrupcions gestionades pel Windows XP i els 
threads del RTSS (Real Time Sub System) 
 
2) Per implementar Clocks i timers més ràpids (més resolució i precisió). 
 
a) 
L’increment de nivells de prioritat pels threads facilita les precisió en el control de les tasques. 
b)  
L’scheduler del RTSS implementa una política amb promoció de prioritat per prevenir les 
inversions de prioritat. L’entorn RTSS proveeix de 128 nivells de prioritat amb execució 
Round Robin. Sempre executa el thread de la cua que té més prioritat, en cas que tots 
tinguin la mateixa, executa el que fa més que s’espera. El thread de RTSS corre fins que un 
thread de més prioritat es posi a la cua o fins que el propi thread s’hagi executat o fins que el 
temps de quantum (per defecte és infinit) especificat pel thread hagi expirat i un thread amb 
una prioritat igual estigui apunt.  
Mentre un thread estigui corrent, totes les interrupcions controlades pel Windows XP, així 
com totes les interrupcions controlades pels threads de baixa prioritat respecte a la prioritat 
del thread que està corrent, queden emmascarades. Tan mateix totes les interrupcions 
gestionades per threads de més prioritat no són emmascarades. 
A part de les formes anteriors, hi ha altres maneres possibles perquè es produeixi relleu de 
threads com per exemple l’expiració del temps d’un timmer (que produeix un thread de alta 
prioritat) o el senyal d’un objecte de sincronització (del thread que corre actualment) que 
activa una acció que està esperant un altre thread de prioritat. 
Per evitar inversions de prioritat, l’extensió en temps real implementa la clàssica solució de 
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c) 
Per tal de poder sincronitzar threads es requereixen objectes de sincronització tal com 
semàfors, mutex, etc. Per tal de controlar les caracterísitques d’aquest elements l’API de 
l’extensió en disposa de propis. 
d) 
La isolació d’interrupcions garanteix que Windows XP o el gestor de dispositius (manager 
device) de Windows XP no pugui interrompre un procés del RTSS (procés que corre sota 
l’extensió en temps real. També fa impossible que un thread del Windows XP emmascari el 
gestor de dispositius de RTSS. 
La HAL aportada per la RTX (RT-HAL) assegura que les condicions desitjades es compleixin 
mitjançant el control de la màscara de interrupcions del processador. 
Per altra banda, el Windows XP proveeix timers amb un període de resolució mínim de 1000 
us. La RT-HAL baixa aquest temps a 100 us i proveeix un rellotge sincronitzat amb el timer 




Fig. A-2. Estructura de l’extenció en temps real i la 
interactuació amb Windows XP (font [17]) 
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En la Taula A-1 es mostra una comperativa entre Windows XP, Windows CE 3.0 i Windows 
XP amb RTX 5.1.  Es pot comprovar que totes les funcions executades amb Windows XP 
tenen una duració indeterminada, és a dir no es pot tenir determinisme i per tant el control en 
temps real no és possible. També es pot comprovar les millores de temps controlant les 
funcions amb l’extenció amb temps real. 
 
Operació Windows XP Windows CE 3.0 RTX 5,1 
SetEvent (no thread switch): min/max in us 1,04 / 5000+ 1,49 / 7,20 0,29 / 2,71 
SetEvent-->WFSO: min/max in us 1,38 / 5000+ 2,46 / 10,7 0,60 / 2,96 
ReleaseMutex-->WFSO: min/max in us 1,49 / 5000+ 3,51 / 10,5 0,70 / 3,26 
ReleaseSemaphore-->WFSO: min/max in us 1,49 / 5000+ 3,00 / 9,40 0,61 / 3,43 
Yield: min/max in us 1,11 / 5000+ 1,32 / 8,34 0,33 / 3,37 
Thread priority change: min/max in us 1,31 / 5000+ 1,41 / 8,96 0,56 / 3,81 
Interrupt service thread dispatch: min/max in us 4,30 / 5000+ 4,30 / 26,0 2,00 / 19,0 
Win 32 - to - RTSS SetEvent call: min in us NA NA 14 
Taula A-1. Comparació entre el sistema Windows XP, 
Windows CE 3.0 i  Windows XP + RTX 5.1. 
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B. Programació dels blocs funcionals 
En aquest annex es mostren les variables que tenen els bloc funcionals programats i es 
mostra la programació del bloc funcional MC_VelocityProfile. 




int  axis_ref; 
BOOL  bExecute; 
LONG  LPositionCmd; 
LONG  LVelocityCmd; 
 
Variables de sortida: 
BOOL  bDone; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bCommandAborted; 
BOOL  bError; 




int  axis_ref; 
BOOL  bExecute; 
LONG  LPositionCmd; 
LONG  LVelocityCmd; 
 
Variables de sortida: 
BOOL  bDone; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bCommandAborted; 
BOOL  bError; 




int  iaxis_ref; 
BOOL  bExecute; 
LONG  LVelocityCmd; 
 
Variables de sortida: 
BOOL  bInVelocity; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bCommandAborted; 
BOOL  bError; 
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int    iaxis_ref; 
BOOL    bExecute; 
int    iCmdVelocity; 
BOOL    bZPDir; 
int    iZPSpeed1; 
int    iZPSpeed2; 
int    iFinaltravel; 
LT_SGN*   Lt_Sgn; 
MC_HOMING_MODE*  HomingMode; 
 
Variables de sortida: 
BOOL     bDone; 
BOOL     bBusy; 
BOOL     bActive; 
BOOL     bCommandAborted; 
BOOL    bError; 




int  iaxis_ref; 
BOOL       bExecute; 
 
Variables de sortida: 
BOOL  bDone; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bCommandAborted; 
BOOL  bError; 




int  iaxis_ref; 
BOOL  bEnable; 
 
Variables de sortida:   
BOOL  bStatus; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bError; 




int  iaxis_ref; 
 
BOOL  bEnable; 
Variables de sortida: 
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BOOL  bStatus; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bError; 
WORD  wErrorID; 
BOOL  bErrorStop; 
BOOL  bDisabled; 
BOOL  bStopping; 
BOOL  bStandStill; 
BOOL  bDiscreteMotion; 
BOOL  bContinuousMotion; 
BOOL  bSynchronizedMotion; 
BOOL  bHoming; 





int  iaxis_ref; 
BOOL  bEnable; 
 
Variables de sortida: 
BOOL  bStatus; 
BOOL  bValid; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bError; 
WORD  wErrorID; 




int  iaxis_ref; 
BOOL  bExecute; 
 
Variables de sortida: 
BOOL  bDone; 
BOOL  bBusy; 
BOOL  bError; 
WORD  wErrorID; 
 B.1.9. MC_ReadParameter 
 
Variables d’entrada: 
int  iaxis_ref; 
BOOL  bEnable; 
int  iNumParam; 
int  iSize; 
 
Variables de sortida: 
BOOL  bValid; 
BOOL  bBusy; 
BOOL  bError; 
WORD  wErrorID; 
LONG  LValue; 
 




int  iaxis_ref; 
BOOL  bExecute; 
int  iNumParam; 
LONG  LValParam; 
int  iSize; 
 
Variables de sortida: 
BOOL  bValid; 
BOOL  bBusy; 
BOOL  bError; 
WORD  wErrorID; 




int  iaxis_ref; 
BOOL  bEnable; 
 
Variables de sortida: 
BOOL  bValid; 
BOOL  bBusy; 
BOOL  bError; 
WORD  wErrorID; 




int  iaxis_ref; 
BOOL  bExecute; 
MC_TP* pstcTimePosition; 
int  iTimeScale; 
int  iPositionScale; 
int  iOffset; 
 
Variables de sortida: 
BOOL  bDone; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bCommandAborted; 
BOOL  bError; 
WORD  wErrorID; 
B.1.13. MC_Velocity Profile 
 
Variables d’entrada: 
int  iaxis_ref; 
BOOL  bExecute; 
MC_TV* pstcTimeVelocity; 
int  iTimeScale; 
int  iVelocityScale; 
int  iOffset; 
int  MC_BufferMode; 
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Variables de sortida: 
BOOL  bDone; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bCommandAborted; 
BOOL  bError; 




int  master_axis_ref; 
int  slave_axis_ref; 
BOOL  bExecute; 
MC_CAM_P* pstCamPoints; 
int  iMasterOffset; 
int  iSlaveOffset; 
int  iMasterScaling; 
int  iSlaveScaling; 
BOOL  bAbsoluteCoord; 
int  MC_StartMode; 
int  MC_CAM_ID; 
 
Variables de sortida: 
BOOL  bInSync; 
BOOL  bDone; 
BOOL  bBusy; 
BOOL  bActive; 
BOOL  bCommandAborted; 
BOOL  bError; 





int  slave_axis_ref; 
BOOL  bExecute; 
 
Variables de sortida: 
BOOL  bDone; 
BOOL  bBusy; 
BOOL  bError; 




int  master_axis_ref; 
int  slave_axis_ref; 
BOOL  bExecute; 
int  iRatioNumerator; 
int  iRatioDenominator; 
 
Variables de sortida: 
BOOL  bInGear; 
BOOL  bDone; 
BOOL  bBusy; 
 
Pàg. 76  Annexos 
BOOL  bActive; 
BOOL  bCommandAborted; 
BOOL  bError; 




int  islave_axis_ref; 
BOOL  bExecute; 
 
Variables de sortida:  
BOOL  bDone; 
BOOL  bBusy; 
BOOL  bError; 
WORD  wErrorID; 
B.2. Exemple de programació d’un bloc funcional 
B.2.1. MC_VelocityProfile 
A continuació es mostra un exemple de com s’ha implementat el bloc funcional 
MC_VelocityProfile. 
L’estructura de les funcions és la mateixa per tots els blocs: 
a) Funció d’inicialització  
b) Funció d’execució  
c) Funció de gestió de variables internes i variables de sortida (no accessible per 
l’usuari). 
d) Funció d’escriptura de missatge  
La última funció, la d’escriptura de missatge és la que interacciona amb la capa Mechatrolink 
i interacciona amb els drivers de la tarja.  Per preservar la confidencialitat amb l’empresa 
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a) Funció d’inicialització del bloc funcional MC_VelocityProfile 
 
void MC_VelocityProfile_initialize(MC_VELPROF* mc_velprof) 
{ 























b) Funció d’execució del bloc funcional MC_VelocityProfile 
 
void  MC_VelocityProfile_execute(MC_VELPROF* mc_velprof) 
{ 
//Si l’eix està en estat normal i ha de ser executat o està sent 
//executat gestiona les funcions 
 if((m_bStepNormal[mc_velprof->var_in.iaxis_ref]) &&  
  (mc_velprof->var_in.bExecute || mc_velprof->var_out.bActive )) 
 { 
  //és la primera vegada que s’executa? 
if(!(mc_velprof->var_intern.bInit)) 
  { 
   mc_velprof->var_in.bExecute=0; 
   mc_velprof->var_out.bActive=1; 
   mc_velprof->var_out.bBusy=1; 
   mc_velprof->var_intern.bInit=1; 
   mc_velprof->var_intern.bNewPoint=1; 
EIX[mc_velprof->var_in.iaxis_ref]. 
func_bloc.m_bMC_VelocityProfile=1; 
   RtPrintf("Inici taula Velocitat - Temps\n"); 
   RtPrintf("Time =%u ms \n",Time); 
  } 
  Time++; 
  MC_VelocityProfile_WriteOutputs(mc_velprof); 
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c)  Funció writeoutputs del bloc funcional MC_VelocityProfile 
 
void MC_VelocityProfile_WriteOutputs(MC_VELPROF* mc_velprof) 
{ 
int ret = 0; 
 
//Alguna alarma activada? 
 if (EIX[mc_velprof->var_in.iaxis_ref].status.m_bALM) 
 { 
  mc_velprof->var_out.bError=1; 
  mc_velprof->var_out.bActive=0; 
  mc_velprof->var_out.bBusy=0; 
  mc_velprof->var_out.bDone=0; 
  ret=-1; 
 }  
 else 
 { 
  //càlcul de la nova consigna 
if(mc_velprof->var_intern.bNewPoint) 
  { 
   //és l'ultim? 
if(mc_velprof->var_in.pstcTimeVelocity 
[mc_velprof->var_intern.inum_points].delta_time == 0) 
//Si és l'ultim punt 
   { 
    mc_velprof->var_out.bDone=1; 
    mc_velprof->var_out.bActive=0; 
    mc_velprof->var_out.bBusy=0;  
    EIX[mc_velprof->var_in.iaxis_ref] 
.func_bloc.m_bMC_VelocityProfile=0; 
   } 
   else//Sino és lultim 
   {  
//Fins que no arribi a la nova Velocitat de 
consigna es mante a 0  
    mc_velprof->var_intern.bNewPoint=0; 
     
//és el primer punt? 
if (mc_velprof->var_intern.inum_points == 0 ) 


















    } 
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else //no és el primer 
   { 











mc_velprof->var_intern.LSentVel = mc_velprof-> 
var_intern.LSentVel +  
mc_velprof->var_intern.LCycleIncVel;  
   }   
  }  
 } 
 else// Sinó és un punt nou, ves sumant l'increment fins que arribis  
 { 
mc_velprof->var_intern.LSentVel = mc_velprof-> 
var_intern.LSentVel + mc_velprof->var_intern.LCycleIncVel;  
    
  if (mc_velprof->var_intern.LCycleIncVel >0) 
  { 
//Mai s'ha de sumar més de la posició final 
if ((mc_velprof->var_intern.LSentVel) > (mc_velprof-> 
var_in.pstcTimeVelocity[mc_velprof-> 
var_intern.inum_points].velocity )) 
   { 
mc_velprof->var_intern.LSentVel = mc_velprof-> 
var_in.pstcTimeVelocity[mc_velprof-> 
var_intern.inum_points].velocity; 
   } 
  } 
  else 
  { 
if ((mc_velprof->var_intern.LSentVel) <(mc_velprof-> 
var_in.pstcTimeVelocity[mc_velprof-> 
var_intern.inum_points].velocity )) 
   { 
mc_velprof->var_intern.LSentVel = mc_velprof-> 
var_in.pstcTimeVelocity[mc_velprof-> 
var_intern.inum_points].velocity; 
   } 
  } 
if(mc_velprof->var_intern.LSentVel == mc_velprof-> 
var_in.pstcTimeVelocity[mc_velprof-> 
var_intern.inum_points].velocity) 
  { 
   mc_velprof->var_intern.bNewPoint=1; 
   mc_velprof->var_intern.inum_points++; 
   RtPrintf("Time =%u ms \n",Time); 
RtPrintf("Vel  =%u \n",mc_velprof-> 
var_intern.LSentVel); 
   Time=0; 
  } 
 } 
   } 
} 
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C. Estructura de dades dels eixos 
En aquest annex es mostra l’estructura de dades que s’ha utilitzat per gestionar la informació 
de cada eix. 
 
//Estructura principal 
typedef struct stEIXOS{ 
  
 struct STATUS status; 
 struct FUNC_BLOC func_bloc; 
 struct POS_VEL pos_vel; 
 struct PLC_OPEN_STATE plc_open_state; 
 struct ADVISE_VAR advice_var; 
}EIXOS; 
 
//Subestructura d’informació de status 
struct STATUS{ 
 BOOL m_bALM; 
 BOOL m_bWARNG; 
 BOOL m_bCMDRDY; 
 BOOL m_bSVON; 
 BOOL m_bPON; 
 BOOL m_bMLOCK; 
 BOOL m_bZPOINT; 
 BOOL m_bPSET_VCMP;  
 BOOL m_bDEN_ZSPD;  
 BOOL m_bT_LIM; 
 BOOL m_bL_CMP; 
 BOOL m_bNEAR_V_LIM;  
 BOOL m_bP_SOT; 
 BOOL m_bN_SOT;  
}; 
 
//Subestructura que conté quin bloc funcional s’està executant 
struct FUNC_BLOC 
{ 
 BOOL m_bMC_Power; 
 BOOL m_bMC_Stop; 
 BOOL m_bMC_MoveAbsolute; 
 BOOL m_bMC_MoveVelocity; 
 BOOL m_bMC_MoveReadAPos; 
 BOOL m_bMC_ReadAxisError; 
 BOOL m_bMC_MoveRelative; 
 BOOL m_bMC_Reset; 
 BOOL m_bMC_ReadStatus; 
 BOOL m_bMC_ReadParameter; 
 BOOL m_bMC_WriteParameter; 
 BOOL m_bMC_PositionProfile; 
 BOOL m_bMC_SyncSet; 
 BOOL m_bMC_GearInMaster; 
 BOOL m_bMC_GearInSlave; 
 BOOL m_bMC_GearOut; 
 BOOL m_bMC_VelocityProfile; 
 BOOL m_bMC_CamInMaster; 
 BOOL m_bMC_CamInSlave; 
 BOOL m_bMC_CamOut; 
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 BOOL m_bMCHome; 
 BOOL m_bMC_TouchProbe; 
}; 
//Subestructura que conté les dades referents a la posició i velocitat 
struct POS_VEL  
{ 
 LONG m_iActualPosition; 
 LONG m_iNewTargetPosition; 
 LONG m_iLastTargetPosition; 
 LONG m_iActualVelocity; 
 LONG m_iTargetVelocity; 
 LONG  m_iLatchPosition; 
}; 
 
//Subestructura que conté l’estat del PLCopen 
struct PLC_OPEN_STATE 
{ 
 int m_iPLCopenActualState; 
 int m_iPLCopenLastState; 
}; 
 
//Subestructura que conté les variables d’avís 
struct ADVISE_VAR 
{ 
 BOOL m_bAvisSMON; 
 BOOL m_bAvisPRM_RD; 
 BOOL m_bAvisPRM_WR; 
 BOOL m_bAvisSYNCSET; 
 LONG m_LPrmValue; 
 BOOL m_bfirsttime; 
 BOOL m_bValidPos; 
 BOOL m_bValidVel; 
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D. Exemple de programa d’usuari 
En aquest annex es mostra un exemple de programa d’usuari. En aquest exemple es fan 
servir el bloc funcional MC_SYNC específic de Mechatrolink – II i 5 blocs funcionals basats 
en PLCopen: MC_Power, MC_MoveAbsolute, MC_Stop, MC_MoveVelocity i MC_GearIn. 
Els eixos controlats són el 0 i el 2, El 0 fa de mestre i el 2 d’esclau mitjançant un moviment 
gear de velocitat. Els passos que segueix el programa són els següents: 
1) Declaració  de  cada bloc funcional que es vulgui utilitzar.  
2) S’inicialitzen les variables de cada bloc funcional declarat a partir de la funció 
MC_NomdelBlocFuncional_initialize(); 
3) S’estableixen les entrades per cada bloc funcional. 
4) Es segueix el diagrama d’estats següent: 
a. En STATE_INIT es posen en sincronisme els dos eixos 
b. En l’estat STATE_SYNC es posen apunt els eixos per què puguin rebre 
comandes. 
c. En l’estat STATE_SERVO_ON s’estableix la relació de gear entre l’eix 0 i 2. A 
partir d’aquest moment l’eix 2 queda lligat virtualment a l’eix 0 mitjançant una 
relació de transformació. L’eix 0 inicia un posicionat a la velocitat de consigna 
fins a la posició de consigna. 
d. En l’estat STATE_MOVEABS_1 l’eix mestre inicia un moviment a velocitat 
constant que dura 2 segons. 
e. En l’estat STATE_MOVVEL_1 es realitza la parada de l’eix mestre. 
f. En l’estat STATE_MOVESTOP es realitza un altre posicionat a l’eix 0 i es 
torna a l’estat STATE_MOVEABS_1 i es repeteixen cíclicament els estats d,e 
i f. 
5) Són processats tots els blocs funcionals mitjançant la funció Execute(). Segons el 
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//Definició dels estats del programa 
#define STATE_INIT      1 
#define STATE_SYNC      2 
#define STATE_SERVO_ON  3 
#define STATE_MOVEABS_1 4 
#define STATE_MOVVEL_1  5 
#define STATE_MOVESTOP  6 
 














 static unsigned char ini = 0; 
 static unsigned char state = 0; 
 static long count = 0; 
  
//Es realitza  
if (!ini) 
 { 
//s’inicialitzen variables  de cada bloc funcional 
  MC_SyncSet_initialize(&mc_sync1); 
  MC_SyncSet_initialize(&mc_sync2); 
  MC_Power_initialize(&mc_pw1); 
  MC_Power_initialize(&mc_pw2); 
  MC_MoveAbsolute_initialize(&mc_movabs1); 
  MC_Stop_initialize(&mc_stop1); 
  MC_MoveVelocity_initialize(&mc_movvel1); 
  MC_GearIn_initialize(&mc_gearin02); 
 
//Es dóna valora les variables d'entrada de cada bloc 
//funcional 
  mc_sync1.var_in.axis_ref = 0; 
  mc_sync2.var_in.axis_ref = 2; 
   
mc_pw1.var_in.axis_ref=0; 
  mc_pw1.var_in.bEnable=0; 
 
  mc_pw2.var_in.axis_ref=2; 
  mc_pw2.var_in.bEnable=0; 
   
  mc_movabs1.var_in.axis_ref=0; 
  mc_movabs1.var_in.bExecute=0; 
  mc_movabs1.var_in.LPositionCmd=30000; 
  mc_movabs1.var_in.LVelocityCmd=100000; 
  
  mc_stop1.var_in.m_bExecute=0; 
  mc_stop1.var_in.m_iaxis_ref=0; 
  mc_stop1.var_in.m_iDesaccelerationCmd=0; 
  mc_stop1.var_in.m_iJerkCmd=0; 
  mc_stop1.var_in.MC_BufferMode=0; 
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  mc_movvel1.var_in.m_bExecute=0; 
  mc_movvel1.var_in.m_iaxis_ref=0; 
  mc_movvel1.var_in.m_LVelocityCmd=6000; 
  mc_movvel1.var_in.MC_DIRECTION=0; 
   
  mc_gearin02.var_in.master_axis_ref=0; 
  mc_gearin02.var_in.slave_axis_ref=2; 
  mc_gearin02.var_in.bExecute=0; 
  mc_gearin02.var_in.iRatioNumerator=2; 
  mc_gearin02.var_in.iRatioDenominator=1; 
  mc_gearin02.var_in.MC_BufferMode=0; 
   
  ini = 1; 
  state = STATE_INIT; 
 } 
 
 //Es comença el diagrama d’estats  
 switch (state) 
 { 
 case STATE_INIT: 
  mc_sync1.var_in.bEnable=1; 
  mc_sync2.var_in.bEnable=1; 
  state =  STATE_SYNC ; 
  break; 
 
 case  STATE_SYNC : 
  if(mc_sync1.var_out.bSync && mc_sync2.var_out.bSync ) 
  { 
   mc_pw1.var_in.bEnable=1; 
   mc_pw2.var_in.bEnable=1; 
   state = STATE_SERVO_ON; 
  } 
  break; 
 
 case STATE_SERVO_ON: 
  if ((EIX[0].status.m_bSVON == 1) &&   
   (EIX[2].status.m_bSVON == 1))  
  { 
   mc_movabs1.var_in.LPositionCmd=8000; 
   mc_movabs1.var_in.LVelocityCmd=100000; 
   mc_movabs1.var_in.bExecute=1; 
   mc_gearin02.var_in.bExecute=1; 
   state = STATE_MOVEABS_1; 
   RtPrintf("state = MOVEABS_1ini\n"); 
 
  }  
  break; 
 
case STATE_MOVEABS_1: 
         if(mc_movabs1.var_out.bDone == 1) 
  { 
   mc_movvel1.var_in.m_bExecute = 1; 
   mc_movvel1.var_in.m_LVelocityCmd = 20000; 
   state = STATE_MOVVEL_1; 
   RtPrintf("state = MOVEVEL\n"); 




  if (mc_movvel1.var_out.m_bInVelocity) 
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  { 
   count++; 
   if (count > 2000) 
   { 
    count = 0; 
    mc_stop1.var_in.m_bExecute = 1; 
    state = STATE_MOVESTOP; 
    RtPrintf("state = MOVESTOP\n"); 
   } 




  if(mc_stop1.var_out.m_bDone) 
  { 
   count++; 
   if (count > 5000) 
   { 
    count = 0; 
    mc_movabs1.var_in.LPositionCmd=10000; 
    mc_movabs1.var_in.LVelocityCmd=9000; 
    mc_movabs1.var_in.bExecute=1; 
    state = STATE_MOVEABS_1; 
    RtPrintf("state = MOVEABS_1c\n"); 
   } 




  state = STATE_INIT; 
break; 
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E. Pressupost 
L’objectiu d’aquest document és plantejar un pressupost del projecte basat en el pressupost 
real aplicat a l’empresa i afegint les parts que s’han desenvolupat pel projecte acadèmic. Es 
valora el preu que inclou el total dels costos, impostos i beneficis. 
E.1. Costos d’oficina tècnica 
En una primera partida es tenen en compte els costos amortitzables: 
• Costos a amortitzar en tres anys:  
 
Concepte Preu[€] 
ordinador + sistema operatiu Windows 
XP 900
llicència extensió en temps real 6000
impressora 360
TOTAL 7260
Taula E-1.  Taula de costos amortizables 
  
 Per a cada any equival a: 
  TOTAL AMORTITZABLE:       2420  €/any 
 
 Si s’afegeixen els costos fixes anuals corresponents a: 
o Lloguer del local, electricitat, aigua, telèfon, taxes, costos financers:  
 7500 €/any  
o Línia internet ADSL:        360 €/any 
 
TOTAL AMORTITZABLES I FIXES ANUALS: 10280 €/any 
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A continuació s’avalua el cost de personal, considerant el sou d’un enginyer júnior, segons 






[h] Cost [€] 
        
Recerca bibliogràfica i de documentació sobre el control de moviment 25 100 2500
Lectura, interpretació i estudi del funcionament de Mechatrolink - II 25 80 2000
Lectura, interpretació i estudi del funcionament dels servodrives 
utilitzats 25 80 2000
Lectura, interpretació i estudi del funcionament de la tarja NT-110 25 80 2000
Lectura, interpretació i estudi de l'estàndard PLCopen 25 80 2000
Lectura, interpretació i estudi de l'extensió en temps real i Windows XP 25 150 3750
Implementació del l'entorn de programació 25 250 6250
Implementació dels exemples de programació 25 20 500
TOTAL   840 21000
 
Taula E-2. Taula de relació d’hores 
 
Tenint en compte que la jornada laboral és de 1.800,00 h/any per terme mig y 
considerant que el temps invertit en el projecte es de 840 h s’obté un total de: 
 
TOTAL  AMORTITZABLES I FIXES PROJECTE: 
 
10280 €/any * 840 h /1800  (h/any) = 4797,3 € 
 
Si s’adopta un marge del 20% d’error sobre el total, s’obté: 
 
TOTAL = 4797,3 € · 1,2 = 5756,76 €  
 
 
TOTAL  DESENVOLUPAMENT DEL PROJECTE: 
 
5756,76 € + 21000 € = 26756,76 € 
 
E.2. Impostos i preu de venta al públic 




Pàg. 88  Annexos 
Concepte  Cost [€] 
TOTAL ABANS D'IMPOSTOS 26756,76
 IVA (16%) 4281,12
TOTAL DESPRES D'IMPOSTOS 31037,88
 
Taula E-3. Taula de preu de venta al públic 
 
