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POVZETEK 
Upravljanje osebnih financ je problem, s katerim se dnevno srečujemo vsi. Težko je imeti 
pri roki vedno dostopne vse informacije o lastnem finančnem stanju, saj se konstantno 
spreminja, hkrati pa smo ljudje pogosto nesistematični in teh informacij ne znamo spraviti 
v takšno obliko, ki bi nam najbolje koristila za vizualizacijo dejanskega finančnega stanja. S 
tem namenom sem izdelal namizno aplikacijo, ki s pomočjo informacijsko-komunikacijske 
tehnologije uporabniku nudi rešitev pri problemu upravljanja osebnih financ. 
Nova rešitev nudi uporabniku možnosti preprostega vnašanja lastnih prihodkov in odhodkov 
v program, ki je povezan s podatkovno bazo, kjer se hranijo vsi podatki. Preko preprostega 
uporabniškega vmesnika ima uporabnik vse vnesene podatke prikazane v razumljivi obliki, 
ki jo lahko spreminja po svoji volji, kar mu koristi za boljši pregled vseh svojih financ. 
Aplikacija je bila razvita s pomočjo različnih pristopov, metodologij in principov. Vsak izmed 
njih je bil izbran s točno določenim namenom za vsako plast, ki gradi celotno aplikacijo 
posebej. Pri tem mi je bila v pomoč tudi analiza obstoječih aplikacij na trgu. 
S pomočjo primerjalne analize obstoječih in nove aplikacije, sem ugotovil, da je na trgu že 
veliko obstoječih rešitev, ki na različne načine pomagajo različnim tipom uporabnikov do 
boljšega upravljanja s financami, vendar pa ima tako kot ostale aplikacije tudi moja 
posebnosti oz. zmožnosti, ki jih nobena druga ne ponuja. Razvita rešitev lahko torej 
vsakemu uporabniku bistveno izboljša finančno poslovanje v ožjem in širšem smislu, hkrati 
pa mu ponuja enostaven način za upravljanje osebnih financ. 
Ključne besede: osebne finance, vodenje osebnih financ, uporabniški vmesnik, 
programski jezik Java, strukturni pristop, podatkovna baza, analiza aplikacij  
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SUMMARY 
DEVELOPMENT OF APPLICATION FOR PERSONAL FINANCE 
MANAGEMENT 
Managing our personal finances is one of the most common problems we face every day. 
Due to the ever-changing personal financial status it is difficult to always have every bit of 
information available right where or when we need it. Furthermore, people are usually very 
unsystematic and cannot visualize that information in such a shape or form that would 
benefit them. This is the reason why I have developed a desktop application that would 
help solve the problem of personal finance management with the use of information-
communication technology.  
The developed application offers its solution by simply gathering the user-input revenues 
and expenses, and saving them to the database-connected program. Through its user-
friendly general user interface, users can see every bit of data in the form that they can 
understand and freely change. The application was developed with the help of different 
approaches, methodologies and principles. Each and every one of them was selected with 
a clear purpose that suits every single element the application consists of. This task was 
made easier with the help of the analysis of existing application crated with the same 
purpose as mine. 
With the help of the analysis, I have discovered that there are already many different 
solutions that help users achieve great financial management, but none of them has the 
exact same functionalities my application has to offer. The newly developed solution can 
therefore offer the users a better way for doing financial business, as well as a simple way 
for an efficient personal finance management.  
Key words: personal finance, personal finance management, user interface, Java 
programming langue, structured systems approach, database, application analysis 
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1 UVOD 
Vsak se kdaj v življenju sreča s problemom, kako učinkovito upravljati s premoženjem. Ker 
imamo omejen prihodek in bistveno več želja, kot si jih lahko privoščimo, je potrebno 
vzpostaviti nadzor nad prihodki in odhodki, da dosežemo finančno stabilnost in neodvisnost. 
Odgovornega ravnanja z denarjem nas učijo že kot otroke, a je, ko postajamo starejši, ta 
naloga vedno težja, saj razpolagamo z večjo količino denarja – opravimo več in večje 
nakupe, plačujemo položnice, si izposojamo ali posojamo denar, prav tako pa lahko zaslužek 
prihaja iz več različnih virov, npr. v obliki štipendije, plače ipd. Dober pregled nad osebnimi 
financami je zato zaradi velike količine informacij, ki se tudi konstantno spreminjajo, težko 
imeti zgolj v glavi, dosežemo pa ga lahko s pomočjo informacijske tehnologije. Ta nam 
poleg hrambe informacij omogoča tudi orodja za hitre in obsežne analize podatkov, na 
podlagi katerih se potem lahko odločamo o finančnih načrtih za prihodnost. 
Namen diplomskega dela je izdelava informacijske rešitve, ki bi povprečnemu uporabniku 
omogočala enostaven pregled nad lastnimi financami in njihovo vodenje. Informacijska 
rešitev je bila izdelana v obliki namizne aplikacije, ki preko grafičnega uporabniškega 
vmesnika s pomočjo podatkovne baze nudi uporabniku različne možnosti kot so: vpisovanje 
prihodkov in odhodkov, sprememba finančnega stanja različnih plačilnih sredstev in valut, 
nadzor nad dolgovi, pregled glede na različne parametre (datum, znesek, namen ipd.), 
primerjava posameznih stroškov, grafični prikazi itd.. Cilj diplomske naloge je bil izdelava 
take rešitve, ki je na trgu še ni. Potrditev tega je bila mogoča z analizo obstoječih aplikacij 
na trgu, ki so bile izbrane s področja mobilnih aplikacij. Izdelava aplikacije je potekala po 
ustaljenih in standardnih postopkih izdelave programske opreme v vseh aspektov aplikacije 
– od izdelave uporabniškega vmesnika in programske logike, do analize funkcij s pomočjo 
različnih diagramskih tehnik.  
 
Večina obstoječih aplikacij ima v takšni ali drugači obliki podobne funkcionalnosti kot jih ima 
ustvarjena aplikacija, vendar pa nobena ne vsebuje čisto vseh, ali pa jih ne vsebuje v takšni 
obliki, kot bi si želel. Nekatere rešitve, ki jih ponujajo aplikacije na trgu so mi dale ideje za 
izboljšavo aplikacije, ki se jih sam nisem spomnil, v veliko primerih pa sem te rešitve tudi 
izboljšal ali povezal z drugimi obstoječimi funkcionalnostmi.  
 
Analiza obstoječih aplikacij je bila opravljena pred izdelavo programa, saj sem ga tako lažje 
izdelal, ker sem že med uporabo omenjenih aplikacij (z namenom analize) opazil določene 
pomanjkljivosti, katerim sem se lahko v fazi programiranja izognil. Hkrati sem odkril tudi 
nekatere prednosti, ki sem jih vključil v mojo aplikacijo. Po analizi je bila opravljena študija 
literature za izgradnjo programske opreme, ki sem jo uporabljal med  izdelavo. Nato je 
sledila izdelava aplikacije, za katero sem potreboval številna in različna orodja. 
 
Diplomsko delo je v skladu s tem razdeljeno na dva dela. Prvi del je teoretično-raziskovalne 
narave in vsebuje splošne opise, analize in študije, ki so mi pomagale v drugemu delu. V ta 
del spada prvo poglavje za uvodom, ki opisuje vse temeljne pojme, ki so potrebni za 
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razumevanje konceptov, ki sem jih uporabljal med izdelavo dela. Vsebuje tudi opis 
tehnologije, ki sem jo uporabljal pri praktičnem delu diplomske naloge. Sledi poglavje 
pregleda in analize aplikacij, kjer sem si izbral tri različne aplikacije, opisal njihove 
funkcionalnosti, izgled ipd., deloma pa jih tudi ovrednotil. Temu sledi poglavje o 
natančnemu opisu namena in ciljev izdelave aplikacije. 
 
Drugi del naloge je praktično usmerjen. Deli se na dve poglavji. Prvo je namenjeno opisu 
izdelave aplikacije, ki je razdeljeno na različna podpoglavja, kjer vsako podpoglavje 
predstavlja svojo fazo oz. del aplikacije. Drugo poglavje natančno opisuje, kako deluje 
aplikacija oz. katere možnosti nudi uporabniku. V  zaključku je med drugim ovrednotena 
uspešnost zadanih ciljev. 
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2 OPREDELITEV TEMELJNIH POJMOV 
2.1 INFORMACIJSKI SISTEM 
Informacijski sistem definiramo kot sistem, ki zbira, hrani, procesira in porazdeljuje podatke, 
ki so pomembni znotraj neke organizacije (ali za družbo), v takem smislu, da so te 
informacije dostopne in uporabne za vse, ki jih potrebujejo tj. upravljalce, osebje, stranke 
in državljane. Informacijski sistem je družbeni sistem, ki lahko, ali pa tudi ne, vključuje rabo 
računalniških sistemov (Buckingham v: Avison & Fitzgerald, 2006). Pomembno je, da se 
zavedamo pomena človeške vloge v informacijskih sistemih, saj je njihov obstoj pogojen s 
potrebo ljudi po boljši organizaciji. Le-ta omogoča podporo pri različnih funkcijah, 
upravljanju in odločanju znotraj družbe. 
Dandanes, v času hitrega razvoja in informacijskega napredka, postajajo vedno bolj 
aktualne računalniške rešitve, ki podpirajo delovanje informacijskega sistema, tj. 
programska oprema, zasnovana tako, da podpira specifično funkcijo ali proces, ki ga 
uporablja organizacija. Take funkcije so npr. upravljanje zalog, izplačila plač in analize trga 
(Hoffer, George & Valacich, 1999). 
Implementacijo načina, kako je informacijski sistem zasnovan, analiziran, oblikovan in 
izveden, imenujemo razvoj informacijskega sistema. Razvojni proces je lahko podprt z 
različnimi metodologijami, tehnikam in orodji (Avison & Fitzgerald, 2006). Če gre za razvoj 
računalniško podprtega informacijskega sistema, pa lahko razvojni proces vključuje tudi: 
 nabavo ustrezne strojne opreme, 
 namestitev sistemske programske opreme, 
 uvedbo rešitve in 
 vzdrževanje rešitve (Bajec, 2014). 
V nadaljevanju so podani opisi pristopov k izdelavi informacijskega sistema, ki so bili 
upoštevani pri izdelavi aplikacije in uporabljenih metodologij. 
Življenjski model razvoja informacijskega sistema (ang. systems development life cycle - 
SDLC) imenujemo splošen pristop k razvoju informacijskih sistemov. Služi kot temelj 
različnim razvojnim sistemom in metodologijam. Ta model je struktura iz naslednjih, v faze 
razdeljenih, opravil: 
1. študija izvedljivosti projekta: prouči obstoječi sistem in zahteve, ki naj bi jih obstoječi 
sistem izpolnjeval ter probleme, ki so nastali pri izpolnjevanju teh zahtev in morebitne 
nove zahteve, 
2. analiza zahtev: natančneje prouči zahteve, tipe in količino podatkov ter poskuša 
predvideti omejitve, ki bi pri tem nastale, 
3. načrtovanje: obsega načrtovanje logike informacijskega sistema in njegov izgled, 
4. implementacija: nabava potrebne strojne in programske opreme, programiranje, 
kontrola kvalitete in zapis dokumentacije, 
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5. testiranje: zagotovitev ustreznosti sistema glede na predvidene zahteve, 
6. uvedba, 
7. vzdrževanje: omogoča neprekinjeno delovanje sistema (Hoffer, George & Valacich, 
1999). 
Posamezni koraki in faze modela se lahko spreminjajo in prilagajajo potrebam projekta in 
načinu dela. V katerikoli fazi se lahko projekt vrne na prejšnjo fazo, ali pa se določene faze 
izvajajo hkrati, nekateri projekti pa lahko celo zahtevajo večkratno ponovitev zaporednih 
faz. Vsak projekt ima torej svojo različico življenjskega modela razvoja, npr. zaporedni ali 
slapovni model, iterativni model, prototipni model, inkrementalni model, idr., v praksi se 
največkrat uporabljajo kombinacije teh modelov (Hoffer, George & Valacich, 1999). 
2.1.1 AGILNE METODOLOGIJE 
Metodologijo razvoja informacijskega sistema definiramo kot zbirko postopkov, tehnik, 
orodij in dokumentacije, ki pomaga razvijalcem pri izgradnji novega informacijskega 
sistema. Metodologijo sestavljajo faze, ki so lahko razdeljene na več podfaz, in so v pomoč 
razvijalcem pri izbiri tehnologije, primerne za posamezno fazo. Prav tako je delitev na faze 
uporabna v smislu načrtovanja, upravljanja, nadzora in ovrednotenja projekta (Avison & 
Fitzgerald, 2006). 
Metodologija pa ni zgolj recept za izdelavo sistema, je tudi način razmišljanja oz. filozofski 
pogled na način reševanja problema. Nekatere metodologije lahko temeljijo na potrebi, da 
je projekt hitro končan, druge na tem, da so funkcije sistema čim bolj avtomatizirane, tretje 
lahko stremijo k čim večji prilagodljivosti, itd. 
Zgodovino razvoja metodologij ločimo v štiri glavna obdobja. V obdobju do začetka 
sedemdesetih let formalne metodologije niso bile poznane, ključno vlogo pri načrtovanju in 
izvajanju projekta je imel programer. Obdobje, ki je prišlo za tem in je trajalo približno do 
zgodnjih osemdesetih let, imenujemo zgodnje obdobje metodologij. Razvil se je življenjski 
model razvoja, pomemben je bil predvsem zajem zahtev, analiza problema in načrtovanje. 
V obdobju metodologij, ki je trajalo do sredine devetdesetih let, sta imela največjo težo 
iterativni in inkrementalni razvoj, teža metodologij se je večala in se bolj objektno usmerjala, 
načrtovanje projektov je bilo bolj strateško. Zadnje, obdobje ponovne ocenitve metodologij, 
ki traja še danes, pa kritizira težke metodologije (visoko formalizirane metodologije) in uvaja 
lahke metodologije (visoko prilagodljive metodologije). Zaradi hitrega razvoja tehnologij in 
porasta spletnih aplikacij se je povečala hitrost spreminjanja zahtev, to pa je sprožilo pojav 
agilnih metodologij (Avison & Fitzgerald, 2006). 
Agilne metodologije so se razvile zaradi neustreznosti tradicionalnih metodologij, ki so 
temeljile na formalni zasnovi in pomembnosti točnega sledenja načrtu. Problem, ki se je v 
praksi največkrat pojavil, je bilo strankino nepoznavanje zahtev. Uporabniki ciljne aplikacije 
največkrat niso dovolj dobro vedeli, kakšno aplikacijo želijo; dostikrat so šele ob koncu 
projekta spoznali, da aplikacija pravzaprav ne ustreza njihovim potrebam. Pri tradicionalnem 
razvoju informacijskega sistema bi take pomanjkljivosti odkrili šele po zaključku projekta – 
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v zadnjih fazah izbrane tradicionalne (težke) metodologije, kar pa prinaša dodatne stroške 
in zamude. V odgovor temu problemu so se razvile agilne metode, ki sledijo naslednjim 
vrednotam v razvoju informacijskega sistema: 
 posamezniki in medsebojni odnosi so pomembnejši od procesov in orodij, 
 delujoča programska oprema je pomembnejša od obsežne in celovite dokumentacije, 
 sodelovanje s stranko je pomembnejše od pogodb in pogajanj, 
 odziv na spremembe je pomembnejši od sledenja načrtu (Avison & Fitzgerald, 2006). 
Obstajajo različne metode razvoja informacijskega sistema, ki se opredeljujejo kot agilne. 
To so npr. XP (ang. Extreme Programming), SCRUM, Crystal, AM (ang. Agile Modelling), 
ASD (ang. Adaptive Software Development), idr. (Avison & Fitzgerald, 2006). 
2.1.2 STRUKTURNI PRISTOP 
Strukturni pristop k razvoju informacijskega sistema se je razvil v zgodnjih sedemdesetih 
letih, da bi opozoril na nekatere probleme tradicionalnih metodologij – življenjski model 
razvoja informacijskega sistema. Nalogi analiziranja in oblikovanja sta postali bolj 
disciplinirani s pomočjo različnih orodij, ki omogočajo modeliranje sistema. Model sistema 
je lahko podatkovni (konceptualni diagram entiteta-razmerje), procesni (diagram toka 
podatkov, diagram funkcionalne razgradnje) ali pa predstavlja procesno logiko (odločitvena 
drevesa). Cilj takega preoblikovanja tradicionalnih metodologij je bil zmanjšanje vloženega 
truda in količine časa, potrebnega za zaključek projekta. S strukturnim pristopom je olajšano 
vračanje na prejšnje faze projekta, ko se spremenijo zahteve strank. Poleg opisanega pa je 
značilnost strukturnega pristopa tudi poudarek na delitvi problema na manjše, bolj 
obvladljive probleme, ter ločitev logične zasnove in zasnove izgleda aplikacije (Hoffer, 
George & Valacich, 1999). 
2.2 OSEBNE FINANCE 
»Želja posameznikov, da svobodno, neomejeno in v skladu s svojimi načrti, ambicijami ter 
vrednotami upravljajo s svojim premoženjem, je eno izmed gonil razvoja kapitalistične 
družbe. Osebne finance zajemajo vse, kar se tiče in vpliva na posameznikovo premoženjsko 
stanje. Razpon odločitev, ki jih pri tem posameznik sprejema, storitev in proizvodov, ki jih 
pri tem uporablja, je neizmerno širok in hkrati odvisen od značaja slehernega posameznika 
in okolja, v katerem prebiva.« (Groznik, 2001, str. 9). 
Osebne finance zajemajo vse finančne aktivnosti in odločitve posameznika (ali 
gospodinjstva), npr. upravljanje s proračunom, zavarovanje, hipotekarne odločitve, 
prihranki, investicije, plačevanje davkov, načrti za upokojitev idr. Pogoj za finančno 
neodvisnost in svobodo pa je izdelava finančnega načrta in natančen nadzor osebne porabe 
in prihodkov. Upravljanje z osebnimi financami običajno vključuje: 
 oceno trenutnega finančnega stanja, pričakovanih prihodkov in odhodkov ter 
načrtovanje prihrankov, 
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 zavarovanje pred tveganji izgube dohodka ali pred izjemnimi dogodki, ki bi lahko 
povzročili večjo škodo osebnim financam, 
 izračun in plačilo davkov, 
 prihranke in investicije, 
 načrtovanje upokojitve (Investopedia, 2016). 
Večina potrošnikov nima dovolj informacij, da bi lahko sprejemali racionalne finančne 
odločitve, ali pa teh informacij ne znajo pravilno ovrednotiti, zato se je v času informacijske 
tehnologije razvilo veliko orodij, ki potrošnikom pomagajo pri načrtovanju osebnih financ in 
jim omogočajo boljši pregled nad prihodki in odhodki. 
Tak pregled je še posebej pomemben zaradi pregleda nad manjšimi nakupi, za katere 
običajno pozabimo, da smo jih opravili. Taki nakupi se lahko nakopičijo in konec meseca 
predstavljajo velik del mesečnih odhodkov, zato je pomembno, da jih imamo pod nadzorom. 
Zapis tekočega finančnega stanja pa nam med drugim omogoča tudi oceno izrednih 
prihodkov oz. odhodkov, bolj racionalno odločanje o prihodnjih nakupih (npr. kdaj si bomo 
lahko privoščili nov pametni telefon), pregled nad našo posojilno sposobnostjo (npr. koliko 
se lahko zadolžimo ali koliko denarja lahko posodimo), itd. (Groznik, 2001). 
Pri finančnem načrtovanju lahko pomaga tudi razvrščanje prihodkov in odhodkov v 
kategorije, le-te pa so odvisne od življenjskega sloga posameznika. Prihodke lahko 
razvrstimo na stalne (npr. plača, štipendija), finančne (npr. pripisane obresti, kapitalski 
dobički) in izredne (npr. trinajsta plača, regres, nagrade, vračilo dohodnine), medtem ko 
lahko odhodke razdelimo na odhodke za vzdrževanje stanovanja, hiše, avtomobila, odhodke 
za prehrano in higienske potrebščine, odhodke za oblačila, rekreacijo in hobije, kulturne 
odhodke (npr. koncerti, knjige), izredne odhodke (npr. počitnice) ter odplačila finančnih 
obveznosti (npr. dolgovi) (Groznik, 2001). 
2.3 UPORABNIŠKI VMESNIK 
Komunikacija človek-računalnik (ang. human-computer interaction) oz. KČR je študija 
komunikacije med ljudmi in računalniškimi sistemi. KČR je presek mnogih ved, med drugim 
računalniške znanosti, psihologije, ergonomije, inženirstva in grafičnega oblikovanja. Je 
pojem, ki pojasnjuje in se ukvarja z načini, s katerimi se ljudje sporazumevajo z računalniki 
(Stone, Jarrett, Woodroffe & Minocha, 2005). 
Uporabniki se z računalniki sporazumevajo preko uporabniških vmesnikov (ang. user 
interface), zato je pomembno, da so le-ti dobro zasnovani. Slabo zasnovani uporabniški 
vmesniki, ki so zahtevni za uporabo (npr. komunikacija prek ukazne vrstice), od uporabnikov 
zahtevajo več časa in znanja, pogosto pa take tehnike obvladajo zgolj strokovnjaki na teh 
področjih. Z razvojem osebnih računalnikov in širjenjem uporabe le-teh, se je povečala 
potreba po poenostavljanju uporabniških vmesnikov, ki bi jih razumeli in znali uporabljati 
tudi bolj neizkušeni uporabniki (Stone, Jarrett, Woodroffe & Minocha, 2005). 
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Drugi pomemben vidik dobro zasnovanega uporabniškega vmesnika je učinkovitost. 
Mnogim podjetjem lahko preprost uporabniški vmesnik prinaša različne koristi, npr. večjo 
produktivnost zaposlenih in visoko zadovoljstvo pri delu, to pa se neposredno povezuje z 
višjimi zaslužki, saj produktivnejša delovna sila pomeni manjše stroške poslovanja, poleg 
tega pa je manj denarja potrebno vlagati v usposabljanje zaposlenih. Po drugi strani pa 
lahko slabo zasnovan uporabniški vmesnik povzroča stres in nezadovoljstvo med 
zaposlenimi, to pa vodi do nižje produktivnosti in finančnih izgub za podjetje (Stone, Jarrett, 
Woodroffe & Minocha, 2005). 
Glede na strukturo ločimo dva tipa uporabniških vmesnikov: 
 konzolne vmesnike, kjer uporabnik aplikacije določa, kdaj se bo zgodil naslednji korak, 
to imenujemo postopkovno programiranje (ang. procedural programming) in 
 grafično podprte uporabniške vmesnike, kjer uporabnik lahko kadarkoli izvede željeni 
korak (npr. kliki na gumb, premik miške), to imenujemo dogodkovno usmerjeno 
programiranje (ang. event-driven programming) (Jager, 2014). 
2.3.1 PRINCIPI 
Nabor principov oz. hevristike oblikovanja uporabniškega vmesnika imenujemo strategije 
iskanja, ki služijo kot smernice pri vrednotenju uporabnosti in preglednosti uporabniškega 
vmesnika (Smith-Atakan, 2006). 
Obstaja več različnih hevristik, ki so v splošni uporabi pri načrtovanju oblikovanja 
uporabniških vmesnikov, to so npr. Nielsonovi principi, Mandelovi principi, Tognazzinijevi 
principi oblikovanja interakcije, Schneidermanovih osem zlatih pravil itd. (Jager, 2014). 
2.3.1.1 Nielsenovi principi 
Nielsenovi principi so eni izmed najbolj uporabljanih hevristik za oblikovanje uporabniških 
vmesnikov. Razvil jih je Jakob Nielsen in jih predstavil v svoji knjigi Usability Engineering 
(1994). 
1. Vidljivost statusa sistema: aplikacija mora uporabnika obveščati o dogajanju in 
zagotavljati povratne informacije v razumnem roku, npr. obvestilo, da se dokument 
shranjuje, po tem ko smo pritisnili na gumb »Shrani«. Kot povratno informacijo pa ne 
štejemo zgolj obvestil o dogajanju, ampak tudi grafične spremembe, npr. sprememba 
vbočenosti gumba ob kliku ali prikaz premika okna, ki ga je uporabnik prestavil z miško. 
Pomembno je, da se povratne informacije prikažejo dovolj hitro po tem, ko se 
sprememba zgodi, sicer se lahko uporabnik začne spraševati, če je pri uporabi vmesnika 
storil kakšno napako. 
2. Prilagajanje sistema z realnostjo: uporabnik mora razumeti jezik vmesnika, 
uporabljene morajo biti splošne besede in ne sistemski izrazi. Sistem mora biti domač 
uporabnikom, saj imajo le-ti običajno že zamisel, kaj iščejo na zaslonu, npr. uporabnik, 
ki želi izbrisati vnos bo, zaradi izkušenj z ostalimi programi, na zaslonu iskal besedo 
»Izbriši« ali ikono s smetnjakom. 
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3. Uporabnikov nadzor in svoboda: uporabnikom mora biti omogočen izhod iz 
nepričakovanih položajev z uporabo dobro označenih »izhodov v sili«, npr. gumbi za 
razveljavitev akcije »Prekliči« ali »Nazaj«, dolge operacije pa morajo biti take, da jih je 
mogoče prekiniti. To omogoča, da uporabniki postanejo samozavestni pri spoznavanju 
funkcij aplikacije. 
4. Konsistentnost in standardi: uporabniki se ne smejo spraševati, če drugačne 
besede, situacije in funkcije pomenijo isto; podobne stvari morajo izgledati in se 
obnašati podobno, različne pa različno. To pomeni, da mora biti postopek uporabe 
funkcij, ki so si podobne, enak, npr. postopek odebelitve pisave v programu Microsoft 
Word je enak postopku podčrtovanja pisave: pri obeh je potrebno označiti besedilo, ki 
ga želimo odebeliti oz. podčrtati, in nato pritisniti na ustrezen gumb v orodni vrstici. 
5. Preprečevanje napak: če je možno, je potrebno preprečiti, da bi do napak sploh 
prišlo. Pri vnašanju vnaprej določenih vrednosti je bolje, če ima uporabnik na voljo 
spustni seznam namesto besedilnega polja, saj se s tem lahko izognemo tipkarskim 
napakam (npr. pri vnašanju imena države). Pomembno je tudi, da so ukazi, ki so pri 
dani akciji neizvedljivi, onemogočeni (npr. ukaz »Kopiraj« mora biti onemogočen, če v 
izboru ni nobenega besedila). 
6. Prepoznava, diagnoza in reševanje napak: aplikacija mora uporabniku na 
enostaven način razložiti naravo napake in predlagati rešitev. Obvestilo o napaki ne sme 
imeti informacij, ki jih uporabnik ne razume, npr. zapletenih žargonskih izrazov, prav 
tako pa morajo biti informacije dovolj jasne in natančne. Če so informacije o napaki 
preveč splošne, lahko to uporabnika zmede, čeprav je rešitev dokaj enostavna, npr. 
neizpolnjeno vnosno polje, ki je zahtevano, naj na napako uporabnika obvesti tako, da 
se obarva rdeče, ne pa zgolj z obvestilom, da obrazec ni sprejet. 
7. Prepoznava je boljša od pomnjenja: vsi objekti, funkcije in možnosti morajo biti 
vidne. Dobro označene funkcije uporabnik takoj opazi in zato hitreje najde želen ukaz, 
ki si mu ga ni treba zapomniti. Primer tega principa lahko najdemo v barvni paleti 
programa Microsoft Word; barvo, ki smo jo ustvarili po meri, npr. z vnosom RGB števil, 
lahko hitro najdemo v zavihku »Nedavne barve«, zato ob ponovni uporabi barve le-te 
ni potrebno znova ustvariti po meri. 
8. Fleksibilnost in učinkovitost uporabe: omogoči bližnjice, ki ne bodo zmedle 
neizkušenih uporabnikov, a bodo bolj izkušenim omogočile hitrejši potek dela; bližnjice 
na tipkovnici, slogovna izbira (npr. v programu Microsoft Word obstaja možnost 
vnaprejšnje izbire sloga pisave), zgodovina iskanj, vnosna polja, ki vnaprej predvidijo, 
kaj bo uporabnik napisal (npr. Googlov iskalnik, ki dopolni prvih nekaj črk vnosa glede 
na naša prejšnja iskanja ali popularnost zadetkov). 
9. Estetika in minimalistična oblika: strmenje k preprostosti in izogibanje 
informacijam, ki so nepotrebne ali redko uporabljane. Oblikovalci aplikacij so pogosto 
nagnjeni k uporabi barv, ki so preveč živahne ali pa k grafičnim prikazom, ki zelo 
izstopajo in hitro pritegnejo pogled uporabnika, čeprav nimajo pomembne funkcije. 
Taka praksa lahko povzroči, da je uporabniški vmesnik nepregleden in izgleda neurejen, 
pogosto pa zaradi tega pomembne funkcije niso dovolj izstopajoče, kar povzroča zmedo 
pri uporabi programa. Zaradi tega je pomembno, da je uporabniški vmesnik zgrajen 
minimalistično; nepomembne oz. stranske funkcije naj ostanejo skrite, pomembnejše 
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pa naj bolj izstopajo. Prav tako je pomemben estetski vidik oblikovanja uporabniškega 
vmesnika, saj na videz lepše aplikacije pritegnejo več uporabnikov, ti pa aplikacijo 
uporabljajo z zadovoljstvom. 
10. Pomoč in dokumentacija: informacije morajo biti hitro dostopne in zagotavljati 
pomoč, ki je dovolj enostavna za razumevanje in sledenje korakom rešitve problema. 
Rezultati iskanja pomoči morajo biti v skladu z iskalnimi besedami (morajo biti v 
kontekstu), biti morajo kratki ter zagotavljati odgovore, ki so bistveni za rešitev 
problema. V primeru, ko je rešitev problema nejasna, je pomembno, da se uporabnik 
lahko zateče k bolj poglobljeni literaturi, tj. dokumentaciji aplikacije (Smith-Atakan, 
2006). 
2.3.1.2 Mandelovi principi 
Theo Mandel je tri principe za načrtovanje uporabniških vmesnikov predstavil v knjigi The 
Elements of User Interface Design (1997): 
1. zagotovi nadzor uporabnika, 
2. zmanjšaj obremenitev uporabnikovega spomina, 
3. zagotovi konsistentnost (Mandel v: Jager, 2014). 
Nielsenovih deset principov je mogoče razdeliti po skupinah, tako, da se vsaka izmed skupin 
ujema z enim od Mandelovih treh principov. Večina hevristik za načrtovanje uporabniških 
vmesnikov namreč stremi k enakim ciljem – preprostosti in učinkovitosti, zato so si med 
seboj zelo podobne, razlikujejo se le v zapisu in podrobnostih (Jager, 2014). 
2.3.2 SPLOŠNA NAVODILA ZA IZGRADNJO 
Navodila za izgradnjo so napotki, ki upoštevajo principe oblikovanja uporabniških vmesnikov 
in se nanašajo na grafične gradnike vmesnika in estetiko, interakcijo prek grafičnih 
gradnikov ter lastnosti in povezave med gradniki. Pri nepoznanih, novih tehnologijah se 
navodila običajno izoblikujejo kasneje, po tem, ko je bilo zgrajenih že nekaj uporabniških 
vmesnikov, ki so bili testirani. Med navodila za načrtovanje uporabniških vmesnikov 
spadajo: 
 razumevanje uporabnika in domene, 
 razumevanje nalog, dela, funkcij in konceptov želene aplikacije, 
 izbor naprav za interakcijo: izbira vhodnih in izhodnih naprav (tipkovnica, miška, zaslon 
na dotik, monitor, zvočniki) je odvisna od karakteristik uporabnika in okolja, v katerem 
dela (npr. vhodna naprava programa za risanje ne sme biti tipkovnica, ampak miška ali 
elektronska risalna tabla), 
 načrtovanje oken, menijev, grafičnih gradnikov: s temi elementi vplivamo na 
učinkovitost uporabe vhodnih in izhodnih naprav, 
 organizacija grafičnih gradnikov: dobra postavitev grafičnih gradnikov omogoča 
uporabnikom hitro in enostavno doseganje ciljev, 
 grafično načrtovanje: izbira barv, besedilnega sloga, slik in animacij, izbor in načrtovanje 
ikon, 
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 načrtovanje povratnih informacij in interakcij aplikacije (Jager, 2014). 
Tabela 1: Splošna navodila za izdelavo uporabniškega vmesnika 
Splošna navodila  Uporaba pristopov k oblikovanju, ki so že sprejeti med 
uporabniki, 
 običajna smer branja vsebine na zaslonu je od zgoraj navzdol 
in od leve proti desni, 
 slog pisave mora biti primeren glede na vsebino in berljiv, 
velikost pisave pa ne premajhna in ne prevelika, 
 zaslon ne sme biti preveč pisan – najbolje je uporabiti do šest 
barv, najbolje pa čim manj, prav tako je potrebno upoštevati 
navodila za mešanje barv (npr. rdeče besedilo na modri podlagi 
je slabo berljivo) in konotacije barv (npr. rdeča je barva za 
opozorila). 
Okna  Primarna okna so okna, ki imajo temeljno projektno vsebino, 
 okno v obliki nadzorne plošče je dobro orodje za povezovanje 
primarnih oken, 
 besedilo sporočilnega okna mora biti kratko in ne sme vsebovati 
nepotrebnega žargona; uporabnik mora sporočilo razumeti, 
 potrebno se je izogibati uporabi odvečnih sporočilnih oken, 
 modalna okna so okna, na katere mora uporabnik nujno klikniti, 
če jih želi zapreti; taka okna se uporabljajo takrat, ko program 
potrebuje takojšnjo pozornost uporabnika, 
 pogovorna okna so okna, ki jih uporabnik odpre na lastno željo; 
taka okna naj vsebujejo dodatne informacije o izbrani funkciji 
programa. 
Zavihki  Informacije na posameznih zavihkih morajo biti neodvisne, 
 zavihkov ne sme biti preveč, 
 zavihkov se ne sme uporabljati za izvajanje zaporednih 
korakov. 
Meniji  Elementi v meniju morajo biti poimenovani glede na njihovo 
funkcijo, 
 struktura menija mora biti zgrajena glede na potrebe 
uporabnikov, ne pa glede na logiko programa. 
Orodne vrstice  Vsebujejo gumbe z ikonami, ki jih uporabnik lahko zlahka 
poveže z njihovo funkcijo, 
 zaželjena je uporaba oken z namigi, ki se pojavijo, če uporabnik 
miškin kazalec pomakne na gumb z ikono, in vsebujejo kratko 
besedilo z opisom funkcije gumba, 
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 ikone morajo biti preproste, dovolj informativne in se morajo 
zlahka ločiti med sabo. 
Ukazni gumbi  Ukazi morajo biti poimenovani tako, da je jasno razvidna 
njihova funkcija, 
 gumbi naj bodo razporejeni na dnu ali na desni strani 
pogovornih oken, 
 gumbi morajo biti iste velikosti in oblike; različno široki gumbi 
so sprejemljivi le, če so njihove oznake različno dolge in so vsi 
gumbi v isti vrstici. 
Izbirni gumbi in 
potrditvena polja 
 Izbirni gumbi se uporabljajo, ko mora uporabnik izbrati le eno 
možnost iz izbora, 
 potrditvena polja se uporabljajo, ko lahko uporabnik izbere več 
možnosti iz izbora, 
 število vseh možnosti ne sme biti preveliko in jih je potrebno 
omejiti glede na prostor, ki je na voljo. 
Polja s seznamom  Če je število vseh možnosti iz izbora veliko, se uporabljajo polja 
s seznamom, 
 polja s seznamom se uporabljajo, če je mogoče, da se bodo 
možnosti, ki so na voljo, v prihodnosti spremenile, 
 spustni seznami se uporabljajo, če je prostor omejen. 
Polja z besedilom  Polja z besedilom se uporabljajo, če ni mogoče predvideti 
uporabnikovega vnosa, 
 polja z besedilom se ne uporabljajo, če mora biti vnos 
standardiziran (npr. pri vnosu imena države), 
 velikost polja z besedilom naj kaže na to, kako dolgo naj bi bilo 
besedilo vnosa, 
 če dolžine besedila ni mogoče predvideti, mora biti polje z 
besedilom pomično (ob strani mora imeti drsnik), 
 polje z besedilom mora biti onemogočeno (zatemnjeno), če se 
vsebina polja naj ne bi spremenila (npr. ko je vnos podatkov 
nepotreben glede na uporabnikov prejšnji izbor možnosti). 
Vir: Stone, Jarrett, Woodroffe & Minocha (2005, str. 411-412) 
2.4 UPORABLJENA TEHNOLOGIJA PRI RAZVOJU APLIKACIJE 
2.4.1 PROGRAMSKI JEZIK JAVA 
Programski jezik je kodiran jezik, ki ga razumeta tako računalnik kot človek in ga 
programerji uporabljajo za pisanje navodil za opravila, za katera želijo, da jih opravi 
računalnik. Najosnovnejši, ti. nizkonivojski programski jezik (tudi strojni jezik), je 
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programski jezik, ki računalniku sporoča ukaze s pomočjo binarne kode (ukazi so zapisani 
z enkami in ničlami), vendar so zapleteni in težki za uporabo. Visokonivojski jeziki (npr. 
Java, C) pa so enostavnejši, bolj podobni običajni angleščini. Taki programski jeziki 
potrebujejo za delovanje tudi prevajalnik (ang. compiler) ali tolmač (ang. interpreter), ki 
kodo prevede v strojni jezik; visokonivojski jeziki so zato počasnejši od nizkonivojskih 
(Kononenko, Robnik Šikonja & Bosnić, 2008). 
Programski jezik Java so leta 1991 razvili James Gosling in njegova ekipa v podjetju Sun 
Microsystems. Sprva je bil zasnovan za potrebe programiranja funkcij v gospodinjskih 
aparatih, kasneje pa je postal splošno uporaben programski jezik. Glavne lastnosti Jave so: 
 prenosljivost: Java ni vezana na specifično arhitekturo ali operacijski sistem in se lahko 
izvaja na kateremkoli sistemu, ki pozna okolje Java Runtime Environment – JRE, 
 objektna usmerjenost: uporablja koncept objektov, katerim lahko pripišemo informacije, 
ki jih imenujemo atributi objekta (ang. attributes), 
 tolmačen jezik: za delovanje potrebuje tolmača, to je t.i. Java Virtual Machine – JVM. 
Ob zagonu Javinega programa, se programska koda najprej prevede v t.i. bytecode s 
pomočjo prevajalnika Javac, JVM pa bytecode nato raztolmači v strojni jezik, 
 močna tipiziranost (ang. strongly typed): vsaka spremenljivka (ang. variable) v kodi ima 
strogo predpisan podatkovni tip. Podatkovni tipi so npr. celo število (ang. integer), niz 
znakov (ang. string), logični tip (ang. boolean), itd. (Schildt, 2014). 
Od začetka razvoja Jave je nastalo že več verzij tega programskega jezika, ki so bile 
posodobljene in so jim bile dodane različne programske knjižnice in programski paketi. 
Trenutno aktualna je Java 8, ki je izšla leta 2014. Java je najpopularnejši programski jezik 
na svetu, njeno tehnologijo pa uporablja več kot tri milijarde naprav (Java, 2016). 
2.4.1.1 Programska knjižnica Swing 
Programska knjižnica je paket, ki vsebuje vnaprej napisano programsko kodo in druge 
podatke, s katerimi si programerji pomagajo pri razvoju programske opreme in aplikacij, 
npr. če želijo v program dodati funkcionalnosti, za katere je programska koda že napisana 
in vsebovana v knjižnici, z namenom avtomatizacije procesa izgradnje aplikacije. Običajno 
jo sestavljajo vnaprej napisana programska koda, programski razredi (ang. class), postopki 
(ang. procedure), skripte (ang. scripts), konfiguracijske datoteke ipd. (Techopedia, 
Software library, 2016). 
Java Swing je Javina programska knjižnica za izdelavo grafičnih uporabniških vmesnikov. 
Vsebuje vgrajene komponente, kot so npr. gumbi, besedilna polja, označevalna polja, 
tabele, drsnike, orodne vrstice itd. (Slika 1). Swing prav tako ponuja možnost prilagajanja 
videza (ang. look and feel) teh komponent brez velikih sprememb v kodi programa 
(Techopedia, Java Swing, 2016). 
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Slika 1: Komponente knjižnice Swing znotraj razvojnega okolja NetBeans 
 
Vir: lasten 
2.4.1.2 Tehnologija povezave podatkovnih baz JDBC 
Java DataBase Connectivity - JDBC je javanska knjižnica, ki se lahko poveže z različnimi tipi 
tabelaričnih podatkov, npr. z relacijsko bazo. Programerjem pomaga pri pisanju aplikacij, ki 
zahtevajo povezavo z virom podatkov (npr. podatkovno bazo), pošiljajo poizvedbe in 
posodobitve v podatkovno bazo ter pridobivajo in predelujejo rezultate poizvedb (Oracle, 
2016). 
2.4.2 UPRAVLJANJE S PODATKOVNIMI BAZAMI 
»Podatkovna baza je zbirka med seboj pomensko povezanih podatkov, ki so shranjeni v 
računalniškem sistemu, dostop do njih je centraliziran in omogočen s pomočjo sistema za 
upravljanje podatkovnih baz.« (Mohorič, 2002, str. 15). Podatki in hramba podatkov so 
najbolj občutljiv del vsake organizacije, saj na tem temelji nadaljnji razvoj in so podlaga za 
sprejemanje odločitev in izvajanje akcij. Upravljanje s podatki je zato ena izmed 
najpomembnejših nalog pri razvoju informacijskega sistema; potrebno je zagotoviti 
dostopnost podatkov, skrbeti za celovitost podatkov in njihovo uporabnost (skladnost z 
namenom njihovega zbiranja in uporabnost v prihodnosti) (Mohorič, 2002). 
2.4.2.1 Sistem za upravljanje podatkovnih baz 
Sistem za upravljanje podatkovnih baz – SUPB skrbi za prenos informacij med podatkovno 
bazo in njenimi uporabniki (omogoča dostop do podatkov in skrbi za njihov nadzor in 
zaščito) (Slika 2). Dostopnost funkcij SUPB je zato ločena za splošne uporabnike (npr. 
uporabnike aplikacije) in upraviteljem baze (npr. programerjem, ki razvijajo aplikacijo) 
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(Mohorič, 2002). Obstaja veliko število sistemov za upravljanje s podatkovnimi bazami, npr. 
MySQL, SQLite, PostgreSQL idr., ki so prosto dostopni ali plačljivi. 
Slika 2: Funkcije SUPB 
 
Vir: Mohorič (2002, str. 27) 
2.4.2.2 Relacijski podatkovni model 
Relacijski podatkovni model je zasnovan na matematičnih strukturah – relacijah, ki so 
uporabniku vidne kot množice tabel, ki se med seboj povezujejo (Mohorič, 2002).  
Mohorič (2002, str. 125) tabele in povezave med njimi opiše: »Vsaka tabela je sestavljena 
iz dveh delov – čelne vrstice in podatkovnih vrstic. V relacijski terminologiji se čelna vrstica 
imenuje relacijska shema, podatkovne vrstice pa relacija. Čelna vrstica pojasnjuje pomen 
posameznih stolpcev v tabeli, na osnovi kompatibilnega pomena stolpcev pa se dajo tabele 
tudi povezovati med seboj.« 
2.4.2.3 Povpraševalni jezik SQL 
Do tabel in njihove vsebine v relacijski podatkovni bazi lahko uporabnik dostopa s pomočjo 
povpraševalnih jezikov, ki so osnovani na relacijski algebri (postopkovni jeziki) oz. 
relacijskem računu (nepostopkovni jeziki). Eden izmed najbolj uporabljanih povpraševalnih 
jezikov je SQL (ang. Structured Query Language). Razvil se je konec sedemdesetih let iz 
eksperimentalnega jezika SEQUEL (ang. Structured English Query Language) v podjetju 
IBM. Omogoča ustvarjanje, upravljanje in ustvarjanje poizvedb v relacijskih podatkovnih 
bazah, za to pa uporablja ukaze, kot so SELECT (izberi), UPDATE (posodobi), GROUP BY 
(združi glede na), DELETE (izbriši), ipd. SQL ima lastnosti, ki omogočajo njegovo uporabo 
iz različnih programskih jezikov (npr. Jave), v tem primeru govorimo o ugnezdenem SQL 
(Mohorič, 2002). 
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2.4.2.4 Sistem MySQL 
MySQL je sistem upravljanja s podatkovnimi bazami, ki je odprtokoden in uporablja relacijski 
podatkovni model ter povpraševalni jezik SQL. Razvija in podpira ga podjetje Oracle, je 
brezplačen za uporabo in zato zelo razširjen (MySQL, 2016). 
2.4.2.5 PowerDesigner 
PowerDesigner je orodje, ki omogoča lažje kreiranje podatkovnih baz. V primeru relacijskih 
podatkovnih baz lahko s pomočjo programa PowerDesigner ustvarimo konceptualni model 
oz. shemo povezav med tabelami (ang. entity-relationship model), v ozadju programa pa 
se nato lahko samodejno še podatkovni model, na koncu pa se iz tega ustvari zapis ukazov 
SQL za kreiranje nove podatkovne baze, ki jih je mogoče uvoziti v izbran sistem upravljanja 
s podatkovnimi bazami. 
2.4.2.6 PhpMyAdmin 
Program phpMyAdmin uporabniku omogoča pregled nad sistemom MySQL in dostop do 
podatkovne baze znotraj spletnega brskalnika. (PhpMyAdmin, 2016). 
2.4.3 RAZVOJNO OKOLJE NETBEANS 
NetBeans je eno izmed mnogih integriranih razvojnih okolij (ang. integrated development 
environment) - IDE. IDE je aplikacija, s katero si programerji lahko pomagajo pri razvoju 
novih aplikacij in vključuje grafični vmesnik, ki uporabniku olajša izvajanje nalog, urejevalnik 
izvorne kode, prevajalnik kode in funkcije, kot so npr. odpravljanje napak v kodi (ang. 
debugging), vodenje verzij (ang. version control), avtomatično generiranje kode, dodajanje 
grafičnih gradnikov v okno aplikacije s pomočjo grafičnih orodij (gumbov) (Slika 1) idr. 
Integrirana razvojna okolja so lahko zgrajena za podporo različnih programskih jezikov; 
NetBeans podpira jezike, kot so npr. Java, C++, Python, PHP itd. Za uporabo določenega 
IDE se programer odloči na podlagi podpore programskim jezikom, potrebam operacijskega 
sistema, stroški (nekatera razvojna okolja so plačljiva) (Techopedia, Integrated 
development environment, 2016). 
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3 PREGLED IN ANALIZA FUNKCIONALNOSTI OBSTOJEČIH 
APLIKACIJ 
Mobilne aplikacije, vključene v analizo, so bile izbrane na podlagi osnovnih funkcionalnosti. 
Izbor je bil osredotočen na aplikacije, ki so imele vsaj eno od naslednjih funkcij: vpis 
transakcij, izbor kategorij pri transakcijah ali možnost vodenja pregleda nad posojili. Ostali 
kriteriji za izbor v analizo so bili: priljubljenost aplikacije (število prenosov), ocena aplikacije 
v spletni trgovini Google Play, prednost pri izbiri pa so imele aplikacije najboljših razvijalcev 
(ang. top developer) ter aplikacije, ki so bile nagrajene s strani uredništva spletne trgovine 
(ang. editors' choice). 
3.1 MONEY LOVER – MONEY MANAGER 
Money Lover je mobilna aplikacija za vodenje osebnih financ na platformi Android 
(analizirana je bila brezplačna različica 3.4.6.). Nekatere funkcije aplikacije so dostopne 
samo v plačljivi verziji, zato niso opisane. 
Preko aplikacije (Slika 3) je mogoče vodenje različnih računov (denarja v gotovini, na banki, 
ipd.), ki si jih uporabnik izbere sam. Pri dodajanju računa mora uporabnik izbrati ime računa, 
valuto (posamezen račun ima lahko zgolj eno valuto) in vpisati začetno stanje, lahko pa 
izbere tudi možnost neupoštevanja transakcij tega računa v skupnem seštevku računov. 
Na glavnem zaslonu je prikazan pregled po izbranem računu ali skupnem seštevku računov 
glede na izbrano časovno obdobje (zadnje leto, mesec, teden, dan, četrtletje, celotna 
zgodovina in časovno obdobje po meri). V pregledu je prikazan skupen znesek prihodkov 
oz. odhodkov izbranega časovnega obdobja za izbrani račun ter seznam posameznih 
transakcij. Če uporabnik izbere možnost podrobnega pregleda pa so prikazani še podatki o 
začetnem stanju, končnem stanju, neto dohodku ter seštevek in graf vseh transakcij po 
kategorijah. 
Pri vnosu posamezne transakcije za izbrani račun mora uporabnik vnesti vsoto (ta mora 
imeti pozitivno vrednost), datum (mogoče je izbrati tudi kasnejši datum, vendar je taka 
transakcija v skupni seštevek dodana šele na izbrani datum) in kategorijo. Pri izbiri 
kategorije je potrebno najprej izbrati zavihek, ki določa, ali transakcija spada pod prihodek, 
odhodek ali posojilo, glede na to pa je omejen nadaljnji izbor kategorij (npr. zavihek s 
prihodki omogoča izbor kategorije »Nagrada«, »Plača«, »Darilo«, »Izkupiček od prodaje« 
ipd., zavihek z odhodki pa »Nakupovanje«, »Hrana in pijača« ipd.). Možno je dodajanje 
novih kategorij in podkategorij. Uporabnik lahko k informacijam o transakciji neobvezno 
doda še opombo, osebo, lokacijo, dogodek (ta možnost omogoča združevanje transakcij, 
npr. vse transakcije, opravljene na potovanju), opomnik, fotografijo ter izbere možnost 
neupoštevanja transakcije v skupnem seštevku. Omogočeno je tudi dodajanje ponavljajočih 
se transakcij (npr. plače, položnic, ipd.). 
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Slika 3: Aplikacija Money Lover 
 
Vir: lasten 
Uporabnik lahko znotraj aplikacije vodi tudi pregled posojil. Vse transakcije, ki so bile 
označene s kategorijo »Posojilo«, imajo namreč tudi možnost vpisa imena posojilodajalca, 
v pregledu pa se nato pokaže seštevek posojil glede na uporabnika; v zavihku »Posojeno« 
se prikažejo seštevki denarja, ki so si ga izposodili drugi in se seštevajo glede na ime 
posojilojemalca, v zavihku »Izposojeno« pa seštevki denarja, ki si ga je uporabnik izposodil 
pri drugih in se seštevajo glede na ime posojilodajalca. Aplikacija nima možnosti seštevanja 
posojil po osebah (posojeno se izniči z izposojenim). 
Če želi uporabnik voditi račun z različnimi valutami (npr. gotovina v evrih in gotovina v 
dolarjih), mora z vsako valuto ustvariti poseben račun. Menjavo denarja lahko zapiše s 
pomočjo orodja za prenos sredstev; obvezen je vnos vsote, izbira računov, med katerima 
poteka transakcija, kategorija in datum, neobvezni pa so vnos opombe, možnost 
neupoštevanja transakcije pri seštevku sredstev in možnost za zapis transakcijskih stroškov 
oz. provizije. Menjalni tečaj je določen znotraj aplikacije in se redno posodablja, ni pa mogoč 
vnos lastnega menjalnega tečaja. Orodje za prenos sredstev je mogoče uporabiti tudi za 
dogodke, kot so dvig denarja z bankomata ali polog denarja na banko (prenos gotovine na 
bančni račun). 
V primeru pregleda skupnega seštevka računov, ki imajo različne valute, aplikacija 
uporabniku ponudi izbiro valute, v kateri naj bo prikazan seštevek. Skupen seštevek se nato 
preračuna v izbrano valuto po menjalnem tečaju znotraj aplikacije. 
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Aplikacija zajema še druge možnosti, kot so npr. iskanje po transakcijah (glede na vsoto, 
račun, kategorijo itd.), pregled trendov, vodenje proračuna in prihrankov, izvoz v CSV ali 
Excel ter nastavitve izgleda aplikacije in lokalne nastavitve. 
3.2 EXPENSE IQ 
Expense IQ je aplikacija za sisteme s platformo Android (analizirana je bila brezplačna 
verzija 2.0.1_87)(Slika 4). 
Vodenje računov poteka podobno kot pri aplikaciji Money Lover: uporabnik lahko uporablja 
pregled nad več računi, ki jih ustvari sam. Pri dodajanju novega računa je obvezen vnos 
imena računa in valute (omogočena je zgolj ena valuta na račun). Neobvezni podatki so: 
opis računa, začetno stanje, mesečni proračun in privzeto stanje transakcij. Stanja 
transakcij so naslednja: neveljavno (ang. void), nepotrjeno (ang. uncleared), potrjeno (ang. 
cleared) in knjiženo (ang. reconciled). Stanje transakcije omogoča boljši ločevanje med 
razpoložljivimi sredstvi in skupno vsoto. 
V meniju za dodajanje transakcij so na voljo naslednje možnosti: dodaj nov prihodek, dodaj 
nov odhodek, dodaj račun z ločenimi kategorijami, prenesi sredstva in dodaj opomnik za 
plačilo položnic. Vnosna polja so pri prvih dveh možnostih enaka, to so: polje za izbor 
računa, polje za opis nakupa (privzeta vrednost tega polja je kar izbrana kategorija), polja 
za vnos zneska, kategorije, stanja transakcije in datuma, polje za dodatne opombe ter 
izbirno polje za ponavljajočo se transakcijo. Kategorije niso vezane na izbiro vrste 
transakcije (prihodka oz. odhodka) in nimajo samodejno dodanih podkategorij, obstaja pa 
možnost lastnega vnosa le-teh. Pri dodajanju transakcije z ločenimi kategorijami so vnosna 
polja podobna, le da se znesek vnese za vsako kategorijo posebej, izračunan pa je tudi 
skupni znesek celotne transakcije. Pri tem tipu transakcije je vnos opisa nakupa obvezen. 
Možnost za menjavo oz. prenos sredstev ima naslednja vnosna polja: polji za izbiro računov, 
med katerima poteka menjava, polji za vnos zneska pri vsakem izmed izbranih računov, 
polja za vnos datuma, menjalnega tečaja, opisa in stanja transakcije ter izbirno polje za 
ponavljajočo se transakcijo. Možnosti za dodajanje stroškov transakcije oz. provizije ni. Pri 
menjavi v različne valute lahko uporabnik zapolni eno od polj za vnos zneska in menjalni 
tečaj (aplikacija uporabniku predlaga svoj menjalni tečaj), ali pa obe polji za vnos zneska 
(v tem primeru se menjalni tečaj preračuna glede na višino obeh zneskov). 
V pregledu transakcij so podatki o opisu transakcije, kategoriji in znesku, razen v primeru 
transakcije z ločenimi kategorijami; v tem primeru kategorija transakcije ni vidna, namesto 
izbrane kategorije je viden napis »ločene kategorije«. Če uporabnik kljub izbiri transakcije 
z ločenimi kategorijami izbere zgolj eno kategorijo, ta zapis kljub temu ostane zapis z 
ločenimi kategorijami. Majhna ikona ob vsaki transakciji uporabnika obvešča o stanju 
transakcije. Le-to mora uporabnik posodabljati ročno, za vsako transakcijo posebej. V 
seštevku stanja se upoštevajo zgolj transakcije, označene kot potrjene ali knjižene, 
informativno pa je izračunan tudi seštevek stanja z vključenimi nepotrjenimi transakcijami. 
Neveljavne transakcije se ne upoštevajo v seštevku in imajo v pregledu znesek prečrtan.  
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Slika 4: Aplikacija Expense IQ 
 
Vir: lasten 
Na glavnem zaslonu so izpisane informacije o stanju na posameznem računu in skupna 
vsota. V primeru računa, katere valuta se razlikuje od izbrane privzete valute, se po 
notranjem menjalnem tečaju aplikacije izračuna približna skupna vsota sredstev tega računa 
v privzeti valuti. Možen je tudi pregled po posameznih valutah. Na voljo je tudi pregled 
stanja v različnih grafih in diagramih (dnevni odhodki za zadnji teden, stroški po kategorijah, 
graf prihodkov in odhodkov). Ob kliku na posamezen račun so vidne transakcije tega računa 
glede na izbran časovni interval, začetno stanje in končno stanje. Izbrati je mogoče tudi 
pogled vseh transakcij z različnih računov v enaki valuti. 
Aplikacija omogoča tudi orodje za izdelavo podrobnejših poročil z grafi in diagrami, vodenje 
proračuna, opomnik za plačilo položnic, izvoz v datoteko CSV, opomnik za vnos transakcij 
itd. 
3.3 SPLITWISE 
Splitwise je aplikacija za vodenje pregleda nad posojili na platformi Android (analizirana je 
bila brezplačna verzija 4.0.5). Omogoča manj funkcij kot ostale aplikacije za vodenje 
osebnih financ, saj je namenjena le pregledu nad posojili in zneskom, ki jih drugi dolgujejo 
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uporabniku aplikacije oz. zneskom, ki jih uporabnik dolguje drugim. Aplikacija ne omogoča 
možnosti vnosa transakcij v različnih valutah. 
Glavno okno (Slika 5) vsebuje tri zavihke: pregled nad dolgovi posameznikom, pregled nad 
dolgovi skupinam oseb in pregled nad vsemi aktivnostmi znotraj aplikacije (dodane 
transakcije, izbrisane transakcije ipd.). Znotraj prvih dveh zavihkov je na vrhu okna 
informacija o seštevku posojenega oz. izposojenega denarja, spodaj pa so ti zneski še ločeni 
glede na osebe oz. skupine oseb. V primeru, da je bil dolg posojila že poravnan, se namesto 
dolgovanega zneska ob imenu osebe napiše »poravnano«. 
Ob kliku na posamezno ime se pokaže podrobnejši pregled vseh transakcij, ki so povezane 
z osebo in gumb za takojšnjo poravnavo zneska (v primeru vračila večjega zneska, kot je 
bil dolgovan, se razlika zapiše kot dolg k drugi osebi). 
Ob kliku na posamezno transakcijo je zapisan opis transakcije, posojeni oz. izposojeni 
znesek in informacija o tem, ali si je znesek uporabnik izposodil ali ga posodil drugim (glede 
na to je spremenjena tudi barva zneska). Ob kliku na posamezen zapis pa so vidne še ostale 
informacije: znesek celotne transakcije, ime posojilodajalca oz. posojilojemalca, možnost za 
izbris in urejanje transakcije ter možnost za dodajanje komentarjev. 
Pri vnosu nove transakcije mora uporabnik izpolniti naslednja polja: imena vseh 
posojilojemalcev oz. posojilodajalcev, opis transakcije, celotni znesek transakcije, datum in 
informacijo o tem, kako se celotni znesek transakcije deli med osebe. Na voljo so naslednje 
možnosti: 
 račun je plačal uporabnik, znesek pa se enakomerno razdeli med vse osebe, 
 uporabnik drugim osebam dolguje celoten znesek transakcije, 
 uporabniku druge osebe dolgujejo celoten znesek transakcije, 
 račun je plačal nekdo drug, znesek pa se enakomerno razdeli med vse osebe, vključno 
z uporabnikom aplikacije, 
 izbira po meri: uporabnik izbere ime plačnika računa in način deljenja zneska. 
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Slika 5: Aplikacija Splitwise 
 
Vir: lasten 
Način deljenja zneska je lahko: enakomerna porazdelitev (vsaka oseba plača enak znesek), 
neenakomerna porazdelitev (potreben je vnos točnega zneska za vsako osebo), 
porazdelitev po odstotkih (potreben je vnos odstotkov zneska za vsako osebo), porazdelitev 
po deležih (potreben je vnos deležev zneska za vsako osebo, npr. 1 proti 2) in prilagojena 
porazdelitev (potreben je vnos presežka zneska, ki ga plača posamezna oseba, npr. oseba 
A plača 1 € več od osebe B).  
Neobvezno lahko uporabnik k transakciji doda še sliko in komentar. 
Uporabnik lahko osebe doda v skupino, npr. skupina za sostanovalce, skupina za popotnike 
ipd., za hitrejše razdeljevanje stroškov najemnine, potovalnih stroškov idr. Znotraj skupine 
lahko uporabnik označi možnost za poenostavljeno delitev stroškov oz. neto delitev stroškov 
(npr. v primeru, da oseba A dolguje 10€ osebi B, oseba B pa 10€ osebi C, bo oseba A 
dolgovala 10€ osebi C, brez posrednika B). 
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4 NAMEN IN CILJI RAZVOJA LASTNE APLIKACIJE 
Glavni namen izdelave aplikacije je pokazati, da je mogoče s pomočjo IKT na preprost način 
upravljati lastne finance in imeti dober pregled nad njimi. Glede na to, da se razvoj 
tehnologije širi praktično na vsa področja našega osebnega življenja, osebne finance nikakor 
niso nobena izjema. Čeprav se na trgu že dlje časa pojavljajo takšne ali drugačne oblike 
programov, aplikacij ali podobnih tehnoloških rešitev, jih večina ne nudi ravno pravšnjega 
nabora funkcionalnosti in zmožnosti, ki bi uporabniku zagotovila hkrati enostavno uporabo 
in največji možen izkoristek programa tj. da bi imel pri sebi vse informacije, ki jih potrebuje 
za razpolaganje z denarjem. Programske rešitve se ponujajo v širokem spektru od 
najenostavnejših mobilnih aplikacij, (ki so v bistvu le preproste podatkovne baze, kjer se 
medij vpisovanja stroškov prestavi iz papirja na računalniško napravo) do kompleksnih 
računovodskih programov, (ki so bolj ali manj namenjeni vodenju financ organizacij, 
sektorjev ipd. v širšem smislu in so prezahtevni za običajne uporabnik), cilj pa je poiskati 
neko srednjo rešitev.  
 
Izdelana aplikacija ima funkcionalnosti in zmožnosti narejene tako, da so preproste za 
razumevanje in uporabo najširšega možnega spektra uporabnikov. Namenjena je sicer 
lastni uporabi in prilagojena lastnim željam in interesom, kar pa nikakor ne pomeni, da je 
ne bi bil zmožen uporabljati vsak povprečen uporabnik.  
 
Lastni interesi se kažejo predvsem v funkcionalnostih, povezanih z naborom informacij, ki 
so potrebne za razpolaganje s stroški. Vsaka ciljna skupina uporabnikov aplikacije potrebuje 
večinoma iste informacije o svojih prihodkih in odhodkih, vendar pa je izvedba nekaterih 
funkcionalnosti nekaterim uporabnikom pomembna bolj, drugim manj. Tako ima npr. starš 
veččlanske družine bistveno drugačne poglede in prioritete stroškov, kot pa upokojenec; 
študent dobiva drugačne prihodke, kot pa samostojni podjetnik; bogat podjetnik upravlja s 
sredstvi na drugačen način kot mladostnik pred prvo zaposlitvijo itd.  
 
Funkcionalnosti razvite aplikacije so ustvarjene z zornega kota študenta. Tako je 
omogočeno zapisovanje odhodkov in prihodkov na način, ki ga v večini ostalih aplikacij ni. 
Treba je razumeti, da čeprav so prilivi in odlivi denarja v večini primerov linearni in ni 
potrebno uporabiti nobene druge programske logike, kot njihov zapis (podobno, kot je to 
storjeno na običajnih bančnih izpiskih), obstajajo tudi primeri, kjer stvar ni tako linearna. 
To se zgodi, če hoče imeti uporabnik natančnejši pregled nad posamezno transakcijo 
prihodka ali odhodka; torej po določenih kategorijah. Tako so lahko običajni nakupi v nekem 
nakupovalnem središču s stališča odhodka precej raznoliki med seboj in ne dajejo pravilne 
predstave o stroških. V istem mesecu lahko v isti trgovini zapravimo večkrat podobno 
količino denarja, vendar pa je lahko različen njihov namen oz. spadajo v drugo kategorijo. 
Obstaja razlika torej, če je opravljen nakup v vrednosti npr. 100 € za hrano, belo tehniko 
ali pa za obleke. Če hočemo natančno vedeti, koliko denarja je bilo namenjeno mesečnim 
nakupom, torej ni važno le, kje in kdaj je bil denar zapravljen, ampak tudi za kakšen izdelek 
ali storitev je šlo pri transakcijah. 
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Dodaten problem pregleda lastnih stroškov nastane, ko le-ti postanejo povezani še s stroški 
drugih oseb. Tako je potrebno imeti tudi pregled nad dolgovi oz. posojili, saj znesek na 
računu ni vedno dejanski pokazatelj, koliko denarja imamo oz. bi ga morali imeti. Visok 
znesek na računu ne pomeni nujno, da imamo ta denar tudi na razpolago, če moramo 
pokriti še kakšen dolg; nasprotno, tudi negativno stanje na računu še ne pomeni, da 
dejansko nimamo premoženja, če pričakujemo vračilo nekega posojila. Potrebno pa je tudi 
upoštevati, da se dolgovi ne odplačajo vedno z dejansko izmenjavo denarja od dolžnika do 
posojilodajalca, ampak se lahko odplačajo s povračilom v obliki nakupa. Povsem običajen 
primer takega odplačila, ki se dogaja zelo pogosto je, ko gre skupina študentov vsak dan 
skupaj na pijačo in kosilo na študentske bone. Glede na to, da plača vsak vedno enak znesek 
in da račun težko razdelijo, sploh če je potrebno plačati z gotovino, se odločijo, da bo vedno 
plačala ena oseba za vse ostale, tako pa se izmenjujejo vsak dan. V tem primeru je fizični 
strošek študenta lahko precej večji od dejanskega, saj na porablja svojih sredstev le zase, 
vendar pa pričakuje, da se mu bo dolg tudi povrnil, ampak le v odnosu do dolžnika; fizičnega 
denarja ne bo dobil nazaj. 
 
To so le nekateri izmed pogledov oz. prioritet pri vnašanju in pregledu nad stroški. Cilj 
izdelave lastne aplikacija je ustvariti tako aplikacijo, da se z lahkoto doda še druge 
funkcionalnosti, ki bi razširile že obstoječe osnovne poglede (v tem primeru študenta) na 
ostale tipe uporabnikov, torej na široko množico uporabnikov. Obstoječe aplikacije so 
narejene na enak način, tj., da so namenjene čim večji skupini ljudi, vendar pa ne 
upoštevajo posameznih lastnosti oz. prioritet omenjenih skupin. 
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5 RAZVOJ APLIKACIJE 
Način izdelave aplikacije temelji na agilnih metodah, ki se sicer uporabljajo na bolj obsežnih 
projektih, kjer so prisotni naročniki, vendar pa sem jo prilagodil lastnim potrebam, kjer sem 
imel vlogo tako naročnika kot programerja – hkrati sem spreminjal zahteve med samo 
izdelavo (vloga naročnika), saj sem med programiranjem vedno znova dodajal še nove 
funkcionalnosti, ki jih ob začetku dela nisem načrtoval; hkrati pa sem na spremembe hitro 
odreagiral in izdeloval aplikacijo tako, da zaradi dodatnih zahtev ni bilo potrebno veliko ali 
bistvenih sprememb (vloga programerja).  
Analiza in prikaz delovanja programa sta narejena z vidika strukturnega pristopa, kjer sem 
ločil programsko logiko in izgled uporabniškega vmesnika. K omenjenemu pristopu  spadajo 
različne diagramske tehnike, primerne za boljši prikaz različnih nivojev delovanja programa.  
5.1 UPORABNIŠKI VMESNIK 
Uporabniški vmesnik je bil izdelan v razvojnem okolju NetBeans, kjer je že vgrajen sistem 
za dodajanje gradnikov in njihovo avtomatsko pretvorbo v programsko kodo. Vsebuje 
glavno okno »Nadzorna plošča« (Slika 6) ter dve odvisni okni »Nov vnos« (Slika 7) in 
»Pregled vnosov« (Slika 8).  
Slika 6: Okno »Nadzorna plošča« 
 
Vir: lasten 
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Slika 7: Okno »Nov vnos« 
 
Vir: lasten 
Slika 8: Okno »Pregled vnosov« 
 
Vir: lasten 
Vmesnik je zgrajen v skladu z splošnimi principi in navodili za izgradnjo vmesnikov, z 
največjim poudarkom na desetih Nielsonovih principih. Za vsakega izmed upoštevanih 
principov bo v nadaljevanju prikazan primer: 
 Vidljivost statusa sistema: ob kliku na gumb »Shrani« se uporabniku pokaže 
pojavno okno z obvestilom, prav tako pa se ponastavijo vse izbrane kategorije in vpisani 
zneski (Slika 9). 
26 
Slika 9: Okna obvestila o shranjenem vnosu 
 
Vir: lasten 
 Prilagajanje sistema z realnostjo: aplikacija uporablja slovenske izraze oz. besede, 
saj je aplikacija namenjena slovenskemu uporabniku. Okno »Nova kategorija« ima tako 
oba gumba »Shrani« in »Prekliči« poimenovana z nedvoumno besedo akcije, ki izvede 
to kar piše na gumbu (Slika 10). 
Slika 10: Okno vnosa nove kategorije 
 
Vir: lasten 
 
 Uporabnikov nadzor in svoboda: vsak poskus shranjevanja nove kategorije se lahko 
kadarkoli prekine z gumbom »Prekliči« ali z zaprtjem okna. Tako nikoli ne pride do 
neželenih vnosov (Slika 10). 
 Konsistentnost in standardi: vsako okno, kjer se ustvari nov parameter (kategorija, 
oseba, itd.) je zgrajeno isto, ima isto postavitev istih gradnikov, razlike med njimi pa so 
minimalne (Slika 11). 
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Slika 11: Izgled vseh oken novih vnosov 
 
Vir: lasten 
 Preprečevanje napak: v primeru, da uporabnik pri novem vnosu prihodka oz. 
odhodka kategorijo razdeli med več oseb in je znesek vseh oseb skupaj večji od zneska 
samega nakupa, bo sistem prepoznal napako in onemogočil shranjevanje vnosa, dokler 
uporabnik ne poda pravilnih zneskov (Slika 12). 
Slika 12: Okna novega vnosa z zaznano napako 
 
Vir: lasten 
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 Prepoznava, diagnoza in reševanje napak: v primeru napačnega vnosa zneska 
osebe, bo sistem obarval napačne zneske z rdečo barvo, hkrati pa bo izpisal opozorilo, 
ki pove uporabniku kaj naj stori, da odpravi napako (Slika 12). 
 Prepoznava je boljša od pomnjenja: V primeru urejanja obstoječih kategorij 
uporabniku ni potrebno vedeti, v kateri tip spada posamezna kategorija (odhodki ali 
prihodki), ampak ima kategorije vse na istem mestu, ob kliku na posamezno kategorijo 
pa se mu prikaže njen tip (Slika 13). 
Slika 13: Okno urejanja filtrov 
 
Vir: lasten 
 
 Fleksibilnost in učinkovitost uporabe: pri pregledu vnosov se lahko zgodi, da je 
uporabnik pri posameznem izboru filtrov prikaza izbral veliko različnih možnosti, potem 
pa se odloči, da hoče vse možnosti odstraniti. Namesto, da ponovno klikne na vse filtre 
in jih s tem odstrani, ima možnost ponastavitve vseh filtrov naenkrat, kar mu omogoča 
hitrejšo uporabo (Slika 14). 
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Slika 14: Okno pregleda vnosov s ponastavljenimi vrednostmi 
 
Vir: lasten 
 
 Estetika in minimalistična oblika: minimalizem se kaže v tem, da je celotna 
aplikacija oblikovana z izgledom Windows oken in nima nobenih posebnih dodatnih 
oblikovalskih prikazov. 
 Pomoč in dokumentacija: pomoč se kaže v obliki kratkih obvestil, ki uporabniku 
sporočijo, kako naj nadaljuje v določenih primerih, dokumentacija pa bila potrebna šele 
v primeru, če bi aplikacija kdaj presegla lastno uporabo. 
5.2 PODATKOVNA BAZA 
S pomočjo programskega orodja PowerDesigner je bil izdelan najprej konceptualni, nato pa 
še logični podatkovni model baze. Model je sestavljen iz desetih entitetnih tipov oz. tabel: 
»racun«, »valuta«, »podjetje«, »placilno_sredstvo«, »odplacilo«, »smer_transakcije«, 
»oseba«, »oseba_kategorija«, »namen_placila« in »kategorija«. Slika 15 prikazuje entitete 
z njihovimi povezavami in atributi v podatkovnem modelu strukturnega pristopa. 
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Slika 15: Podatkovni model - konceptualni ER diagram 
 
Vir: lasten 
Najpomembnejša tabela je »racun«. Njeni lastni atributi hranijo sicer le datum plačila, 
skupni znesek in tip računa, vendar je pomembna zaradi povezav z drugimi tabelami, saj je 
neposredno povezana s praktično skoraj vsemi tabelami. V njej se združujejo vsi potrebni 
podatki za prikaz enega vnosa oz. transakcije. Tabele »kategorija«, »oseba«, »valuta« in 
»placilno_sredstvo« nastopajo kot neodvisne in jih v bazo neposredno vnaša, spreminja ali 
briše uporabnik. Vse hranijo le podatke o svojemu imenu. Tabela »podjetje« se samodejno 
posodablja z vsakim vnosom novega računa in ravno tako hrani le svoje ime. Čeprav so 
vnosi, ki se vnesejo v to tabelo, v uporabniškem vmesniku poimenovani kot naziv plačnika 
ali prejemnika, je ime »podjetje« bolj primerno, saj ima uporabnik v večini primerov prilive 
ali odlive s strani organizacij, podjetij itd. in ne s strani npr. fizičnih oseb. Tabela 
»smer_transakcije« se med izvajanjem aplikacije ne spreminja in v povezavi z tabelama 
»racun« in »krategorija« predstavlja podatek o tem, za kakšno vrsto računa oz. kategorije 
gre (prihodek, odhodek ali obojestransko). Med tabelama »oseba« in »racun« se nahajata 
dve odvisni tabeli »namen_placila« in »oseba_kategorija«, preko katerih je mogoče 
povezati vsak račun z več kategorijami, te pa z več osebami, ki nastopajo v vlogi dolžnikov. 
Vsaka izmed njih hrani svoj znesek. Podatke o odplačanih dolgovih hrani tabela »odplacilo«.  
Poleg že omenjenih vnosov v bazo ima uporabnik možnost vnašanja in brisanja le še v tabeli 
»racun« (in posredno še v njenih odvisnih tabelah), ostale tabele pa se posodabljajo bodisi 
avtomatsko z drugimi vnosi, bodisi ob prvem zagonu programa, ko sistem zazna, da je 
podatkovna baza še prazna in jo napolni z nekaj prevzetimi vrednostmi.  
S pomočjo PowerDesignerja je bila kreirana skripta MySql ukazov, ki ustvarijo tabele v bazi. 
Za namene polnjenja in ustvarjanja poizvedb nad podatki v bazi je bil uporabljen program 
phpMyAdmin. Z njim je bil omogočen enostaven dostop do podatkov, hkrati pa je bil 
uporabljen za namene razhroščevanja napak povezanih s podatkovno bazo. Omenjena 
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orodja so bila uporabljena v času samega razvoja baze, za delovanje aplikacije in njenega 
povezovanja z bazo pa je bila uporabljena javanska knjižnica JDBC, ki igra vlogo vmesnika 
med Javo in MySql serverjem, na katerem se nahaja baza.  
5.3 PROGRAMSKA LOGIKA 
Jedro aplikacije oz. njena logika je bila v celoti napisana v programskem jeziku Java v 
razvojnem okolju NetBeans. Ker je programska koda dolga in izčrpna, hkrati pa za razlago 
logike ni potrebna njena analiza v celoti, je v skladu s strukturnim pristopom za prikaz 
programske logike primeren diagram strukturne razgradnje funkcij, s katerim so prikazane 
funkcionalnosti aplikacije na preprost način. Za bolj podroben pogled je ponekod uporabljen 
tudi diagram podatkovnih tokov, ki s podatkovnim modelom povezuje funkcije na nižjih 
nivojih. 
Aplikacija je v grobem deljena na tri glavne procese in njihove podprocese (Slika 16). 
Pregled stanja omogočata okni »Nadzorna plošča« in »Pregled vnosov«, vnos transakcije 
je mogoč v oknu »Nov vnos«, za funkcionalnost upravljanja s filtri pa so zadolžena pojavna 
okna dostopna z menijske vrstice glavnega okna. Uporabnik ima možnost vnosa, urejanja 
in brisanja filtrov. 
Slika 16: Procesni model - diagram funkcionalne razgradnje 
 
Vir: lasten 
Pregled stanja je mogoč z grafičnim prikazom v obliki tortnega diagrama, z osnovnim 
prikazom, kjer so prikazani povzetki stanja (vsi dolgovi, vse valute in vsa razpoložljiva 
sredstva) in s pregledom posameznih vnosov, ki uporabniku nudi najpodrobnejši pogled. 
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Bolj natančno je prikazan na Slika 17 (v diagramu je za boljšo predstavo vsak element 
podatkovno skladišče poimenovan isto kot njemu pripadajoča entiteta v podatkovnem 
modelu).  
Slika 17: Procesni model - diagram podatkovnih tokov: pregled posameznih vnosov 
 
Vir: lasten 
V podrobnejšemu pregledu so uporabniku na voljo štiri procesi: izbor filtrov prikaza, 
spreminjanje vrstnega reda prikaza, ogled podrobnosti in brisanje vnosa. Izbor filtrov 
prikaza (kategorije, osebe, valute, plačilna sredstva in smer transakcije) omogočajo 
poizvedbe iz ustreznih tabel baze, vnos v le-te pa uporabniku omogoča proces  upravljanja 
s filtri.  Sistem na podlagi rezultatov poizvedbe sestavi ustrezne filtre in jih prikaže 
uporabniku. Po izbiri filtrov in prikazu ustreznih rezultatov ima uporabnik na voljo 
spremembo vrstnega reda prikazov, ki je namenjena prilagoditvi uporabnikovim zahtevam 
načina prikaza. Proces ogleda podrobnosti omogoča uporabniku, da si pogleda podrobnosti 
vnosa, ki niso bile vidne že v osnovnem prikazu. To so podatki o zneskih posameznih 
kategorij in o njihovih pripadajočih dolžnikih, ki so hranjeni v podatkovnih skladiščih 
»oseba_kategorija«, »namen_placila« in »oseba«. Uporabnik ima poleg ogleda podrobnosti 
pri posameznem vnosu še možnost brisanja vnosov. Podatki se zbrišejo iz tabele »racun«, 
posredno pa še iz »oseba_kategorija« in »namen_placila«.  
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Proces vnosa transakcije je razdeljen na prenos sredstev (gre za hkratno povečevanje ene 
in zmanjševanje druge valute ali plačilnega sredstva), vnos dolga in vnos prihodka oz. 
odhodka. Slednji se deli še na procese dodajanja kategorij, izbora vrste transakcij in na 
potrditev vnosa. Pri dodajanju kategorij je mogoč še dodaten proces dodajanja oseb. 
Podrobnejšo funkcionalno razgradnjo procesa vnosa transakcije prikazuje diagram 
podatkovnih tokov na Slika 18.  
Slika 18: Procesni model - diagram podatkovnih tokov: vnos transakcije 
 
Vir: lasten 
Uporabnik preko podatkovnega toka posreduje v vse tri procese ustrezne podatke, ki se 
zapišejo v podatkovno skladišče »racun«,v primeru vnosa dolga in vnosa prihodka oz. 
odhodka pa še v »oseba_kategorija« in v »namen_placila«. Vsak izmed procesov potrebuje 
seznam plačilnih sredstev. Podatke iz skladišča »oseba« potrebujeta tako proces za vnos 
dolga kot tudi za vnos prihodka oz. odhodka, pri procesu prenosa sredstev pa to ni 
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potrebno, saj se tu vnosi nanašajo le na denarna sredstva uporabnika. Vnos dolga se vpisuje 
še v posebno podatkovno skladišče »odplacilo«. Seznam kategorij potrebuje le proces vnosa 
prihodkov oz. odhodkov, saj sistem v primeru ostalih procesov kategorijo določi avtomatsko 
med izvajanjem samega programa in podatkovnih tokov ni potrebnih. Pri vnosu prihodka 
oz. dohodka se vsako ime prejemnika oz. plačnika takoj vnese v »podjetje«. Podatkovni 
skladišči »valuta« in smer transakcije posredujeta s podatkovnim tokom svoje podatke 
procesoma vnosa prihodka oz. odhodka in prenosa sredstev. Slednji proces je s programske 
logike precej kompleksen, zato bo v nadaljevanju prikazan še z poenostavljenim modelom 
procesne logike v obliki odločitvenega drevesa (Slika 19). 
 
Vir: lasten 
Model predstavlja računalniško logiko odločanja, ki pove za kakšno vrsto prenosa sredstev 
gre. V primeru, da je tako izvorno kot ciljno plačilno sredstvo prenosa gotovina, pomeni, da 
gre za prenos gotovine iz ene valute v drugo. V primeru, da uporabnik izbere enaki valuti, 
mu sistem onemogoči vnos, saj bi to pomenilo, da bi prišlo do prenosa iz nekega sredstva 
Slika 19: Model procesne logike odločanja o tipu prenosa sredstev 
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in valute v samega sebe. V primeru, da vsaj eno plačilno sredstvo ni gotovina, pomeni, da 
so zraven prisotni transakcijski računi oz. kartice. Tako kot v primeru enakih valut, je tudi v 
tem primeru vnos onemogočen, če gre za isti plačilni sredstvi (možnost, da bi bilo obe 
plačilni sredstvi gotovina, je bila izločena že v prejšnjem vozlišču drevesa, prenos različnih 
valut iz ali v druga plačilna sredstva kot je gotovina, pa sistem ne podpira). V primeru, da 
gre za različni plačilni sredstvi, se torej lahko opravi ena izmed treh možnosti: 
 polog, če je gotovina izvorno plačilno sredstvo, iz katere se jemlje sredstva 
 dvig, če je gotovina ciljno plačilno sredstvo, na katero se prenesejo sredstva 
 prenos sredstev iz ene kartice oz. računa na drugega, če nobeno izmed sredstev ni 
gotovina. 
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6 OPIS DELOVANJA APLIKACIJE 
Nekatere funkcionalnosti so bile posredno in delno opisane že v prejšnjih poglavjih o izdelavi 
aplikacije. Kljub temu bo v nadaljevanju kompleksno opisana celotna aplikacija in vse njene 
funkcionalnosti in zmožnosti, hkrati pa bo tudi bolje opisan namen oz. uporaba določenih 
elementov. 
Aplikacija je namenjena hitri in enostavni uporabi. Uporabnik lahko le z nekaj kliki pride do 
vseh potrebnih informacij in izkoristi vse možnosti, ki jih ponuja program.  
6.1 NADZORNA PLOŠČA 
Ob zagonu aplikacije se najprej zažene glavno okno »Nadzorna plošča« (Slika 6). V njem 
so zapisane vse osnovne informacije o stanju uporabnikovih financ. V predelu osnovnih 
podatkov je zapisana informacija o razpoložljivem denarju na vsakem plačilnem sredstvu 
posebej. Ta je zapisan v evrih, druge valute pa so zapisane v sosednjem predelu. Predel 
posojil prikazuje vse dolgove oz. posojila oseb – če je znesek negativen, pomeni da je 
uporabnik omenjeni znesek dolžan osebi, če pa je pozitiven pomeni, da je oseba ta znesek 
dolžna uporabniku. Koliko denarja bi uporabnik moral imeti, je zapisano spodaj pri oznaki 
»Skupaj«. Ta znesek pove, koliko je dejansko uporabnik vreden oz. koliko ima premoženja, 
čeprav mu ta ni na voljo zaradi dolgov ali pa ga ima na videz več, če mu je kdo posodil 
denar. Skupen znesek je torej razlika med razpoložljivimi sredstvi in skupnim dolgom.  
V razdelku grafičnih prikazov je prostor za izbor različnih grafičnih prikazov glede na datum 
in tip kategorij (prihodki oz. odhodki). S klikom na gumb se prikaže ustrezen tortni diagram 
(Slika 20). V primeru klika na gumb za prikaz kategorij odhodkov se prikaže diagram, ki 
prikazuje kolikšen delež zapravljenega denarja pripada posamezni kategoriji. V našem 
primeru gre torej največji delež odhodkov za hrano, najmanjši pa za stroške povezane z 
izobraževanjem. V primeru prikaza odhodkov po kategorijah je prikazan delež pridobljenega 
denarja glede na kategorijo.  
Z enostavnim grafičnim prikazom lahko uporabnik takoj oceni, kje so njegovi največji prilivi 
in kje odlivi. Tako lahko uporabnik oceni ali je preveč zapravljal za kakšno nepotrebno 
kategorijo npr. zabava, ali pa mogoče premalo za kakšno kategorijo, ki mu je bolj 
pomembna npr. živali. Ravno tako lahko uporabnik oceni, kje bi se moral bolj potruditi, da 
bi dobil višje prihodke, npr. če ima več študentskih služb in se nekaterim posveti bistveno 
več kot drugim ipd.  
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Slika 20: Okni z grafičnim prikazom odhodkov (levo) in prihodkov (desno) po kategorijah 
 
Vir: lasten 
 Vsi podatki na osnovni strani se pridobijo iz podatkovne baze in so v vsakem trenutku 
ažurni, saj se osvežujejo po vsakem vnosu novih podatkov. V primeru, da pride do kakšnih 
nepredvidljivih stanj v programu in podatki niso pravilni, ima uporabnik možnost osvežiti 
stran preko menija »Datoteka« (Slika 21) v menijski vrstici. 
Slika 21: Meni »Datoteka« 
 
Vir: lasten 
V menijski vrstici ima uporabnik na voljo še meni »Dodaj« (Slika 22), ki ponuja možnosti 
ustvarjanja novih filtrov (Slika 11) oz. njihovega urejanja (Slika 13).  
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Slika 22: Meni »Dodaj« 
 
Vir: lasten 
Ob vsakem vnosu ali spremembi filtrov se sprememba vnese v bazo, glavno okno pa se 
posodobi. Tako se ob vnosu nove osebe, valute ali plačilnega sredstva takoj doda nov 
stolpec v ustreznem razdelku in dobi vrednost »0,00«, ki predstavlja dolg pri osebi oz. 
razpoložljivo stanje pri plačilnemu sredstvu in valuti. Sprememba kategorije ne vpliva na 
izgled glavnega okna, vendar pa bistveno vpliva na izgled ostalih dveh oken, ki sta poleg 
glavnega okna še del aplikacije. 
6.2 NOV VNOS 
Ob kliku na desno puščico nadzorne plošče se na desni strani okna odpre novo okno »Nov 
vnos« (Slika 7). V tem oknu poteka večina vnosov v bazo. Deli se na tri različne tipe vnosov, 
katere lahko izbiramo s pomočjo radio gumbov na vrhu okna. To so »Prihodek/odhodek«, 
»Prenos sredstev« in »Dolg«. 
6.2.1 PRIHODEK OZ. ODHODEK 
Prevzet pogled ob prvi pojavitvi okna je možnost vnašanja prihodka ali odhodka. S pomočjo 
radio gumbov na začetku okna si uporabnik izbere ali bo vnašal prihodek ali odhodek. 
Različna izbira vpliva le na vrsto kategorij, ki jih uporabnik lahko doda pri vnosu in na vnos 
v bazo. Nato si uporabnik izbere datum plačila (Slika 23), kjer je prevzet datum izbran kot 
trenutni dan. V našem primeru je to 27. avgust 2016. 
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Slika 23: Izbira datuma 
 
Vir: lasten 
Nato ima uporabnik možnost izbrati eno izmed valut, ki jih je predhodno vnesel v bazo, 
prevzeta prednost pa je »EUR«. Sprememba valute dinamično spremeni vse prikaze oznake 
valute v tem oknu npr. iz »EUR« v »HRK« tako pri znesku posamezne kategorije, kot pri 
znesku posameznega dolžnika. Uporabnik nato vpiše naziv prejemnika oz. plačnika, ki je 
lahko poljubna beseda. V večini primerov gre za trgovino, organizacijo ipd., kjer je bil denar 
zapravljen oz. pridobljen npr. »Mercator«, »Javni sklad RS za razvoj kadrov in štipendije« 
itd. Ta naziv ni vezan na to, ali gre za prihodek ali odhodek, saj je mogoče v isti organizaciji 
dobiti priliv ali odliv denarja npr. če je oseba hkrati zaposlena v Mercatorju in tam tudi 
nakupuje.  Nato pride na vrsto izbor kategorij, za katere je bil zapravljen oz. pridobljen 
denar. Kategorije se razlikujejo glede na to, ali vnašamo prihodek ali pa odhodek (Slika 24).  
Slika 24: Izbor kategorij odhodkov (zgoraj) in prihodkov (spodaj) 
 
Vir: lasten 
V večini primerov bo najbrž šlo za eno, mogoče dve različni kategoriji, vendar pa se seveda 
lahko zgodi, da smo v eni trgovini kupili izdelke, ki spadajo k številnim kategorijam, npr. v 
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velikem nakupovalnem središču lahko nakupimo hrano, obleke, potrebščine za domače 
živali, tehniko, itd. Ob kliku na posamezno kategorijo na spustnem seznamu se pokaže 
zraven kljukica, v polju se zapisujejo izbire ena za drugo, hkrati pa se v predelu »Zneski po 
kategorijah« dinamično dodajajo prostori, kjer je možno vpisovanje posameznega stroška 
glede na kategorijo. Vsak vpis zneska pripomore k skupni vsoti, ki se dinamično spreminja 
na dnu okna. V primeru vnašanja odhodka, ima uporabnik pri vsaki kategoriji še možnost 
dodajanja oseb oz. dolžnikov (Slika 25). 
Slika 25: Dodajanje dolžnikov kategorijam 
 
Vir: lasten 
To možnost koristi uporabnik takrat, kadar ve vnaprej, da kategorija, za katero je zapravil 
denar, v resnici ni bila namenjena le njegovi uporabi, ampak je opravil nakup še za nekoga 
drugega ali pa si hoče stroške nakupa deliti. V našem primeru je torej uporabnik v trgovini 
kupil hrano za 23,24 evrov, vendar je založil denar za Janeza, ki je hotel nek izdelek v 
vrednosti 6 evrov. Ravno tako je uporabnik v kategoriji športa nakupil nek izdelek, ki ga bo 
uporabljal skupaj z Markom in si bosta zato razdelila stroške izdelka na pol. Uporabnik ima 
torej možnost izbora fiksne cene ali pa deleža v odstotkih. V vsakem primeru se vpisani 
znesek preračuna v delež ali pa delež v znesek, zatem pa se rezultat izračuna vpiše na 
desno stran. Uporabnik lahko tako dodaja in odstranjuje osebe v vsaki kategoriji posebej. 
Končni znesek celotnega nakupa se v odvisnosti od dodanih oseb nič ne spreminja, 
spremeni se le razmerje dolga med uporabnikom in dodano osebo. 
6.2.2 PRENOS SREDSTEV 
Druga možnost v oknu novega vnosa predstavlja mešanico funkcionalnosti menjalnice, 
bankomata in banke. Vse možnosti lahko uporabnik uporablja na istem mestu. Izbrati mora 
plačilno sredstvo in valuto izvornega zneska ter plačilno sredstvo in valuto ciljnega zneska. 
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To pomeni, da se bo vnesena količina prvega pretvorila v količino drugega. Na Slika 26 sta 
prikazana dva primera izmed velikega nabora različnih možnosti prenosa sredstev. 
Slika 26: Prenos sredstev dveh valut (zgoraj) in dveh plačilnih sredstev (spodaj) 
 
Vir: lasten 
V prvem primeru gre za menjavo iz evrov v hrvaške kune (tako kot piše tudi v sami 
aplikaciji), saj je uporabnik izbral menjavo iz gotovine v gotovine, valuti pa sta »EUR« in 
»HRK«. Ciljna valuta se ne računa avtomatsko, ampak jo mora vpisati uporabnik, saj se ne 
glede na realni tečaj valut dejanska menjava razlikuje v odvisnosti od ponudnika menjave 
(pošta, menjalnica, trgovine ob mejah itd.), torej je v tem primeru tečaj valut 
brezpredmeten. V drugem primeru gre za dvig gotovine iz kartice Visa. Tukaj je omogočen 
vnos provizije, ki jo banke zaračunajo za dvig na bankomatu. V tem primeru je potreben 
vpis le enega zneska, saj se ista količina denarja prišteje razpoložljivemu stanju gotovine, 
kot se odšteje stanju Vise.  
6.2.3 DOLG 
Zadnja možnost, ki jo ima uporabnik v oknu novega vnosa je vnos dolga. Je najbolj 
preprosta izmed vseh treh možnosti, saj je zahtevan le vnos zneska in izbira osebe ter 
plačilnega sredstva (Slika 27). 
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Slika 27: Vnos odplačila dolga 
 
Vir: lasten 
Uporabnik ima možnost izbrati ali se bo znesek dodal med razpoložljiva sredstva ali ne. Ta 
možnost obstaja zato, ker lahko oseba uporabniku poplača dolg z fizičnim denarjem, torej 
v obliki nakazila ali predaje gotovine, ali pa mu poplača tako, da opravi nek nakup namesto 
njega. Dolžnik lahko tako odplača svoj dolg, kljub temu, da uporabnik ni nikoli prejel 
nobenega plačila oz. nakazila, torej se mu stanje razpoložljivih sredstev ni spremenilo, 
spremenil pa se je skupen dolg osebe uporabniku.  
6.3 PREGLED VNOSOV 
Klik na levo puščico na glavnem oknu prikaže novo okno »Pregled vnosov« (Slika 8). 
Namenjeno je pregledu vseh različnih vnosov, ki jih uporabnik vnese v oknu novega vnosa. 
Uporabnik z različnimi filtri lahko izbere vrsto vnosov, ki ga zanimajo. To so filtri glede na 
prihodek oz. odhodek, osebo, plačilno sredstvo, valuto, kategorijo in datum. V primeru, da 
pri posameznem filtru ni izbrana nobena možnost bodo prikazani vsi vnosi tega filtra. S 
klikom na gumb »Ponastavi« se izbor vseh filtrov odstrani in se izbere prevzeta vrednost tj. 
prikaz vseh vnosov. Vnosi se ne prikazujejo dinamično, temveč se pojavijo ob kliku na gumb 
»Prikaži vnose«. Uporabnik lahko po prikazu vnosov spremeni pogled z različnim sortiranjem 
vnosov, kar pa stori s klikom na ustrezno polje v zaglavju tabele prikazov. S klikom na 
posamezen vnos se na desni strani okna prikažejo podrobnosti plačila po kategorijah, zraven 
pa še dolgovi oseb, če obstajajo (Slika 28).  
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Slika 28: Prikaz podrobnosti okna pregleda vnosov 
 
Vir: lasten 
Ob kliku na vnos se prav tako omogoči gumb »Izbriši«, ki je namenjen brisanju posameznih 
vnosov. Brisanje vnosov poteka dinamično, tako da se po brisanju vnos takoj odstrani s 
tabele vnosov, hkrati pa se na »Nadzorni plošči« spremenijo vse vrednosti, na katere je 
ravnokar izbrisani vnos vplival. Uporabniku nudi tabela vnosov celovit vpogled v svoje 
finance. Z raznovrstno izbiro prikazov in razvrščanjem ima lahko boljšo predstavo o svojih 
prilivih in odlivih. 
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7 ZAKLJUČEK 
Vodenje osebnih financ je vsakodnevni problem, s katerim se v takšni ali drugačni obliki 
srečujemo vsi. Zato, da se lahko učinkovito in racionalno odločamo o naših nakupih, 
varčevanjih in o kakršnemkoli upravljanju s prihodki in odhodki, moramo poiskati najboljši 
način oz. sistem, ki nam bo pri tem pomagal. Za uspešno vodenje osebnih financ je 
potrebno imeti premoženjsko stanje ne le v glavi, ampak imeti tudi pregled nad njim, 
zapisan v takšni ali drugačni obliki. Zato je potrebno vse podatke o finančnih spremembah 
konstantno zajemati in po potrebi spreminjati, saj je le tako mogoče ustrezno analizirati 
obstoječe finančno stanje. Pri tem nam lahko precej olajša delo informacijsko-
komunikacijska tehnologija. Namesto številnih zapisov o različnih finančnih stanjih, njihovih 
analizah, spremembah itd. je mogoče imeti vse informacije na enem mestu, kjer je potrebno 
le zajemanje podatkov o finančnih spremembah, za vse ostalo pa poskrbi informacijsko-
komunikacijska tehnologija. Taki pristopi se uporabljajo vse bolj pogosto, na najrazličnejših 
področjih, zato tudi upravljanje s financami ni izjema. 
 
V ta namen sem izdelal namizno aplikacijo, ki vsebuje preproste rešitve za omenjene 
probleme. Pred izgradnjo sem se najprej lotil raziskovanja s teoretičnega vidika, z 
namenom, da bi bila aplikacija narejena po ustaljenih postopkih izdelave programske 
opreme in zato, da bi bil vsak element, ki ga vsebuje aplikacija na svojem mestu iz pravilnih 
in utemeljenih razlogov.  
 
Prvo poglavje teoretičnega dela vsebuje strnjen opis temeljnih pojmov in tehnologij, ki sem 
jih uporabljal. Pri vsakem temeljnem pojmu je vsak opis podan najprej na splošno in zajema 
najosnovnejše definicije, temu pa sledijo še konkretni primeri, povezani z izdelavo aplikacije. 
Opisani pojmi vsebujejo med drugim metodologije, principe, pristope, tehnologije, orodja 
itd., brez katerih izgradnja aplikacije ne bi bila možna.  
 
Temu sledi poglavje, ki opisuje tri obstoječe mobilne aplikacije, ki služijo enakemu namenu, 
kot ustvarjena aplikacija. Zaradi lažjega dela so bile vse analizirane aplikacije s sistema 
Android. Aplikacije so si precej podobne, vendar pa ima vsaka svoje prednosti in slabosti, 
odvisne od tega, na katere funkcionalnosti so osredotočene. 
 
Naslednje poglavje opisuje motivacijo za izgradnjo nove aplikacije. Osredotočil sem se na 
nekatere primere sprememb finančnega stanja, ki se tako meni, kot drugim pogosto 
dogajajo v vsakodnevnih situacijah, vendar pa jih je težko primerno vnesti oz. prikazati v 
sistem na tak način, da so povzete vse informacije, ki uporabniku koristijo in hkrati 
izpuščene vse informacije, ki mu ne. Opisal sem tudi vidik, ki je pomemben pri izbiri in 
načinu implementacije funkcionalnosti. 
 
V naslednjem poglavju je opisana izdelava aplikacije, ki je ločena na izdelavo grafičnega 
uporabniškega vmesnika, podatkovne baze in programske logike. Pri izgradnji 
uporabniškega vmesnika sem se osredotočal na principe, ki sem jih opisal v prvem poglavju 
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in tudi vsakega izmed njih ponazoril s primerom. Podatkovna baza je bila izdelana s pomočjo 
opisanih orodij in predstavljena z diagramsko tehniko strukturnega pristopa. Programska 
logika je namesto s kodo opisana z diagramskimi tehnikami funkcionalne razgradnje, 
diagrama toka podatkov in modela procesne logike, saj je tako uporabniku bolj jasno 
predstavljen sistem. 
 
Zadnje poglavje opisuje uporabo celotne aplikacije. V bistvu gre za skupek vseh ostalih 
poglavij oz. sintezo primerov opisanih pojmov iz prvega poglavja, izboljšanih funkcionalnosti 
obstoječih aplikacij iz drugega poglavja, glavnega namena izdelave lastne aplikacije iz 
četrtega poglavja in opisa izdelane aplikacije iz petega poglavja. Z izdelavo končnega izdelka 
je tako tudi možno vrednotenje ciljev, ki sem si jih postavil ob začetku pisanja naloge. 
 
Ugotovil sem, da kljub temu, da so na prvi pogled vse aplikacije skoraj enake, kar mi je 
dalo misliti, da ne vsebujejo tistih funkcionalnosti, za katere menim, da so potrebne za 
učinkovito vodenje osebnih financ, pa sem po podrobnejši analizi ugotovil, da se aplikacije 
ne razlikujejo bistveno od moje, saj je veliko funkcionalnosti skritih oz. njihove prednosti 
niso takoj razvidne. Razvita rešitev je kljub temu unikatna, saj nobena izmed obstoječih 
aplikacij ne vsebuje čisto vseh funkcionalnosti v taki obliki, kot jih ima moja. Ali je nov 
izdelek boljši od ostalih je v bistvu stvar vsakega posameznika – vsak ima svoje preference, 
to pa pomeni, da je razlog, ki bi prepričal uporabnika v izbiro moje aplikacije in ne kakšne 
druge, popolnoma subjektiven. 
 
Kljub temu je aplikacija narejena tako, da ima veliko prostora za potencialne izboljšave. 
Vsekakor bi bilo mogoče poleg obstoječih dodati še druge najrazličnejše grafične prikaze, 
ki bi uporabniku služili kot vizualni pripomoček pri pregledu nad financami. Tudi sistem z 
izmenjavanjem valut, bi lahko bolj optimiziral z možnostjo avtomatskega preračunavanja 
valutnih tečajev, ki sicer ne bi nadomestil obstoječega, ampak bi se uporabniku ponudil kot 
alternativa. Tako bi bilo možno tudi avtomatizirano vnašanje valut na način, da uporabnik 
sploh ne bi potreboval lastnega vnašanja valut, temveč bi se seznam valut pridobil iz 
kakšnega zunanjega sistema, ki bi to ponujal. Prikaz vnosov bi lahko imel tudi možnost 
urejanja, vendar je ključnega pomena, da se to naredi na preprost način tako, da 
spremenjene vrednosti enega vnosa ne vplivajo na drugega, npr. sprememba kategorij na 
dolgove oseb ali obratno. Pri odplačevanju dolgov bi lahko bili prikazi še bolj natančni in 
povezovali točno določen dolg s točno določenim odplačilom, tako da bi imel uporabnik več 
informacij, kot pa le končno razmerje dolgov v odvisnosti od osebe. Prepričan sem, da je 
potencialnih izboljšav še veliko, vendar pa to presega namen diplomske naloge. Svoj 
namen, da lahko uporabnik s pomočjo preproste aplikacije uspešno vodi pregled nad svojimi 
financami, sem dosegel. 
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