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From February to May 2016, a software development project to create a registration program 
for dog shows was carried out. The scope of this project included a wide spectrum of func-
tionalities from creating new dog shows to allowing participants to register their dogs to these 
shows. The object of this thesis is to describe design and implementation processes of that 
program specific relational database.  
 
The theoretical part of this thesis covers all of the chosen technologies with which the data-
base was built. They are explained comprehensively so that a person with no experience with 
relational databases can follow the implementation phase of this thesis. Two main program-
ming languages were used and are also explained: The Java programming language was 
used in the creation of Hibernate beans The SQL query language was used in all database 
queries. 
 
In the design phase, The Visio diagramming software was used to create a bare bones ver-
sion UML class diagram of the database. This diagram was based on the information re-
ceived from the project commissioner. Later when the program and its database grew, Mysql 
Workbench client was used to reverse engineer existing database to a UML diagram. The 
database itself uses Mariadb relational database management system. Architectural choice 
was made to use Hibernate ORM framework in the interface between program´s back end 
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The database is only one part of a software. All other parts have been left outside the scope 
of this thesis. A number of different software development tools were used in design and im-
plementation processes. These tools also have many functionalities that were not needed in 
processes regarding the database. These were also outside the scope. Only the specific 
goals and how they were achieved with these tools have been included. This thesis also is 
not intended as a user´s guide for these tools.  
 
The final part of this thesis focuses on the state of the program´s database at the end of the 
software development project. The end result is a relational database which answers to all 
the needs for retainable data, given by projects commissioner. A few possible ideas for fur-
ther development ideas are included.  
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Keskeiset käsitteet 
Backend 
Tietokoneohjelman arkkitehtuurissa käyttäjästä kaukana oleva datan haku 
taso (Margaret Rouse, 2006) 
 
Frontend 
 Tietokoneohjelman arkkitehtuurissa käyttäjää lähellä oleva esitys taso. 
 (Margaret Rouse, 2006) 
 
Hibernate ORM   
Objekti/relaatio kartoituksen viitekehys, joka on yhteensopiva Java -
ohjelmointikielellä tehtyjen ohjelmistojen kanssa. (Red Hat. 2016) 
 
Java ohjelmointikieli 
 Oliopohjainen ohjelmointikieli (Oracle, Java timeline, 2015) 
 
Nosql –tietokanta 
 Tietokanta jonka toiminta ei perustu relaatioihin. 
 (Strauch, C. 2011. 23) 
 
Relaatiotietokanta 
Joukko yhteen liitettyjä tauluja, jotka koostuvat sarakkeista ja riveistä. 
(Meloni, J. 2003. 8) 
 
SQL 
Suosituin standardisoitu kyselykieli relaatiotietokantojen hallintajärjestelmille. 
(Microsoft, 2016) 
 
Tietokanta 
Kokoelma dataa joka on järjestetty tietokoneen käytettäväksi.  
(Merriam Webster. 2016) 
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1 Johdanto 
Tässä opinnäytetyössä käsitellään ilmoittautumisohjelmiston relaatiotietokannan 
suunnittelua ja toteutusta. Ohjelma on tarkoitettu koiranäyttelyiden järjestämistä varten, 
mutta jatkokehitys suunnitelmiin kuuluu muidenkin eläinnäyttelyiden järjestämisen 
integrointi. Ilmoittautumisohjelmisto oli noin puoli vuotta kestäneen 
ohjelmistokehitysprojektin työn kohde. Projektin kehitystiimissä oli neljä jäsentä, joista 
jokaisella oli oma vastuualueensa. Opinnäytetyön tekijä vastasi järjestelmän 
tietokannasta.  
 
Opinnäytetyön teoriaosuudessa tutustutaan tietokantojen keskeisten käsitteiden lisäsi 
niihin teknologioihin, joita käytettiin ilmoittautumisohjelmiston tietokannan suunnittelussa 
sekä toteutuksessa. Keskeiset käsitteet käydään läpi siinä määrin, että 
relaatiotietokantoihin entuudestaan perehtymätön henkilö ne luettuaan, ymmärtää 
opinnäytetyön empiirisen osuuden termistön. 
 
Empiirinen osuus koostuu ilmoittautumisohjelmiston relaatiotietokannan suunnittelun ja 
toteutuksen kuvauksesta. Lopuksi yhteenvedossa pohditaan, kuinka hyvin toteutettu 
tietokanta palvelee alkuperäistä käyttötarkoitusta sekä jatkokehitys suunnitelmia. 
 
Opinnäytetyötä on rajattu seuraavilla tavoilla. Ensisijainen tavoite on kuvata 
ilmoittautumisohjelmiston relaatiotietokannan suunnittelu ja toteutus. Näitä kahta tehtävää 
varten on valittu useita eri ohjelmistokehitys työkaluja, jotka ovat toiminnollisuuksiltaan 
erittäin laajoja. Työkalut sisältävät osa-alueita, jotka eivät ole oleellisia 
ilmoittautumisohjelmiston tietokannan kannalta. Niistä kertominen ei siis antaisi 
opinnäytetyön ensisijaiselle tavoitteelle minkäänlaista lisäarvoa. Kerronnan painopiste 
onkin aina nimenomaan ilmoittautumisohjelmiston tietokannan suunnittelussa ja 
toteutuksessa. Tarkoitus ei kuitenkaan ole toimia käyttöoppaana kyseisille työkaluille, joka 
opastaisi lukijaa kädestäpitäen, niiden jokaisen toiminnolisuuden käytössä.  
 
Ilmoittautumisohjelmisto sisältää useita eri osia, jotka eivät liity ohjelmiston tietokantaan. 
Järjestelmä toteutetaan kolmitaso arkkitehtuurilla, joten näihin kuuluu järjestelmän koko 
frontend ja osa backendistä. Nämä ohjelmiston osat on rajattu tämän opinnäytetyön 
ulkopuolelle.  
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Ohjelmiston varsinainen julkaisu tapahtuu suunnitelmien mukaan vasta noin vuoden 
kuluttua ohjelmistokehitysprojektin lopusta, jonka aikana relaatiotietokanta suunniteltiin ja 
toteutettiin. Monia toiminnollisuuksia ilmoittautumisohjelmistosta jäi jatkokehitykseen 
tuleville ohjelmistokehitysprojekteille. Vaikka relaatiotietokanta suunniteltiin ja toteutettiin 
vastaamaan säilytettävien tietojen tarpeeseen, on mahdollista että 
ilmoittautumisohjelmiston lopullinen tietokanta poikkeaa jossain määrin, tässä projektissa 
toteutetusta tietokannasta. Tämä johtuu toteuttamattomien toiminnallisuuksien tietojen 
säilytys tarpeista, jotka ovat vain järjestelmän sisäisessä käytössä.  
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2 Tietokanta 
Järjestelmillä on tietojen säilytystarpeita, joihin tietokannat vastaavat. Merriam Webster 
sanakirja kuvailee ohjelmistokehityksen tietokantaa siten, että se on kokoelma dataa, joka 
on järjestetty tietokoneen käytettäväksi. (Merriam Webster 2016.) 
 
Tietokannnoilla ei ole rajattua kokoa, vaan se vaihtelee erittäin paljon, riippuen tietokantaa 
käyttävän järjestelmän tietojensäilytys tarpeesta. Yksittäisen henkilön omien kotisivujen 
tietokanta, jota käytetään vain käyttäjäoikeuksia varten, on kooltaan vain muutamia 
megatavuja ja kasvaa harvoin. Miljoonia uniikkeja käyttäjiä omaavan yhteisöpalvelun 
Facebook:n tietokannan sisältämä data kasvoi vuoden 2013 aikana jokainen päivä 
keskimäärin kuusisataa teratavua. (Vagata, Wilfong 2014.) Järjestelmien määrä joiden 
säilyttämä data kasvaa ja monipulistuu nopeasti on lisääntynyt huomattavasti 
vuosituhannen vaihteen jälkeen. Tämän tyyppiselle datalle ja siihen tarjottaville 
tietojensäilytys ratkaisuille, on annettu nimitys big data. Virallista suomenkielistä nimeä ei 
vielä ole olemassa. (Salo, I 2013, 8-10.) 
 
Nopeasti kasvavan ja monipuolistuvan datan hallinnointia varten, relaatiotietokannat eivät 
ole riittävän joustavia. Säilytettävien tietojen väliset suhteet on ennalta määritetty 
relaatiotietokannoissa, eikä uudentyyppisen datan varastointi tietokantaan onnistu ilman, 
että koko tietokannan rakenteeseen tehdään muutoksia. Tästä taas seuraa muutamia 
periytyviä ongelmia. Ohjelman arkkitehtuuri ei välttämättä tue uuden datan varastointia, 
vaan muutoksia joudutaan tekemään myös ohjelman front end ja back end -tasoihin.  
Jos säilytettävän datan tyyppi muuttuu jatkuvasti, on näiden järjestelmän rakenteellisten 
muutoksien tekeminen jatkuva prosessi, joka sitoo yrityksen resursseja. Toinen ongelma 
on vanhan datan varastointi, joka poikkeaa rakenteeltaan uudesta. Näiden ongelmien 
ratkaisemiseksi on kehitetty nosql tietokantojen hallintajärjestelmiä, joiden toiminta ei 
perustu säilytettävien tietojen välisiin suhteisiin. (Salo, I 2013, 11-15.) 
 
Ensimmäiset suuressa mittakaavassa käytetyt ohjelmistojen tietokannat, olivat 
relaatiotietokantoja. Niiden käyttö alkoi 70 -luvulla ja jatkuu tähän päivään asti. 
Säilytettävien tietojen väliset suhteet, ovat relaatiotietokantojen toiminnan ydin. (Intuit Inc, 
2016). 
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2.1 Relaatiotietokanta 
”Relaatiotietokanta on joukko yhteen liitettyjä tauluja, jotka koostuvat sarakkeista ja 
riveistä”. (Meloni 2003, 8.) Painopiste on sanoissa ”yhteen liitettyjä”. Ihmisten kyky 
hahmottaa kokonaisuuksia, koostuu oikoteistä ja assosiaatioista. Relaatiotietokanta pyrkii 
hyödyntämään tätä kykyä. Ymmärtääksemme monimutkaista ja suurta kokonaisuutta, 
olemme taipuvaisia jakamaan sen pieniin ja toisiinsa liittyviin osiin. Relaatiotietokanta on 
säilytys raamit noille pienille osille. (Meloni 2003, 9.) 
 
Relaatiotietokannan taulut ovat kokoelma toisiinsa liittyvää dataa, jotka yhdessä 
muodostavat osakokonaisuuden. Taulujen sisältämä data tallennetaan riveille, joista 
jokainen sisältää taulun kuvastaman käsitteen eri osa-alueita. Aina kun tietokantaan 
tallenetaan uusi kokonaisuus, tietokannan tauluihin luodaan uusi sarake, joka koostuu 
taulujen kaikista riveistä. (Meloni 2003, 22.)  
 
Taulun riveille asetetaan tietotyypit ja eheysehdot. Tietotyyppi valitaan rivin sisältämän 
käsitteen mukaan. Onko kyseessä tekstiä, kellonaika, päivämäärä, numeroita tai 
desimaali numeroita? Vaihtoehtoja on vieläkin enemmän ja niissä on pieniä eroja 
tietokannan hallintajärjestelmien väleillä. Eheysehdoilla rajataan rivien sisältämää dataa. 
Esimerkiksi voiko sarakkeen lisäyksen yhteydessä tallentaa jonkun taulun riveistä tyhjänä. 
 
Ensimmäinen kuvio (kuvio 1) on erään pitsa tilausjärjestelmän tietokannan relaatiokaavio. 
Siitä on hyvin nähtävissä taulujen rakenne ja suhteet tietokannan muihin tauluihin. 
Kyseisen tietokannan taulujen rakenne on nähtävissä ensimmäisessä liitteessä. (Liite 1) 
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Pizza
pi_idPK
pi_nimi
pi_hinta
Juoma
ju_idPK
ju_nimi
ju_hinta
Tayte
ta_idPK
ta_nimi
Tilaus
pi_idFK
ti_idPK
ti_tilaaja
ti_osoite
ti_puh
ti_lisatieto
TaytePizza
ta_idFK
pi_idFK
1
1..*
1
1..*
tapi_idPK
JuomaTilaus
juti_idPK
ti_idFK
ju_idFK
PizzaTilaus
piti_idPK
ti_idFK
pi_idFK
1
1..*
0..*
1
0..*
1
1..*
1
 
Kuvio 1. Pitsa tilausjärjestelmän tietokannan relaatiokaavio.  
 
Relaatiotietokantaa suunnitellessa, säilytettävien tietojen tarve tulee kartoittaa 
huolellisesti. Koska taulut ovat riippuvaisia toisistaan, jos tietokannan luonnin jälkeen 
ilmenee tarve tallentaa uusia tietoja, on mahdollista että koko tietokannan rakenteeseen 
joudutaan tekemään suuriakin muutoksia.  
 
Lähestulkoon kaikki relaatiotietokannat käyttävät ibm:än kehittämää standardisoitua sql 
(structured query language) –kyselykieltä. Sillä on mahdollista hallinoida tietokannan 
sisältöä ja sen rakennetta. 
 
2.1.1 Mysql 
Mysql on vuonna 1995 suomalaisen Michael Wilenuksen ja ruotsalaisen David Axmarkin 
luoma avoimenlähdekoodin relaatiotietokantaojelmisto. Varsinainen julkaisu tapahtui 
vuotta myöhemmin 1996. Sun Microsystems osti Wileniuksen ja Axmarkin perustaman 
yrityksen Mysql ab:n vuonna 2008. Maksutonta avoimenlähdekoodin versiota Mysql:stä 
on kuitenkin, tämän opinnäytetyön kirjoittamisen aikana, edelleen mahdollista käyttää Gnu 
gpl -lisenssin alla. (Frees software foundation 2007.) Sun Microsystems myy maksullista 
versiota nimellä Mysql enerprise, jota on mahdollista käyttää suljetunlähdekoodin 
järjestelmissä. Tällöin järjestelmän lähdekoodia ei tarvitse julkistaa. (Oracle 2016.) 
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Mysql:ää tukeviin palvelimen käyttöjärjestelmiin kuuluvat FreeBSD, Linux, Os X, Solaris ja 
Windows. Tuettuihin ohjelmointikieliin kuuluu C, C#, Java, Perl, PHP, Python, Ruby, Ada, 
D, Eiffel, Tcl, Erlang, Haskell, Objective-C, Ocaml, Scheme ja C++. (DB-Engines 2016.) 
  
DB-Engines aloitteen mukaan, helmikuussa 2016 Mysql oli maailman toiseksi käytetyin 
relaatiotietokantaohjelmisto heti Oraclen toisen tuotteen Aqua studio:n jälkeen.  
(DB-Engines 2016.) Mysql:ää käyttävät niin yksittäiset henkilöt omissa pienissä 
projekteissaan, kuin myös suuryritykset järestelmissä, joissa on suuria määriä 
samanaikaisia käyttäjiä. Mysql:ää käyttäviin yrityksiin kuuluu muunmuassa Google, 
Yahoo, Nasa ja Facebook. (Meloni, J 2003, 12.) 
 
2.1.2 Mariadb 
Mariadb on Mysql:ään pohjautuva relaatiotietokantaohjelmisto. Lähestulkoon kaikki 
viitekehykset, liitännäiset ja asiakas ohjelmistot, jotka ovat yhteensopivia Mysql:n kanssa, 
ovat myös yhteensopia Mariadb:n kanssa. 
 
Sen pääkehittäjänä toimii toinen Mysql:än alkuperäisistä luojista suomalainen Michael 
Wilenius. Mariadb:tä käyttäviin yrityksiin kuuluvat muunmuassa Mozzilla ja Red hat. 
 
2.2 SQL 
Sql (Structured query language) on kyselykieli, jolla hallinnoidaan relaatiotietokantoja. 
Sillä on mahdollista tehdä muutoksia tietokannan rakenteeseen, sekä sen sisältämään 
dataan. Datan hakeminen ja muotoilu on myös mahdollista. 
 
Sql on lähes riippumaton käytetystä tietokannan hallintajärjestelmästä (Dbms / Database 
management system), mutta on kyseilyitä ja tietotyyppejä, joissa on eroavaisuuksia eri 
tietokantojenhallintajärjestelmien väleillä. Ensimmäisessä taulukossa (Taulukko 1) on 
nähtävissä Mysql ja Oracle -tietokantahallintajärjestelmien tietotyypit (Oracle 2016,  26.)  
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Taulukko 1. MySQL ja Oracle -tietokantahallintajärjestelmien tietotyyppien vertaulu. 
DBMS Integer Floating point Decimal String 
MySQL tinyint (8-bit), 
smallint (16-bit), 
mediumint (24-
bit), int (32-bit), 
bigint (64-bit) 
float (32-bit), 
double (64-bit) 
decimal char, binary, varchar, varbi-
nary, text, tinytext, medi-
umtext, longtext 
Oracle number binary_float,bin
ary_double 
number char, varchar2, clob, nclob, 
nvarchar2, nchar, long  
 
DBMS Binary Date/Time Boolean 
MySQL tinyblob, blob, 
mediumblob, longblob 
datetime, date, 
timestamp, year 
bit(1), boolean (synonyymi  
tinyint) 
Oracle blob, raw, long raw, 
bfile 
date, timestamp, 
interval 
n/a 
 
2.3 Hibernate ORM 
Hibernate orm on objekti/relaatio kartoituksen viitekehys (Object/relational mapping 
framework), joka on yhteensopiva Java -ohjelmointikielellä toteutettujen ohjelmistojen 
kanssa. Se on avoimenlähdekoodin viitekehys, jota on mahdollista käyttää Gnu 2.1 
lisenssin alla. (Red Hat 2016.) 
 
Hibernate orm on luotu helpottamaan Java -olioiden yhdistämistä relaatiotietokantojen 
kanssa. Hibernate on siis silta ohjelman backendin ja tietokannan välisessä rajapinnassa. 
Se auttaa ohjelmaa saavuttamaan pysyvyyden. Pysyvyydellä ohjelmistokehityksessä 
tarkoitetaan, ohjelmiston datan selviämistä kauemmin, kuin vain ohjelman prosessin ajan. 
(Red Hat 2016.) 
 
Hibernate orm:n kehittäjä on monikansallinen ohjelmistotalo Red hat, joka julkaisi 
ensimmäisen version viitekehyksestä vuonna 2001. Hibernatesta on olemassa myös 
nosql -tietokantojen kanssa yhteensopiva versio nimeltään Hibernate ogm (object/grid 
mapper). Se käyttää samaa ydintä kuin Hibernate orm, mutta entiteetti kartoitetaan nosql 
tietokantaan relaatiotietokannan sijaan. (Red Hat 2016.) 
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3 Java ohjelmointikieli 
Java ohjelmointikieli kuuluu Java ohjelmistoalusta perheeseen. Se on olio pohjainen kieli, 
kuten myös suositut C++ ja PHP ohjelmointikielet. Oliokielellä toteutetun ohjelman 
toiminta perustuu olioiden väliseen yhteistyöhön, kun taas vanhemmat proseduuri 
ohjelmat ovat vain ohjelistoja, joita tietokoneet suorittavat. Itse olio on kokonaisuus, joka 
koostuu datasta ja menetelmistä. 
 
Alla on esimerkki Javalla kirjoitetusta ilmoittautumisohjelmiston BreedGroup eli roturyhmä 
oliosta. Kyseinen olio on malli, joka pohjautuu Hibernaten BreedgroupEntity –entiteettiin. 
Papua käytetään tietokannan taulujen luontiin, mutta se ei sellaisenaan sovellu 
järjestelmän muiden osien käytettäväksi. Tämä johtuu ohjelmiston arkkitehtuuri 
ratkaisusta. Siksi malli olion käyttö on välttämätöntä. BreedGroup olio on siis 
ilmoittautumisohjelmiston relaatiotietokannan breedgroup –taulu, ohjelmiston front end ja 
back end -tasojen käytettäväksi. Vihreä teksti joka alkaa kahdella kenoviivalla on 
kommentointia, eikä varsinaista suoritettavaa koodia. Kommenteissa vain kuvataan osat, 
joista olio koostuu. 
 
//BreedGroup luokan paketin sijainti ilmoittautumisohjelmistossa 
package com.dogium.api.model.employee.breedgroup; 
 
//Olion kantaluokan määrittämien 
public class BreedGroup { 
  
 //Vain olion sisäisessä käytössä olevat attribuutit 
 private int id; 
 private String name; 
  
    //Olion julkisen rakenteen määrittäminen 
    public BreedGroup() { 
        this(0, null); 
    } 
     
    //Olion julkisten attribuuttien määrittäminen 
    public BreedGroup( 
            int id, 
            String name) { 
 
//Sisäisten atribuuttien arvon määrittäminen samaksi kuin 
julkisten 
        this.id = id; 
        this.name = name; 
    } 
 
     //Olion julkisien attribuuttien haku ja lisäys menetelmät 
 public int getId() { 
  
10 
  return id; 
 } 
 public void setId(int id) { 
  this.id = id; 
 } 
 public String getName() { 
  return name; 
 } 
 public void setName(String name) { 
  this.name = name; 
  
//Menetelmä, joka palauttaa kutsujalle olion 
sisällön/atribuutit muotoiltuna 
 public String toString() { 
return "BreedGroup [id=" + id + ", name=" + name + 
"]"; 
 } 
  
} 
 
BreedGroup oliota käytetään ilmoittautumisohjelmistossa muun muassa atribuuttina 
toisessa Breed nimisessä mallissa. Tällöin BreedGroup olio vain määritetään atribuutiksi 
Breed olion sisälle. 
 
public Breed( 
            int id, 
            String name, 
            BreedGroup breedGroup) { 
 
        this.id = id; 
        this.name = name; 
        this.breedGroup = breedGroup; 
    } 
 
Java ohjelmistoalustan alkuperäinen kehittäjä oli Sun microsystems. Ensimmäinen versio 
julkaistiin vuonna 1996. Kymmenen vuotta myöhemmin Sun microsystems siirsi 
suurimman osan Javan teknologioista avoimenlähdekoodin lisenssin Gnu general public 
license  alisuuteen, jossa ne tätä opinnäytetyötä kirjoittaessa yhä ovat. Java 
ohjelmointikieli kuuluu myös näihin teknologioihin. Vuonna 2009 ohjelmisto jätti Oracle osti 
Sun microsystemsin. Oracle näin ollen toimii Javan kehittäjänä tähän päivään asti.  
(Oracle 2015.) 
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4 Ilmoittautumisohjelmisto 
Ilmoittautumisohjelmistolla on mahdollista järjestää koiranäyttelyitä ja ottaa vastaan 
osallistujien ilmoittautumisia. Se on osa suurempaa koiriin keskittyvää internetsivustoa, 
mutta jatkokehityssuunnitelmiin kuuluu, ohjelman soveltaminen koirien lisäksi muihinkin 
näyttely lemmikkeihin.  
 
Ilmoittautumisohjelmisto päätettiin toteuttaa kolmitaso arkkitehtuurilla. Tämä tarkoittaa, 
että ohjelman rakenne on jaettu front end, back end ja tietokanta -tasoihin. Ensimmäisen 
version käyttö kieli on suomi, mutta lähdekoodi ja kommentointi tehtiin englanniksi. Tähän 
ratkaisuun päädyttiin kahdesta syystä. Jatkokehitys suunnitelmiin kuuluu ohjelman 
lokalisointi eri maihin ja kehitystiimi vaihtuu puolivuotta kestäneen 
ohjelmistokehitysprojektin jälkeen. On mahdollista etteivät uuden kehitystiimin kaikki 
jäsenet puhu suomea. 
 
Ohjelman omistajan rahoitusmalli on kaksiosainen. Ensisijainen asiakas on näyttelyn 
järjestäjä, joka hoitaa näyttelynsä ilmoittautumisen ohjelmiston avulla. Näyttelyiden 
osallistujalistoja on taas kenen tahansa mahdollista ostaa fyysisenä kirjana tai 
digitaalisena pdf – tiedostona. 
 
Osallistujien pisteytys on myös ohjelmistolla mahdollista. Näin ollen sijoituksien seuranta 
onnistuu. Ilmoittajat voivat ilmoittaa omissa nimissään useita koiria eri näyttelyihin ja 
maksaa ilmoittautumismaksut ohjelmaan integroidun maksupalvelun kautta. Hinnastot 
ovat näyttelyn järjestäjän päätettävissä ja vaihtuvat näyttely kohtaisesti. Seuraavat 
hinnastoon vaikuttavat tekijät täytyi kuitenkin huomioida tietokannan suunnittelu 
vaiheessa:  
 
 Näyttelyissä on useita eri luokkia, jotka ovat erihintaisia (pentu, avoin, valio yms.) 
 Ilmoittautuminen kallistuu, mitä lähempänä näyttelyn pito päivää ollaan. 
 Yli 10 vuotiaita koiria pitää voida ilmoittaa maksutta, mikäli järjestäjä näin haluaa. 
 Alennuksien määrittäminen, usean eri koiran samanaikaisesta ilmoittamisesta. 
 Jokaisesta ilmoituksesta veloitetaan erillinen kiinteä palvelumaksu. 
 
Ilmoittautuminen on myös mahdollista postitse, jolloin näyttelyn järjestäjän toimihenkilö 
syöttää ylläpitäjän näkymän kautta saadun ilmoittautumisen. Näyttelyihin voi ilmoittaa 
koirien lisäksi 10–17 vuotiaita lapsia, joista käytetään nimitystä junior handler. He voivat 
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esitellä omia tai lainakoiria tarkoituksena kasvattaa lapsien koira harrastuneisuutta. 
(Suomen kennelliitto 2016.) 
 
Jos samalta kasvattajalta osallistuu näyttelyyn vähintään neljä saman rotuista koiraa, on 
mahdollista järjestää kasvattajaluokka näyttö. Kasvattajaluokan järjestäminen on 
kasvattajalle suuri kunnia ja jonka voittamisesta myönnetään koirille erityistitteleitä. Koirille 
myönnetään useita muitakin titteleitä eri saavutuksista näyttelyissä. Titteleitä on useita ja 
ne vaihtelevat paljonkin eri maissa järjestettyjen näyttelyiden mukaan. (Suomen 
kennelliitto 2012.) Näyttelyihin voi ilmoittautua koiria eri maista, joiden rekisterinumerot 
ovat eri formaateissa. Ohjelma on tarkoitus jatkokehityksessä lokalisoida eri maihin, mutta 
ohjelman ensimmäinen tuotantoversio on käytössä vain Suomessa.  
 
4.1 Käytetyt ohjelmistokehitys -työkalut 
Ilmoittautumisohjelmisto kehitysvaiheessa käytimme useita eri työkaluja, jotka eivät näy 
valmiissa ohjelmassa. Niiden käytöstä päätettiin sen perusteella, kuinka tehokkaasti niillä 
oli mahdollista saavuttaa tuotantovalmis ohjelma, joka palvelee käyttötarkoitusta 
mahdollisimman kokonaisvaltaisesti.  
 
Kehitystiimissä oli neljä jäsentä, joten päätimme jakaa projektin osa-alueet keskenämme 
myös neljään; front end, back end, palvelin ja tietokanta, josta projektipäällikön -roolin 
ohella allekirjoittanut vastasi. Palvelin on vain tietokone, jossa ohjelmisto on käynnissä. Se 
ei siis ole kolmitasoarkkitehtuurin varsinainen osa. Kukin jäsen valitsi oman osa-alueensa 
henkilökohtaisen mielenkiinnon perusteella. Ei siis ollut mikään ihme, että jokaisella 
meistä oli jo aiempaa kokemusta omista osa-alueistamme. Tuon aiemman kokemuksen 
takia, suurin osa käytettävistä ohjelmistokehitys työkaluista päätettiin aivan projektin 
alkuvaiheessa, ennen kuin yhtään riviä koodia oli edes kirjoitettu. Tämän kappaleen 
alaluvuissa käsitellään niitä ohjelmistokehitys työkaluja, joita käytettiin 
ilmoittautumisohjelmiston tietokannan suunnittelemisessa ja toteuttamisessa. 
 
4.1.1 Taiga 
Taiga on maksuton projektinhallinta työkalu, jota kaikki kehitystiimin jäsenet voivat käyttää 
internetin yli. Taigan tukemiin projektinhallinta viitekehyksiin kuuluu Scrum ja Kanban. 
Tässä projektissa käytettiin Kanban viitekehystä.  
 
Projektinhallinta viitekehys on tarkoitettu kehitys prosessin tehostamiseen ja projektin 
etenemisen seuraamisen helpottamiseen. Ohjelmistokehityksessä Kanbani:n käyttö 
perustuu kortteihin, jotka kuvastavat työtehtävää. Kortit liikkuvat tauluista toiseen, jotka 
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taas puolestaan kuvastavat prosessin eri tiloja. Kuvio kaksi (kuvio 2) on kuvankaappaus 
Taigan Kanban näkymästä. Taulut ovat: aloittamatta, keskeneräinen, valmis testattavaksi, 
valmis ja arkistoitu. Kortit eli työtehtävät on osoitettu siihen tauluun missä tilassa ne ovat, 
sekä niille on osoitettu omat tekijänsä kehitystiimistä. Taigassa on myös pelillisyyttä, jota 
emme kuitenkaan tässä projektissa käyttäneet. Kortteja on mahdollista pisteyttää 
työtehtävän suuruuden mukaan. Näin projektin lopussa voidaan verrata kuka 
kehitystiimistä oli tehokkain. 
 
 
Kuvio 2. Kanban näkymä taiga projektinhallinta työkalussa 
 
Kanban:in kehitti japanilainen yritys Toyota 1950 – luvulla autojen tuotannon 
tehostamiseksi. Sitä on myöhemmin sovellettu muun muassa juuri 
ohjelmistokehityksessä. Nimi Kanban on japania ja tarkoittaa kirjaimellisesti taulua (Taiga 
2016.) 
 
Kanban:in käytössä tulee noudattaa kuutta sääntöä, jotta sen käytöstä saatava hyöty olisi 
paras mahdollinen. Japanin hallinta yhdistys listaa kyseiset säännöt seuraavasti: (Japan 
Management Association 1989, 87–89.) 
 
 Älä lähetä viallisia seuraavalle prosessille. 
 Seuraava prosessi ottaa vastaan vain tarvitseman määrän. 
 Aiempi prosessi lähettää eteenpäin vain tarvitun kokonaisuuden. 
 Tasoita tuotanto. 
 Kanban on työkalu hienosäädölle. 
 Vakauta ja rationalisoi prosessi. 
 
4.1.2 Putty 
Putty on Linux sekä Windows alustoilla toimiva telnet ja ssh asiakasohjelma. Tässä 
projektissa käytin sitä etäyhteyden muodostamiseen ssh -protokollalla, kehitysympäristön 
ja tietokanta palvelimen välille. Ilman etäyhteyden muodostamista, paikallisessa 
kehitysympäristössä toimiva ohjelma, ei saa yhteyttä ulkoverkossa sijaitsevan palvelimen 
tietokantaan. Kolmannessa kuviossa (kuvio 3) on puttyn etäyhteys istunnon määritykset. 
Kyseiset määritykset ovat koiranäyttelyohjelman kehitys palvelimelle. Vaikka palvelimelle 
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yhteyden muodostaminen onkin salasanan takana, on palvelimen yksilöivä nimi piilotettu 
kuvassa. 
 
 
Kuvio 3. Istunnon määritykset Puttyssä. 
 
Yhteyden muodostamisen jälkeen, Putty avaa komentorivin, jolla on mahdollista 
hallinnoida palvelinta. Mariadb tietokantoja koiranäyttelyohjelman palvelimella oli kehitys 
vaiheessa viisi, yksi jokaiselle kehitystiimin jäsenelle ja yksi yhteinen. Komentoriviä 
käyttäen, siirtyminen eri tietokantojen välillä sekä niiden tarkastelu/hallinnointi oli nopeata. 
Näihin oli tarvetta muun muassa silloin, kun täytyi varmistaa testidatan siirtyminen 
import.sql – tiedostosta tietokantaan tai tietokanta täytyi poistaa ja luoda uudelleen, 
suuren taulujen välisiin relaatioihin vaikuttavan muutoksen takia.  
 
Ilmoittautumisohjelmiston tietokannassa sijaitsevan breedgroup – taulun sisältö haettuna 
puttyn komentorivillä, on nähtävissä neljännessä kuviossa (kuvio 4). Taulun sisältö on 
haettu sql – kyselykielen lauseella: SELECT * FROM breedgroup; SELECT –lauseketta 
seuraava määre kertoo, mitä tietokannasta haetaan. * -merkki tarkoittaa sql kielessä 
kaikkea. FROM – lauseketta seuraava määre täsmentää mihin haku on kohdistettu. 
Breedgroup on tietokannan taulun nimi ja puolipiste lopettaa sql – lauseen.  
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Kuvio 4. Roturyhmä – taulun sisältö haettuna puttyn komentorivillä. 
 
Putty käyttää Gnu gpl -lisenssin kanssa yhteensopivaa Mit – lisenssiä, joka myös on 
avoimenlähdekoodin lisenssi. Nimi Putty on täysin keksitty, eikä johdettu muista sanoista. 
(Simon Tatham 2015.) 
 
4.1.3 Eclipse  
Eclipse on ohjelmointiympäristö (IED). Se tarjoaa työympäristön ja liitännäisjärjestelmän, 
työympäristön muokkaamista varten. Eclipse on kehitetty ensisijaisesti Java 
ohjelmointikielellä toteutettavien ohjelmistojen kehitystä varten. Kehitys on kuitenkin 
mahdollista muillakin ohjelmointikielillä, mutta tämä vaatii oikeiden liitännäisten käyttöä.  
 
Ilmoittautumisohjelmiston relaatiotietokanta on toteutettu Eclipse ohjelmointiympäristössä. 
Käytännössä tämä tarkoittaa, että Hibernate pavut on kirjoitettu Javalla siinä. 
Ilmoittautumisohjelmiston kehityksessä, Eclipse oli jokaisen kehitystiimin jäsenen 
valitsema ohjelmointiympäristö. Sitä siis käytettiin järjestelmän lähes jokaisen osa-alueen 
kehityksessä, eikä vain relaatiotietokannan. Pois lukien palvelimen konfigurointi. 
Neljännes liite (Liite 4) on kuvankaappaus Eclipse:n yleisnäkymästä, kun 
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ilmoittautumisohjelmiston työympäristö on avattu. Vasemmassa reunassa on hierarkkinen 
näkymä järjestelmän arkkitehtuurista. Koko rakenne on liian suuri, näkyäkseen yhdellä 
sivulla, joten avasin vain polun Hibernate papuihin. Kuvan keskelle on avattu import.sql 
tiedosto, joka sisältää tietokannan testi datat. 
 
Vuonna 2004 Eclipse säätiö perustettiin noin kahdeksankymmenen eri 
ohjelmistokehitysyrityksen kesken. Samana vuonna Eclipse siirtyi Gpl 
avoimenlähdekoodin lisenssin käytöstä uuteen Epl (Eclipse public license) lisenssiin. Epl 
on myös avoimenlähdekoodin lisenssi, mutta se ei ole yhteen sopiva Gpl:n kanssa. Säätiö 
vastaa Eclipse:n kehityksestä tänäkin päivänä. Eclipsen alkuperäinen kehittäjä on 
ohjelmistojätti Ibm, joka julkaisi ensimmäisen version vuonna 2001. Tuolloin Eclipseä oli 
mahdollista käyttää avoimenlähdekoodin lisenssin Gpl:n alla. (Eclipse foundation 2016.) 
 
4.1.4 Git 
Git on versionhallintaohjelmisto ohjelmistokehitys projekteille. Versionhallintaohjelmistoa 
käyttämällä, kehityksen alla olevasta ohjelmasta, on mahdollista ylläpitää useita kopioita. 
Näin kehitystiimin jäsenet voivat vapaasti kehittää samanaikaisesti mitä tahansa ohjelman 
osa-aluetta omissa kopiossaan. Kopioista on vielä mahdollista tehdä haaroja, joita 
käytetään, kun halutaan kehittää osa-aluetta ilman sekaantumista pääversioon. Kehitetyt 
muutokset päivitetään yleensä yhteen pääversioon, josta muut kehitystiimin jäsenet voivat 
noutaa ne omiin kopioihinsa. Kopioiden palauttaminen vanhempiin versioihin on myös 
mahdollista. Tähän on tarvetta, kun uusi versio on päivityksen takia rikkoutunut (Pro git 
book 2014, 3.1.) 
 
Ilmoittautumisohjelmisto projektissa käytimme viittä kopiota kehitettävästä ohjelmasta; 
yksi jokaiselle kehitystiimin jäsenelle ja yksi virallinen versio. Tämä on yleinen tapa 
käyttää versionhallintaohjelmia. On myös muita tapoja jakaa kopioita, mutta katsoimme 
sen palvelevan tätä projektia parhaiten. Virallista versiota kutsutaan nimellä origin master. 
Varmistimme sen version ohjelmasta olevan aina toimiva, päivittämällä muutokset siihen 
vain, kun kehitystiimin jäsenen kopion versio on toimiva. Netissä maksutta luettavissa 
olevassa kirjassa Pro git book, on kuvattu pääversion haarautuminen seuraavasti (Kuvio 
5).  Kehitystiimin jäsenen kopio on kuviossa develop nimellä ja sen haara topic nimellä. 
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Kuvio 5. Git haarautuminen pääversiosta (Pro git book 3.4, 2014). 
 
Git:n vahvuudet ovat ohjelman hajautettavuus ja tehokkuus. Hajautettavuudella 
tarkoitetaan hajautettua työskentelyä. Kehitystiimin jäsenen ei siis tarvitse olla ohjelman 
kopion kanssa samassa lähiverkossa työympäristöllään, vaan kopio on noudettavissa 
työympäristöön ulkoverkon yli kehityspalvelimelta. Käytännössä kehitystiimin jäsenet 
voivat kehittää samaa ohjelmistoa ja olla fyysisesti toisilla puolilla maapalloa. 
Tehokkuudella taas tarkoitetaan kuinka hyvin Git kykenee skaalautumaan isojen 
hakemistopolkujen käsittelyyn. Git:n alkuperäinen kehittäjä on tunnettu suomalainen 
ohjelmoija Linus Torvalds. Tällä hetkellä ohjelmistoa ylläpitää japanilainen ohjelmoija ja 
hakkeri Junio Hamano. (Pro git book 2014.) 
 
Git suunniteltiin alun perin yhteensopivaksi POSIX -määrittelykokonaisuuden kanssa, joka 
puolestaan kehitettiin Unix–käyttöjärjestelmille. Tällä hetkellä Git on kuitenkin 
käytettävissä Linux, Os X ja Windows käyttöjärjestelmillä. Git on avoimenlähdekoodin 
ohjelmisto, jota on mahdollista käyttää Gnu GPLv2–lisenssin alla. Kun alkuperäiseltä 
kehittäjältä Linus Torvaldsilta kysyttiin englanniksi, ”mistä nimi Git tulee?” vastasi hän 
humoristisesti ”Olen egoistinen äpärä ja nimeän kaikki projektini itseni mukaan. Ensin 
Linux ja nyt Git”. Git on englantia ja tarkoittaa suomeksi ääliötä tai äpärää. Hän on myös 
maininnut että nimen Git tarkoitus riippuu käyttäjän mielialasta. (Git Faq 2013.) 
 
4.1.5 Microsoft Visio 
Microsoft Visio on kaavioiden piirtämiseen tarkoitettu ohjelma. Tietokannan 
luokkakaavioiden tekemiseen, ohjelma soveltuu hyvin. Käytinkin sitä juuri 
Ilmoittautumisohjelmiston tietokannan ensimmäisen version (Liite 3) luokkakaavion 
luomiseen. Luokkakaaviosta näkee taulujen väliset suhteet, sekä tauluihin tallennettavat 
rivit. Taulujen tarkempaan rakenteeseen luokkakaavio ei kuitenkaan ota kantaa. Aiemmin 
toisessa ohjelmistokehitys projektissa käytin visiota myös tietokannan hahmottelemiseen. 
(Kuvio 1) 
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 Ensimmäinen versio Visiosta julkaistiin vuonna 1992. Tuolloin sen kehittäjänä toimi 
Shapeware corporation, joka vaihtoi nimensä Visio corporationiksi vuonna 1995. Microsoft 
yhdistyi vuonna 2000 edellä mainitun yrityksen kanssa ja liitti Vision osaksi Microsoft 
Office tuoteperhettä. Visio on tällä hetkellä yhteensopiva vain Microsoftin Windows 
käyttöjärjestelmien kanssa. (Visio MVPs 2013.) 
 
4.1.6 MySQL Workbench 
Mysql Workbench on relaatiotietokantojen mallinnus ohjelma. Relaatiotietokannan 
luokkakaavio on mallinnettavissa ohjelmalla kahdella eri tavalla. Aivan nollapisteestä 
manuaalisesti, jolloin toiminta on piirustusmaista, kuten Microsoft Visiolla tehtäessä. 
Toinen tapa on muodostaa tietoliikenneyhteys suoraan tietokantapalvelimelle ja mallintaa 
luokkakaavio jo valmiista tietokannasta. 
 
Ilmoitusjärjestelmä projektissa käytin Mysql Workbench:iä relaatiotietokannan 
luokkakaavion mallintamiseen, aiemmin javalla ja hibernatella tekemästäni tietokannasta. 
Näin sain todellisen visuaalisen kuvan tietokannasta ja etenkin sen taulujen relaatioista. 
Visio oli kätevä työkalu tietokannan ensimmäisen version mallintamiseen, mutta mallin 
ajan tasalla pitäminen, olisi vienyt liikaa aikaa. Siksi ensimmäisen luokkakaavio 
hahmotelman jälkeen, siirryin vision käytöstä Mysql Workbench – mallinnus ohjelmaan. 
Sillä mallinnettu ilmoittautumisohjelmiston tietokannan lopullinen luokkakaavio, on 
nähtävissä liitteessä neljä. (Liite 4) 
 
Mallintamisen lisäksi ohjelmasta löytyy useita tietokannan hallinointiin liittyviä 
toiminnollisuuksia. Kun tietoliikenneyhteys tietokantapalvelimelle on muodostettu, on 
tietokantaa mahdollista hallinnoida lähes samalla tavalla kuin putty:n komentorivillä. Sql–
kyselyiden ajo tietokantaan siis onnistuu. Ilmoittautumisohjelmisto projektissa en 
kuitenkaan nähnyt tietokannan hallinnointia Mysql Workbench:llä oleelliseksi, koska 
tietokanta muodostetaan suoraan Hibernate entiteetti papujen pohjalta. Kaikki tehdyt 
muutokset tietokannan rakenteeseen siis häviäisivät aina, kun ohjelman elinikä uudelleen 
käynnistetään palvelimella. 
 
Mysql Workbench toimii Windows, Linux ja OsX käyttöjärjestelmillä. Sen kehittäjä on 
Oracle, joka myös omistaa Mysql relaatiotietokantaohjelmiston. (Oracle 2016.) 
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4.2 Tietokannan suunnittelu 
Ilmoittautumisohjelmiston relaatiotietokannan suunnittelu alkoi tehtävien määrittämisellä. 
Jaoin relaatiotietokannan toteuttamisen yksittäisiin tehtäviin, jotka lisäsin Taigan Kanban 
tauluun. Näin työnalla oli aina vain yksi selkä kokonaisuus ja tietokannan valmiusastetta 
oli helppo seurata koko ohjelmistokehitysprojektin ajan. Alla lista tehtävistä joihin 
tietokannan toteuttamisen jaoin. Kaksi ensimmäistä tehtävää ovat tietokannan 
suunnittelua ja kaksi viimeistä varsinaista toteutusta. 
 
 Luokkakaavion laatiminen 
 Taulujen rakenteen määrittäminen 
 Taulujen entiteetti papujen luonti 
 Import.sql tiedosto ja testi data. 
 
4.2.1 Luokkakaavion laatiminen 
Tietokannan luokkakaaviosta on nähtävissä taulut joista tietokanta muodostuu, sekä 
niiden väliset relaatiot. Taulujen sisältämät rivit ovat myös nähtävissä, mutta niiden 
tarkempaan rakenteeseen ei luokkakaavio ota kantaa. Luokkakaaviosta on siis 
vaivattomasti nähtävissä tietokannan rakenne. Käytin Visiolla tekemääni luokkakaaviota 
(Liite 3) pohjana, Hibernate entiteetti papuja luodessa. Näin yhdellä silmäyksellä näin 
suunnittelemani tietokannan rakenteen ilman, että minun täytyi selata listaa säilytettävistä 
tiedoista. Tämä alkuperäinen luokkakaavio poikkeaa lopullisen tietokannan rakenteesta, 
koska tein sen vain alkuperäisten säilytettävien tietojen perusteella. Siinä ei huomioida 
itse ohjelman sisäisiä tietojen säilytystarpeita, jotka kasvoivat koko ohjelmistokehitys 
projektin ajan. 
 
Tietokannan luokkakaavion laatiminen vaati säilytettävien tietojen kartoittamisen. 
Asiakkaan edustajalla oli kohtalaisesti tietoteknistä osaamista, jota käyttäen, hän oli 
laatinut alustavan listan säilytettävistä tiedoista. Lisäksi hänellä oli tarjota muutamia 
käyttäjätarinoita. Näiden asiakkaalta saatujen tietojen perusteella, ensimmäisen 
luokkakaavion (Liite 3) laatiminen Visiolla oli varsin suoraviivainen toimenpide. 
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Seuraavaksi tarkastelen, kuinka loin kolme eri taulua luokkakaavioon, asiakkaan 
edustajalta saamien koiraa koskevien tietojen säilytys tarpeiden pohjalta, jotka on listattu 
alle. Tarkastelussa on koira ja sen näyttelyissä voittamat tittelit. 
 
 Rekisterinumero (formaatti FI12355/12, jossa 5 numeroa ja rekisteröintivuosi) 
 Koko nimi 
 Koiran tittelit 
 Syntymäaika (numeroina tai kalenterikuvakkeena) 
 Kennelnimi  
 Sukupuoli 
 Roturyhmä  
 Tekstikenttä Muu 
 Isän ja emän nimi 
 Näyttelyyn ilmoitettava luokka  
 Kasvattajan nimi ja kotipaikka 
 Rastikohta koiralla on muitakin omistajia ja kentät 4 lisäomistajaa varten, kentät 
tulevat näkyviin vain yksi kerrallaan kun edellinen kenttä on täytetty 
 Rastikohta Ei omistajan yhteystietoja näyttelyluetteloon 
 Lisää liite/liitteet 
 Vapaa tekstikenttä.  
 
Aloitin luomalla koira taulun (Kuvio 6), jonka jokainen rivi kuvastaa yksiselitteisesti vain 
yhden koiran yhtä tietoa. Taulun ja sen rivien välillä on tällöin yhden suhde yhteen suhde. 
Rivien tietotyypit riippuvat niissä säilytettävästä tiedosta. Ensimmäisestä taulukosta 
(Taulukko 1) on nähtävissä kaikki Mysql tietokannan tietotyypit. Rivien nimet muodostin 
siten, että kolme ensimmäistä kirjainta ovat taulun nimen kolme ensimmäistä kirjainta. 
Näin lähdekoodissa pelkästä rivin nimestä näkee, mihin tauluun se kuuluu. Aputauluissa 
on otettu kaksi ensimmäistä merkkiä molemmista tauluista.  
 
Jokaisella taululla on oltava uniikki pääavain, joten koiran rekisterinumero soveltui 
erinomaisesti. Siksi rivin lopussa on (PK), joka tarkoittaa primary key eli pääavain. Bre_id 
rivi on viittaus rotu taulun pääavaimeen, koska näyttelyihin osallistuvilla koirilla voi olla 
vain yksi rotu. Siksi rivin lopussa (FK), joka tarkoittaa foreing key eli viiteavain. Mikäli 
myös sekarotuiset koirat voisivat ilmoittautua, pitäisi koira ja rotu taulujen välille luoda 
aputaulu, kuten koira ja titteli taulujen välillä on. 
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Kuvio 6. Koira taulu 
 
Titteliä ei ollut mahdollista lisätä rivinä koira tauluun, koska yhdellä koiralla voi olla useita 
eri titteleitä ja yhdellä tittelillä useita eri koira. Sille täytyi luoda oma taulunsa. Jotta 
taulujen väliset relaatiot olisi normalisoitu kolmanteen muotoon, täytyy niiden välisien 
suhteiden olla monen suhde yhteen tai yhden suhde moneen. Sellaisenaan koira ja titteli 
taulun välinen suhde olisi monen suhde moneen. Monen suhde moneen relaatio on 
toimiva, muttei hyvien käytäntöjen mukainen. Aputaulun avulla monen suhde moneen 
relaatio saadaan muutettua yhden suhde moneen tai monen suhde yhteen relaatioiksi. 
Aputaulu ei yleensä sisällä sille itselleen uniikkeja rivejä, mutta tässä ratkaisussa (Kuvio 7) 
sille on määritetty uniikki pääavain. Se on autoincrement rivi, joka kasvaa automaattisesti 
yhdellä numerolla, kun tauluun lisätään yksi sarake. Taulun kaksi viiteavainta voivat 
yhdessä myös muodostaa pääavaimen, mikäli niitä ei jo yhdessä käytetä toisessa 
taulussa. 
 
 
Kuvio 7. Koira ja titteli taulut sekä niiden välinen aputaulu 
 
Ensin säilytettävien tietojen pohjalta loin taulun. Seuraavaksi määritin tauluun sidoksissa 
olevien taulujen relaatiot ja viiteavaimet. Tässä järjestyksessä tein 
ilmoittautumisohjelmiston relaatiotietokannan luokkakaavion (Liite 3), asiakkaan 
edustajalta saamieni tietojensäilytys tarpeiden pohjalta. 
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4.2.2 Taulujen rakenteen määrittäminen 
Taulujen välisten relaatioiden suunnittelun jälkeen, määritettiin taulujen tarkka rakenne. 
Käytännössä taulujen riveille annetaan eheysehto ja tietotyyppi. Eheysehto kertoo rivin 
raamit. Pääavain merkitään PK (primary key), viiteavain FK (foreign key) ja tavalliset rivit 
jäävät ilman merkintää. Null eheysehto annetaan riveille, jotka voivat olla tyhjiä taulun 
sarakkeissa. Not null taas kertoo, ettei rivi voi olla tyhjä. Taulun pääavain ei voi koskaan 
jäädä tyhjäksi.  
 
Tietotyyppi nimensä mukaisesti kertoo rivin attribuutin tietotyypin. Kaikki Mysql 
relaatiotietokannan tietotyypit löytyvät ensimmäisestä taulukosta (Taulukko 1). Koska 
Ilmoittautumisohjelmistossa käytettävä Mariadb hallintajärjestelmä pohjautuu Mysql:ään, 
ovat sen tietotyypit myös samat. Sulkujen sisältämä numero kertoo kuinka monta merkkiä 
pitkä rivi voi olla. Esimerkkinä käytetään koira – taulua (Taulukko 2). 
 
Taulukko 2. Koira – taulun rakenne 
dog -taulu Eheysehto Tietotyyppi 
dog_register_number PK, not null varchar(255) 
bre_id FK, not null int(11) 
dog_name null varchar(255) 
dog_kennel_given_name null varchar(255) 
dog_kennel_name null varchar(255) 
dog_birthday null varchar(255) 
dog_sex null varchar(255) 
dog_mother_name null varchar(255) 
dog_father_name null varchar(255) 
dog_breeder_first_name null varchar(255) 
dog_breeder_last_name null varchar(255) 
dog_breeder_post_office null varchar(255) 
dog_enabled null tinyint(1) 
dog_owner_info_visible null varchar(255) 
dog_additional_details null varchar(255) 
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4.3 Tietokannan toteutus 
Kun relaatiotietokannan luokkakaavio oli tehty ja rivien eheysehdot määritetty, täytyi 
seuraavaksi luoda jokaiselle taululle oma Java olio ohjelman backend -tasoon. 
Ilmoittautumisohjelmistossa käytettävä Mariadb tietokanta, on relaatiotietokanta 
hallintajärjestelmä, jonka toiminta perustuu taulujen välisiin relaatioihin. Se ei sellaisenaan 
ole suoraan yhteensopiva ohjelman backend -tason kanssa, koska java -ohjelmointikieli 
perustuu olioihin, joita tietokanta ei tunne.  
 
On olemassa objektitietokanta hallintajärjestelmiä, joiden toiminta perustuu relaatioiden 
sijaan olioihin. Ne yksinkertaistavat ohjelman toimintaa oliopohjaisen ohjelmointikielen 
back end ja tietokannan välisessä rajapinnassa. Tässä projektissa kuitenkin päädyttiin 
relaatiotietokanta hallintajärjestelmään, koska se tukee paremmin relaatio pohjaista 
tietojensäilytys tarvetta. 
 
4.3.1 Taulujen luonti entiteetti papujen pohjalta 
Ilmoittautumisohjelmiston back end ja tietokanta -tasojen välisessä rajapinnassa käytettiin 
tässä projektissa Hibernate orm viitekehystä. Se mahdollistaa Java olioiden kartoittamisen 
relaatiotietokantaan annotaatioiden avulla. 
 
Seuraavaksi katsomme kuinka edellisen kappaleen koira –taulun Java olio luodaan, sekä 
kuinka sille määritetään oikeat Hibernate annotaatiot, tehden siitä entiteetti pavun (Liite 5). 
Oliossa on muutama attribuutti enemmän, kuin alkuperäisessä luokkakaaviossa on rivejä. 
Nämä rivit vastaavat tietojensäilytystarpeisiin, jotka ilmenivät ohjelmistokehitysprojektin 
myöhemmissä vaiheissa. Kahdella kenoviivalla alkava vihreä teksti on koodia selittävää 
kommentointia, eikä suoritettavaa koodia. Olion attribuuttien asettaja ja hakija menetelmät 
on kommentoitu vain muihin entiteetteihin viittaavien menetelmien kohdilla. Tein tämän 
tilan säästämiseksi ja toiston vähentämiseksi, koska niiden tarkoitus on sama jokaisen 
DogEntity -olion oman attribuutin kohdalla. 
 
Entiteetti pavun luonnin jälkeen, sille täytyy määrittää nimi, joka seuraa aina tietokannan 
tauluksi asti. Ohjelman arkkitehtuurin selkeyden vuoksi kaikki taulujen nimet on koottu 
Constants – luokkaan. Seuraavalla annotaatiolla DogEntity -luokassa määritetään, että 
nimi löytyy Constats luokasta TABLE_DOG atribuutin arvosta. 
 
@Table(name = Constants.TABLE_DOG) 
 
Constants -luokassa TABLE_DOG attribuutille annetaan arvo dog. 
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public static final String TABLE_DOG = "dog"; 
 
Ennen kuin ohjelman back end voidaan suorittaa ja DogEntity -entiteetti papu ajaa 
Mariadb relaatiotietokantaan tauluksi, täytyy määrittää yhteys tietokantaan. 
Ilmoittautumisohjelmiston arkkitehtuurissa yhteys asetukset löytyvät persistance -luokasta. 
Alla olevat asetukset on kirjoitettu xml –merkintä kielellä. Tietokannan oikeaa salasana ja 
käyttäjätunnus on korvattu user ja password teksteillä. 
 
<properties> 
 <property name="javax.persistence.jdbc.driver" value="org.mariadb.jdbc.Driver" /> 
 <property name="javax.persistence.jdbc.url"value="jdbc:mariadb://localhost/user" /> 
 <property name="javax.persistence.jdbc.user" value="user" /> 
 <property name="javax.persistence.jdbc.password" value="password" /> 
 <property name="hibernate.dialect" value="org.hibernate.dialect.MySQLDialect" /> 
 <property name="hibernate.hbm2ddl.auto" value="create" /> 
</properties> 
 
Nyt kun ohjelman back end ajetaan, hibernate luo DogEntity entiteetti pavusta taulun 
tietokantaan. Kahdeksas kuva (Kuvio 8) on puttyn komentorivi, johon on haettu aiemmin 
tehty dog – taulun rakenne. Rakenne haetaan SQL:n desc dog; kyselyllä. Desc on kuvaus 
määre, jota seuraavaan dog – tauluun se suoritetaan. Puolipiste lopettaa sql – kyselyn. 
 
 
Kuvio 8. Koira –taulun rakenne Mariadb tietokannassa haettuna puttyn komentorivillä. 
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4.3.2 Testi data 
Taulujen luonnin jälkeen tietokantaan, lisätään niihin testi dataa. Tämä tehdään haku 
funktioiden testausta varten. Ilmoittautumisohjelmistossa kaikki testi data ajetaan 
ohjelman sisältämästä import.sql – tiedostosta. Alla SQL kysely, joka lisää koira – tauluun 
koiran.  
 
insert into dog (dog_register_number, br_id, usr_email, dog_name, 
dog_kennel_given_name, dog_kennel_name, dog_birthday, dog_sex, dog_mother_name, 
dog_father_name, dog_breeder_first_name, dog_breeder_last_name, 
dog_breeder_country, dog_breeder_post_office, dog_additional_details, 
dog_owner_info_visible) values ('ISO001', '1', 'user@tester.com','Musti','Royal 
peppers Abel','Royal peppers','2008.12.12','Male','Royal peppers Gide-
on','Cerberus Mcnulty','Kaapo','Kasvattaja','Finland','Helsinki','Ei 
lisätietoja','0'); 
 
Kyselyn Insert into dog -lauseke määrittää, että dog nimiseen tauluun ollaan 
lisäämässä dataa. Ensimmäisien sulkujen sisältö kertoo taulun rivien nimet. Viimeisiä 
sulkuja edeltävä values – lauseke määrittää sulkujen sisällön olevan riveihin syötettävät 
arvot. Rivit ja niihin syötettävät arvot erotellaan toisistaan pilkulla. Puolipiste lopettaa 
kyselyn. 
  
26 
 
5 Pohdinta 
Noin puoli vuotta kestäneen ilmoittautumisohjelmisto -ohjelmistokehitysprojektin 
lopputuloksena syntyi relaatiotietokanta, joka vastaa asiakkaalta saatuihin sekä projektin 
aikana toteutettujen toiminnollisuuksien -tietojen säilytys tarpeisiin. Tietokantaan on 
mahdollista tallentaa seuraavat kokonaisuudet, joihin ei ole laskettu aputauluja. 
 
 Koira 
 Koiran liitteet 
 Koiran tittelit 
 Koiran rotu 
 Koiran omistaja 
 Roturyhmät 
 Ohjelmiston käyttäjä 
 Käyttäjäoikeudet 
 Käyttäjän varaus näyttelyyn 
 Koiranäyttely 
 Koiranäyttelyn tuomari 
 Koiranäyttelyn eri kilpailu luokat 
 Koiranäyttelyn eri hintaluokat 
 Koiranäyttelyn päivät 
 Junior handler eli koiran käsittelijä joka on lapsi. 
 
Ohjelman julkaisu tapahtuu suunnitelmien mukaan kuitenkin vasta vuoden kuluttua, tämän 
ohjelmistokehitys projektin lopusta. Ohjelman uudelle jatkokehitys tiimille jää siis 
toteutettavia toiminnollisuuksia, jotka tulevat vaikuttamaan tietokannan rakenteeseen. 
Näihin toiminnollisuuksiin kuuluu: 
 
 Koirien ja junior handlereide:n lisääminen tilaukseen. 
 Tilauksien logiikka ja maksupalvelu integraatio. 
 Näyttelyiden tuloslistat 
 Lokalisointi 
 Agility kilpailuiden inegrointi 
 
Suunnittelin ja toteutin ennen tätä ohjelmistokehitysprojektia relaatiotietokantoja, mutta 
Hibernate, Taiga ja Mysql workbench olivat aivan uusia teknologioita. 
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Liitteet 
Liite 1. Pitsa tilausjärjestelmän tietokannan eheysehdot.  
Tayte –taulu 
Kenttä  Eheysehto  Tietotyyppi 
ta_id  PK, not null  int(11), Auto increment 
ta_nimi  not null  varchar(30) 
 
Pizza –taulu 
Kenttä  Eheysehto  Tietotyyppi 
pi_id  PK, not null  int(11), Auto increment 
pi_nimi  not null  varchar(25) 
pi_hinta  not null  double >0 
 
PizzaTilaus –taulu 
Kenttä  Eheysehto  Tietotyyppi 
piti_id  PK, not null  int(11), Auto increment 
pi_id  FK, not null  int(11) 
ti_id  FK, not null  int(11) 
 
TäytePizza –taulu 
Kenttä  Eheysehto  Tietotyyppi 
tapi_id  PK, not null  int(11), Auto increment 
ta.id  FK, not null  int(11) 
pi.id  FK, not null  int(11) 
 
Juoma –taulu 
Kenttä  Eheysehto  Tietotyyppi 
ju_id  PK, not null  int(11), Auto increment 
ju_nimi  not null  varchar(25) 
ju_hinta  not null  double >0 
 
JuomaTilaus –taulu 
Kenttä  Eheysehto  Tietotyyppi 
juti_id  PK, not null  int(11), Auto increment 
ti_id  FK, not null  int(11) 
ju_id  FK, not null  int(11) 
 
Tilaus –taulu 
Kenttä  Eheysehto  Tietotyyppi 
ti_id  PK, not null  int(11), Auto increment 
pi_ id  FK, null  char(5) 
ju_.id  FK, null  char(5) 
ti_tilaaja  not null  varchar(30) 
ti_osoite  not null  varchar(40) 
ti_puh  null  int(10) 
ti_lisatieto  null  varchar(150) 
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Liite 2. v.4.2 Eclipsen yleisnäkymä  
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Liite 3. Ilmoittautumisohjelmiston relaatiotietokannan suunnitellun version 
luokkakaavio. 
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Liite 4. Ilmoittautumisohjelmiston relaatiotietokannan lopullisen version 
luokkakaavio 
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Liite 5. DogEntity luokka 
//DogEntity luokan paketin sijainti ilmoittautumisohjelmistossa 
package com.dogium.persistence.dao.dog.entity; 
 
//Listojen käytön tuonti DogEntity luokalle 
import java.util.List; 
 
//Tietokannan taulujen annotaatioiden käytön tuonti DogEntity luokalle 
import javax.persistence.CascadeType; 
import javax.persistence.Column; 
import javax.persistence.Entity; 
import javax.persistence.FetchType; 
import javax.persistence.Id; 
import javax.persistence.JoinColumn; 
import javax.persistence.JoinTable; 
import javax.persistence.ManyToMany; 
import javax.persistence.ManyToOne; 
import javax.persistence.Table; 
 
//Hibernaten tietokantahakujen eri tyyppien annotaatioiden haku DogEntity 
luokalle 
import org.hibernate.annotations.FetchMode; 
import org.hibernate.annotations.Fetch; 
 
//Muiden ilmoittautumisohjelmiston luokkien haku DogEntity luokalle 
import com.dogium.constant.Constants; 
import com.dogium.persistence.dao.breed.entity.BreedEntity; 
import com.dogium.persistence.dao.owner.entity.OwnerEntity; 
import com.dogium.persistence.dao.user.entity.UserEntity; 
 
//Hibernaten annotaatio, joka määrittää DogEntity luokan, hibernaten 
käyttämäksi entiteetiksi 
@Entity 
 
//Hibernaten annotaatio, joka määrittää Constants luokkaan DogEntity entiteetin 
TABLE_DOG tauluksi 
@Table(name = Constants.TABLE_DOG) 
 
//Olion kantaluokan määrittäminen 
public class DogEntity implements Cloneable { 
  
    //Olion sisäisessä käytössä olevien atribuuttien määritys 
    private String registerNumber; 
    private BreedEntity breedEntity; 
    private UserEntity userEntity; 
    private String name; 
    private String kennelGivenName; 
    private String kennelName; 
    private String birthday; 
    private String sex; 
    private String motherName; 
    private String fatherName; 
    private String breederFirstName; 
    private String breederLastName; 
    private String breederCountry; 
    private String breederPostOffice; 
    private String additionalDetails; 
    private boolean ownerInfoVisible; 
    private List<OwnerEntity> owners; 
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    //Olion muille luokille näkyvän eli julkisen rakenteen määrittäminen 
    public DogEntity() { 
 this(null, null, null, null, null, null, null, null, null, null, 
null,   null, null, null, null, false, null); 
    } 
     
    //Olion julkisten atribuuttien määrittäminen 
    public DogEntity( 
            String registerNumber, 
            BreedEntity breedEntity, 
            UserEntity userEntity, 
            String name, 
            String kennelGivenName, 
            String kennelName, 
            String birthday, 
            String sex, 
            String motherName, 
            String fatherName, 
            String breederFirstName, 
            String breederLastName, 
            String breederCountry, 
            String breederPostOffice, 
            String additionalDetails, 
            boolean ownerInfoVisible, 
            List<OwnerEntity> owners) { 
      
        //Kutsutun atribuuttien arvon määrittäminen samaksi kuin julkisen 
        this.registerNumber = registerNumber; 
        this.breedEntity = breedEntity; 
        this.userEntity = userEntity; 
        this.name = name; 
        this.kennelGivenName = kennelGivenName; 
        this.kennelName = kennelName; 
        this.birthday = birthday; 
        this.sex = sex; 
        this.motherName = motherName; 
        this.fatherName = fatherName; 
        this.breederFirstName = breederFirstName; 
        this.breederLastName = breederLastName; 
        this.breederCountry = breederCountry; 
        this.breederPostOffice = breederPostOffice; 
        this.additionalDetails = additionalDetails; 
        this.ownerInfoVisible = ownerInfoVisible; 
        this.owners = owners; 
    } 
     
//Annotaatio joka kertoo getRegisternumber menetelmän palauttavan                                
registerNumber atribuutin, olevan tietokannan pääavain. 
@Id 
     
//Annotaatio joka kertoo getRegisternumber menetelmän palauttavan 
registerNumber atribuutin nimen tietokannassa olevan dog_register_number. 
@Column(name = "dog_register_number") 
     
//getRegisterNumber haku menetelmä, joka palauttaa kutsujalle olion sisäisen 
registerNumber atribuutin arvon. 
public String getRegisterNumber() { 
 return registerNumber; 
 } 
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 //setRegisterNumber asettaja menetelmä, joka kutsuttaessa asettaa kutsutun 
atribuutin arvon samaksi, olion julkisen registerNumber atribuutin kanssa. 
public void setRegisterNumber(String registerNumber) { 
  this.registerNumber = registerNumber; 
 } 
  
//Annotaatio joka yhdistää DogEntity ja BreedEntity entiteetit monen suhde 
yhteen relaatiolla. Cascade tyyppi ALL kertoo että BreedEntity tauluun tehdyt 
muutokset periytyvät DogEntity taululle 
@ManyToOne(cascade = CascadeType.ALL, targetEntity = BreedEntity.class) 
     
//Annotaatio joka määrittää että taulut yhdistetään br_id pääavain rivillä. 
br_id näkyy siis koira taulussa viiteavaimena. 
@JoinColumn(name = "br_id") 
public BreedEntity getBreedEntity() { 
  return breedEntity; 
 } 
 public void setBreedEntity(BreedEntity breedEntity) { 
  this.breedEntity = breedEntity; 
 } 
  
//Annotaatio joka yhdistää DogEntity ja UserEntity entiteetit monen suhde 
yhteen relaatiolla.  
    @ManyToOne(cascade = CascadeType.ALL, targetEntity = UserEntity.class, 
fetch = FetchType.EAGER) 
     
//Annotaatio joka määrittää että taulut yhdistetään usr_email pääavain rivillä. 
    @JoinColumn(name = "usr_email") 
    public UserEntity getUserEntity() { 
  return userEntity; 
 } 
 public void setUserEntity(UserEntity userEntity) { 
  this.userEntity = userEntity; 
 } 
  
//Pelkästään DogEntity entiteetin omien atribuuttien asettaja ja 
hakija menetelmiä. 
 @Column(name = "dog_name") 
 public String getName() { 
  return name; 
 } 
 public void setName(String name) { 
  this.name = name; 
 } 
  
 @Column(name = "dog_kennel_given_name") 
 public String getKennelGivenName() { 
  return kennelGivenName; 
 } 
 public void setKennelGivenName(String kennelGivenName) { 
  this.kennelGivenName = kennelGivenName; 
 } 
  
 @Column(name = "dog_kennel_name") 
 public String getKennelName() { 
  return kennelName; 
 } 
 public void setKennelName(String kennelName) { 
  this.kennelName = kennelName; 
 } 
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 @Column(name = "dog_birthday") 
 public String getBirthday() { 
  return birthday; 
 } 
 public void setBirthday(String birthday) { 
  this.birthday = birthday; 
 } 
  
 @Column(name = "dog_sex") 
 public String getSex() { 
  return sex; 
 } 
 public void setSex(String sex) { 
  this.sex = sex; 
 } 
  
 @Column(name = "dog_mother_name") 
 public String getMotherName() { 
  return motherName; 
 } 
 public void setMotherName(String motherName) { 
  this.motherName = motherName; 
 } 
  
 @Column(name = "dog_father_name") 
 public String getFatherName() { 
  return fatherName; 
 } 
 public void setFatherName(String fatherName) { 
  this.fatherName = fatherName; 
 } 
  
 @Column(name = "dog_breeder_first_name") 
 public String getBreederFirstName() { 
  return breederFirstName; 
 } 
 public void setBreederFirstName(String breederFirstName) { 
  this.breederFirstName = breederFirstName; 
 } 
  
 @Column(name = "dog_breeder_last_name") 
 public String getBreederLastName() { 
  return breederLastName; 
 } 
 public void setBreederLastName(String breederLastName) { 
  this.breederLastName = breederLastName; 
 } 
  
 @Column(name = "dog_breeder_country") 
 public String getBreederCountry() { 
  return breederCountry; 
 } 
 public void setBreederCountry(String breederCountry) { 
  this.breederCountry = breederCountry; 
 } 
  
 @Column(name = "dog_breeder_post_office") 
 public String getBreederPostOffice() { 
  return breederPostOffice; 
 } 
 public void setBreederPostOffice(String breederPostOffice) { 
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  this.breederPostOffice = breederPostOffice; 
 } 
  
 @Column(name = "dog_additional_details") 
 public String getAdditionalDetails() { 
  return additionalDetails; 
 } 
 public void setAdditionalDetails(String additionalDetails) { 
  this.additionalDetails = additionalDetails; 
 } 
  
 @Column(name = "dog_owner_info_visible") 
 public boolean isOwnerInfoVisible() { 
  return ownerInfoVisible; 
 } 
 public void setOwnerInfoVisible(boolean ownerInfoVisible) { 
  this.ownerInfoVisible = ownerInfoVisible; 
 } 
  
//Annotaatio joka määrittää monen suhde moneen relaation koira ja 
käyttäjä taulujen välille. Monen suhde moneen relaatio ei ole 
normalisoitu kolmanteen muotoon joten väliin tehdään aputaulu. 
 @ManyToMany(cascade = CascadeType.ALL, fetch = FetchType.EAGER) 
  
//Annotaatio alihaun määrittämiseksi, koska kyseessä on lista eikä 
pelkkä entiteetti. 
 @Fetch(value = FetchMode.SUBSELECT) 
  
//Annotaatio jolla luodaan aputaulu koira ja omistaja taulujen 
välille. 
 @JoinTable 
(name = Constants.TABLE_DOG_OWNER,joinColumns = { @JoinColumn(name = 
"dog_register_number") }, 
 inverseJoinColumns = { @JoinColumn(name = "own_id") }) 
 
     public List<OwnerEntity> getOwners() { 
  return owners; 
 } 
 public void setOwners(List<OwnerEntity> owners) { 
  this.owners = owners; 
 } 
     
    //Annotaatio joka määrittää olion kopion yliajavaksi 
    @Override 
     
    //Kopio DogEntity oliosta 
    public DogEntity clone() { 
        return new DogEntity( 
                registerNumber, 
                breedEntity, 
                userEntity, 
                name, 
                kennelGivenName, 
                kennelName, 
                birthday, 
                sex, 
                motherName, 
                fatherName, 
                breederFirstName, 
                breederLastName, 
                breederCountry, 
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                breederPostOffice, 
                additionalDetails, 
                ownerInfoVisible, 
                owners); 
    } 
     
//Menetelmä, joka palauttaa kutsujalle DogEntity olion sisällön/atribuutit 
muotoiltuna 
@Override 
public String toString() { 
return "DogEntity [registerNumber=" + registerNumber + ", breedEntity=" + 
breedEntity + ", userEntity=" + userEntity + ", name=" + name + ", kennel-
GivenName=" + kennelGivenName + ", kennelName=" + kennelName + ", birthday=" + 
birthday + ", sex=" + sex+ ", motherName=" + motherName + ", fatherName=" + fa-
therName + ", breederFirstName=" + breederFirstName + ", breederLastName=" + 
breederLastName + ", breederCountry=" + breederCountry + ", breederPostOffice=" 
+ breederPostOffice + ", additionalDetails=" + additionalDetails + ", ownerIn-
foVisible=" + ownerInfoVisible + ", owners=" + owners + "]"; 
}  
} 
 
 
 
 
