Abstract. Previous research has provided metadata models that enable the capturing of the static components of a Data Warehouse (DW) architecture, along with information on different quality factors over these components. This paper complements this work with the modeling of the dynamic parts of the DW, i.e., with a metamodel for DW operational processes. The proposed metamodel is capable of modeling complex activities, their interrelationships, and the relationship of activities with data sources and execution details. Finally, the metamodel complements proposed architecture and quality models in a coherent fashion, resulting in a full framework for DW metamodeling, capable of supporting the design, administration and evolution of a DW. We have implemented this metamodel using the language Telos and the metadata repository system ConceptBase.
Introduction
Data Warehouses (DW) are complex and data-intensive systems that integrate data from multiple heterogeneous information sources and ultimately transform them into a multidimensional representation, which is useful for decision support applications. Apart from a complex architecture, involving data sources, the global data warehouse, the operational data store (ODS), the client data marts, etc., a DW is also characterized by a complex lifecycle. The DW involves a permanent design phase, where the designer has to produce various modeling constructs (a conceptual model, possibly not in a standard ER formalism and a usually voluminous logical schema), accompanied by a detailed physical design for efficiency reasons (involving indexing, clustering etc.) The designer must also deal with the DW processes, which are complex in structure, large in number and hard to code at the same time. Viewing the DW as a set of layered, materialized views is thus a very simplistic view. For example, the DW refreshment process can already consist of many different subprocesses like data cleaning, archiving, transformations, aggregations interconnected through a complex schedule [BoFM99] . The administration of the DW is also a complex task, where deadlines must be met for the population of the DW and contingency actions taken in the case of errors. Finally, we must add the evolution phase, which is a combination of design and administration: as time passes, new data are requested by the end users, new sources of information become available, and the DW architecture must evolve to meet these challenges.
All the data warehouse components, processes and data are -or at least should be -tracked and administered from a metadata repository. The metadata repository controls the data warehouse components and is therefore the essential starting point for design and operational optimization. Moreover, the schema of the metadata repository, expressed as the DW architecture model should also be powerful enough to capture the semantics and structure of the data warehouse processes (design, refreshment, cleaning, etc.). Expressiveness and ease of use of the metadata schema are crucial for data warehouse quality [JQJ98] .
In [JJQV99] , we have presented a metadata modeling approach which enables the capturing of the static parts of the architecture of a data warehouse, along with information over different quality dimensions of these components. The linkage of the architecture model to quality parameters (quality model) and its implementation in ConceptBase have been formally described in [JQJ98] . [VBQ99] presents a methodology for the actual exploitation of the information found in the metadata repository and the quality-oriented evolution of a data warehouse based on the architecture and quality model. In this paper, we complement these approaches with the metamodeling for the dynamic part of the data warehouse environment: the processes.
As we will show in this paper, this kind of meta-information can be used to support the design and the evolution of the DW. In these phases of the DW lifecycle, the designers of a DW need information about processes: what are they supposed to do, why are they necessary, how are they implemented and how they affect other processes in the DW. To this end, we present a model for DW processes, influenced by ideas developed in the area of workflow management systems [CCPP95, SaOr99, GeHS95, WMC98] as well as the Actor-Dependency model [YuMy94] (and its latest version, the Strategic Dependency model [Yu99] ). We have identified several requirements for a DW process model, which are close to the specific nature of such an environment. Specifically, these requirements are: 1. Complexity of structure: the DW processes are quite complex in their nature, in terms of tasks executed within a single process, execution coherence, contingency treatment, etc. The complexity of structure is also confusing for the zooming in and out the repository, which is a well-known requirement in the field of repository management. 2. Relationship of processes with involved data: the DW processes are data intensive by nature. To handle the data flow in a repository, it is important that the repository is able to capture the interrelationship between processes and relevant data. 3. Information on process traces: not only the structure of a process is important; the specific traces of executed processes are required to be tracked down, too. The repository, thus, gains added value since, ex ante the DW stakeholders can use it for design purposes (e.g., to select the DW objects necessary for the performance of a task) and ex post, people can relate the DW objects to decisions, tools and the facts which have happened in the real world [JaJR90] . 4. Clear separation of viewpoints: As discussed in [YuMy94, JJQV99] , there are different viewpoints for the world of an information system, which can be tracked in a metadata repository: what components it consists of (logical perspective), how they actually perform (physical perspective) and why these components exist (conceptual perspective). The DW process model should reflect this separation of viewpoints. 5. Linkage to quality: The ability of a metadata repository to track the quality of the involved objects can be exploited especially in the case where this particular quality is not satisfactory from the viewpoint of a DW stakeholder [JJQV99, JLVV99] . A process model, should thus be able to represent the linkage of the modeled processes to concrete factors which measure the quality of the DW. The contribution of this paper is towards the fulfillment of all the aforementioned requirements. We do not claim that our approach is suitable for any kind of process, but rather we focus our attention to the internals of DW systems. Our model has been implemented in the metadata repository ConceptBase. The usefulness of our approach is further demonstrated by the fact that the proposed model enables DW management, design and evolution, as we will show in section 4. Our model supports the following steps in the DW lifecycle:
(i) The design of the DW is supported by extended use of consistency checks, to ensure the correctness of the representation.
The model facilitates the administration of the DW, by enabling the measurement of quality of DW processes and the spotting of inefficiencies. (iii)
A specific task of DW administration, namely evolution, is supported by the exploitation of the information on the interdependencies of DW components, to forecast any possible impact by the change of any of these components. To facilitate these tasks, we derive the description of the DW materialized views from the process definitions used for their population, instead of treating the DW as a set of layers of materialized views. This paper is organized as follows: in section 2 we describe the process metamodel and in section 3 we present its linkage to the quality model. In section 4 we present how the metadata repository can be exploited, when enriched with this kind of information. In section 5 we present related work and finally, in section 6 we conclude our results and present issues for future research.
Metamodel for Data Warehouse Operational Processes
In [JJQV99] a basic metamodel for data warehouse architecture and quality has been presented. A condensed graphical overview of the architecture meta model is given in (Fig. 1) . The framework describes a data warehouse in three perspectives: a conceptual, a logical and a physical perspective. Each perspective is partitioned into the three traditional data warehouse levels: source, data warehouse and client level.
On the metamodel layer, the framework gives a notation for data warehouse architectures by specifying meta classes for the usual data warehouse objects like data store, relation, view, etc. On the metadata layer, the metamodel is instantiated with the concrete architecture of a data warehouse, involving its schema definition, indexes, tablespaces, etc. The lowest layer in Fig. 1 represents the real world where the actual processes and data reside.
The static description of the architecture parts of the DW (left part of Fig. 1 ) is complemented in this paper with a metamodel of the dynamic parts of the DW, i.e. the DW operational processes. As one can notice on the right side of Fig. 1 , we follow again a three level instantiation: a Process Metamodel deals with generic entities involved in all DW processes (operating on entities found at the DW metamodel level), the Process Model covers the processes of a specific DW by employing instances of the metamodel entities and the Process Traces capture the execution of the actual DW processes happening in the real world. Our approach has been influenced by ideas on dependency and workflow modeling stemming from [CCPP95, SaOr99, JaJR90, RaDh92, YuMy94, GeHS95] and on the Workflow Reference Model, presented in [WMC98] by the Workflow Management Coalition (WfMC). We found the Workflow Reference Model too abstract for the purpose of a repository serving a specific kind of processes, the DW operational processes. First, the relationship of an activity with the data it involves is not really covered, although this would provide extensive information of the data flow in the DW. Second, the separation of perspectives is not clear, since the WfMC proposal focuses only on the structure of the workflows. To compensate this shortcoming, we employ the basic idea of the Actor-Dependency model to add a conceptual perspective to the definition of a process, capturing the reasons behind its structure.
The 3 Perspectives for the Process Model.
Our process model (cf. Fig. 3 ) has also different perspectives covering distinct aspects of a process: the conceptual, logical and physical perspective. The categorization fits naturally with the separation proposed in [JJQV99] (i.e., the architecture model), since the perspectives of the process model operate on objects of the respective perspective of the architecture model. As mentioned in [YuMy94] there are different ways to view a process: what steps it consists of (logical perspective), how they are to be performed (physical perspective) and why these steps exist (conceptual perspective). Thus, we view a DW process from three perspectives: a central logical part of the model, which captures the basic structure of a process, its physical counterpart which provides specific details over the actual components that execute the activity and the conceptual perspective which abstractly represents the basic interrelationships between DW stakeholders and processes in a formal way.
Typically, the information about how a process is executed concerns stakeholders who are involved in the everyday use of the process. The information about the structure of the process concern stakeholders that manage it and the information relevant to the reasons behind this structure concern process engineers who are involved in the monitoring or evolution of the process environment. In the case of DW's it is expected that all these roles are covered by the DW administration team, although one could also envision different schemes. Another important issue shown in Fig. 2 is that there is also a data flow at each of the perspectives: a type description of the incoming and outcoming data at the logical level (where the process acts as an input/output function), a physical description of the details of the physical execution for the data involved in the activity and a relationship to the conceptual entities related to these data, connected through a corresponding role. We have used a meta-database as a repository for meta-information of the data warehouse components. The architecture, quality and process models are represented in Telos [MBJK90] , a conceptual modeling language for representing knowledge about information systems, implemented in the object-oriented deductive database system ConceptBase [JGJ+95] , that provides query facilities, and a language for constraints and deductive rules. The implementation of the process metamodel in ConceptBase is straightforward, thus we choose to follow an informal, birds'-eye view of the model, for reasons of presentation and lack of space. Wherever definitions, constraints, or queries of ConceptBase are used in the paper, they will be explained properly in natural language, too.
In the sequel, when we present the entities of the metamodel, this will be done in the context of a specific perspective. In the Telos implementation of the metamodel this is captured by specializing the generic classes ConceptualObject, LogicalObject and PhysicalObject with ISA relationships, accordingly.
We will start the presentation of the metamodel from the logical perspective. First, we will show how it deals with the requirements of structure complexity and capturing of data semantics in the next two sections. Then, in subsections 2.4 and 2.5 we will present the physical and the conceptual perspectives. In the former, the requirement of trace logging will be fulfilled too. The full metamodel is presented in Fig. 3 
Complexity of the Process Structure
Following [WMC98] , the main entity of the logical perspective is an Activity. An activity represents an amount of "work which is processed by a combination of resource and computer applications". Activities are rather complex in nature and this complexity is captured by the specialization of Activity, namely CompositeActivity. We follow here the lessons coming both from repository and workflow management: there must be the possibility of zooming in and out the repository. Composite activities are composed of ProcessElements which is a generalization of the entities Activity and TransitionElement. A transition element is the "bridge" between two activities: it is employed for the interconnection of activities participating in a complex activity. or in the case where a contingency action is required (ABORT). Thus, the class ElementNextDomain has two instances {COMMIT, ABORT}. A TransitionElement inherits the attributes of ProcessElement, but most important, is used to add more information on the control flow in a composite activity. This is captured by two mechanisms. First, we enrich the Next link with more meaning, by adding a Condition attribute to it. A Condition is a logical expression in Telos denoting that the firing of the next activity is performed when the Condition is met.
Second, we specialize the class Transition Element to four prominent subclasses, capturing the basic connectives of activities, as suggested by [WMC98] 1 : Split_AND, Split_XOR, Join_AND, Join_XOR. Their semantics are obviously the same with the ones of the WfMC proposal. For example, the Next activity of a Join_XOR instance is fired when (a) the Join_XOR has at least two activities "pointing" to it through the Next attribute and only one Next Activity (wellformedness constraint), (b) the Condition of the Join_XOR is met and (c) only one of the "incoming" Activities has COMMIT semantics in the Next attribute. This behavior can be expressed in Telos with the appropriate rules.
The WfMC proposes two more ways of transition between Activities. The dummy activities, which perform routing based on condition checking are modeled in our approach, as simple Transition Elements. The LOOP activities are captured as instances of CompositeActivity, with an extra attribute: the for condition, expressed as a string.
In Fig. 4 we depict how two transitions are captured in our model. In case (a), we model a composite activity, composed of two sub-activities, where the second is fired when the first activity commits and a boolean condition is fulfilled. P1_Commited? is a transition element. In case (b) we give two alternatives for the capturing of two concurrent activities, fired together. Dummy is an activity with no real operations performed (e.g., like the dummy activity of WfMC). 
Relationship with Data
We introduce the entity Type to capture the logical representation of a data store. A Type denotes the schema for all kinds of data stores. Formally, a Type is defined as a specialization of LogicalObject with the following attributes: − Name: a single name denoting a unique Type instance. − Fields: a multi-value attribute. In other words, each Type has a name and a set of Fields, exactly like a relation in the relational model. − Stored: a DataStore, i.e., a physical object representing any application used to manipulate stored data (e.g., a DBMS). This attribute will be detailed later, in the description of the physical perspective. Any kind of physical data store (multidimensional arrays, COBOL files, etc. Each activity in a DW environment is linked to a set of incoming types as well as to a set of outcoming types, too. The DW activities are of data intensive nature in their attempt to push data from the data sources to the DW materialized views or client data marts. We can justify this claim by listing the most common operational processes: − data transfer processes, used for the instantiation of higher levels of aggregation in the ODS and the DW with data coming from the sources or lower levels of aggregation;
− data transformation processes, used for the transformation of the propagated data to the desired format; − data cleaning processes, used to ensure the consistency of the DW data (i.e. the fact that these data respect the database constraints and the business rules); − computation processes, which are used for the derivation of new information from the stored data (e.g., further aggregation, querying , business logic, etc.); -extraction processes, which are used for the extraction of information from the legacy systems; -loading processes, which are used for the loading of the extracted information from the legacy systems inside the DW. Thus, the relationship between data and processes is apparent in such an environment and we capture the outcome of a DW process as a function over the inputs. These semantics are captured through SQL queries, extended with functions wherever richer semantics than SQL are required.
Therefore, an Activity is formally characterized by the following attributes: − Next: inherited by Process Element. − Input: a multi-value Type attribute. This attribute models all the data stores used by the activity to acquire data. − Output: a multi-value Type attribute. This attribute models all the data stores or reports, where the activity outputs data (even a report for the decision maker can have a schema, and be thus represented by a Type). The Output attribute is further explained by two attributes: − Semantics: a single value belonging to the set {Insert, Update, Delete, Select} (captured as the domain of class ActivityOutSemantics). A process can either add (i.e., append), or delete, or update the data in a data store. Also it can output some messages to the user (captured by using a "Message" Type and Select semantics). − Expression: an SQL query (extended with functions) to denote the relationship of the output and the input types. We adopt the SQL language extended with functions, to capture this relationship. − ExecutedBy: a physical Agent (i.e., an application program) executing the Activity. More information on agents will be provided in the sequel. − Role: a conceptual description of the activity. This attribute will be properly explained in the description of the conceptual perspective. The following table shows how the various types of processes are modeled in our approach. To motivate the discussion, we will use a part of a case study, enriched with extra requirements, to capture the complexity of the model that we want to express. The discussed organization has to collect various data about the yearly activities of all the hospitals of a particular region. The system relies on operational data from COBOL files. The source of data is a COBOL file, dealing with the annual information by class of beds and hospital (here we use only three classes, namely A, B and C). The COBOL file yields a specific attribute for each class of beds. Each year, the COBOL file is transferred from the production system to the data warehouse and stored in a "buffer" All activities are appending data to the involved types, so they have INS semantics, except for the cleaning process, which deletes data, and thus has DEL semantics. We want to stress, also, that the use of SQL as a mapping function is done for the logical perspective. We do not imply that everything should actually be implemented through the use of the employed queries, but rather that the relationship of the input and the output of an activity is expressed as a function, through a declarative language such as SQL.
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The Physical Perspective
Whereas the logical perspective covers the structure of a process ("what" in [YuMy94] terminology), the physical perspective covers the details of its execution ("how"). Each process is executed by an Agent (i.e. an application program). Each Type is physically stored by a DataStore (providing information for issues like tablespaces, indexes, etc.). An Agent can be formalized as follows:
− The information of the physical perspective can be used to trace and monitor the execution of DW processes. In Fig. 8 we present the trace information after a successful execution of the process described in Fig. 6 . The relationship between the logical and the physical perspectiveis done by linking each activity to a specific application program.
The Conceptual Perspective
A major purpose behind the introduction of the conceptual perspective is to help the interested stakeholder to understand the reasoning behind any decisions on the architecture and characteristics of the DW processes. First of all, each Type (i.e. Relation, Cube, etc.) in the logical perspective is a representation of a Concept in the conceptual perspective. A concept is an abstract entity representing a real world class of objects, in terms of a conceptual metamodel, e.g., the ER model. Both Types and Concepts are constructed from Fields (representing their attributes), through the attribute fields. We consider Field to be a subtype both of LogicalObject and ConceptualObject.
The central entity in the conceptual perspective is the Role which is the conceptual counterpart both of activities and concepts. The Role is basically used to express the interdependencies of these entities, through the attribute RelatesTo. Formally, a Role is defined as follows:
− RelatesTo: another Role. − As: a single value belonging to the domain of class RelationshipDomain = {suitable, dependent}. − Wrt: a multi-value attribute including instances of class
ConceptualObject.
− dueTo: a string documenting any extra information on the relationship.
A role represents any program or data store participating in the environment of a process, charged with a specific task and/or responsibility. The interrelationship between roles is modeled through the RelatesTo relationship.Since both data and processes can be characterized by SQL statements, their interrelationship can be traced in terms of attributes (Fig. 9 ). An instance of this relationship is a statement about the interrelationship of two roles in the real world, such as 'View V1 relates to table Class_Info with respect to the attributes Id, Date and number of beds as dependent due to data loading reasons'. Since both data and processes can be characterized by SQL statements, their interrelationship can be traced in terms of attributes. In Fig. 9 two examples are also used to clarify this instantiation, based on the example of Fig. 6 . The conceptual perspective is influenced by the Actor Dependency model [YuMy94] . In this model, the actors depend on each other for the accomplishment of goals and the delivery of products. The dependency notion is powerful enough to capture the relationship of processes where the outcome of the preceding process in the input for the following one. Still, our approach is more powerful since it can capture suitability, too (e.g., in the case where more than one concept can apply for the population of an aggregation, one concept is suitable to replace the other).
In the process of understanding errors or design decisions over the architecture of a DW, the conceptual perspective can be used as a reasoning aid, to discover the interdependencies of the actors (possibly in a transitive fashion) and the possible alternatives for different solutions, through a set of suitable candidates. For example the previous statement for the relationship of view V1 and table Class_Info could be interpreted as 'View V1 is affected from any changes to table Class_Info and especially the attributes Id, Date and no. of beds'. Moreover, the provided links to the logical perspective can enable the user to pass from the abstract relationships of roles to the structure of the system. On top of these, as we shall show in the last section, DW evolution can be designed and influenced by the interdependencies tracked by the Role entities. It can be shown that these interdependencies do not have to be directly stored,in all the cases, but can also be computed due to the transitivity of their nature.
Issues on Process Quality
In this section we present how the process model is linked to the quality model which has been proposed previously in [JQJ98] for DW quality, along with specific quality dimensions and factors of DW operational processes.
Terminology for Quality Management
We adopt the metamodel for the relationship between architecture objects and quality factors presented in [JQJ98] , which is based on the Goal-Question-Metric approach (GQM) described in [OB92] . Each object in a DW architecture is linked to a set of quality goals and a set of quality factors (Fig. 10) . A quality goal is an abstract requirement, defined on DW objects, and documented by a purpose and the stakeholder interested in it. A quality goal roughly expresses natural language requirements like 'improve the availability of source s1 until the end of the month in the viewpoint of the DW administrator'. Quality dimensions (e.g. 'availability') are used to classify quality goals and factors into different categories. A Quality Factor represents a quantitative assessment of particular aspect of a DW object, i.e. it relates quality aspects both to actual measurements and expected ranges for these quality values. Finally, the method of measurement is attached to the quality factor through a measuring agent.
The bridge between the abstract, subjective quality goals and the specific, objective quality factors is determined through a set of quality queries (or questions), to which quality factor values are provided as possible answers. Quality questions are the outcome of the methodological approach described in [VBQ99] . The methodology offers "template" quality factors and dimensions, defined at the metadata level and instantiates them, for the specific DW architecture under examination. As a result of the goal evaluation process, a set of improvements (e.g. design decisions) can be proposed, in order to achieve the expected quality.
Quality Dimensions of Data Warehouse Processes
For the case of processes, we will first define a set of generic quality dimensions. We do not wish to detail the whole set of possible dimensions for all the data warehouse processes, rather, we intend to come up with a minimal characteristic set, which is generic enough to cover the most basic characteristics of data warehouse processes. Then, this set of quality dimensions can be refined and enriched with customized dimensions by the DW stakeholders.
The set of generic quality dimensions is influenced mainly from the quality criteria for workflows defined in [GeRu97] and the quality dimensions for software evaluation presented in [ISO91] .
1. Correctness: a specification exists, describing the conditions under which, the process has achieved its aim (e.g. provides the correct results). 2. Functionality: the process satisfies specific needs of data warehouse stakeholders. 3. Efficiency: the process has a good balance between level of performance and amount of used resources. Efficiency can be decomposed to subdimensions like timeliness and resource consumption. 4. Maintainability: the degree of easiness with which the process can be modified. It can also be decomposed to sub-dimensions like analyzability (effort required to detect deficiencies and propose changes) and changeability (effort required to implement these changes). An extensive list of quality dimensions for data warehouses, and in particular DW relations and data can be found in [JJQV99] .
Relationships between Processes and Quality
Quality goals are high-level abstractions of the data warehouse quality: they describe intentions or plans of the DW users with respect to the status of the DW. Moreover, we use the repository to track how quality goals are evaluated by specific questions and measurements. In contrast, our process model describes facts about the current status of the DW and what activities are performed in the DW. However, the reason behind the execution of a process is a quality goal which should be achieved or improved by this process. For example, a data cleaning process is executed on the ODS in order to improve the accuracy of the DW. We have represented this dependency between processes and quality goals by extending the relationship between roles and DW objects in the conceptual perspective of the process model (relationship Expressed For). This is shown in the upper part of Our model is capable of capturing all the kinds of dependencies, mentioned in [YuMy94] . Task dependencies, where the dependum is an activity, are captured by assigning the appropriate role to the attribute Wrt of the relationship. Resource dependencies, where the dependum is the availability of a resource, are modeled when fields or concepts populate this attribute. The relationship ExpressedFor relates a role to a high-level quality goal; thus Goal dependencies, dealing with the possibility of making a condition true in the real world, are captured from the model, too. Soft-goal dependencies, is a specialization of goal dependencies, where their evaluation cannot be done in terms of concrete quality factors: the presence or absence of this feature determines the nature of the quality goal.
The lower part of Fig. 10 represents the relationship between processes and quality on a more operational level. The operation of an agent in the DW will have an impact on quality factors of DW objects. The relationship affects represents both the measured and expected effect of a DW process on DW quality. The effect of a DW process must always be confirmed by new measurements of the quality factors. Unexpected effects of DW processes can be detected by comparing the measurements with the expected behavior of the process. For example, a data cleaning process affects the availability of a source in the sense that it decreases the amount of time during which it can be used for its regular operations. Consequently, this process will affect the quality factor "Availability" defined on a "Source". The measurement of the quality of the particular agents through their own quality factors is analyzed in [JJQV99] .
Between the high-level, user oriented, subjective quality goals and the low-level, objective, component-oriented quality factors, we use the notion of Quality Query. This provides the methodological bridge to link the aforementioned entities. The vocabulary / domain of the quality questions, with respect to the process model is anticipated to be the set of DW activities, which can of course be mapped to reasons (roles) and conditions (of agents) for a specific situation. Thus, the discrimination of logical, conceptual and physical perspectives is verified once more, in the quality management of the DW: the quality goals can express "why" things have happened (or should happen) in the DW, the quality questions try to discover "what" actually happens and finally, the quality factors express "how" this reality is measured.
Exploitation of the Metadata Repository
We exploit the metadata repository in all the phases of the DW lifecycle. During the design phase, the user can check the consistency of his/her design, to determine any violations of the business logic of the DW, or the respect of simple rules over the structure of the DW schema. During the administration phase (i.e., in the everyday usage of the DW) we can use the repository to discover quality problems. A particular task in the DW lifecycle, DW evolution, is supported by the repository, in order to determine possible impacts, when the schema of a particular object changes. The metadata repository ConceptBase is powerful enough to allow the developer define constraints and views on the stored objects. However, our approach can be exploited by any other metadata repository with the respective facilities.
Consistency Checking in the Metadata Repository
The consistency of the metadata repository should be checked to ensure the validity of the representation of the real world in the repository. The following two views find out whether the types used as inputs (or outputs) of an activity are stored in the respective data stores used as inputs (or outputs respectively) of the agent, executed by the activity. The check is performed as a view and not as a constraint, since composite activities may not directly correspond to a single agent. Other simple checks performed through constraints involve the local structure of the process elements. For example, split transition elements should obligatorily have at least one incoming edge and more that one outcoming (the opposite holding for join transition elements). The timestamps of an agent should also be consistent with its state. The repository can also be used by external programs to support the execution of consistency checking algorithms like the ones proposed in [SaOr99, MaOr99] .
Interdependencies of Types and Processes
We suppose that there is a set of types belonging to the set SourceSchema, denoting all the types found in the data sources. We treat the types of SourceSchema as source nodes of a graph: we do not consider any processes affecting them. For the rest of the types, we can derive an SQL expression by using existing view reduction algorithms. Several complementary proposals exist such as [Kim82 corrected with the results of GaWo87, Mura89, Mura92 (which we will mention as Kim82+ in the sequel)], [Daya87], [ChSh96] , [MFPR90] , [PiHH92] , [LeMS94] . The proposed algorithm is applicable to graphs of activities that do not involve updates. In most cases, an update operation can be considered as the combination of insertions and deletions or as the application of the appropriate function to the relevant attributes.
Algorithm Extract_Type_Definitions
Input: a list of processes P=[P1,P2,…,Pn], a set of types T={T1,T2,…,Tm}. Each process P[i] has a type P [i] .out, belonging to T, and an expression P[i].expr. Each type of T, say t, has an SQL expression t.expr comprised of a set of "inserted data" (t.i_expr) and "deleted" data (t.d_expr). Also there is a subset of T, S, with the source types. Output: A set of SQL definitions for each type of T.
Begin
Initialize all the expressions of T-S to {}. To give a better intuition of the problem, we present an extended version of our motivating example. In Fig. 13 . we can see that we added a second COBOL file (of identical schema) as an input to the table Buffer. The rest of the definitions for the processes remain the same. The local computation of the expression of a single type can also be done. It should take into consideration the list of processes affecting this particular type. Replace the total number of involved process n, with the serial number of the last process that affects this particular type. Note, though, that the intermediate definitions for any other involved type might be different from the one of algorithm Extract_Type_Definitions.
Deriving Role Interdependencies Automatically
The Roles of the conceptual perspective can be directly assigned by the DW administrator, or other interested stakeholders. Nevertheless, we can derive dependency relationships by exploiting the structure of the logical perspective of the metadata repository. Simple rules can derive the production of these interdependencies: The following rule defines the first rule in ConceptBase. The other rules are coded similarly.
Class Activity with rule activityDependentOnOutput : $ forall ac/Activity t/Type r,r1/Role f/field exists c/Concept ((ac input t) and (ac role r) and (t modeledFrom c) and (c field f)) ==> ((r relates c) and (r1 in r!relates) and (r1 As 'dependent') and (r1 wrt f)) $ end The rest of the interdependencies can be produced similarly. One could use external algorithms to produce also the possibility of reusing a type for the computation of a materialized view (suitability relationships).
Exploitation of the Quality Modeling in the Repository for the Administration of the Data Warehouse
The information stored in the repository may be used to find deficiencies in data warehouse. To show how the quality model is exploited, we take the following query. It returns all data cleaning activities which have decreased the availability of a data store according to the stored measurements. The significance of the query is that it can show that the implementation of the data cleaning process has become inefficient.
GenericQueryClass DecreasedAccuracy isA DWCleaningAgent with parameter ds : DataStore constraint c : $ exists qf1,qf2/DataStoreAccuracy t1,t2,t3/Commit_Time v1,v2/Integer (qf1 onObject ds) and (qf2 onObject ds) and (this affects qf1) and (this affects qf2) and (this executedOn t3) and (qf1 when t1) and (qf2 when t2) and (t1 < t2) and (t1 < t3) and (t3 < t2) and (qf1 achieved v1) and (qf2 achieved v2) and (v1 > v2) $ end
The query has a data store as parameter, i.e. the query will return only cleaning processes that are related to the specified data store. The query returns the agents which have worked on the specified data store and which were executed between the measurements of quality factors qf1 and qf2, and the measured value of the newer quality factor is lower than the value of the older quality factor.
Repository Support for Data Warehouse Evolution
The DW is a constantly evolving environment. A DW is usually built increme ntally. New sources are integrated in the overall architecture from time to time. New enterprise and client data stores are built in order to cover novel user requests for information. As time passes by, users seem more demanding for extra detailed information. Due to these reasons, not only the structure but also the processes of the data warehouse evolve.
Thus, the problem that arises is to keep all the DW objects and processes consistent to each other, in the presence of changes. For example, suppose that the definition of a materialized view in the DW changes. This change triggers a chain reaction in the DW: the update process must evolve (both at the refreshment and the cleaning steps), and the old, historical data must be migrated to the new schema (possibly with respect to the new selection conditions, too). All the data stores of the DW and client level which are populated from this particular view must be examined with respect to their schema, content and population processes.
In our approach, we distinguish two kinds of impact: − Direct impact: the change in the DW object imposes that some action must be taken against an affected object, e.g., an attribute is deleted from a materialized view, then the activity which populates it must also be changed accordingly. − Implicit impact: the change in the DW object might change the semantics of another object, without obligatorily changing the structure of the latter. Our model enables us to construct a partially ordered graph (which can be produced by proper queries in Telos): for each Type instance, say t, there is a set of types and activities, used for the population of t ("before" t), denoted as B(t). Also, there is another set of objects using t for their population ("after" t), denoted as A(t). We can recursively compute the two sets from the following queries in ConceptBase: Queries for the successor and after relationships can be defined in a similar way. In a previous subsection we showed how we could derive an SQL definition for each type in the repository. Suppose that a type t is characterized by an expression e which is supported by a set of auxiliary SQL expressions producing, thus the set e={e 1 ,e 2 ,…,e}. Obviously some of the expressions belonging to e belong also to B(t). Thus, we extend B(t) as B(t)∪e (with set semantics). Suppose, then, that the final SQL expression of a type t, say e, changes into e'. Following the spirit of [GuMR95] , we can use the following rules for schema evolution in a DW environment (we consider that the changes abide by the SQL syntax and the new expression is valid):
− If the select clause of e' has an extra attribute from e, then propagate the extra attribute down the line to the base relations: there must be at least one path from one type belonging to a SourceSchema to an activity whose out expression involves the extra attribute. If we delete an attribute from the select clause of a Type, it must not appear in the select clause at least of the processes that directly populate the respective type, as well as in the following Types and the processes that use this particular Type. In the case of addition of an attribute, the impact is direct for the previous objects B(t) and implicit for the successor objects A(t). In the case of deletion the impact is direct for both categories. − If the where clause of e' is more strict than the one of e, then the where clause of at least one process belonging to B(t) must change identically. If this is not possible, a new process can be added just before t simply deleting the respective tuples through the expression e'-e. If the where clause of e' is less strict than the one of e, then we can use well known subsumption techniques [SDJL96, LMSS95, GuHQ95, NuSS98] to determine which types can be (re)used to calculate the new expression e' of t. The having clause is treated in the same fashion. The impact is direct for the previous and implicit for the successor objects.
− If an attribute is deleted from the group by clause of e, then at least the last activity performing a group-by query should be adjusted accordingly. All the consequent activities in the population chain of t must change too (as if an attribute has been deleted). If this is not feasible we can add an aggregating process performing this task exactly before t. If an extra attribute is added to the group by clause of e, then at least the last activity performing a group -by query should be adjusted accordingly. The check is performed recursively for the types populating this particular type, too. If this fails, the subsumption techniques mentioned for the where-clause can be used for the same purpose again. The impact is direct both for previous and successor objects. Only in the case of attribute addition it is implicit for the successor objects. We do not claim that we provide a concrete algorithmic solution to the problem. Rather, we sketch a methodological set of steps, in the form of suggested actions to perform this kind of evolution. Similar algorithms for the evolution of views in DW's can be found in [GuMR95, Bell98] . A tool could easily visualize this evolution plan and allow the userto react to it.
Related Work
In the field of workflow management, [WMC98] is a standard proposed by the Workflow Management Coalition (WfMC). The standard includes a metamodel for the description of a workflow process specification and a textual grammar for the interchange of process definitions. A workflow process comprises of a network of activities, their interrelationships, criteria for staring/ending a process and other information about participants, invoked applications and relevant data. Also, several other kinds of entities which are external to the workflow, such as system and environmental data or the organizational model are roughly described. A widely used web server for workflow literature is maintained by [Klam99] .
[SaOr99] use a simplified workflow model, based on [WMC98] , using tasks and control flows as its building elements. The authors present an algorithm for identifying structural conflicts in a control flow specification. The algorithm uses a set of graph reduction rules to test the correctness criteria of deadlock freedom and lack-of-synchronization freedom. In [MaOr99] the model is enriched with modeling constructs and algorithms for checking the consistency of workflow temporal constraints.
In [CCPP95] , the authors propose a conceptual model and language for workflows. The model gives the basic entities of a workflow engine and semantics about the execution of a workflow. The proposed model captures the mapping from workflow specification to workflow execution (in particular concerning exception handling). Importance is paid to the inter-task interaction, the relationship of workflows to external agents and the access to databases. Other aspects of workflow management are explored in [CaFM99, CCPP98] .
In [KLCO96] a general model for transactional workflows is presented. A transactional workflow is defined to consist of several tasks, composed by constructs like ordering, contingency, alternative, conditional and iteration. Nested workflows are also introduced. Furthermore, correctness and acceptable termination schedules are defined over the proposed model.
In [DaRe99] several interesting research results on workflow management are presented in the field of electronic commerce, distributed execution and adaptive workflows.
Process and workflow modeling have been applied in numerous disciplines. A recent overview on process modeling is given in [Roll98] , where a categorization of the different issues involved in the process engineering field is provided. The proposed framework consists of four different but complementary viewpoints (expressed as "worlds"): the subject world, concerning the definition of the process with respect to the real world objects, the usage world, concerning the rationale for the process with respect to the way the system is used, the system world, concerning the representation of the processes and the capturing of the specifications of the system functionality and finally, the development world, capturing the engineering meta-process of constructing process models. Each world is characterized by a set of facets, i.e., attributes describing the properties of a process belonging to it.
In [JaJR90] the authors propose a software process data model to support software information systems with emphasis on the control, documentation and support of decision making for software design and tool integration. Among other features, the model captures the representation of design objects ("what"), design decisions ("why") and design tools ("how").
The MetaData Coalition (MDC), is an industrial, non-profitable consortium with aim to provide a standard definition for enterprise metadata shared between databases, CASE tools and similar applications. The Open Information Model (OIM) [MeDC99] is a proposal (led by Microsoft) for the core metadata types found in the operational and data warehousing environment of enterprises. The MDC OIM uses UML both as a modeling language and as the basis for its core model. The OIM is divided in sub-models, or packages, which extend UML in order to address different areas of information management. The Data Transformations Elements package covers basic transformations for relational-to-relational translations. The package is not a data warehouse process modeling package (covering data propagation, cleaning rules, or the querying process), but covers in detail the sequence of steps, the functions and mappings employed and the execution traces of data transformations in a data warehouse environment.
As far as quality management is concerned, there has be much research on the definition and measurement of data quality dimensions [WW96,WKM93,WSG94,TB98]. A very good review of research literature is found in [WSF95] . [JJQV99, JLVV99] provide extensive reviews of methodologies employed for quality management, too (e.g., the GQM approach, introduced in [OB92] ).
Conclusions
This paper describes a metamodel for DW operational processes. This metamodel enables DW management, design and evolution based on a high level conceptual perspective, which can be linked to the actual structural and physical aspects of the DW architecture. The proposed metamodel is also capable of modeling complex activities, their interrelationships, the relationship of activities with data sources and execution details. Finally, the metamodel complements existing architecture and quality models in a coherent fashion, resulting in a full framework for DW metamodeling. We have implemented this metamodel using the language Telos and the metadata repository system ConceptBase.
In this paper, we have dealt only with the operational processes of a DW environment. Yet, there are also design processes in such an environment, which do not seem to fit this model so smoothly. It is in our future plans to investigate the modeling of design processes and to capture the trace of their evolution in a data warehouse. Also, we have used the global-as-view approach for the DW definition, i.e., we reduce the definition of the DW materialized views to the data sources. We plan to investigate the possibility of using the local-as-view approach (which means reducing both the view definitions and the data sources to a global enterprise model), as it appears to provide several benefits over the global-as-view approach [CDL+99] .
