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Abstract. This paper introduces LoTuS, a tool for graphical modeling, analysis
and verification of software behavior using LTS and PLTS. Its main contribution
is fourfold: facilitating the formal modeling process through a drag and drop
mechanism to design both non-probabilistic and probabilistic models; allowing
the model generation from other sources, such as UML sequence diagrams and
execution traces; providing a set of techniques for model analysis, such as simu-
lation, execution, deadlock detection and reachability properties probabilistic
verification; finally, providing an API that allows developers to add new functi-
onalities by creating plugins. The tool has been evaluated in terms of usability,
performance and through a case study in which its main features have been
exercised.
Resumo. Este artigo apresenta LoTuS, uma ferramenta para modelagem
gra´fica, ana´lise e verificac¸a˜o de comportamento de software usando LTS e
PLTS. Suas principais contribuic¸o˜es sa˜o: facilitar o processo de modelagem
formal atrave´s de um mecanismo de drag and drop que permite criar tanto
modelos na˜o probabilı´sticos como probabilı´sticos; permitir a gerac¸a˜o de mo-
delos a partir de outras fontes, como diagramas de sequencia da UML ou ras-
tros de execuc¸a˜o; prover um conjunto de te´cnicas de ana´lise de modelos, como
simulac¸a˜o, execuc¸a˜o, detecc¸a˜o de deadlock e verificac¸a˜o probabilı´stica de pro-
priedades de alcanc¸abilidade; e por fim, fornecer uma API para que desenvol-
vedores possam adicionar novas funcionalidades atrave´s da criac¸a˜o de plugins.
A ferramenta foi avaliada em termos de sua usabilidade e desempenho e atrave´s
de um estudo de caso no qual suas principais funcionalidades foram exercita-
das.
1. Introduc¸a˜o
Modelagem de comportamento e´ uma te´cnica que permite desenvolvedores descrever abs-
tratamente e raciocinar sobre o comportamento desejado de um sistema de software. Por
sua simplicidade, o custo do desenvolvimento de modelos e´ considerado pequeno quando
comparado ao custo de construir um sistema por completo. Ale´m disso, a modelagem
traz como benefı´cio a facilidade de entendimento sobre como o software deve se com-
portar em tempo de execuc¸a˜o e a possibilidade de antever possı´veis falhas em tempo de
projeto [Magee and Kramer 2006].
Para modelar e analisar o comportamento do sistema, geralmente e´ necessa´rio
especifica´-lo formalmente e usar uma ferramenta automatizada que deˆ suporte a` ana´lise
desejada. Me´todos formais oferecem uma precisa˜o matema´tica na ana´lise de programas
que da˜o a possibilidade de certificar a corretude do programa, algo que o teste e a revisa˜o
informal na˜o conseguem. O objetivo maior dos me´todos formais e´ aumentar a qualidade
do software ao tornar os requisitos, projeto e implementac¸a˜o do sistema mais explı´citos
e, portanto, deixando os defeitos mais facilmente detectados [Geer 2011].
O comportamento de sistemas e´ geralmente modelado utilizando um forma-
lismo de ma´quina de estados, como o Labelled Transition Systems (LTS) [Keller 1976],
onde cada modelo se refere a um componente do sistema que interage com os
demais componentes atrave´s de ac¸o˜es compartilhadas, Probabilistic LTS (PLTS) e
Discrete-time Markov Chains (DTMC), no caso de modelagem de comportamento
probabilı´stico. Ha´ va´rias ferramentas de modelagem de comportamento que usam
tanto LTSs, como LTSA [Magee and Kramer 2006], SPIN [Holzmann 1997], and LTS-
Min [Blom et al. 2010], ou DTMCs, como PRISM [Kwiatkowska 2007]. Apesar de exis-
tirem outros formalismos, como as Redes de Petri [Peterson 1981] e suas derivac¸o˜es es-
toca´sticas, este trabalho foca no uso de LTS e PLTS para a modelagem e ana´lise de com-
portamento tradicional e probabilı´stico de software, respectivamente.
A modelagem formal e´ u´til para sistemas grandes e com-
plexos, para os quais me´todos formais teˆm sido aplicados com su-
cesso [Woodcock et al. 2009][Broadfoot 2005]. Contudo, esses me´todos sa˜o ge-
ralmente entendidos como de difı´cil aplicac¸a˜o e requerem significante experieˆncia
matema´tica quando considerados sistemas na˜o-crı´ticos, como sistemas de informac¸a˜o
web [Hinchey et al. 2008]. Ale´m disso, os usua´rios necessitam aprender a linguagem
de especificac¸a˜o formal implementada por essas ferramentas, como FSP e PROMELA.
Isto pode ser particularmente desmotivante em cursos introduto´rios de modelagem de
software ou quando o usua´rio deseja apenas fazer um esboc¸o do possı´vel comportamento
do sistema e realizar algumas ana´lises, uma vez que essas linguagens sa˜o difı´ceis de ler e
entender.
Para amenizar esse problema, algumas ferramentas fornecem um ambiente
de ana´lise e modelagem gra´ficas, como UPAAL [Behrmann et al. 2004], MaTeLo
[Feliachi and Le Guen 2010] e PIPE2 [Dingle et al. 2009]. Contudo, essas ferramentas
apresentam algumas limitac¸o˜es, como o fato de na˜o disponibilizarem API para que de-
senvolvedores possam estendeˆ-las, apresentar poucas formas de gerac¸a˜o de modelos (usu-
almente apenas atrave´s de interface gra´fica ou linguagem de espeficicac¸a˜o formal), o que
restringe sua utilizac¸a˜o, e possuir interface de difı´cil uso.
Para preencher essa lacuna, este trabalho propo˜e LoTuS, uma ferramenta de
co´digo aberto e estensı´vel para modelagem gra´fica e ana´lise de comportamento de soft-
ware utilizando modelos LTS e PLTS. Os principais benefı´cios da ferramenta sa˜o: (i)
oferecer um mecanismo drag and drop que torna a modelagem mais fa´cil e intuitiva, pos-
sibilitando tambe´m ao usua´rio incrementar as transic¸o˜es com guardas e probabilidades, o
que permite facilmente evoluir os modelos para se tornarem probabilı´sticos; (ii) permitir
a gerac¸a˜o de modelos a partir de outras fontes, como a diagramas de sequeˆncia UML,
rastros de execuc¸a˜o, ou outras ferramentas de modelagem, como o LTSA; (iii) disponi-
bilizar algumas te´cnicas de ana´lises de modelo, como detecc¸a˜o de deadlocks, simulac¸a˜o
e execuc¸a˜o, ale´m da verificac¸a˜o probabilı´sticas de propriedades de alcanc¸abilidade (re-
achability properties); (iv) fornecer uma API que permite desenvolvedores adicionarem
novas funcionalidades atrave´s de plugins.
O restante deste artigo esta´ divido da seguinte forma: na sec¸a˜o 2 apresentamos os
principais conceitos relacionados aos modelos LTS e DTMC. Sec¸a˜o 3 da´ uma visa˜o geral
sobre a ferramenta LoTuS e detalha sua arquitetura. A sec¸a˜o 4 descreve as principais
funcionalidades do LoTuS, enquanto a sec¸a˜o 5 apresenta as avaliac¸o˜es realizadas. Os
principais trabalhos relacionados a este sa˜o discutidos na sec¸a˜o 6. Por fim, a sec¸a˜o 7 traz
as concluso˜es e trabalhos futuros.
2. Fundamentac¸a˜o Teo´rica
Definic¸a˜o 1 [LTS]. Um Labelled Transition System (LTS) e´ uma estrutura L=(S, A,∆, q),
onde S e´ um conjunto de estados finitos, A e´ um conjunto de ro´tulos (labels) de eventos,
tambe´m conhecido como alfabeto, ∆: (S × A × S) define as transic¸o˜es rotuladas entre
estados, e q ∈ S e´ o estado inicial.
Uma execuc¸a˜o de um LTS e´ a sequeˆncia de estados e ro´tulos que podem ser ob-
tidos a partir do estado inicial do LTS. Um rastro (trace) e´ a sequeˆncia de ro´tulos ob-
serva´veis que sa˜o produzidos pela execuc¸a˜o de um LTS, enquanto um caminho (path) e´ a
sequeˆncia de estados resultantes da exclusa˜o dos ro´tulos de uma execuc¸a˜o. Dizemos que
um estado s1 alcanc¸a outro estado s2 se existe um caminho a partir de s1 ate´ s2.
Dado dois LTSs L1 e L2, denotamos por P=(L1 ‖ L2) o LTS resultante da
composic¸a˜o paralela de L1 e L2 que modela o comportamento conjunto dos dois LTSs. O
alfabeto de P e´ a unia˜o do alfabeto de L1 e L2 e seus estados podem ser vistos como pares
de estados (s1, s2) que refletem o fato de L1 estar no estado s1 e L2 estar no estado s2.
Um LTS probabilı´stico (Probabilistic LTS - PLTS) modela um sistema cujo com-
portamento em cada ponto no tempo pode ser descrito por uma escolha probabilı´stica
discreta sobre va´rias possı´veis saı´das. Essencialmente, um PLTS pode ser visto como um
sistema de transic¸a˜o de estados no qual cada transic¸a˜o e´ anotada com um valor entre 0 e
1 indicando a probabilidade de sua ocorreˆncia.
Definic¸a˜o 2 [PLTS] Um PLTS e´ uma estrutura Q = (L, λ), onde L=(S, A, ∆, q)
e´ um LTS e λ: ∆ → [0,1] e´ a func¸a˜o de probabilidade das transic¸o˜es que atribui um
nu´mero real entre 0 e 1 para cada transic¸a˜o tal que a soma das probabilidades de todas as
transic¸o˜es saindo de um mesmo estado e´ 1.
A probabilidade de um caminho de um PLTS e´ o produto das probabilidades de
todas as transic¸o˜es que ligam cada par de estados consecutivos no caminho. Dado um
PLTS P, e´ possı´vel construir um DTMC na˜o rotulado removendo os ro´tulos das transic¸o˜es
de P.
3. Visa˜o Geral do LoTuS
LoTuS 1 e´ uma ferramenta para criac¸a˜o, ana´lise e verificac¸a˜o de modelos LTS e PLTS.
Sua interface gra´fica permite a construc¸a˜o de modelos de comportamento atrave´s de um
mecanismo de drag and drop, ao inve´s do processo de compilac¸a˜o de uma linguagem
1http://gesad.uece.br/ferramentas/lotus/
formal, permitindo que usua´rios modelem seus sistemas de maneira simples, ra´pida e in-
tuitiva. Toda a aplicac¸a˜o foi implementada em Java, utilizando a sua nova tecnologia para
construc¸a˜o de interfaces ricas JavaFX, e seu co´digo-fonte e´ aberto para estudo e melho-
rias e esta´ disponı´vel publicamente no GitHub2. Nesta sec¸a˜o descrevemos o ambiente de
modelagem da ferramenta e sua arquitetura.
3.1. O Ambiente de Modelagem
A tela principal do LoTuS e´ composta pelo menu principal, a barra de ferramentas, e treˆs
paine´is: o de projeto, o de edic¸a˜o, e o de propriedades, como mostra a Figura 1. O
painel de projeto mostra os projetos abertos e seus respectivos componentes. Um projeto
do LoTuS e´ uma colec¸a˜o de componentes que, por sua vez, sa˜o modelados como LTSs
ou PLTSs. No exemplo da Figura 1, o projeto “SistemaEnvioMensagem” representa um
sistema de envio de mensagens, cujo componentes que o constitui sa˜o “Sistema” e “Usu-
ario”.
O duplo clique em um componente mostra sua modelagem no painel de edic¸a˜o. A
modelagem consiste em escolher os boto˜es da barra de ferramentas localizadas na parte
superior do painel que ira˜o realizar a tarefa desejada (inserir estado ou transic¸a˜o, apagar,
mover, etc). Por exemplo, para adicionar um estado, clica-se no bota˜o de estado e, em
seguida, no local da a´rea de edic¸a˜o no qual se deseja coloca´-lo. Transic¸o˜es entre estados
sa˜o criadas selecionando-se a opc¸a˜o de transic¸a˜o, clicando no estado de origem, segurando
o mouse e soltando-o sobre o estado destino da transic¸a˜o.
Na Figura 1, o comportamento do componente “Sistema” e´ mostrado, no qual a
tela de login e´ apresentada inicialmente. O usua´rio informa o login e, se a senha digitada
for diferente de 123, volta a` tela de login. Caso seja igual, enta˜o ele pode enviar men-
sagens ate´ sair do sistema ou ate´ que uma falha no envio acontec¸a. Por padra˜o, LoTuS
identifica o estado inicial com ro´tulo 0 e cor amarela, enquanto os estados comuns sa˜o
identificados por ro´tulos com numerac¸a˜o crescente e cor azul. Ale´m desses estados, a
ferramenta tambe´m permite identificar um estado como final, que representa um ponto de
te´rmino da execuc¸a˜o do sistema com sucesso, ou erro, indicando que uma falha ou algo
errado aconteceu. O estado final e´ representado por um estado com ro´tulo E, cor cinza, e
um cı´rculo interno, enquanto o estado de erro possui ro´tulo -1 e cor vermelha. Na˜o e´ per-
mitido que esses estados tenham transic¸o˜es de saı´da. Para alterar o tipo de estado, basta
clicar com o bota˜o direito sobre o estado e escolher a opc¸a˜o desejada no menu popup.
Tambe´m e´ possı´vel alterar a cor do estado sem, conteudo, alterar o seu tipo.
Na Figura 1, a transic¸a˜o (2,loginValido,3) esta´ selecionada e suas propriedades sa˜o
mostradas no painel de propriedades. O campo action representa o ro´tulo da transic¸a˜o,
o campo guard representa a condic¸a˜o que deve ser satisfeita para que a ac¸a˜o ocorra, e o
campo probability indica a probabilidade com a qual a transic¸a˜o ocorre. Nesse exemplo,
a ac¸a˜o loginValido so´ acontece se a senha digitada for igual a 123. O modelo na˜o conte´m
probabilidades.
Um diferencial do LoTuS e´ a possibilidade de se criar um estado composto, que
resulta do agrupamento de outros estados. Essa funcionalidade e´ u´til para abstrair compor-
tamentos especı´ficos, tornando o modelo mais abstrato ainda. Para tanto, basta selecionar
2https://github.com/lotus-tool/lotus-tool
Figura 1. Tela principal do LoTuS
Figura 2. LTS resultante do agrupamento dos estados 4 e 5
o conjunto de estados que se deseja compor e clicar no bota˜o de composic¸a˜o de estado
na barra de ferramentas (o mais a` direita, que conte´m dois cı´rculos e o sı´mbolo “+”). Por
exemplo, na Figura 2, o estado 6 resulta do agrupamento dos estado 4 e 5 da Figura 1.
Note que o estado 6 e´ um pouco maior que os outros e possui um outro cı´rculo
no seu interior, indicando que ele e´ um estado composto. Neste caso, ele encapsulou
o comportamento de buscar o destinata´rio apo´s enviar um mensagem, representado pela
transic¸a˜o (4,buscarDest,5). Agora, uma vez que a mensagem e´ enviada, apenas sabe-se
que ela falha ou que e´ entregue com sucesso. Para voltar ao comportamento incial, basta
selecionar o estado composto e clicar novamente no bota˜o de composic¸a˜o de estado, cuja
imagem foi alterada para dois cı´rculos e o sı´mbolo “-”, como mostra a Figura 2.
Um projeto LoTuS e´ salvo como um arquivo XML, cujo esquema pode ser en-
contrado no website da ferramenta. Desta forma, um desenvolvedor pode tambe´m criar
modelos a partir de uma outra ferrmenta ou aplicac¸a˜o atrave´s da conversa˜o para o formato
XML utilizado pelo LoTuS.
3.2. Arquitetura
O projeto LoTuS visa, dentre outros aspectos, a construc¸a˜o de uma comunidade formada
por estudantes e profissionais em torno do to´pico de modelagem e ana´lise de comporta-
mento de software. Por isso, e´ um projeto de co´digo-aberto, no qual os membros da comu-
nidade podem contribuir com diferentes te´cnicas para ana´lise, simulac¸a˜o e transformac¸a˜o
de modelos por meio de plugins.
Figura 3. Arquitetura do LoTuS
Para viabilizar essa contribuic¸a˜o, a arquitetura do LoTuS (Figura 3) foi desenvol-
vida ja´ visando a extensibilidade da ferramenta, concretizada por meio da modularizac¸a˜o
e disponibilizac¸a˜o de uma API para plugins. Diversos plugins foram construı´dos e ja´
veˆm embutidos na pro´pria ferramenta, como o gerenciamento de projetos, a visualizac¸a˜o,
edic¸a˜o, simulac¸a˜o, e execuc¸a˜o de modelos, e a integrac¸a˜o com outras ferramentas atrave´s
de importac¸a˜o e exportac¸a˜o de formatos. O gerenciamento dos plugins e´ bastante sim-
ples, de modo que plugins sa˜o ativados pela sua presenc¸a no direto´rio de extenso˜es da
ferramenta.
A construc¸a˜o de plugins consiste basicamente em desenvolver um mo´dulo Java
(JAR) utilizando as classes do componente lotus-api. Tambe´m e´ possı´vel estender ou
reutilizar funcionalidades de plugins ja´ existentes. Um breve tutorial de como desenvolver
plugins pode ser encontrado no website da ferramenta, pore´m a melhor forma de aprender
a construir um plugin e´ observando o co´digo-fonte dos plugins ja´ existentes.
O componente lotus-api possui todas as classes que modelam um projeto LoTuS
e as classes ba´sicas comuns para definic¸a˜o de plugins e interac¸a˜o com a interface gra´fica
principal. Outros componentes ira˜o observar mudanc¸as nos projetos, modelos, estados e
ac¸o˜es, registrando listeners. O componente lotus-viewer apenas disponibiliza um com-
ponente gra´fico JavaFX que exibe um modelo LTS ou PLTS que reflete automaticamente
toda e qualquer mudanc¸a nas classes do tipo Plain Old Java Object (POJO) do modelo.
O componente lotus-project possui va´rios plugins relacionados ao gerenciamento de pro-
jetos pela aplicac¸a˜o, como abrir e salvar um projeto e adicionar ou remover um modelo
ao projeto.
O componente lotus-tools possui plugins relacionados a` importac¸a˜o e exportac¸a˜o
de projetos construı´dos no LoTuS para ferramentas relacionadas. O componente designer
e´ responsa´vel pelo editor WYSIWYG (What You See Is What You Get) que permite que o
usua´rio construa ou modifique um modelo com recursos drag and drop. Os componentes
lotus-simulator e lotus-executor sa˜o responsa´veis pela simulac¸a˜o e execuc¸a˜o, respectiva-
mente, de um modelo.
A arquitetura do LoTuS utiliza o padra˜o Model-View-
Controller [Buschmann et al. 1996]. Os modelos sa˜o definidos nas classes Project,
Component, State e Transition como POJOs, enquanto as viso˜es da interface gra´fica
para o usua´rio sa˜o definidas em arquivos FXML ou em classes Java que estendem
objetos gra´ficos do JavaFX. Por sua vez, os controladores sa˜o responsa´veis pela
interoperabilidade dessas duas camadas.
Va´rios padro˜es de projeto [Gamma et al. 1995] tambe´m foram utilizados para a
implementac¸a˜o da ferramenta. O padra˜o Observer, atrave´s do qual objetos interessados
em informac¸o˜es se registram em objetos publicadores de conteu´do, foi utilizado para de-
sacoplar a camada de visualizac¸a˜o do modelo permitindo que modificac¸o˜es nos modelos
sejam propagadas aos objetos gra´ficos. O padra˜o Command, no qual cada ac¸a˜o e´ mo-
delada como um objeto, foi utilizado para viabilizar o histo´rico das ac¸o˜es tomadas pelo
usua´rio na simulac¸a˜o e possibilitar a opc¸a˜o de desfazeˆ-los. O padra˜o Strategy foi utilizado
na classe Designer para que que comportamentos (subclasses de Behavior) sejam isolados
e modificados sem trazer efeitos colaterais aos outros componentes.
4. Principais funcionalidades
Esta sec¸a˜o descreve os principais recursos da ferramenta proposta.
4.1. Composic¸a˜o paralela
Dois ou mais componentes na˜o probabilı´sticos de um projeto podem ser compostos em
paralelo para que se obtenha o comportamento conjunto dos mesmos. LoTuS assume que
se os LTSs possuem ac¸o˜es com o mesmo ro´tulo, essas ac¸o˜es sa˜o compartilhadas (shared
actions) e, portanto, devem ser executadas sincronamente no comportamento paralelo.
Para realizar a composic¸a˜o, basta selecionar no painel de projeto os componentes que
sera˜o compostos, clicar sobre a selec¸a˜o com o bota˜o direito do mouse, e escolher a opc¸a˜o
Parallel Composition no menu popup.
4.2. Simulac¸a˜o
A simulac¸a˜o e´ um processo interativo pelo qual o usua´rio pode navegar pelo modelo.
Consiste de, a partir do estado inicial, habilitar somente as transic¸o˜es possı´veis de serem
realizadas no estado selecionado, deixando para o usua´rio a escolha de qual transic¸a˜o
seguir. A partir de enta˜o, o estado que recebe a transic¸a˜o escolhida e´ selecionado e o
mesmo processo se repete ate´ que um estado final ou de erro seja alcanc¸ado ou o usua´rio
encerre a simulac¸a˜o. O rastro produzido pela simulac¸a˜o e´ exibido abaixo do painel de
edic¸a˜o. As transic¸o˜es selecionadas na simulac¸a˜o sa˜o realc¸adas no modelo, permitindo
que o usua´rio visualize o caminho percorrido pela simulac¸a˜o ate´ enta˜o.
O usua´rio pode tambe´m deixar que a ferramenta escolha a pro´xima ac¸a˜o a ser
realizada clicando no bota˜o “Random Step”. Neste caso, se o modelo for probabilı´stico,
a escolha da ac¸a˜o leva em conta a probabilidade de execuc¸a˜o de cada transic¸a˜o de saı´da.
Caso o modelo seja na˜o probabilı´stico, enta˜o a escolha e´ feita na˜o deterministicamente.
A Figura 4 mostra um trecho da simulac¸a˜o do modelo da Figura 1.
Figura 4. Tela de simulac¸a˜o do LoTuS
Figura 5. Tela de execuc¸a˜o do LoTuS
4.3. Execuc¸a˜o
Esse processo e´ semelhante a` simulac¸a˜o, pore´m com treˆs diferenc¸as: a primeira e´ que o
usua´rio pode especificar varia´veis, que sa˜o usadas nas guardas ou nas transic¸o˜es, e de-
terminar seus valores. A segunda diz respeito a` habilitac¸a˜o das transic¸o˜es de saı´da do
estado selecionado em dado momento da execuc¸a˜o, pois so´ sa˜o habilitadas as transic¸o˜es
cujas guardas forem verdadeiras ou na˜o possuam guardas. Por fim, LoTuS tambe´m per-
mite que transic¸o˜es sejam realmente executadas durante esse processo. Por exemplo, se o
usua´rio declara uma varia´vel cont e inicializa seu valor para 1, e realiza uma transic¸a˜o
cuja ac¸a˜o e´ cont++, enta˜o apo´s essa ac¸a˜o o valor de cont sera´ 2. Ale´m disso, LoTuS
considera duas ac¸o˜es especiais: print, para impressa˜o de valores em um console que
aparece abaixo do painel de edic¸a˜o durante a execuc¸a˜o, e read, que habilita um campo
de leitura no console para que o usua´rio possa entrar um determinado valor.
A Figura 5 mostra a execuc¸a˜o do modelo da Figura 1, o qual teve a ac¸a˜o sucesso
alterada para print(“sucesso”) para mostrar sua execuc¸a˜o no console na parte de baixo da
figura. Note que o valor da guarda da ac¸a˜o loginValido tambe´m foi alterada para usar o
sinal “==”, pois ele e´ necessa´rio para realizar a comparac¸a˜o de valores na execuc¸a˜o. Por
fim, foi inserida uma varia´vel senha com valor 123, como mostrado no canto direito da
imagem.
4.4. Extensa˜o
Um recurso importante do LoTuS e´ sua extensibilidade. A ferramenta fornece uma
API que permite que usua´rios contribuam implementando suas pro´prias funcionalidades
atrave´s de plugins. Um conjunto de plugins ja´ foi desenvolvido e veˆm com a ferramenta
no momento do download. Os principais sa˜o:
• Test Case Generator (TCG) [Muniz et al. 2015]: permite a gerac¸a˜o e selec¸a˜o de
casos de testes abstratos funcionais e estatı´sticos de modelos tradicionais e pro-
babilı´sticos, respectivamente. Um caso de teste abstrato e´ um rastro de execuc¸a˜o
de um modelo. O plugin implementa va´rios algoritmos como All Paths, All Tran-
sitions e All One-loop Paths. Com ele, o usua´rio pode selecionar a te´cnica que
melhor se adequa para cada sistema em teste. Ale´m disso, o plugin fornece uma
variedade de te´cnicas de selec¸a˜o, como o caminho mais prova´vel, similaridade de
caminhos, e propo´sito de testes.
• Trace Generator: permite a gerac¸a˜o automa´tica de um conjunto de rastros de
execuc¸a˜o para o modelo. Se o modelo for probabilı´stico, enta˜o cada rastro sera´
gerado de acordo com as probabilidade das transic¸o˜es, caso contra´rio a pro´xima
ac¸a˜o sera´ escolhida de forma na˜o determinı´stica. O usua´rio indica a quantidade de
traces desejados que sera˜o enta˜o armazenados em um arquivo Comma Separated
Values (CSV), e um timer pode ser configurado para determinar o intervalo no
qual cada trace sera´ produzido. Esse recurso e´ u´til para simular o uso real de um
sistema.
• Probability Annotator: permite que o usua´rio selecione um arquivo CSV contendo
um conjunto de rastros de execuc¸a˜o. A partir desses rastros, a probabilidade de
ocorreˆncia de cada transic¸a˜o e´ calculada e anotada no modelo, transformando-
o em um PLTS. O algoritmo percorre o modelo LTS de entrada seguindo cada
rastro do arquivo CSV. A partir do estado inicial e da primeira ac¸a˜o do rastro, o
algoritmo seleciona a transic¸a˜o que possui ac¸a˜o correspondente a` ac¸a˜o atual do
rastro, incrementando o contador daquela transic¸a˜o. Esse processo se repete para
cada ac¸a˜o do rastro. Ao percorrer todos os rastros do arquivo CSV, o algoritmo
contou o nu´mero de ocorreˆncias para cada transic¸a˜o do modelo. A probabilidade
de ocorreˆncia de cada transic¸a˜o e´ determinada pela divisa˜o do toal de ocorreˆncia
de uma transic¸a˜o pela soma das ocorreˆncias de todas as transic¸o˜es que saem do
mesmo estado.
4.5. Transformac¸a˜o, importac¸a˜o e gerac¸a˜o de modelos a partir de outras fontes
Um importante diferencial do LoTuS e´ a possibilidade de gerac¸a˜o de modelos LTS a partir
de outras fontes, dentre as quais destacamos:
• Diagrama de Sequeˆncia da UML: LoTuS permite transformar um diagrama de
sequeˆncia da UML em um LTS. E´ possı´vel que o diagrama contenha tambe´m os
blocos adicionais loop, representando uma repetic¸a˜o, e alt, que representa um
fluxo que so´ e´ realizado se uma certa condic¸a˜o for satisfeita. Ale´m disso, a
transformac¸a˜o do diagrama pode gerar um formato especial de LTS, usado em
[Cartaxo et al. 2008] para a gerac¸a˜o de casos de testes, podendo ser utilizado pelo
plugin TCG (apresentado na sec¸a˜o 4.4). Por enquanto, a importac¸a˜o so´ funciona
caso o diagrama tenha sido modelado utilizando a ferramenta Astah3 e tenha sido
salvo no formato XMI (XML Metadata Interchange4).
• Rastros de execuc¸a˜o: nesta funcionalidade, o usua´rio pode selecionar um arquivo
CSV contendo diversos rastros de execuc¸a˜o do sistema e, a partir deles, LoTuS
ira´ gerar um possı´vel modelo de comportamento do sistema. A heurı´stica para
a gerac¸a˜o do modelo e´ bem simples e consiste em tentar criar um novo caminho
no modelo para cada rastro do arquivo. Caso o rastro contenha caminhos que ja´
estejam no modelo, enta˜o os caminhos sa˜o sobrescritos, ate´ que uma nova ac¸a˜o
aparec¸a. Caso haja ac¸o˜es repetidas no caminho, a segunda ac¸a˜o e´ retornada para
o estado final da primeira, constituindo um ciclo.
• Formatos de outras ferramentas: permite importar modelos LTS especificados em
outras ferramentas. Atualmente, apenas o formato FSP, utilizado pela ferramenta
LTSA [Magee and Kramer 2006], e´ suportado como formato de entrada. Contudo,
LoTuS importa apenas modelos ja´ compilados pela ferramenta LTSA.
Vale salientar que, atrave´s da criac¸a˜o de plugins, o usua´rio pode criar seu pro´prio
mecanismo de importac¸a˜o, transformac¸a˜o e gerac¸a˜o de modelos para LoTuS.
4.6. Exportac¸a˜o
LoTuS permite que os modelos gerados na ferramenta sejam exportados para outros for-
matos. No caso de um modelo na˜o probabilı´stico, e´ disponibilizada a exportac¸a˜o para
FSP, enquanto e´ possı´vel exportar para o PRISM [Kwiatkowska 2007] no caso do modelo
ser probabilı´stico.
4.7. Ana´lise e Verificac¸a˜o de Modelos
Ale´m dos recursos de modelagem, LoTuS fornece ao usua´rio algumas te´cnicas de
ana´lise e verificac¸a˜o: detecc¸a˜o de deadlock, detecc¸a˜o de estados (probabilisticamente)
inalcanc¸a´veis e verificac¸o˜es de propriedades de alcanc¸abilidade (reachability properties).
O deadlock em um modelo e´ caracterizado por um estado qualquer sem transic¸o˜es
de saı´das. A detecc¸a˜o de deadlock e´ particularmente u´til na composic¸a˜o paralela de mo-
delos, uma vez que a execuc¸a˜o conjunta pode causar comportamentos inesperados. Para
representar a correta terminac¸a˜o da execuc¸a˜o de um sistema, o usua´rio pode mudar o tipo
do estado para final, pois caminhos que terminam em um estado final na˜o sa˜o considera-
dos caminhos de deadlock.
A verificac¸a˜o da existeˆncia de estados inalcanc¸a´veis e´ importante porque o usua´rio
pode cometer erros quando cria um modelo graficamente. Um estado inalcanc¸a´vel sig-
nifica que o comportamento iniciado por ele nunca ira´ ocorrer, ou seja, e´ um compor-
tamento impossı´vel. LoTuS informa ao usua´rio a existeˆncia de estados inalcanc¸a´veis e
pergunta a ele se os estados devem ser removidos. Se o usua´rio concordar, os estados e
suas transic¸o˜es sera˜o removidos do modelo.
Um situac¸a˜o similar pode ocorrer na ana´lise de um modelo probabilı´stico. Embora
um estado possa ser alcanc¸a´vel em um caminho regular no modelo, ele pode ser probabi-
listicamente inalcanc¸a´vel, isto e´, ha´ pelo menos um caminho que termina naquele estado
3http://astah.net
4http://www.omg.org/spec/XMI/
que possui probabilidade 0. Isso indica que mesmo que o comportamento representado
por aquele rastro possa eventualmente acontecer, ele nunca e´ exercitado de fato. Esse
cena´rio pode ser identificado, por exemplo, quando o modelo e´ anotado com perfis opera-
cionais [Musa 1993], mostrando que determinadas func¸o˜es podem nunca ser acionadas
pelo usua´rio. De modo semelhante a` detecc¸a˜o na˜o probabilı´stica, LoTuS ira´ solicitar ao
usua´rio qual ac¸a˜o tomar com os estados inalcanc¸a´veis, podendo removeˆ-los ou na˜o do
modelo.
Com respeito a` verificac¸a˜o de modelos, LoTuS trabalha com requisitos de sistemas
que podem ser descritos como propriedades de confiabilidade. O mais importante caso de
uma propriedade desse tipo e´ a propriedade de alcanc¸abilidade [Filieri et al. 2011], que
diz que, a partir de um estado inicial, ha´ um outro estado alcanc¸a´vel onde a propriedade
e´ satisfeita. Esse estado pode ser um estado de falha ou de sucesso que indicam, respecti-
vamente, um terminac¸a˜o desejada ou indesejada da execuc¸a˜o do sistema modelado.
Cadeias de Markov de tempo discreto (DTMC) tradicionalmente sa˜o usadas para
ana´lise probabilı´stica de alcanc¸abilidade [Cheung et al. 2008][Filieri et al. 2011]. Como
mencionado na Sec¸a˜o 2, um DTMC pode ser obtido removendo-se as ac¸o˜es de um PLTS.
Portanto, LoTuS oferece verificac¸a˜o probabilı´stica de propriedades de alcanc¸abilidade
em PLTSs. O usua´rio pode representar a propriedade a ser verificada de duas formas:
(i) indicando o estado inicial e o estado alvo, ou (ii) indicando a ac¸a˜o inicial e a ac¸a˜o
final. A ferramenta calcula a probabilidade de alcanc¸ar o estado alvo do estado inicial
transformando o PLTS em uma matriz de probabilidade e realizando multiplicac¸o˜es de
matrizes [Kwiatkowska 2007].
O usua´rio tambe´m pode especificar o valor desejado e o operador de comparac¸a˜o
(menor ou maior que, igual ou diferente). Nesse caso, ale´m do valor calculado da pro-
priedade de alcanc¸abilidade, LoTuS tambe´m informa se a propriedade e´ satisfeita ou na˜o.
Outra possibilidade e´ informar que estados ou ac¸o˜es na˜o devem ser consideradas na pro-
priedade. Vale salientar que a verificac¸a˜o probabilı´stica na˜o funciona caso o modelo con-
tenha um estado composto.
5. Avaliac¸a˜o
Nesta sec¸a˜o, descrevemos treˆs tipos de avaliac¸a˜o da ferramenta proposta que foram re-
alizadas: usabilidade, desempenho, e um estudo de caso que exercita algumas de suas
principais funcionalidades.
5.1. Usabilidade
Uma ana´lise de usabilidade de LoTuS e´ apresentada em [Cavalcante 2015]. O experi-
mento realizado foi baseado em um estudo de observac¸a˜o, onde o experimentador observa
os participantes enquanto estes realizam atividades especı´ficas com o objetivo de coletar
informac¸o˜es sobre como estas atividades sa˜o desempenhadas. Foram selecionados para a
realizac¸a˜o do teste de usabilidade da ferramenta 10 alunos de graduac¸a˜o do curso de ba-
charelado em Cieˆncias da Computac¸a˜o da Universidade Estadual do Ceara´ (UECE), todos
entre o sexto e o nono semestre do curso. A instrumentac¸a˜o do experimento incluiu os
seguintes elementos: um formula´rio de pre´-experieˆncia, caracterizando os participantes, a
fim de adquirir um conhecimento pre´vio sobre eles; a ficha de descric¸a˜o do teste, no qual
sa˜o descritas as tarefas que os participantes devem realizar; a ferramenta LoTuS; um ques-

















Figura 6. Experimentos de avaliac¸a˜o da desempenho
e um questiona´rio de observac¸a˜o do usua´rio, onde o observador vai indicar comenta´rios
acerca do uso da ferramenta pelo participante do teste.
As seguintes varia´veis foram consideradas no experimento: a quantidade de ta-
refas realizadas corretamente, tarefas na˜o realizadas e tarefas incompletas; o grau de
satisfac¸a˜o do participante em relac¸a˜o a interface da ferramenta; a quantidade de vezes
que o grupo responsa´vel pelo experimento foi acionado para tirar du´vidas; o tempo de
execuc¸a˜o de cada tarefa; o grau de satisfac¸a˜o geral da ferramenta. Foram analisadas 14 ta-
refas que incluem o uso das seguintes funcionalidades: importar diagramas de sequeˆncia,
desenhar modelos, fazer uma composic¸a˜o paralela, simular o modelo, executar o modelo
utilizando valores de guarda, gerar traces, e gerar um modelo atrave´s de um arquivo de
traces.
Como resultado, a autora destaca que 90% dos participantes acharam a interface
da ferramenta bastante agrada´vel e fizeram elogios acerca desta e de sua apareˆncia. Ao
perguntar se a ferramenta atingiu seu objetivo para a qual foi desenvolvida, 100% dos
participantes concordaram, afirmando que a ferramenta e´ muito boa e que os usua´rios
podera˜o utiliza´-la para grandes proveitos. Por outro lado, foi possı´vel identificar os prin-
cipais problemas relacionados a` usabilidade da ferramenta, os quais foram solucionados
pela equipe de desenvolvimento e ja´ incoporados na versa˜o atual proposta neste trabalho.
5.2. Desempenho
Para avaliar a capacidade e os limites do LoTuS ao trabalhar com modelos que possuem
uma grande quantidade de estados e transic¸o˜es, foram realizados testes de performance
nos quais modelos gerados aleatoriamente em XML sa˜o carregados visualmente e des-
carregados pela ferramenta, simulando as operac¸o˜es de abrir e salvar realizadas pelos
usua´rios. Os componentes envolvidos nessas operac¸o˜es sa˜o utilizados para automatizar a
avaliac¸a˜o que consiste em medir o tempo me´dio necessa´rio para abrir e salvar os modelos.
O gra´fico da Figura 6 (obtidos em uma ma´quina com processador Intel Core i5,
6GB de memo´ria RAM, rodando a distribuic¸a˜o GNU/Linux Debian 8 Wheezy e Oracle
JDK 8u43) mostra o tempo me´dio para as operac¸o˜es de abrir e salvar para modelos com
1000 (1K), 3500 (3,5K) e 5000 (5K) estados. O eixo das abcissas representa a quantidade
de transic¸o˜es para cada estado do modelo medido em percentual do total de estados, onde
0 representa um modelo sem transic¸o˜es, apenas com estados, e 1 representa um grafo
completo, com todos os estados possuindo transic¸o˜es para todos os outros estados. O
eixo das ordenadas representa o tempo me´dio para realizar a operac¸a˜o em milisegundos
(ms).
O gra´fico mostra que modelos com ate´ 1000 estados sa˜o carregados e salvos muito
rapidamente, com tempo de carga bem menor do que 1ms. Para os outros tamanhos, nota-
se que o tempo de carga cresce linearmente a` quantidade de transic¸o˜es presentes. Para
modelos com ate´ 3500 estados, no cena´rio onde cada estado tem transic¸o˜es para 3% dos
outros estados (ou seja, um estado conectado a outros 105 estados), o tempo me´dio de
carga foi menor que 4ms. Ja´ no modelo de 5000 estados, esse mesmo cena´rio (pore´m
agora cada estado esta´ conectado a outros 150 estados) foi carregado em pouco mais de
10ms.
Como conclusa˜o, podemos ver que mesmo para modelos relativamente grandes,
LoTuS apresenta um tempo me´dio de carga baixo. Contudo, esse tempo pode ser bastante
diferente caso outras operac¸o˜es sejam realizadas, como a verificac¸a˜o probabilı´stica do
modelo. Pretende-se realizar esse teste de desempenho em um trabalho futuro.
5.3. Estudo de caso
A terceira forma de avaliac¸a˜o consistiu em um estudo de caso onde Lo-
TuS foi utilizado para modelar e analisar uma aplicac¸a˜o chamada TeleAs-
sistance (TA), um sistema distribuı´do para assisteˆncia remota de pacien-
tes [Epifani et al. 2009] [Weyns and Calinescu 2015]. O TeleAssistance oferece
treˆs possibilidades ao usua´rio: enviar os sinais vitais do paciente, enviar um alarme de
paˆnico e parar a aplicac¸a˜o. Os dados da primeira mensagem sa˜o encaminhados para o
servic¸o de um laborato´rio para serem analisados. O laborato´rio responde enviando uma
das seguintes mensagens: mudar medicamento, mudar a dose, ou enviar um alarme. Esta
u´tima envia um chamado a uma equipe de pronto socorro (First Aid Squad - FAS) cuja
func¸a˜o e´ assistir o paciente em domicı´lio no caso de emergeˆncia.
Quando um paciente aperta o bota˜o de paˆnico, a aplicac¸a˜o tambe´m envia um
alarme para o pronto socorro. Finalmente, o paciente pode decidir por parar o TA. O
sistema pode falhar nas seguintes situac¸o˜es: ao enviar um alarme para o pronto socorro,
ao receber a ana´lise dos dados enviados pelo laborato´rio, ou ao enviar uma notificac¸a˜o de
mudanc¸a de dose ou de medicamento para o paciente. Em todos esses casos, o sistema
vai para um estado de erro indicando que uma falha aconteceu.
5.3.1. Verificac¸a˜o de propriedades de alcanc¸abilidade
Estamos interessados em verificar as seguintes propriedades: (P1) a probabilidade de
sucesso ao usar o dispositivo (nenhum falha ocorrer) e´ maior ou igual a 0.7 e (P2) a
probabilidade de falha apo´s um envio de alarme para o pronto socorro e´ menor que 0.006.
Ambas propriedades podem ser vistas como sendo de alcanc¸abilidade, onde a primeira
visa atingir um estado de sucesso (estado 2), enquanto a outra consiste em alcanc¸ar um
estado de falha (estado 5).
Diferentemente do exemplo mostrado em [Epifani et al. 2009], onde o modelo e´
originalmente probabilı´stico, no´s assumimos que as probabilidades de ocorreˆncia de cada
transic¸a˜o na˜o eram sabidas em tempo de projeto. Enta˜o, foi criado um outro modelo do
Figura 7. Modelo probabilı´stico do TA
TA, equivalente ao primeiro em bisimilaridade5 [Milner 1989], pore´m com mais estados
e transic¸o˜es, com o objetivo de simular o comportamento “real” do usua´rio e as proba-
bilidades de falhas do servic¸o. Para simular o uso do sistema, utilizamos o plugin Trace
Generator, o qual gerou 5000 rastros de execuc¸a˜o.
Em seguida, os traces foram utilizados como entrada para a anotac¸a˜o de proba-
bilidades de execuc¸a˜o no modelo original utilizando o plugin Probability Annotator, que
gerou como saı´da o PLTS mostrado na Figura 7. Com isso, e´ possı´vel calcular as proba-
bilidades das propriedades P1 e P2 utilizando a verificac¸a˜o probabilı´stica de LoTuS. Uma
vez que o valor obtido para a propriedade P1 foi 0.71519, podemos dizer que a proprie-
dade e´ satisfeita. Por outro lado, P2 na˜o e´ satisfeita, pois seu resultado retornou o valor
0.10237. A Figura 8 mostra a tela de verificac¸a˜o de propriedades do LoTuS para o modelo
TA e as propriedades P1 e P2.
Para verificar se os valores calculados pelo LoTuS para P1 e P2 esta˜o corretos,
o modelo probabilı´stico anotado do TA foi exportado para a ferramenta de checagem de
modelos PRISM [Kwiatkowska 2007] usando a funcionalidade de exportac¸a˜o do LoTuS.
As propriedades foram especificadas em PCTL e verificadas nessa ferramenta. Os re-
sultados foram bastante pro´ximos aos obtidos pela verificac¸a˜o probabilı´stica do LoTuS,
uma vez que a diferenc¸a entre os resultados foi de apenas 0.0006 para ambas proprieda-
des. Essa diferenc¸a pode ser devido a` aproximac¸o˜es realizadas durante o procedimento
de multiplicac¸a˜o de matrizes.
Em uma segunda ana´lise, consideramos o cena´rio onde na˜o ha´ um modelo inicial
do sistema (ou na˜o se tem acesso a ele), mas deseja-se gerar esse modelo atrave´s de rastros
de execuc¸a˜o da aplicac¸a˜o. Para tanto, a o co´digo fonte da implementac¸a˜o existente do TA6
foi anotado e executado 1000 vezes (gerando um rastro para cada execuc¸a˜o), com o intuito
de exercitar todos os comportamentos posı´veis.
Os rastros foram enta˜o organizados em um arquivo CSV, que foi usado como
5Dois LTSs sa˜o considerados bisimilares se, quando um realiza uma ac¸a˜o a partir de um estado s, o
outro realiza a mesma ac¸a˜o a partir de um estado q equivalente a s
6Disponı´vel em https://www.hpi.uni-potsdam.de/giese/public/selfadapt/exemplars/tas/
Figura 8. Tela de verificac¸a˜o do LoTuS referente ao modelo TA
Figura 9. LTS do TA a partir de rastros
entrada para a funcionalidade do LoTuS de gerac¸a˜o de modelos a partir de rastros, ge-
rando como saı´da um possı´vel modelo de comportamento do sistema7, conforme ilus-
trado na Figura 9. Comparando o modelo gerado com o modelo original do sistema (o
mesmo da Figura 7, pore´m sem probabilidades), nota-se que os modelos, apesar de dife-
rentes, representam o mesmo comportamento do sistema. Com isso, podemos ver que a
implementac¸a˜o do sistema esta´ de acordo com o comportamento modelado originalmente.
6. Trabalhos Relacionados e Discussa˜o
Esta sec¸a˜o compara e discute alguns trabalhos relacionados aos principais benefı´cios de
LoTuS: a modelagem gra´fica de modelos tradicionais e probabilı´sticos, a importac¸a˜o a
7A disposic¸a˜o dos estados foi alterada para facilitar a visualizac¸a˜o do modelo
partir de outros formatos, as formas de ana´lise e a possibilidade de extensa˜o.
Sobre modelagem de comportamento visual, a abordagem mais comum e´
o uso de modelos UML dinaˆmicos, como diagramas de sequeˆncia e de esta-
dos. Para estes, ha´ um grande conjunto de ferramentas, sejam acadeˆmicas ou
profissionais, gratuitas ou pagas, tais como Astha, Rational Rose8, e Visual Pa-
radigm9. O maior problema de modelos UML e´ a falta de uma semaˆntica for-
mal que permite a verificac¸a˜o de modelos. Nesta direc¸a˜o, alguns trabalhos fo-
ram propostos [Ng and Butler 2002] [Bolton and Davies 2000] para integrar partes de
CSP [Hoare 1985], uma a´lgebra de processo para especificac¸a˜o de comportamento de
componentes que interagem, e UML, onde CSP serve como semaˆntica formal para a
notac¸a˜o gra´fica na˜o-formal, e a UML fornece uma interface amiga´vel para CSP. Uma
abordagem similar modela o sistema como A´rvores de Comportamento (Behaviour
Trees [Dromey 2003]), uma notac¸a˜o na˜o-formal gra´fica que permite ao usua´rio primeiro
modelar os requisitos individualmente que sa˜o, em seguida, integrados no modelo de
projeto do sistema, e transforma-os em processos CSP para permitir ana´lise de mode-
los [Winter 2004][Colvin and Hayes 2011].
E´ importante mencionar que nem sempre uma notac¸a˜o gra´fica e´ mais adequada
para especificar o comportamento de um sistema do que uma linguagem formal, como
por exemplo, na modelagem de sistemas complexos que demandam milhares de esta-
dos. Por outro lado, ela pode facilitar o entendimento e aprendizado de modelagem de
software atrave´s de visualizac¸a˜o instantaˆnea do modelo, isto e´, o comportamento dese-
jado pode ser visto em tempo de projeto, e na˜o apenas apo´s a compilac¸a˜o do modelo
especificado em uma linguagem formal. Ale´m disso, mesmo sendo uma notac¸a˜o gra´fica,
a modelagem usando LTSs pode consumir muito tempo e introduzir erros, particular-
mente para modelos de porte me´dio ou grande. Por isso, a transformac¸a˜o de modelos de
comportamento UML, como os diagramas de sequeˆncia, atividades e estados, em mode-
los LTSs pode aumentar a utilizac¸a˜o da abordagem gra´fica. Isto ja´ vem sendo feito na
literatura para diferentes propo´sitos, como teste [Cartaxo et al. 2008], ana´lise de perfor-
mance [Bennett et al. 2004], e confiabilidade [Rodrigues et al. 2005].
Outro formalismo bastante utilizado para modelar o comportamento de
software sa˜o as Redes de Petri [Peterson 1981], para as quais ha´ uma vasta
lista de ferramentas disponı´veis10. Embora seja possı´vel realizar va´rias for-
mas de ana´lise utilizando Redes de Petri tradicionais ou estoca´sticas, como
simulac¸a˜o [Dingle et al. 2009], detecc¸a˜o de deadlock [Dingle et al. 2009], verificac¸a˜o
de propriedades de alcanc¸abilidade [Dingle et al. 2009], gerac¸a˜o de modelos a partir
de co´digo [Dedova and Petrucci 2013] e de diagramas UML [Lo´pez-Grao et al. 2004],
e gerac¸a˜o de casos de teste [Xu 2011], similarmente ao que LoTuS tambe´m faz, nossa
escolha por usar LTS e PLTS se deu principalmente pela experieˆncia dos autores em lidar
com esses formalismos e ferramentas relacionadas. Pretendemos implementar em LoTuS
outras formas de ana´lise ja´ presentes em trabalhos que usam Redes de Petri, como por
exemplo a diferenciac¸a˜o de modelos [Dingle et al. 2009]. Por outro lado, o uso de LTS
facilitou a implementac¸a˜o de algumas funcionalidades, como a modelagem de estados
8http://www-03.ibm.com/software/products/en/ratirosefami
9http://www.visual-paradigm.com/
10Petri Nets Tool Database: http://www.informatik.uni-hamburg.de/TGI/PetriNets/tools/db.html
compostos. Portanto, acreditamos que LoTuS pode tanto se beneficiar de te´cnicas de mo-
delagem e ana´lise ja´ existentes para Redes de Petri, quanto servir de motivac¸a˜o para a
extensa˜o de ferramentas que usam esse formalismo.
Ferramentas de modelagem gra´fica de comportamento que suportem ambos mo-
delos tradicionais e probabilisticos na˜o sa˜o fa´ceis de encontrar. Por exemplo, MaTeLo
(Markov Test Logic) [Feliachi and Le Guen 2010] fornece modelagem gra´fica de Ca-
deias de Markov e ma´quinas de estados finitos para realizar teste baseados em mode-
los. PIPE2 [Dingle et al. 2009] e´ uma ferramenta Java para a construc¸a˜o e ana´lise de
modelos Generalised Stochastic Petri Nets. Outras ferramentas fornecem linguagens
formais que suportam a especificac¸a˜o de ambos os tipos de modelos. Por exemplo,
LTSA-PCA [Rodrigues et al. 2014] e´ uma extensa˜o da ferramenta LTSA que suporta a
especificac¸a˜o, visualizac¸a˜o e ana´lise de falhas de sistemas baseados em componentes mo-
delados como Probabilistic Component Automata (PCA).
Sobre extensibilidade, Mobius[Courtney et al. 2009] e´ uma ferramenta para mo-
delagem de desempenho e dependabilidade cuja arquitetura foi projetada para permitir a
integrac¸a˜o de novos formalismos e te´cnicas de maneira fa´cil. Similar ao LoTuS, PIPE2
tambe´m e´ extensı´vel via plugins e suporta interoperabilidade com outras ferramentas de
modelagem de Redes de Petri. LTSA tambe´m e´ uma ferramenta extensı´vel, mas sua API
na˜o esta´ disponibilizada para o desenvolvimento por terceiros.
A ferramenta mais pro´xima a` nossa e´ UPPAAL [Behrmann et al. 2004], uma fer-
ramenta para modelagem, simulac¸a˜o e verificac¸a˜o de sistemas de tempo real modelados
como redes de autoˆmatos temporais (timed automata) estendidos com relo´gios e varia´veis
de dados. UPAAL permite tanto a modelagem gra´fica como disponilibiliza uma lingua-
gem de especificac¸a˜o formal. Ale´m disso, existem extenso˜es de UPPAAL para reali-
zar checagem de modelos estatı´sticos (UPPALL-SMC [David et al. 2015b]), explorar es-
trate´gias para stochastic priced timed games (UPPAAL Stratego [David et al. 2015a]),
e algoritmos on-the-fly eficientes para ana´lise de jogos baseados em timed game auto-
mata com respeito a propriedades de seguranc¸a (safety) e alcanc¸abilidade (UPPAAL-
TIGA [Cassez et al. 2005]).
Assim como LoTuS, UPPAAL tambe´m permite simulac¸a˜o e checagem de modelo
probabilı´stico, pore´m LoTuS permite tambe´m a gerac¸a˜o de modelos a partir da importac¸a˜o
de diagramas de sequeˆncia ou de rastros de execuc¸a˜o. Adicionalmente, o mecanismo de
extensa˜o de LoTuS e´ simples e esta´ disponı´vel no site da ferramenta, enquanto na˜o ha´
informac¸o˜es sobre como estender UPPAAL com novas funcionalidades. Por fim, LoTuS
disponibiliza outras formas de manipulac¸a˜o e ana´lise de modelos, como a criac¸a˜o de
estados compostos, a anotac¸a˜o de probabilidades a partir de traces, e algoritmos de testes
baseados em modelos.
7. Conclusa˜o
Este artigo apresentou LoTuS, uma ferramenta de modelagem gra´fica, ana´lise e
verificac¸a˜o de comportamento de software utilizando LTS e PLTS. Por ser estensı´vel e
de co´digo aberto, LoTuS permite que a comunidade contribua para a evoluc¸a˜o da ferra-
menta em termos de melhoria interna de sua estrutura de co´digo e adicione novas funci-
onalidades atrave´s da criac¸a˜o de plugins. A arquitetura e principais funcionalidades do
LoTuS foram apresentadas, bem como foi uma avaliac¸a˜o da ferramenta, que levou em
conta usabilidade, desempenho e utilizac¸a˜o dos seus principais recursos em um estudo de
caso.
Apesar da modelagem gra´fica ser intuitiva e ra´pida, ela traz como desvantagem a
dificuldade de modelar sistemas complexos, com centenas ou milhares de estados. Para
estes casos, LoTuS pode ser utilizada em conjunto com outras ferramentas que usem,
por exemplo, uma linguagem de especificac¸a˜o formal. Ale´m disso, a verificac¸a˜o proba-
bilı´stica de LoTuS pode ser considerada simples se comparada com outras ferramentas
que usam uma abordagem simbo´lica (symbolic model checking), na qual o espac¸o de es-
tados do modelo e´ representado utilizando estruturas de dados especiais, como o binary
decisions diagrams, permitindo uma manipulac¸a˜o mais eficiente.
Atualmente, esta´ sendo implementado um plugin para modelagem de Message Se-
quence Charts que permitira´ que o comportamento dinaˆmico do sistema possa ser mode-
lado usando aquele formalismo e, em seguida, seja transformado para LTS, conforme pro-
posto em [Uchitel et al. 2003]. Isso permitira´ novas formas de ana´lise, como a detecc¸a˜o
de cena´rios implı´citos [Uchitel et al. 2001]. Como trabalhos futuros, pretendemos dispo-
nibilizar outros plugins de transformac¸a˜o de modelos e de importac¸a˜o de e exportac¸a˜o
para outros formatos, aumentando assim a interoperabilidade de LoTuS. Adicionalmente,
planejamos permitir a especificac¸a˜o de outros tipos de propriedades, como safety e live-
ness, atrave´s do uso de uma linguagem de lo´gica temporal. Tambe´m pretendemos realizar
uma ana´lise de desepenho mais aprofundada, levando em conta outras funcionalidades
da ferramenta, como simulac¸a˜o, execuc¸a˜o e composic¸a˜o paralela. Por fim, pretendemos
realizar outros estudos de caso com sistemas reais.
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Prezados editores,  
     Segue abaixo relatório destacando as modificações realizadas na versão final do artigo. 
    Att. 
------------------------------------------------------ 
Revisão: “Justificar o diferencial da abordagem com relação a Redes de Petri. Isso 
foi mencionado, conforme o revisor solicitou, mas não fica clara a 
comparação e o motivo da escolha pelas abordagens utilizadas. Não há 
problema se o artigo exceder em uma página para fazer a inclusão.” 
R: Foi introduzido o seguinte parágrafo na seção 6 (Discussão): “Outro formalismo 
bastante utilizado para modelar o comportamento de software são as Redes de Petri 
[Peterson 1981], para as quais há uma vasta lista de ferramentas disponíveis10. Embora 
seja possível realizar várias formas de análise utilizando Redes de Petri tradicionais ou 
estocásticas, como simulação [Dingle et al. 2009], detecção de deadlock [Dingle et al. 
2009], verificação de propriedades de alcançabilidade [Dingle et al. 2009], geração de 
modelos a partir de código [Dedova and Petrucci 2013] e de diagramas UML [López-
Grao et al. 2004], e geração de casos de teste [Xu 2011], similarmente ao que LoTuS 
também faz, nossa escolha por usar LTS e PLTS se deu principalmente pela experiência 
dos autores em lidar com esses formalismos e ferramentas relacionadas. Pretendemos 
implementar em LoTuS outras formas de análise já presentes em trabalhos que usam 
Redes de Petri, como por exemplo a diferenciação de modelos [Dingle et al. 2009]. Por 
outro lado, o uso de LTS facilitou a implementação de algumas funcionalidades, como a 
modelagem de estados compostos. Portanto, acreditamos que LoTuS pode tanto se 
beneficiar de técnicas de modelagem e análise já existentes para Redes de Petri, quanto 
servir de motivação para a extensão de ferramentas que usam esse formalismo.” 
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