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KÄSITTEET 
AJAX Asynchronous Javascript and XML on kokoelma 
tekniikoita, jotka mahdollistavat sivuston päivittä-
misen osittain 
Active Directory Microsoftin käyttäjätietokanta ja hakemistopalvelu 
(pitää sisällään käyttäjätietoja) 
ATON Aton on opinnäytteessä käsitellyn asiakkaan doku-
menttikirjasto  
DOM Document Object Model eli suomeksi dokumentti-
malli on lyhenne, joka kuvaa HTML-sivun puura-
kennetta  
Extranet Suljettu verkkosivusto, jonka avulla yritys voi jakaa 
tietoja asiakkaan kanssa 
JSON Javascript Object Notation on avoimen standardin 
tiedostomuoto 
MVC MVC eli Model-View-Controller (Malli-Näkymä-
Ohjain) on ohjelmistoarkkitehtuurityyli, joka erotte-
lee ohjelman eri osiot kolmeen alueeseen.  
REST Represational State Transfer HTTP-protokollaan pe-
rustuva arkkitehtuurimalli 
Sharepoint   Microsoftin Web-sovellusalusta 
Sharepoint-lista Sharepointin tapa tallettaa tietoa Sharepoint-ympä-
ristössä. Käytätetään myös termiä dokumenttikir-
jasto. 
XML Extensible Markup Language on merkintäkielen 
yläkäsite ja tiedostomuoto  
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1  JOHDANTO 
Opinnäytetyönä Visualweb Oy:lle toteutetaan toimeksiantona Sharepoint-sivusto. 
Työ on toteutetaan AngularJS-ohjelmistokehystä käyttäen. Käytän opinnäyte-
työssä paljon esimerkkejä varsinaisesta sivustosta.  
1.1 Toimeksiantaja 
Toimeksiantaja on Visualweb Oy. Visualweb Oy on Sharepoint-ratkaisuja kehit-
tävä ohjelmistotalo. Yrityksen toimialueena on koko maailma. Sivusto on toimi-
tettu Visualweb Oy:n asiakkaalle ja heidän pyynnöstään en mainitse asiakkaan ni-
meä tässä työssä. 
1.2 Tavoitteet 
Työn tavoitteena on tehdä toimiva Extranet-ratkaisu Visualweb Oy:n asiakkaalle. 
Visualweb Oy:n asiakas on sulautettuja järjestelmiä rakentava yritys. Työn tarkoi-
tuksena on tehdä nopea ja toimiva sivusto, josta asiakkaan omat asiakkaat saisivat 
helposti ja nopeasti tarvittavat dokumentit laitteillensa. Työ käyttää hyväkseen 
Sharepointin listarakennetta. Tarkoituksena on, että sivustolta saataisiin nopeasti 
ja helposti ulos tarvittava tieto hakusanoilla tai listoja selaamalla. Asiakkaan mui-
den palveluiden yhdistäminen järjestelmään on myös tärkeä saada toimimaan. 
Extranet-sivua voidaan ajatella asiakasportaalina, joka pitää sisällään lehdistöma-
teriaalin, promootiokuvien ja tiedostojen helpon jakamisen. (Roine 2015) Tämä 
sivusto pitää sisällään tuotteiden ohjekirjat, ohjelmistot ja mainosmateriaalit. 
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1.3 AngularJS Sharepoint-sivuston räätälöimisessä 
Opinnäytetyö on toteutettu Sharepoint-sivustona Visualweb Oy:n käyttämälle 
Metronic-pohjalle. Metronic on Visualweb Oy:n ostama sivustopohja. Opinnäyte-
työ jakautuu niiden teknologioiden teoriaan, joita työssä olen käyttänyt ja sovelta-
nut ja toiminnalliseen osaan, jossa esittelen opinnäytetyön tuloksia ja ratkaisuja. 
Teoriaosuudessa käyn läpi Sharepointin, AngularJS:n ja sen liitännäisen Angu-
larJS-Datatablesin, joka tuo jQueryn Datatables-liitännäisen AngularJS-ympäris-
töön. AngularJS valittiin projektin kieleksi, koska Microsoft osallistuu AngularJS 
2.0 kehitykseen ja on vahvasti mukana AngularJS:n käyttämisessä Sharepoint-
alustalla.  
Aineistoa on rajattu vain niihin osioihin ja teknologioihin, joita työssä käytetään. 
Opinnäytetyö on tehty projektista, jonka lopputulos on asiakkaalla jo käytössä. 
Opinnäytetyössä oli tarkoitus lähestyä Sharepoint-ratkaisuja AngularJS-näkökul-
masta ja tehdä suorituskyvyltään nopeampia sivustoratkaisuja. 
Opinnäytetyön tarkoituksena on tutkia onko mahdollista tehdä suorituskykyisem-
piä ratkaisuja Sharepoint Extranet-sovelluksiin käyttäen AngularJS:ää. Tämän 
vuoksi työ keskittyy AngularJS- ja AngularJS Datatables-ratkaisuihin, joita työssä 
käytin. Tarkoituksena oli rakentaa tehokkaampi tapa esittää Sharepointissa olevia 
dokumenttikirjastoja. Muina tarkoituksina oli tutustua miten AngularJS:ää voi-
daan käyttää tiedon hakemiseen Sharepointin dokumenttikirjastoista käyttäen 
AJAX:ia tiedon välitykseen ja hakemiseen. AJAX eli Asynchronous Javascript 
and XML on kokoelma tekniikoita, jotka mahdollistavat vuorovaikutteiset Web-
sovellukset. Tähän ongelmaan saadaan vastaus käyttämällä REST-rajapintaa.  
Opinnäytetyön esimerkeissä näkyy oleellinen osa määrittelyn alusta.  
  




Sharepoint on Microsoftin kehittämä ohjelmistokokonaisuus, jota käytetään ylei-
simmin Intranet-verkkopalveluiden alustana, ryhmätyöskentelyn tukena ja doku-
menttien hallinnassa. Sharepoint tarjoaa myös toiminnallisuudet työnkulkujen, lo-
makkeiden ja asiakirjojen hallintaan. Sharepointin ensimmäinen versio julkaistiin 
vuonna 2001. Tässä työssä on käytetty Sharepoint 2013-versiota. (Roine 2015, 8) 
Tässä työssä on tehty niin sanottu räätälöity sivusto. Työssä tämä on toteutettu te-
kemällä oma sivustopohja (Master Page), jonka avulla on voitu tuoda Sharepoin-
tiin oma tyylipohja. Sivusto rakennetaan tämän tyylipohjan päälle. Tästä huoli-
matta sivuston pohjalla on vahvasti Sharepoint (Roine 2015, 155). Muita vaihto-
ehtoja räätälöintiin on FTC (Full Trust Code) jossa sivusto toteutetaan ilman suo-
jauksia , Hiekkalaatikko (Sandbox) jossa sivusto tehdään suojatussa tilassa ja App 
Model, joka on yhdistelmä näitä kahta (Roine 2015, 149). 
2.1 Dokumenttikirjasto 
Sharepoint 2013-toteutuksissa on keskeisenä osana työtilat ja dokumenttien hal-
linta. Näitä työtiloja käytetään dokumenttien tallentamiseen. Sharepointissa nämä 
työtilat ovat Sharepoint-sivustoja ja alisivustoja, joista löytyy yksi tai useampi do-
kumenttikirjasto. Tämä helpottaa käyttöoikeuksilla kirjaston rajaamista, sillä yk-
sittäisten dokumenttien sijaan voidaan rajata kokonaisia sivustoja käyttäjille. Si-
vustot ovat toisiinsa hierarkkisessa järjestyksessä, jossa pääsivustolla on alisivuja 
ja joilla voi olla omia alisivuja. Dokumenttikirjastoja voidaan vielä laajentaa otta-
malla käyttöön kansioita, joihin dokumentteja voidaan tallentaa. (Roine 2015, 69) 
  





           
           
           
           
           
           
Kuvio 1. Sharepointin rakenne (Roine 2015, 70) 
Dokumenttikirjastot tarkoittavat samaa kuin Sharepointin listat. Näiden valmiiden 
listojen lisäksi voi sivuston ylläpitäjä määritellä mukautettuja listoja. Lista on tapa 
näyttää tietoja sarakkeittain ja riveittäin. (Roine 2015, 8). Käytän termiä ’lista’ 
opinnäytetyössä Sharepoint-listasta.  
Listoilla olevat tiedot on tallennettu sarakkeisiin, joita voidaan hakea esimerkiksi 
REST-kyselyitä käyttäen. REST eli Represational State Transfer on HTTP-proto-
kollaan perustuva arkkitehtuurimalli. Nämä tiedot pitävät sisällään valmiita toi-











Kuvio 2. Sharepointin listanäkymä asiakirjoista 
2.1.1 Metatieto 
Metatiedot ovat dokumentteja kuvaavia tietoja. Näillä tiedoilla on merkitys doku-




 toimintalogiikka ja säännöt 
 autenttisuuden, luotettavuuden ja eheyden varmistaminen 
 käyttöoikeudet 
Näillä metatiedoilla on myös omat metatietotyypit, joista yleisimpiä ovat kuinka 
monta riviä tekstiä tieto pitää sisällään, päivämäärä ja käyttäjä tai ryhmä. (Roine 
2015, 70) 
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Kuvio 3. Sharepointin dokumentin metatiedot 
2.1.2 Sisältötyypit 
Sisältötyyppi (Content Type) on keskeinen osa Sharepointia. Se määrittelee miten 
sivut, dokumentit ja muut listaobjektit erotellaan toisistaan. (Roine 2015, 73). Si-
sältötyyppiä voidaan käyttää myös Sharepointin hakutoiminnoissa rajaamaan ha-
ettavaa tietoa sen sisältötyypin perusteella. Sisältötyyppi ei ole sama kuin tiedos-
totyyppi, vaan se on tapa sisällyttää samanlaisia tiedostoja sisällön perusteella eikä 
tiedoston perusteella. Tämä tehdään määrittelemälle niille sisältötyyppi. (Roine 
2015, 18-19) 
  




Kuvio 4. Sisältötyypit ja sen metatiedot. Metatiedot pitävät sisällään li 
2.2 Hakutoiminnot 
Sharepointin hakutoiminnot saadaan päälle laittamalla hakupalvelu päälle. Share-
pointissa hakutoiminnallisuus säädetään indeksoimaan tietoja yhdellä kolmesta ta-
vasta. Indeksointi tarkoittaa kirjaston sisällön keräämistä tiedostoon. Indeksointi 
on se toimenpide milloin tiedot kerätään. (Roine 2015, 92-94) 
Yksi tavoista on täysi indeksointi, jota ajetaan harvemmin. Tämä haku indeksoi 
kaikki tiedostot palvelimelta ja luo uuden indeksin. Tällä keinoin on mahdollista 
tehdä uusi indeksi, jos vanha pitää sisällään vanhentunutta tietoa. Tyypillisesti 
tämä indeksointi ajetaan kerran viikossa, koska se on aikaa vievä prosessi. (Roine 
2015, 92-94) 
Toinen tapa on inkrementaalinen indeksointi, jolloin indeksointi suoritetaan esi-
merkiksi puolentunnin välein. Tämän inkrementaalisen indeksoinnin tarkoituk-
sena on indeksoida tietoja, kun ne muuttuvat tai uusia tietoja tai tiedostoja on li-
sätty. (Roine 2015, 92-94) 
Kolmas vaihtoehto on jatkuva indeksointi. Se on Sharepoint 2013:sta uusia omi-
naisuuksia, jonka ideana on täydentää täysindeksointia ja inkrementaalista indek-
sointia. Tämän indeksoinnin vahvuus on se, että useampaa indeksointia voidaan 
suorittaa päällekkäin (Roine 2015, 92-94). Näitä indeksejä käytetään käyttämällä 
REST-rajapintaa  
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2.3 REST-hakurajapinta 
Työssä on käytetty paljon hyödyksi REST (REpresentational State Transfer)-raja-
pintaa. REST käyttää hyväkseen HTTP-protokollan toimintoja. Nämä toiminnot 
eli HTTP-metodit ovat GET, POST, PUT ja DELETE. Työssäni käytän vain 
GET- ja POST-metodeja. Ne tarkoittavat tiedon hakemista palvelimelta (GET) ja 
tiedon lähettämistä palvelimelle (POST). (Microsoft Dev Center 2015a) 
Sharepointin REST-tuki mahdollistaa Sharepoint-objektien käyttämisen REST-
kutsuja hyväksi käyttäen. Sharepointin REST-kutsut rakennetaan käyttämällä 
osoitetietoa ja määrittelemällä REST-kysely osoiteriville. Mahdollisia hakuvaihto-
ehtoja ovat listakohtainen haku ja sivuston kattava haku. Työssäni käytän koko si-
vuston kattavaa hakua. (Microsoft Dev Center 2015a) 
 
2.3.1 Getbytitle 
Sharepointissa olevat REST-kyselyt voidaan ohjata hakemaan suoraan listalta 
käyttämällä ’getbytitle’-komentoa. Tällä komennolla pystytään hakemaan listalla 
olevia sarakkeita käyttämällä listan nimeä hakusanana. (Microsoft Dev Center 
2015b) 
 
Komento hakee kaikki tällä listalla olevat ”items” eli ne sarakkeet, joissa on tie-
toa. Tätä voidaan käyttää myös tietojen lähettämiseen palvelimelle, kun käytetään 
POST-metodia. Työssäni olen käyttänyt tätä keinoa vain POST-kyselyissä. (Mic-
rosoft Dev Center 2015b) 
 
  13(40) 
 
2.3.2 Hakukysely 
Toinen tapa hakea tietoa on käyttää hyväkseen Sharepointin hakutoimintoja teke-
mällä kyselyitä sen indeksiin. Hakukyselyt indeksiin tehdään käyttämällä hakusa-
noja tai mahdollisia sisältötyyppejä, jolloin on mahdollista hakea koko palveli-
mella sijaitsevia tiedostoja eikä pelkästään listoilla olevia tietoja. Haku tapahtuu 
REST-kyselyn kautta komennolla, esimerkiksi (Microsoft Dev Center 2015a) 
 
Tällä tavoin on mahdollista hakea kaikkia tietoja palvelimelta, joissa on se haku-
sana jolla tietoa haetaan. Tätä voidaan rajata määrittelemällä ne sarakkeet listalta, 
joita halutaan hakea käyttämällä selectproperties-parametriä, esimerkiksi (Micro-
soft Dev Center 2015a) 
 
Tästä on vielä mahdollista rajata tuloksia vielä käyttämällä ”RefinementFilters”-
parametriä, jolloin on mahdollista rajata tuloksia määrittelemällä esimerkiksi jokin 
haettava arvo. Tällöin palvelu palauttaa vain tämän parametrin kanssa yhteensopi-




Kolmas REST-kyselyissä käyttämäni palvelu on PeopleManager. Tällä palvelulla 
voidaan hakea käyttäjän tietoja palvelimelta. Työssäni olen käyttänyt tätä palvelua 
vain tietoja hakemiseen nykyisestä käyttäjästä. Palvelussa käyttäjätiedot on tallen-
nettu Active Directoryyn. 
Nämä kyselyt tapahtuvat käyttämällä SP.UserProfiles.PeopleManager-toimintoa 
kyselyissä. Alla esimerkki siitä miten haetaan nykyisen käyttäjän tiedot. (Micro-
soft Dev Center 2015c) 
  




AngularJS on avoimen lähdekoodin Javascript-ohjelmistokehys, joka mahdollis-
taa helppojen yhden sivun ratkaisujen kehittämisen. AngularJS:n kehitti alun perin 
Googlen työntekijät Miško Hevery ja Adam Abrons. Ensimmäinen versio Angu-
larJS:stä julkaistiin vuonna 2012 ja seuraavan version (versio 2.0) kehitys on jat-
kunut jo usean vuoden ajan. Versio 2.0 kehitykseen on tullut mukaan myös Mic-
rosoft. AngularJS on saanut nimensä ns. aaltosulkeista ({ }). 
AngularJS käyttää ns. MVC-arkkitehtuuria. MVC (Model-View-Controller) eli 
malli-näkymä-kontrolleri. AngularJS:n tarkoituksena on tuoda juuri tämä MVC-
arkkitehtuuri selaimiin. MVC-arkkitehtuuri perustuu kolmeen osa-alueeseen. Mo-
del eli malli tallettaa tiedon kontrollerista saadun tiedon perusteella. Controller eli 
kontrolleri päivittää tietoja käyttäjän antamien komentojen perusteella. View eli 
näkymä näyttää sen, mitä käyttöliittymässä näytetään mallista saadulla tiedolla. 
AngularJS-applikaatioissa tämä näkymä on Document Object Model (DOM), 
jossa kontrollerit ovat JavaScriptin luokkia. Document Object Model on rajapinta 
HTML-dokumenttien rakenteen ja sisällön muokkaamiseen. (Green 2015). 
3.1.1 Moduuli 
Moduuli on se osa AngularJS:ää, jossa sovellus ja sen tiedot sijaitsevat. Moduuli 
kokoaa sovelluksen osat yhteen paikkaan. Moduuli pitää siis sisällään kontrollerit, 
suodattimet ja palvelut. Moduuli on siis pääasiallinen osa, jota kutsumalla sivus-
ton alussa aktivoidaan kaikki sen sisällään pitämät toiminnot. Uusi moduuli luo-
daan angular.module-komennolla, esimerkiksi. (AngularJS dokumentaatio 2015a) 
 
Tässä vaiheessa annetaan kaksi parametriä; moduulin nimi ja sen riippuvuudet. 
Riippuvuudet ovat muita moduuleita – joko itse tehtyjä tai valmiita. Riippuvuudet 
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saadaan moduuliin mukaan käyttämällä riippuvuusinjektiota. Riippuvuusinjekti-
osta lisää kappaleessa 3.1.3.  
 
Tämä kutsutaan HTML-koodissa ng-app-komennolla. Ng-app ja data-ng-app ovat 
toistensa kanssa vaihdettavia, joista data-ng-app on vanhempi tapa tehdä, esimer-
kiksi 
 
Tämän jälkeen ovat kaikki tämän moduulin tai sen riippuvaisuuksien sisällä olevat 
kontrollerit, suodattimet ja muut palvelut käytettävissä sen elementin sisällä, jossa 
moduulia kutsuttiin. (AngularJS dokumentaatio 2015b) 
3.1.2 Kontrolleri 
Kontrolleri on se osa, jolla voidaan rajata lähtöarvoja sovelluksin osille ja määri-
tellä $scope-lisäominaisuuksia. Kontrolleri luodaan Angular.module controller()-
metodilla. Controller-metodin luomisen yhteydessä on syytä katsoa myös riippu-
vuudet riippuvuusinjektiolla kappale 3.1.3.  Alla on esimerkki siitä miten kontrol-
leri luodaan ja miten siihen saadaan riippuvuudet mukaan. (Green 2015) 
  
Tämä kontrolleri kiinnitetään dokumenttiin ng-controller-komennolla. Kontrollerit 
pitävät sisällään toimintoja, joita voidaan kutsua ng-controller-komennolla kiinni-
tetyn HTML-elementin sisältä. Useaa kontrolleria voidaan kutsua toistensa sisällä 
tarvittaessa, mutta niiden tulee olla eritelty omiin elementteihinsä. Esimerkki siitä 
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miten kontrolleri sidotaan elementtiin, joka pitää sisällään toisen kontrollerin. 
(AngularJS dokumentaatio 2015d) 
 
3.1.3 Riippuvuusinjektio 
AngularJS pitää sisällään komponentteja, jotka pitää määritellä kontrolleria tai 
moduulia tehdessä. Tähän käytetään riippuvuusinjektiota (Dependency Injection), 
jossa sovelluksen osia voidaan käyttää riippuvuuden määrittelyn jälkeen. Riippu-
vuusinjektiolla saadaan tehtyä luokkia, joissa ne itse pyytävät vain ne tarvitse-
vansa osat joita niissä käytetään. Näitä voivat olla palvelut, direktiivit, suodattimet 
ja animaatiot.  
Riippuvuusinjektiota käytetään niin moduulin kuin kontrollerin luonnin yhtey-
dessä. Moduulin riippuvuusinjektiolla voidaan kutsua muita moduuleita laajenta-
maan moduulin toiminnallisuuksia. Esimerkiksi projektissa käytettävä Datatables 
on kutsuttu tällä tavoin. (AngularJS dokumentaatio 2015e) 
 
AngularJS pitää sisällään valmiita palveluita, joita voidaan käyttää koodissa lisää-
mällä ne riippuvuusinjektioon. Näitä palveluita ovat esimerkiksi $scope, $http, 
$interval ja $timeout. Näitä palveluita käytän työssäni.  
3.1.4 Suodatin 
Suodatin mahdollistaa AngularJS:ssä esitettävän tietosisällön suodatuksen. Näitä 
suodattimia voidaan käyttää AngularJS:n eri toiminnoissa, kuten tiedon sitomi-
sessa, mutta myös kontrollereissa voi käyttää suodattimia. AngularJS:ssä tämä 
suodatin tehdään antamalla sille nimi moduulin kanssa.  (AngularJS dokumentaa-
tio 2015f)  
Tämän jälkeen voidaan suodattimelle määritellä toimintoja. Näitä toimintoja voi-
vat olla esimerkiksi järjestyksen muuttaminen tai sisällön muuttaminen. Alla on 
esimerkki suodattimesta, joka korvaa viivat pisteillä. 
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AngularJS-suodatus tapahtuu käyttäen pystyviivaa tietueessa. Näitä suodattimia 
voi olla useampi sidottua tietoa kohden.  
 
Valmiita ja itse tehtyjä suodattimia voidaan käyttää sekaisin. Niiden järjestys on 
sen mukainen, missä järjestyksessä suodattimet ovat tiedossa. Alla on esimerkki 
päivätiedon lyhentämisestä ja viivojen korvaamisesta pisteillä: 
 
AngularJS:ssä on myös sisäänrakennettuja suodattimia, jotka tekevät erilaisia toi-
mintoja, kuten tietojen järjestys ng-repeatin yhteydessä. AngularJS:ään toistora-
kenne eli ng-repeat esitellään kappaleessa 3.1.6. Näitä valmiita suodattimia ovat 
esim. orderBy, jolla voi määritellä, minkä mukaan tieto järjestetään.  (AngularJS 
dokumentaatio 2015g). Alla on esimerkki siitä miten ng-repeat sisällä olevista 
useammasta suodattimesta  
 
3.1.5 Tiedon sitominen 
AngularJS $scope on se osa, joka kommunikoi näkymän ja kontrollerin välillä. 
Scope toimii siis liimana näiden kahden osan välillä ja muokkaamalla scopea voi-
daan muokata näkymää sivustolla. AngularJS-näkymällä ja -kontrollerilla on yh-
teys scopeen mutta ei toisiinsa. Tämä helpottaa testaamista. Scopea kutsutaan 
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kontrollerin alussa käyttäen riippuvuusinjektiota, kuten kappaleessa 3.1.2 on ker-
rottu. (AngularJS dokumentaatio 2015h). Nämä tiedot sidotaan HTML-dokument-
tiin. 
Perinteisessä HTML-sivussa tieto on tallennettu yksisuuntaisesti eli tieto liikkuu 
vain, kun koko sivu lähetetään asiakkaalle. Tästä termistä käytetään kahdenlaista 
nimitystä eli ’tiedon sitominen’ tai ’tiedon kytkentä’. Tässä työssä käytän termiä 
’tiedon sitominen’. Kahden suuntainen tiedon sitominen (data-binding) on Angu-
larJS:n ominaisuus, joka mahdollistaa yhteyden käyttöliittymän ja tietorakenteen 
välille, jossa tapahtuvat muutokset päivittyvät käyttäjälle jatkuvasti. 
Kaksisuuntainen tiedonsidonta mahdollistaa nopean tiedon näyttämisen, koska ke-
hittäjän ei tarvitse tehdä monimutkaisia tietosidontoja, vaan pystyy sen helposti 
yhdistämään sivustoon. Tämä aiheuttaa ongelmia, jos käytettävät tietomäärät ovat 
suuria. 
Tiedon sitominen HTML-dokumenttiin voidaan toteuttaa helposti antamalla näy-
tettävän tiedon sisältö aaltosulkeista, esimerkiksi 
 
Tällä tavoin sidottuna tieto päivittyy, jos se muuttuu ohjelmassa. Nämä lausekkeet 
voivat pitää sisällään myös Javascript-tyylistä koodia tai laskutoimituksia (Angu-
larJS dokumentaatio 2015c), esimerkiksi  
 
3.1.6 AngularJS-toistin  
Ng-repeat on toiminto, jolla voidaan luoda elementtejä tieto kerrallaan HTML-
koodiin esimerkiksi <table>-elementin sisällä 
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Ng-repeatin sisälle on mahdollista sisällyttää myös toimintoja ja filttereitä, joiden 
avulla voidaan pienentää tulosjoukkoa käyttäen AngularJS:n valmiita tai itseteh-
tyjä filttereitä.  
Tämän toiminnon avulla on mahdollista toistaa tapahtumia niin pitkään kunnes 
esimerkiksi kokoelmasta saadut tiedot ovat toistettu HTML-elementtiin. (Angu-
larJS dokumentaatio 2015j)  
3.1.7 Tapahtumat 
Kontrollerin sisällä voi olla ominaisuuksia, jotka aktivoidaan ng-init-komennolla. 
Tällä tavoin voidaan kutsua kontrollerin toiminnallisuuksia vain silloin kuin ng-
init on ajettu. Nämä tapahtumat ajetaan, kun niitä kutsutaan HTML-koodista. 
Kun ng-init-tapahtuma tulee vastaan HTML-koodissa sivunlatauksen yhteydessä, 
ajaa se ne komennot, jotka löytyvät koodin sisältä. Tässä voidaan antaa ng-init-ko-
mennolle myös lähtöarvoja, joita on esimerkiksi aikaisemmin tehty muuttuja.  
(AngularJS dokumentaatio 2015k) 
 
Toinen tapahtumatoiminto, jota projektissa käytetään, on ng-click. Tämä on ta-
pahtuma, jolla voidaan kutsua tapahtumaa ohjelmasta, kun elementtiä painetaan. 
Tällä metodilla on mahdollista antaa lähtötietoja, joita käyttämällä voidaan ohjel-
malle antaa tietoja HTML-koodista. (AngularJS dokumentaatio 2015l). Alla on 
esimerkki tapahtumasta jossa elementin painaminen laukaisee.  
 
Tämän jälkeen voidaan ajaa Javascript-koodia näitä lähtötietoja käyttäen. 
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3.1.8 Aikatoiminnot 
AngularJS pitää sisällään palveluita Javascriptin perustoiminnoille interval ja ti-
meout. Nämä palvelut toimivat nimellä $timeout ja $interval.  
Timeout eli odotus on palvelu, jonka avulla voidaan viivästyttää tapahtumien suo-
rittamista koodissa. Tämä on hyödyllistä, koska AngularJS ajaa koko koodin yhtä 
aikaisesti, joka voi aiheuttaa ongelmia AJAX-kutsujen kanssa. (AngularJS doku-
mentaatio 2015m) 
 
Interval eli aikaväli suorittaa pätkän koodia aikavälin sisällä. Tätä hyödyntämällä 
voidaan kutsua koodia esimerkiksi jatkuvaa AJAX-päivitystä ennalta määrätyin 
aikavälein. (AngularJS dokumentaatio 2015n). Alla esimerkki sivuston otsakkeen 
vaihtuminen aikavälein.  
 
Sivustolla on myös käytetty Moment.js:ää, joka mahdollistaa aikavälien mittaami-
sen päivämäärittäin. Moment.js on tehty toimimaan niin selaimen kuin Node.js:n 
avulla. Sivustolla tätä toimintoa käytetään vain aikavälien mittaamiseen. (Mo-
mentJS dokumentaatio 2015) 
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3.1.9 Tiedon hakeminen palvelimelta 
AngularJS:n $http on keskeinen AngularJS-palvelu. Se mahdollistaa kommuni-
kaation palvelimelle käyttäen XMLHttpRequest-objektia (Lähde: AngularJS Docs 
$http). XMLHttpRequest on objekti, joka mahdollistaa tiedon siirtämisen asiak-
kaan ja palvelimen välillä. Se mahdollistaa osan sivun sisällön päivittämisen il-
man, että koko sivua tarvitsee päivittää tiedon hakemiseen. Tämä on keskeinen 
osa AJAX-ohjelmointia. (Mozilla.org 2015).  
AngularJS AJAX-kutsut suoritetaan $http-palvelulla, jonka avulla voidaan hakea 
tietoja palvelimelta käyttäen REST-rajapinnan komentoja. AngularJS tukee myös 
$resource-palvelua (AngularJS dokumentaatio 2015p), jonka avulla on mahdol-
lista toteuttaa monimutkaisia toimintoja mutta sitä ei tässä projektissa käytetä.  
Kun $http-palvelua käytetään, on sille syötettävä ainakin kaksi parametriä. Nämä 
parametrit on se osoite josta tietoa haetaan ja se mitä metodia käytetään kyselyssä 
palvelimelle, näitä voivat olla tiedon haku (GET) tai tiedon tallennus (POST). 
Muita metodeja ovat esimerkiksi tiedon päivitys (UPDATE) tai tiedon poistami-
nen (DELETE), mutta niitä ei tässä työssä käytetä.  
Tässä työssä on myös määritelty se, missä muodossa tieto esitetään. Tähän on 
käytetty http-headeriä. Header määrittelee sen, että tieto jota pyydetään palveli-
melta, on json-muodossa. (AngularJS dokumentaatio 2015o), esimerkiksi 
 
 
Tämän jälkeen, kun pyyntö on onnistunut, käsitellään sen tieto määrittelemällä, 
mitä tietoja tästä json-tiedostosta halutaan. Virhetilanteita varten on olemassa er-
ror-funktio, jossa voidaan määritellä virheviesti, jos AJAX-pyyntö epäonnistui.  
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Tieto tallennetaan ohjelmassa $scope-metodin kanssa omiin muuttujiinsa. Tämä 
tieto tallentuu array- eli taulukkomuodossa, jolloin jokaiselle tietueelle on oma 
alue, esimerkiksi (AngularJS dokumentaatio 2015o). 
 
3.1.10 Datatables 
AngularJS-Datatables on valinnainen AngularJS-laajennus, joka mahdollistaa 
jQuery Datatables-liitännäisen käytön AngularJS-ympäristössä. Datatables on 
keino esittää dataa siististi tauluissa tuoden uusia ominaisuuksia, kuten tietojen 
suodatuksen hakusanalla. Datatables laajentaa ja tuo lisäominaisuuksia HTML- 
<table> elementteihin. Datatables on alun perin jQuery-liitännäiseksi MIT-lisens-
sin alle. Tämä liitännäinen ei suoraan tue AngularJS-tiedon sitomista. Sitä varten 
on tehty AngularJS-Datatables lisäosa, joka tuo Datatables-ominaisuuden ja mah-
dollistaa kahden suuntaisen tiedon sitomisen Datatables-tauluissa.  (Datatables 
Manual 2015a) 
AngularJS Datatables tuodaan mukaan sivuun lisäämällä sen Javascript-tiedosto 
ensiksi <script> tageilla työhön, jonka jälkeen sille pitää luoda riippuvuusinjektio 
moduulin alussa. Kun riippuvuusinjektio on luotu, voidaan näitä toimintoja käyt-
tää kontrollereissa.  
Datatables pitää sisällään valmiita toimintoja, joiden avulla voidaan esimerkiksi 
tuoda lisäominaisuuksia projektiin. Näillä toiminnoilla voidaan määritellä se, mi-
ten taulu aakkostaa tai miten monta tietuetta näytetään alkunäkymässä. Tässä pro-
jektissa on käytetty Tabletools-lisäosaa, joka tuo dokumentin tulostukseen ja se-
laamiseen tarvittavat työkalut mukaan tauluihin. 
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Kun Datatables-toiminnallisuuksia määritellään, voidaan niille antaa erilaisia läh-
töarvoja, jotka voidaan määritellä sarakkeittain. Näitä määrittelyvaihtoehtoja ovat 
DTOptions, jolla määritellään taulukkokohtaisia määrityksiä ja DTColumndef, 
jolla määritellään sarakekohtaisia asetuksia esimerkiksi, 
 .withDisplaylength(25)  
Tämän avulla voidaan määritellä se miten monta arvoa sivusto näyttää ole-
tusarvoisesti  
 .withOption(’order’) [2, ’desc’]”  
Määrityksellä voidaan määritellä, miten tiedot järjestellään taulussa sen sa-
rakkeen perusteella mikä tässä määritellään (Angular Datatables 2015c) 
 .withTableTools  
Määrityksellä voidaan tuoda ohjelmaan taulun hallintaan liittyviä toimin-
nallisuuksia, kuten tulostus ja tallennus esimerkiksi PDF-muodossa. (An-
gular Datatables 2015b) 
 
Sarakkeiden määrityksellä voidaan esimerkiksi piilottaa tiettyjä sarakkeita. 
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Kun Datatables halutaan sitoa table-elementtiin HTML-koodissa, on sille annet-
tava arvo käyttämällä datatable-komentoa. 
Määrittelemällä datatable=”ng” saadaan AngularJS Datatables-toiminnallisuudet 
mukaan elementtiin. Tässä on syytä myös sitoa mahdolliset toiminnallisuudet tau-
lun ominaisuuksista ja sarakkeiden ominaisuuksista.  (Angular Datatables 2015a) 
 
Kun datatable-määritykset on annettu, voidaan tieto sitoa tauluun käyttämällä ng-
repeat-komentoa. Kappale 3.1.6. 
 
Kuvio 5. Valmis Datatables taulu   
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4 SIVUSTON TOTEUTUS  
Tämä luku keskittyy kuvaamaan käytettyjä ratkaisuja Sharepoint-projektissa. To-
teutusta tarkastellaan asiakkaan näkymästä. Koska osa sivuista pitää sisällään sa-
manlaisia ratkaisuja, joitakin sivuista ei käydä läpi ollenkaan. 
4.1 Yleiskuvaus 
Projektissa rakennettiin Sharepointin päälle AngularJS:llä toteutettu Extranet-rat-
kaisu. Extranetin avulla voidaan jakaa tarvittavat dokumentit ja materiaalit asiak-
kaiden ja työntekijöiden kanssa. 
Extranet koostuu sivuista, joissa Extranet-dokumenttikirjastoihin tallennetut tiedot 
esitetään asiakkaalle tauluissa. Extranet pitää myös sisällään yhteydet joissakin si-
vuissa asiakkaan toiseen palveluun Atoniin. Extranetin tarkoituksena on näyttää 
asiakkaalle ne tiedostot, jotka ovat saatavilla niillä tunnuksilla, jotka asiakas on 
saanut. Koska Extranet on asiakaskohtainen, sen tarkoitus on näyttää vain ne tie-
dostot, joita sivuston omistaja tahtoo asiakkaan näkevän.  
Sivustolla on myös kaikille näkyviä toimintoja ja sivuja, joiden tietosisältö on aina 
sama.  Sivustolla on useita alasivuja ja kontrollereita. 
4.2 Kehitysympäristö 
Sivuston kehitys tapahtui käyttäen Windows Server 2012-palvelinta, johon oli 
asennettu Sharepoint 2013. Sharepoint 2013-sivuston päälle oli luotu Metronic-
pohjaa käyttäen sivusto, jota muokattiin vastaamana asiakkaan tarpeita. 
Kehitys tapahtui etäyhteydellä Windowsin ”Remote Desktop Connection”-sovel-
lusta käyttäen. Täten kehitysympäristö pysyi aina samana ja pystyin tekemään 
työtä missä tahansa. Koodieditorina käytettiin Notepad++-ohjelmaa. 
  26(40) 
 
4.3 Sivuston rakenne 
Sivusto koostuu Sharepointin pohjan päälle asennetuista sivuista. Koska Share-
point käyttää samaa sivupohjaa, joka sivulla oli sitä varten luotu Extranet-
Page.master niminen tiedosto, jonka avulla sivuston pohja luotiin. Tälle pohjalle 
ladataan käyttäjän pyytämiä alasivuja. Sivusto koostuu siis alasivuista ja niitä vas-
taavista kontrollereista.  
 
Kuvio 6. Sivuston etusivu 
Sivusto lataa tarvittavat osat sivukohtaisesti käyttäen $ocLazyload-toimintoa. 
Koska kontrollerit ladataan sivukohtaisesti, sivun käyttö nopeutuu.  
 
Jokaisella sivulla on oma kontrollerinsa, jonka lataamalla saadaan AngularJS an-
tamat toiminnot sivulle. Koska sivulla on vain yksi moduuli, tapahtuu Javascript-
koodit kontrollerikohtaisesti. Sivuston tiedot haetaan sivukohtaisesti käyttäen Sha-
repointin REST-rajapintaa.  
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4.3.1 Käyttöliittymä 
Sivuston käyttöliittymä toteutettiin käyttäen Visualwebin ostamaa Metronic-sivus-
topohjaa. Metronic tarjoaa valmiiksi monia toiminnallisuuksia, jotka helpottivat 
kehitystyötä. Metronicin valmiit teemat mahdollistivat siistin lopputuloksen. 
Käyttöliittymän tarkoituksena oli näyttää tarvittavat tiedot listoilta nopeasti ja hel-
posti. 
4.4 Etusivu 
Ensimmäinen näkymä, joka ladataan, on Contacts.HTML-dokumentti. Tässä 
HTML-dokumentissa on uutiset, kymmenen uusinta tiedostoa ja Key Account 
Team-listaus. Key Account-listaus käydään tarkemmin läpi kappaleessa 4.7. Etu-
sivun eri osiot on eritelty omiin kontrollereihin, jotka ladataan jokaista elementtiä 
varten erikseen.  
Etusivun vasen sarake on tehty uutisia varten, jotka haetaan Sharepoint-palvelusta. 
Nämä uutiset on tallennettu listalle palvelimella.  
 
Kuvio 7. Uutiset etusivulla 
Tässä näkymässä näytetään kolme uusinta uutista. Tiedot tähän haetaan Share-
pointista käyttäen kutsuja. Uutisissa voidaan myös listoilla määritellä niiden lop-
pumispäivämäärä, jolloin uutinen lakkaa näkymästä etusivulla. Muuten kontrolleri 
on hyvin samanlainen muiden kontrollereiden kanssa. 
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Painamalla Read More-kohtaa avautuu uutinen lukusivulle, josta voidaan lukea 
koko uutinen. Kun tätä Read More-nappia painetaan, haetaan uutinen käyttäen 
ListItemId-tietuetta.  
 
Tässä lukutilassa otetaan uutisen teksti kokonaan ja sidotaan sen mukana tulevat 
HTML-tagit myös dokumenttiin, jolloin rivin vaihdot ja vahvennukset tulevat nä-
kymään.  
 
Kuvio 8. Uutisten lukutila 
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Uutisten mahdolliset liitetiedostot haetaan tapauskohtaisesti käyttäen ”getbytitle” 
REST-hakuominaisuutta, jolloin uutiseen liittyvät liitetiedostot haetaan palveli-
melta. Alla esimerkki liitetiedoston hakemisesta palvelimelta. 
 
Uutisten Archive-listaus on yhdistelmä perinteistä dokumenttinäkymää, jossa lu-
kutila toteutetaan käyttäen samaa toimintoa kuin tässä.  
Etusivulla on ”Latest updated items”, jossa esitetään kymmenen uusinta tiedostoa 
Sharepoint-palvelusta. Atonista tulevia tietoja ei tässä näytetä. Koska taulussa ei 
tarvitse olla taulunhallintaan olevia Datatables-toimintoja, ei sitä ole käytetty 
tässä. 
 
Kuvio 9.  Etusivun ”viimeisimmät päivitetyt tiedostot”-listaus 
 
4.5 Dokumenttinäkymät 
Sivuston alasivuissa tärkein ominaisuus oli saada dokumenttikirjastoissa olevat 
tiedot näkymään helposti ja siististi. Tähän käytettiin Datatables-liitännäistä, jonka 
avulla tiedon esittäminen HTML <table>-elementteihin saatiin mukaan sivutus- ja 
hakutoiminnot taulukohtaisesti. Sivustolla olevat alasivut hakivat tiedot Share-
point-palvelimilta dokumenttikirjastokohtaisesti ja jotkin sivustoista hakivat tietoa 
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myös asiakkaan muista palveluista. Sivustolla olevat table-elementit pitivät sisäl-
lään monia erilaisia tietoja ja tiedostoja.  
 
Kuvio 10. Table-näkymä Technical Documents-alasivustosta 
Määrittelemällä Datatables-muuttujia voidaan muokata varsinaista näkymää. 
Nämä muuttujat vaihtelevat sivustokohtaisesti ja suurimmat muutokset ovat ne 
miten listoissa olevat tiedot näytetään; esimerkiksi järjestys ja määrä. Alla on esi-
merkki näistä määrittelyistä.  
 
4.5.1 Dokumenttinäkymien ohjaimet 
Jokaiselle alasivulle on tehty oma kontrolleri, joka ladataan käyttämällä Lazyload-
järjestelmää. Kontrollerit hakevat tiedot Sharepointista ja joillakin sivuilla myös 
asiakkaan toisesta tietojärjestelmästä Atonista. Aton on PHP-käyttöliittymä doku-
menttien hallintaan. Tähän käytetään REST-kyselyitä. Käytettävät kyselyt on lai-
tettu omiin muuttujiinsa käyttäen $scope-toimintoa. Koska Sharepointtiin menevät 
kyselyt tapahtuvat palvelimella, ei niiden määrittelyssä tarvitse määritellä palve-
linta niin kuin Aton-kyselyissä. Alla on esimerkki $scope.query ja atonquery Ac-
cesories-kontrollerista. 
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Koska sivusto pyytää sivunlatauksen yhteydessä niitä osia joita sillä sivustolla tar-
vitaan, toteutetaan varsinaiset kutsut ”init”-tapahtuman aikana. Tämän jälkeen 
koodissa ajetaan ne kyselyt, mistä tietoa haetaan. Sharepoint-kyselyissä ovat tie-
dot useamman askeleen takana, jolloin pitää määritellä se mistä tieto haetaan. 
Määrittelemällä ”data.d.query.PrimaryQueryResult.RelevantRe-
sults.Table.Rows.results”  voidaan rajata kyselystä tuleva tieto vain niille riveille 
josta tietoa löytyy. Aton-kyselyissä tätä ei tarvitse tehdä, koska tieto tulee val-
miiksi json-muodossa. Tämän jälkeen, kun tieto on haettu, päivittyy se automaat-
tisesti HTML-dokumenttiin.  
 
HTML-dokumentissa olevat tiedot on sidottu käyttäen kahden suuntaista tiedon 
sitomista, jolloin tauluun päivittyvä tieto on jatkuvasti päivittyvää. Vaikka sivus-
tolla ei käytetä jatkuvasti päivittyviä tauluja, on tämä nopein tapa näyttää tietoa. 
Tieto sidotaan tauluun rivikohtaisesti käyttämällä AngularJS:n toistinta. Tällöin 
ensiksi tauluun sidotaan kaikki Atonista tulevat tiedot, jonka jälkeen rivikohtai-
sesti sidotaan Sharepoint-kyselyn tulokset. Tämä ei tapahdu yhtäaikaisesti palve-
linten välisten viiveiden vuoksi. Alla on esimerkki toistimen sitomisesta table ele-
menttiin.  
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4.6 Käyttäjätiedot 
Sivustolla on käyttäjän kirjautumistietojen perusteella vaihtuvia osioita, jotka 
vaihtelevat käyttäjätunnusten perusteella. Tämä vaikuttaa sivuston perustoimintoi-
hin, jossa vain osa dokumenttikirjaston sisällöstä näytetään asiakkaalle sen tunnis-
teen perusteella, mistä asiakas on. Tämä toiminto toteutetaan käyttämällä Share-
pointin valmista toimintoa, jolla voidaan rajata vain osa listan sisällöstä näkymään 
sille asiakastunnukselle.  
Sivustolla on myös muita alueita, jotka vaihtelevat sen mukaan, mistä asiakas on. 
Etusivulla oleva ”Key Account Team” on tällainen toiminto, jossa vain sivuston 
omistajan yhteystiedot ovat staattisia ja muuten tiedot vaihtuvat käyttäjätiedon pe-
rusteella. 
 
Kuvio 11. Key Account Team-näkymä 
Toinen käyttäjätunnuksien mukaan muuttuva osa sivustossa on oikean puolen si-
vupalkki. Sivupalkki on piilossa, mutta saadaan esille painamalla nuolta. Tässä si-
vupalkissa on kaksi toimintoa, joista toinen päivittyy käyttäjätietojen perusteella 
mistä asiakas on. Käyttäjätiedot haetaan palvelimelta ja suodatetaan sen toimiston 
tai asiakkaan perusteella, mikä tieto sille tilille on määritetty. Palkkiin haetaan 
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kaikki käyttäjätiedot, joista suodatetaan pois ne, joilla ei ole samaa toimistoa ja ne 
käyttäjät, jotka on Sharepointin automaattisesti luotuja tilejä. Tällä tavoin asiakas 
näkee vain ne tilit, joiden käyttäjätiedot he pystyvät näkemään.  
Toinen osa pitää sisällään myös lomakkeen, jonka avulla asiakas voi pyytää uusia 
tunnuksia. Tämä kysely lähetetään REST-kyselyllä palvelimelle käyttäen POST-
metodia, joka tallennetaan palvelimella sijaitsevaan listaan. Tätä listaa käyttäen 
voi sivuston hallinnoija nähdä mitkä asiakkaat tarvitsevat uusia tunnuksia. 
 
Kuvio 12. Näkymä sivustolla olevasta listasta 
 
Määrittelemällä onko kyseessä lisäys vai poisto, voidaan myös pyytää käyttäjätun-
nuksien poistoa palvelimelta. Tunnusten tekemisessä on validointi, jonka avulla 
tarkastetaan onko kaikki tiedot annettu. Tähän käytetään AngularJS:n omaa vali-
dointi-ominaisuutta.  






Sivustolla on käytetty vain muutamia palveluita. Nämä AngularJS-palvelut ovat 
käytössä yleisesti ohjelman sisällä ja pitävät sisällään suodattamia ja aikatoimin-
toja.  
4.7.1 Suodattimet 
Sivustolla on muutama itse tehty suodatin, jotka on tehty sivustolla näytettävien 
tietojen siistimiseen ja muokkaamiseen. Nämä suodattimet muokkaavat esimer-
kiksi päivämääristä väliviivat pisteiksi. Alla on esimerkki viivojen korvaamisesta 
pisteillä.  
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Sivustolla olevissa tauluissa on tietoja, joiden aakkostaminen on haastavaa niiden 
tietosisällön vuoksi. Tätä varten on sivustolla suodattimia, jotka poistavat tietu-
eesta numerot tai kirjaimet. Tämän jälkeen tieto lajitellaan ensiksi kirjainten pe-
rusteella ja sitten numeroiden perusteella. Alla on esimerkki numeroiden poista-
misesta tietueesta. 
 
Nämä tiedot eivät näy HTML-dokumentissa, koska ne on piilotettu käyttämällä 
Datatables ”columnDefs”-metodia.  
 
4.7.2 Aikatoiminnot 
Yleisin aikatoiminto, jota sivustolla käytetään on MomentJS:än avulla toteutettu 
”new”-lippu uusien rivien vieressä. Tämä vertaa julkaisupäivämäärää dokumen-
tista nykyiseen päivämäärään. Jos se on alle 30 päivää, tulee näkymiin ”new”- 
lippu. Alla esimerkki tästä toiminnosta ja sen HTML-elementtiin sitomisesta. 





Sivustolla on käytetty myös paljon $timeout-komentoa. Osa Sharepoint-kyselyistä 
tarvitsee tietoa käyttäjästä ja koska koko AngularJS-koodi ajetaan yhtäaikaisesti, 
olisi palvelimelta tuleva tieto myöhässä, jolloin tietoa ei saada. Näitä tietoja ovat 
esimerkiksi Office-tieto, jota käytetään oikean sivupalkin tiedon suodattamiseen. 
Tämä tieto haetaan käyttäjäkohtaisesti palvelimelta olevalta listalta. Tällä tavoin 
viivästetty tieto ei näy loppukäyttäjälle varsinaisesti viiveenä ja kaikki tarvittava 
tieto tulee näkyviin varmasti riippumatta palvelimen viiveestä. Alla on esimerkki 
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5  YHTEENVETO 
Projektin tarkoituksena oli rakentaa nopea käyttöliittymä asiakkaan Extranet-tar-
peisiin käyttäen Sharepointin päälle rakennettua AngularJS-ratkaisua. Opinnäyte-
työssä olen käynyt läpi ne ominaisuudet Sharepointista ja AngularJS:stä, joita 
työssä käytin. Tämä on vain pieni osa sitä laajaa kokonaisuutta, joita nämä Share-
point-alustana ja AngularJS-ohjelmistokehyksenä tarjoavat. Tämä työ tarjoaa ne 
perusteet, joiden avulla voidaan rakentaa yksinkertaiset ja nopeat, mutta varsin 
kattavat Extranet-sivut Sharepoint-ympäristöön. Kaikki esimerkit, joita työssäni 
käytin, ovat sivustolla käytössä ja niiden toiminnallisuus on todettu hyväksi.  
AngularJS kehittyy jatkuvasti, joten on hyvä huomata, että vaikka sivuston ratkai-
sut ovat toimivia, voidaan ne toteuttaa eri tavalla, kuin sen miten ne tässä projek-
tissa toteutettiin. Huomasin opinnäytetyötä tehdessäni, että esimerkiksi AJAX-ha-
kujen tekeminen on mahdollista käyttäen paljon tehokkaampaa $resource-palvelua 
$http-palvelun sijaan. On siis olemassa tehokkaampia keinoja toteuttaa ratkaisuja 
kuin nämä mitä työssäni käytin. Tähän asiaan tulee vaikuttamaan myös tuleva An-
gularJS 2.0-julkaisu, jonka mukana tulee myös Microsoftin täysi tuki tälle ohjel-
mistokehykselle, koska he ovat olleet sitä mukana kehittämässä. 
Opinnäytetyö oli aiheena haastava ja mielenkiintoinen. Opettelin AngularJS-oh-
jelmistokehyksen käytön projektia varten. Työssä ongelmia aiheutti erinäköisten 
versioiden vaihtuvuus AngularJS-versioiden välillä ja se, mitkä toiminnot voidaan 
tehdä eri tavalla kuin uusimissa versioissa. Tämä aiheutti lisätutkimusta työtä teh-
dessä. En mainitse näistä vanhentuneista teknologioista mitään paitsi tämän $re-
source-vaihtoehdon AJAX-kyselyissä. Sharepoint-osio oli helpompi toteuttaa Vi-
sualweb Oy:n vankan osaamisen vuoksi, josta sain tarvittavat neuvot ja ohjeet näi-
hin ongelmiin.   
Tekemällä sivustolle uusi sivustopohja käyttämällä AngularJS- ja REST-ominai-
suuksia, on mahdollista rakentaa käytettävämpi sivusto sen sijaan, kuin että käy-
tettäisiin Sharepointin valmista sivustorakennetta. 
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Sivusto on ollut aktiivisesti asiakkaan käytössä jo jonkin aikaa ja tulokset ovat ol-
leet positiivisia. Projekti onnistui hyvin koska sain uutta osaamista joka mahdol-
listaa paremman työllisyyden jatkossa. 
Jatkossa kehitykseen tulisi ottaa mahdollisuus tehdä sivustoista yhden sivun rat-
kaisuja, jolloin vain sivuston tieto vaihtuisi ja muuten rakenne pysyisi samana. 
Tällöin ei tarvitsisi määritellä erikseen jokaista haettavaa tietoa vaan haettaisiin 
kaikki tieto, jonka asiakas voisi itse suodattaa näyttämään ne tiedot joita haluttai-








AngularJS.org 2015a. Developer guide: What is Module?. Viitattu 20.11.2015. 
https://docs.AngularJS.org/guide/module 
AngularJS.org 2015b. Developer guide: angular.module Viitattu 20.11.2015. 
https://docs.AngularJS.org/api/ng/function/angular.module 
AngularJS.org 2015c. Developer Guide: Data Binding.. Viitattu 20.11.2015 
https://docs.AngularJS.org/guide/databinding 
 
AngularJS.org 2015d. Developer Guide: Understanding Controllers Viitattu 
20.11.2015. https://docs.AngularJS.org/guide/controller 
AngularJS.org 2015e. Developer guide: Depedency Injection. Viitattu 20.11.2015.  
https://docs.AngularJS.org/guide/di 
 
AngularJS.org 2015f. Developer guide: Filters. Viitattu 20.11.2015.  
https://docs.AngularJS.org/guide/filter 
 
AngularJS.org 2015g. Developer Guide: orderBy. Viitattu 20.11.2015. 
https://docs.AngularJS.org/api/ng/filter/orderBy 
 
AngularJS.org 2015h. Developer Guide:What are Scopes?. Viitattu 20.11.2015. 
https://docs.AngularJS.org/guide/scope 
 
AngularJS.org 2015j. Developer Guide: ng-repeat. Viitattu 20.11.2015. 
https://docs.AngularJS.org/api/ng/directive/ngRepeat 
 
AngularJS.org 2015k. Developer Guide: ng-init . Viitattu 20.11.2015. 
https://docs.AngularJS.org/api/ng/directive/ngInit 
AngularJS.org 2015l. Developer Guide: ng-click. Viitattu 20.11.2015. 
https://docs.AngularJS.org/api/ng/directive/ngClick 
AngularJS.org 2015m. Developer Guide: $timeout . Viitattu 20.11.2015. 
https://docs.AngularJS.org/api/ng/service/$timeout 
 
AngularJS.org 2015n. Developer Guide: $interval . Viitattu 20.11.2015. 
https://docs.AngularJS.org/api/ng/service/$interval 
 
AngularJS.org 2015o. Developer Guide: $http. Viitattu 20.11.2015. 
https://docs.AngularJS.org/api/ng/service/$http 
  
  40(40) 
 
 
AngularJS.org 2015p. Developer Guide. $resource . Viitattu 20.11.2015. 
https://docs.AngularJS.org/api/ngResource/service/$resource 
 
Angular Datatables 2015a.  API. Viitattu 20.11.2015. 
https://l-lin.github.io/angular-datatables/#/api 
 
Angular Datatables 2015b. WithTableTools. Viitattu 20.11.2015. 
https://l-lin.github.io/angular-datatables/#/withTableTools 
 
Angular Datatables 2015c.  WithOptions. Viitattu 20.11.2015. 
https://l-lin.github.io/angular-datatables/#/withOptions 
 
Green B, Seshadri S. 2013. AngularJS . O’Reilly. 
jQuery 2015. Datatables Manual. Viitattu 20.11.2015 
https://datatables.net/manual/index 
 
Green B, Seshadri S. 2013. AngularJS . O’Reilly. 
Microsoft Dev Center 2015a. REST API Overview. Viitattu 20.11.2015 
https://msdn.microsoft.com/en-us/library/office/jj163876.aspx 
 
Microsoft Dev Center 2015b. ListCollection.GetByTitle method.Viitattu 
20.11.2015  https://msdn.microsoft.com/en-us/library/microsoft.sharepoint.cli-
ent.listcollection.getbytitle.aspx 
Microsoft Dev Center 2015c. User Profiles REST API Reference. Viitattu 
20.11.2015 https://msdn.microsoft.com/en-us/library/office/dn790354.aspx 
MomentJS Documents. Viitattu 28.11.2015 
http://momentjs.com/ 
 
Mozilla.org 2015. Mozilla Developer Network : WebAPIs  XMLHttpRequest. 
Viitattu  20.11.2015. https://developer.mozilla.org/en-
US/docs/Web/API/XMLHttpRequest 
 
Roine J,Anttila J 2015. Sharepoint Hyvät Pahat ja Rumat. Sharepoint Office 365 
HPR. 
 
LIITE 2  1(1) 
 
 
