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3Introduzione
L'obbiettivo di questa tesi  e di illustrare l'ultima versione del programma
BYOB, nota come Snap!, attualmente ancora disponibile solo in versione
beta, e di mostrare come tutti i programmi che derivano dal vecchio ma
ancora ben noto linguaggio Logo, Snap! compreso dunque, possano fornire
un approccio introduttivo al campo della robotica. Di seguito viene riportata
una descrizione del contenuto dei capitoli.
 Inizialmente verr a presentata una breve cronologia storica per mostra-
re i vari passi che sono stati fatti per arrivare alla creazione di Snap!, a
partire dal suo linguaggio padre, ovvero il famoso Logo, linguaggio che
ancora ai giorni nostri in
uenza molti linguaggi di programmazione,
progettati soprattutto a scopo educativo.
 Si proseguir a con un'analisi sulle sostanziali dierenze fra i linguag-
gi derivati da Logo, di ultima generazione, ovvero Scratch, BYOB e
Snap!, incentrandosi ovviamente di pi u su quest'ultimo, per meglio
capire le ultime innovazioni che lo riguardano.
 Vista la sua ampiezza e importanza, verr a dedicato un intero capitolo
ai vari metodi di salvataggio che Snap! permette.
 Verr a poi illustrata una veloce panoramica su come i linguaggi di-
scendenti da Logo, possono essere utili nell'apprendimento dei passi
fondamentali all'introduzione di una scienza che trova applicazione in
molteplici contesti: la robotica. Essa viene denita come la scienza
che si ispira alla natura e si occupa di studiare e sviluppare metodo-
logie. che permettano ad un robot di eseguire dei compiti specici.
Nonostante la robotica sia una branca dell'ingegneria, in essa con
ui-
scono approcci di molte discipline sia di natura umanistica, come lin-
guistica e psicologia, che scientica: biologia, siologia, automazione,
elettronica, sica, informatica, matematica e meccanica.
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 Inne verr a illustrato come esempio applicativo, all'interno del quale
si potranno scorgere alcuni degli aspetti mostrati riguardo all'ottica
dei sensori presentata nel punto precedente ed ovviamente molte altre
potenzialit a dei linguaggi discendenti da Logo, una versione del noto
videogame Pacman.
Questa tesi vuole dunque anche cercare di avvicinare il lettore ad un ambito
tutt'altro che semplice come quello della robotica, mostrando con semplici
esempi, che grazie a linguaggi come Scratch, BYOB e Snap!, ma soprattutto
grazie al loro antenato Logo da cui tutti derivano,  e possibile sviluppare
un'ottica e una modesta esperienza che permettono a chi volesse proseguire
il proprio studio in quell'ambito, di arontarlo con minor dicolt a, avendo
per lo meno inquadrato alcuni aspetti di base di tale scienza.
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La storia di Snap!
1.1 Logo
Partendo dagli albori dell'informatica, troviamo il primo vero e proprio an-
tenato di Snap!: Logo. Logo  e un linguaggio di programmazione che  e stato
creato, nella sua prima versione, al MIT (Laboratorio di Intelligenza Arti-
ciale) di Boston nel 1967 da un gruppo di ricercatori in cui operava anche
il matematico Seymour Papert, gi a collaboratore dello psicologo svizzero
Jean Piaget, studioso dei processi di apprendimento. Logo si basa sulla lo-
soa del costruttivismo, che concepisce l'apprendimento come un processo
di esplorazione, di creazione e di costruzione e lo sviluppo della conoscen-
za come interazione con le altre persone e col mondo circostante. Logo  e
un linguaggio molto potente, che permette agli operatori esperti di creare
progetti sosticati e complessi, e di avere nel contempo una bassa soglia di
accesso che ne consente l'uso anche ai bambini della scuola primaria. Fra gli
ambienti di apprendimento che Logo ore, quello pi u conosciuto e sicura-
mente pi u usato nelle scuole, anche in Italia,  e la Geometria della Tartaruga.
Originariamente la Tartaruga era un robot che si muoveva su una super-
cie tramite comandi impartiti attraverso un computer. In seguito divenne
uno strumento graco, fu trasferita sul monitor del computer ed usata per
disegnare e creare immagini, come ad esempio quella di gura 1.1.
Figura 1.1: Esempio di immagine creata con Logo
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Col passare degli anni Logo  e stato prodotto in varie versioni ed ha subi-
to alterne vicende in relazione all'evolversi del mondo dell'informatica e dei
personal computers. A partire dal 1980, anche a seguito del successo del
libro Mindstorm pubblicato dal suo ideatore Papert, Logo  e stato tradotto
in diverse lingue e si  e diuso in molte scuole, dal Nord America, al Sud
America, al Giappone, all'Europa. In quell'anno fu fondata anche la societ a
LCSI (Logo Computer System Inc.) in cui con
uirono vari ricercatori e
studiosi di questo linguaggio. Venne prodotta una nuova versione di Logo
per Apple ed una per altri computers. Tuttavia a partire dal 1985 Logo  e
stato in buona parte soppiantato anche nel mondo della scuola dall'allora
nuovo sistema MS-DOS. Nel 1993 LCSI ha diuso MicroWorlds, una nuova
versione innovativa di Logo per Apple alla quale erano state aggiunte fun-
zioni multimediali che consentivano di inserire nei progetti svariati tipi di
le, come immagini, suoni, video, testi e altro ancora. Alcuni anni dopo
 e stata creata anche la versione di MicroWorlds per Windows. Alla base
di quest'ultimo sistema multimediale appena accennato vi  e proprio Logo:
circa 250 primitive con le quali si possono costruire procedure i cui nomi
possono poi essere inseriti in ulteriori procedure. Le primitive Logo sono
raccolte nel Vocabolario Logo che mostra anche la sintassi ed esempi per
l'uso. L'insieme delle primitive spaziava un po' su tutto: graca, oggetti,
videoscrittura, gestione dello schermo, accesso al disco, logica e controllo del

usso, variabili, matematica, input, la musica, il tempo e lo spazio di lavoro.
Alcuni comandi risultano essere molto semplici, al punto che possono essere
usati con ecacia anche da bambini di scuola elementare, mentre altri co-
mandi non lo sono aatto: l'uso di ranate funzioni logico-matematiche e
quello di variabili, consentono di realizzare progetti elaborati e complessi.
1.2 Scratch
Un vero e proprio erede di Logo, in quanto ne  e stato molto in
uenzato,
 e Scratch. Scratch  e un linguaggio di programmazione visuale, ovvero un
linguaggio che consente la programmazione tramite la manipolazione graca
di elementi e non invece tramite la classica sintassi scritta. Proprio per
questo esso risulta molto semplice da usare, soprattutto ai livelli iniziali
per usi didattici, dove gli studenti non devono necessariamente conoscere la
sintassi di un linguaggio per poterlo usare, basta solo un po' di logica. La
prima versione di Scratch fu sviluppata nel 2006 dal Lifelong Kindergarten
group, guidato da Mitchel Resnick al laboratorio del MIT. Scratch permette
lo sviluppo di semplici programmi interattivi, come animazioni, giochi e
molto altro. La strategia utilizzata  e quella del drag and drop, attraverso il
quale  e possibile comporre frammenti di codice, semplicemente trascinando
determinati blocchi di codice gi a pronti ed unendoli fra loro. Attualmente
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la versione in uso  e Scratch 1.4, ma  e gi a comunque in progettazione una
versione successiva, ovvero Scratch 2.0.
1.3 BYOB
Byob  e una vera e propria estensione di Scratch, allargata ed arricchita in
modo che il risultato, cio e BYOB stesso, sia un linguaggio di programma-
zione pi u potente. Quali sono queste innovazioni? A questa domanda verr a
risposto successivamente, nella sezione 2.2, cercando di dare una panoramica
globale di questi nuovi contenuti non eccessivamente lunga, ma comunque
fondamentale per poter poi capire molti meccanismi nell'associazione di que-
sto linguaggio con l'ambiente della robotica. L'ultima versione denitiva di
BYOB  e stato BYOB 3.1, ancora comunque largamente utilizzato, dato che
Snap! invece  e ancora in versione di beta.
1.4 Snap!
Qualcuno all'inizio potrebbe pensare che Snap! sia a sua volta un'estensione
di BYOB: ebbene non  e cos . Snap!  e semplicemente una nuova versione
di BYOB, non  e una versione pi u estesa. Come spiega Brian Harvey (pro-
fessore alla Berkeley ed uno dei principali sviluppatori di BYOB assieme
a Jens Monig) nel forum dedicato a BYOB, la versione che sarebbe stata
BYOB 4.0  e stata invece rinominata come Snap! 4.0. Harvey spiega che
ci o  e semplicemente dovuto al fatto che a due professori nel team, Harvey si
astiene nel nominarli, non piaceva il nome BYOB in quanto questo acroni-
mo ha svariati signicati(alcuni anche non proprio belli per cos  dire) e per
questo essi hanno fortemente lottato per il cambiamento del nome. Harvey
pur di non creare scompiglio e malumori all'interno del team ha accettato,
non senza per o esprimere il proprio disappunto sul fatto di non riuscire a
capire il problema in questione, in quanto un cambio di nome di sicuro non
 e la soluzione a tutti i problemi del mondo. Dopo questa breve parentesi  e
bene sapere che Snap!  e stato scritto in Javascript, a dierenza di BYOB e
Scratch che invece sono stati scritti in Squeak.
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Dierenze ed innovazioni fra
i linguaggi
Credo sia utile, al ne di avere una maggior comprensione dei prossimi
argomenti, avere ben chiaro in testa come rispettivamente si dierenziano
fra loro i linguaggi Scratch, BYOB e Snap!. In questa sezione verr a dunque
fornita una breve descrizione di quali sono le funzioni permesse, e quali invece
no, da ognuno dei linguaggi prima citati. Questa illustrazione dovrebbe
servire a farsi un'idea di quanto potente risulta ciascun linguaggio ed in pi u
intuirne cos  i suoi limiti e/o funzionalit a esclusive che esso pu o utilizzare.
Cos  facendo, una volta che ci si trova di fronte ad un problema si tenter a
di risolverlo cercando di usare la migliore delle alternative che ognuno dei
linguaggi dispone.
2.1 Scratch, l'origine
Dei tre linguaggi in questione, si pu o intuire che Scratch  e quello da cui
partire. Esso permette la costruzione di determinati script, volendo anche
abbastanza complessi, ed inoltre permette anche il parallelismo fra sprite,
ovvero la possibilit a di un'esecuzione parallela fra gli script di due o pi u sprite
diversi o di pi u script appartenenti ad uno stesso sprite. Tuttavia Scratch
risulta privo della funzione di ricorsione, uno strumento spesso utilissimo
nell'informatica, il che limita decisamente le sue potenzialit a. Ci o non toglie
comunque il fatto che Scratch sia un linguaggio di tutto rispetto, con il quale
si possono realizzare progetti notevoli anche nel campo della robotica.
2.2 BYOB estende Scratch
BYOB ha portato molte nuove funzionalit a con la sua nascita. La sua inno-
vazione pi u importante  e senza ombra di dubbio la possibilit a di poter creare
un proprio blocco personalizzato (da cui ne deriva anche il nome, Build Your
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Own Blocks), in base ad una qualsiasi esigenza si abbia: per farlo si crea uno
script (prototipale), dotato di parametri specici ed eventualmente di un va-
lore di ritorno, utilizzando blocchi gi a forniti di base oppure blocchi creati
precedentemente. Una volta creato un blocco  e possibile usarlo, modicarlo
e nel caso non fosse pi u utile anche eliminarlo. Assieme a questo concetto
 e stata anche colmata la lacuna di Scratch, in quanto BYOB permette la
costruzione di blocchi ricorsivi. Altro particolare per cui BYOB si distingue
da Scratch  e il fatto di considerare il blocco lista come tipo di dato di prima
classe. Si ricorda che, in un linguaggio di programmazione, un tipo di dato
di prima classe  e un dato che pu o essere:
1. il valore di una variabile
2. l'input di una procedura
3. il valore restituito da una procedura
4. un membro di un aggregato di dati
5. anonimo (cio e un dato a cui non  e ancora stato assegnato un nome
identicativo)
Su BYOB inoltre sono state aggiunte tre tipologie di parametro, ovvero un
parametro pu o essere anche una lista, una procedura o un oggetto. A sua
volta una procedura (che pu o essere un blocco o uno script di blocchi) su
BYOB  e un dato di prima classe, ovvero una procedura pu o anche essere
passata come input ad un blocco. Sulla base dell'aermazione precedente,
dove si nominava un oggetto, si intuisce che BYOB permette addirittura
la programmazione ad oggetti, strumento molto utile e spesso usato nel-
l'associazione di BYOB con la robotica. E' bene tenere presente per o che
molti dei nuovi elementi di BYOB non sono delle vere e proprie novit a.
BYOB ha introdotto rispetto a Scratch, svariate funzionalit a, molte delle
quali comunque erano gi a usate diversi anni prima dai vari ambienti di Logo
disponibili.
2.3 L'arrivo di Snap!
Grossolanamente si pu o dire che Snap!, essendo alla ne semplicemente la
versione pi u recente di BYOB, possiede certamente delle innovazioni, ma non
profondissime come nel passaggio da Scratch a BYOB. Vediamo dunque di
seguito cos' e cambiato.
2.3.1 Gli anelli usati in modo esplicito
L'anello  e un elemento che gi a esisteva con BYOB (veniva fuori automati-
camente, trascinando i blocchi in una determinata posizione nello script),
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ma non poteva venire usato direttamente come invece  e possibile su Snap!.
Gli anelli con Snap!, sono infatti ora direttamente reperibili nella categoria
Operators del menu di Snap!.
Figura 2.1: Gli anelli disponibili su Snap!
Oltre a questo particolare, il funzionamento di un anello rimane esattamente
analogo a quello che aveva su BYOB.
2.3.2 Le continuazioni
Tramite l'uso di anelli  e possibile denire un ulteriore nuovo concetto che
Snap! mette a disposizione: le continuazioni.
La continuazione di un blocco all'interno di uno script  e ci o che rimane da
eseguire, per terminare l'intero script, al termine dell'esecuzione del blocco in
questione. Volendo si possono vedere le continuazioni come dei sottoinsiemi
dell'intera esecuzione di uno script. In generale, le continuazioni vengono
rappresentate come degli script all'interno di un anello.
Inizialmente, per capire meglio il concetto di continuazione, si consideri uno
script privo di cicli: a sinistra in gura 2.2 vi  e lo script di esempio, mentre
a destra  e riportata la continuazione del blocco [move 100 steps].
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Figura 2.2: Continuazione di [move 100 steps] dello script di esempio
E' facile notare infatti che ci o che rimane da eseguire nello script appena
fornito, dopo che il blocco [move 100 steps] ha terminato il suo lavoro, sono
esattamente quei tre blocchi specicati dalla continuazione.
Le cose si complicano leggermente, quando si ha a che fare con la conti-
nuazione di un blocco contenuto in un ciclo. Questo perch e il blocco in
questione, essendo all'interno del ciclo, verr a sicuramente eseguito pi u volte
prima del termine dello script. Dunque, ogni volta che tale blocco verr a
eseguito, la sua relativa continuazione sar a diversa, perch e ogni volta la par-
te computazionale rimanente sar a inferiore (rimarr a un ciclo in meno da
compiere). Per comprendere meglio, si consideri lo script di gura 2.3.
Figura 2.3: Esempio di script con un ciclo
In relazione allo script appena fornito sopra, in gura 2.4 sono mostrate le
continuazioni del blocco [turn 50 degrees] nella prima esecuzione del ciclo (a
sinistra) e nella terza esecuzione del ciclo (a destra).
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Figura 2.4: Prima e terza continuazione di [turn 50 degrees] dello script
precedente
In pratica, considerando la successione di tutte le continuazioni del blocco
[turn 50 degrees], il ciclo repeat ha, di volta in volta, un'esecuzione in meno
da attuare (nella terza ed ultima continuazione il ciclo sparisce perch e non ci
sono pi u ripetizioni da eseguire). Infatti quello che conta non  e esattamente
ci o che viene dopo il blocco in questione, bens  quale computazione rimane
dopo di esso per completare l'intera esecuzione dello script.
Un'altra complicazione pu o insorgere: si immagini che un utente crei un
suo blocco personalizzato, ovvero ne denisca lo script del prototipo. Una
volta creato, si supponga che questo blocco venga inserito in un altro script
(come spesso accade). Ora quale sarebbe la continuazione di un blocco del
prototipo?
Questo tipo di continuazioni  e particolare perch e esse di norma sono costitui-
te da blocchi appartenenti a script diversi; in questo caso ci saranno alcuni
blocchi appartenenti allo script del prototipo e altri appartenenti allo script
esterno in cui il blocco personalizzato  e inserito. In gura 2.5, a sinistra
sono presenti il prototipo e lo script esterno, mentre a destra  e mostrata la
continuazione del blocco [move 50 steps] del prototipo.
Figura 2.5: Continuazione di [move 50 steps] dello script di esempio
La spiegazione di quanto appena visto  e molto semplice: nell'esecuzione
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dello script esterno, quando arriver a il momento dell'esecuzione del blocco
personalizzato quadrato, il programma comincer a ad eseguire il suo relativo
prototipo. Terminata l'esecuzione del prototipo il programma ritorner a ad
eseguire ci o che rimane dello script esterno. Quindi se si vuole la continuazio-
ne di un blocco del prototipo (che non sia l'ultimo), per forza ci o che rimane
da eseguire, dopo di esso, sar a la parte del prototipo successiva al mio bloc-
co scelto, con in pi u l'aggiunta della parte di script esterno che rimane da
completare dopo l'esecuzione del mio blocco personalizzato. Ovviamente,
nel caso si scelga di volere la continuazione dell'ultimo blocco di un pro-
totipo, la sua continuazione sar a invece costituita da blocchi appartenenti
solo allo script esterno (a meno che, nella parte computazionale rimanente
dello script esterno, non si abbia fatto uso di ulteriori blocchi personalizzati).
Fin qui sono stati presentati esempi di continuazioni di command blocks,
le quali, come si pu o notare, in pratica non hanno nessun input. Non  e
invece il caso dei reporter blocks. Questi blocchi sono usati all'interno degli
script con lo scopo che, dopo una loro elaborazione interna, restituiscano
un certo risultato. Tale risultato verr a poi utilizzato nella parte dello script
successiva alla loro elaborazione. Quindi se si vuole una continuazione di
un reporter block, si deve come sempre considerare la parte successiva alla
loro esecuzione, ma ad essa andr a passato, tramite una variabile di input,
l'esatto valore che restituirebbe il reporter block. La variabile ovviamente
andr a ad occupare nello script l'esatta posizione che prima occupava il re-
porter block preso in considerazione. Come al solito un esempio semplica
la comprensione: in gura 2.6, in alto vi  e uno script di esempio con dei
reporter blocks, mentre subito sotto  e mostrata la continuazione del bloc-
co (8 + 3). La variabile risultato conterr a in questo caso il valore nale
dell'elaborazione del blocco (8 + 3), ovvero 11.
Figura 2.6: Continuazione di (8 + 3) dello script di esempio
Ovviamente il nome della variabile di input della continuazione  e assoluta-
mente arbitrario, in quanto, nella normale esecuzione dello script, sarebbe
una variabile interna nascosta.
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2.3.3 Continuation Passing Style
Nel caso si volessero rappresentare con Snap! delle vere e proprie espressioni
matematiche, risulta abbastanza ovvio il fatto che si avr a a che fare con
l'uso di svariati reporter blocks (addetti alle operazioni matematiche), dove
ognuno di questi restituir a un proprio risultato. Spesso per o si avranno
anche delle composizioni annidate di reporter block, o meglio reporter blocks
all'interno di altri.
Ad esempio si consideri l'espressione . Leggendola
normalmente sarebbe \ tre per quattro pi u cinque ". Ma ovviamente Snap!
prima somma 4 e 5, e poi moltiplica il tutto per 3. Quindi le operazioni sono
svolte partendo dal blocco pi u interno no ad arrivare a quello pi u esterno,
al contrario di come sarebbe invece leggendo normalmente l'espressione da
sinistra verso destra. Un altro modo di leggere l'espressione di prima po-
trebbe essere: prendi la somma di 4 e 5, e moltiplica tale somma per 3.
In questo modo si leggerebbe l'espressione nell'esatto ordine con cui Snap!
procede con i calcoli.
Ora in una piccola espressione ci o pu o sembrare abbastanza inutile, ma si
immagini di essere al telefono con un amico al quale si deve comunicare
l'espressione di gura 2.7.
Figura 2.7: Espressione complessa
Se si comunicasse: \il fattoriale di tre volte il fattoriale di due pi u due pi u
cinque", l'amico dall'altra parte del telefono potrebbe capire un'espressione
sbagliata, come una qualsiasi di quelle specicate in gura 2.8.
Figura 2.8: Espressioni malamente interpretate
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La comprensione al telefono risulterebbe sicuramente migliore se si dicesse
\Somma due pi u due, fai il fattoriale di questa somma, a questo aggiungi
cinque, moltiplica il tutto per tre, e inne fai il fattoriale di tutto il risultato".
Su Snap!  e possibile ottenere un simile riordinamento delle espressioni: bi-
sogner a denire delle nuove versioni di tutti i reporter blocks usati per le
operazioni. Queste nuove versioni riceveranno, oltre ai loro soliti parametri
per il calcolo (addendi,fattori,ecc.), anche le loro continuazioni come input
esplicito. Le nuove versioni create non saranno pi u dei reporter blocks, bens 
saranno dei command blocks. La loro ridenizione  e mostrata di seguito.
Figura 2.9: Ridenizione dei blocchi per i calcoli
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Prendiamo ad esempio il blocco add: facendo riferimento ancora a gura 2.9,
esso riceve in input due addendi a e b ed una continuazione. In sostanza esso
esegue una chiamata alla continuazione, fornendole come input il risultato
della somma dei due addendi ricevuti. Analogo funzionamento per i blocchi
subtract, multiply e equals? (ovviamente non si avr a pi u l'operazione di
somma fra i due numeri a e b ricevuti, ma rispettivamente una dierenza,
un prodotto ed una verica di uguaglianza).
Il comportamento del blocco factorial  e invece leggermente diverso, e risul-
ter a pi u comprensibile fra poco. Per il momento lo si prenda per buono.
Ora l'espressione complessa (quella in gura 2.7), pu o ora essere rappresen-
tata nel seguente modo.
Figura 2.10: Script piu leggibile dell'espressione
Si nota subito che la lettura dello script, dall'alto verso il basso,  e esatta-
mente ordinata in modo da avere una lettura pi u comprensibile, come prima
segnalato. Si pu o vedere il funzionamento in questo modo:
 il blocco add pi u esterno, prende i due numeri forniti (2 e 2), calcola la
loro somma, e ne passa il risultato, contenuto nella variabile rst-sum,
al blocco factorial
 il blocco factorial eseguir a la sua operazione di fattoriale sulla variabile
rst-sum, scriver a il risultato sulla variabile rst-fact, e passer a tale
variabile al blocco pi u interno
 questo sistema si ripete no a raggiungere il blocco say che mostrer a
sullo schermo il risultato nale di tutta l'espressione.
Questo metodo di costruzione di script, in cui ogni command block riceve
una continuazione come suo input,  e detto continuation-passing style. Cer-
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tamente risulta orribile a prima vista, ma ha comunque i suoi pregi per la
comprensione. Un pregio importante, ad esempio,  e che ogni script eseguito
 e in sostanza costituito da un singolo blocco, il quale, una volta completata
la sua specica operazione, delega tutto il resto del problema ad un blocco
pi u interno.
Tornando ora al blocco factorial (sempre in gura 2.9), ora che si conosce
il funzionamento generale di un continuation passing style, si noter a che
all'interno del blocco factorial viene proprio usata questa tecnica. L'unica
dierenza sta nel fatto che al suo interno, durante l'uso analogo della tecnica
del continuation-passing style, vi  e una chiamata ricorsiva al blocco factorial
stesso.
2.3.4 Blocchi specici per le continuazioni
Come appena visto, per poter usufruire del continuation passing style  e per o
necessario crearsi tutti i blocchi che eseguano le operazioni volute, come ad
esempio il blocco add, il blocco multiply, il blocco factorial e cos  via.
Si prenda per esempio la creazione di un blocco ricorsivo per realizzare
l'operazione di moltiplicazione, il quale riceve in input una lista di numeri e
ne restituisce il loro prodotto, illustrato in gura 2.11.
Figura 2.11: Blocco prodotto con ricorsione
Per migliorare l'ecienza dello script, come si pu o notare,  e stato inserito un
controllo per vericare se uno dei numeri avuti nella lista di input vale zero;
in questo caso il risultato da restituire sarebbe sempre nullo ovviamente,
indipendentemente da quali fossero gli altri fattori. Tuttavia questo script
non  e poi cos  eciente come sembra: nel caso, ad esempio, che esso riceva
come lista di input la sequenza (1,2,3,4,0,5), lo zero verr a rilevato solo alla
quarta chiamata ricorsiva, come primo elemento della sublist (0,5). Quindi
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lo script continua la sua esecuzione, quasi no al termine della lista, poi,
trovando lo zero, verr a eseguito il blocco report 0.
Ora qual' e la continuazione del blocco report 0 dello script di gura 2.11, se
la lista di input  e appunto (1,2,3,4,0,5)?
Essa  e mostrata in gura 2.12: si noti il fatto che i quattro reporter blocks
annidati sono il frutto di tutte le chiamate ricorsive avvenute no al rileva-
mento del numero 0 nella sequenza fornita in input (le chiamate ricorsive
successive non avvengono). Dentro alla variabile risultato ci sar a invece,
come visto in precedenza per le continuazioni dei reporter block, il valore
restituito dal blocco report 0, ovvero esattamente zero.
Figura 2.12: Continuazione del blocco report 0
Quindi nonostante si sappia che il risultato sar a comunque zero, si andranno
a fare ben quattro moltiplicazioni non necessarie, dovute a tutte le chiamate
ricorsive avvenute prima di trovare l'elemento nullo.
Si pu o migliorare questo aspetto ridenendo il blocco prodotto come in gura
2.13 e con l'utilizzo di un blocco ausiliario chiamato aiuto prodotto (in gura
2.14.
Figura 2.13: Blocco prodotto con continuazione
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Figura 2.14: Blocco ausiliario per la funzione prodotto
Il blocco aiuto prodotto ha sostanzialmente lo stesso scopo dello script pre-
cedente di gura 2.11, tuttavia  e leggermente diverso, in quanto in questo
caso vi  e l'utilizzo delle continuazioni, cosa che verr a chiarita fra poco.
La novit a  e sostanzialmente il blocco call with continuation, presente nel
nuovo script del blocco prodotto. Il suo funzionamento generale  e il seguen-
te: esso riceve in ingresso un certo script, e andr a ad eseguirlo dandogli come
parametro d'ingresso proprio la continuazione del medesimo script. Ora, fa-
cendo riferimento a gura 2.13, la continuazione dello script fornito come
ingresso al blocco call with continuation  e la seguente.
Figura 2.15: Continuazione dello script di input del blocco run with
continuation
La variabile risultato contiene il valore nale dell'intera elaborazione che av-
viene con la chiamata del blocco aiuto prodotto; tale chiamata  e eettuata
dal blocco prodotto, come si vede dallo script di gura 2.13. La continua-
zione appena vista riporter a il risultato a chiunque abbia chiamato il blocco
prodotto dall'esterno.
In pratica il funzionamento degli script prodotto e aiuto prodotto  e questo:
1. se nella lista di input non c' e nessuno zero allora il sistema funziona
esattamente come la sua versione precedente, in quanto non verr a mai
usata la continuazione di gura 2.15, dato che il blocco run dello script
aiuto prodotto non verr a mai eseguito.
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2. se nella lista di input c' e invece uno zero allora
 innanzitutto verranno fatte le chiamate ricorsive per gli elemen-
ti della lista (non nulli) che in ordine posizionale vengono prima
dello zero (se lo zero  e in prima posizione non verr a fatta alcu-
na chiamata ricorsiva ovviamente). Nel caso della nostra solita
sequenza (1,2,3,4,0,5), verranno fatte quattro chiamate ricorsive
prima di individuare lo zero.
 quando verr a individuato lo zero, si entrer a nel secondo if del
blocco aiuto prodotto, e si eseguir a, tramite il blocco run, la
continuazione vista in gura 2.15, fornendole 0 come input.
 la continuazione passer a immediatamente lo zero a chiunque ab-
bia chiamato il metodo prodotto, senza eettuare tutte le molti-
plicazioni non necessarie.
2.3.5 Uscite immediate dai cicli
In molti linguaggi di programmazione si usa un comando, di solito chiamato
break, per permettere l'uscita da cicli di vario tipo come while, for, repeat,
ecc. Snap! mette a disposizione un blocco appositamente per questo scopo,
ovvero il blocco catch. Esistono due forme del blocco catch: un catch di tipo
command ed un catch di tipo reporter.
Iniziamo con il primo dei due (mostrato in gura 2.16). Questo blocco ha
come input una upvar (e una procedura che per o in pratica  e lo script che il
blocco catch contiene). Lo scopo della upvar  e questo: essa contiene come
valore la continuazione esatta di tutto ci o che viene dopo il blocco catch;
quindi eettuando una chiamata a questa variabile, tramite ad esempio il
blocco run, si esce immediatamente dal catch e si continua l'esecuzione di
tutto ci o che viene dopo. Questa chiamata pu o ovviamente essere fatta in
un qualsiasi punto all'interno del catch.
Figura 2.16: Il blocco command catch
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Un esempio  e mostrato in gura 2.17. Vengono visualizzati i numeri 1,2,3,4
e poi si esce dal ciclo eseguendo l'output del blocco say.
Figura 2.17: Esempio con il blocco command catch
Vediamo invece ora il secondo blocco catch (mostrato qui sotto).
Figura 2.18: Il blocco reporter catch
Per prima cosa  e bene notare che, essendo in questo caso il catch un blocco di
tipo reporter, esso dovr a restituire un certo valore dopo la sua elaborazione
(il catch precedente, essendo di tipo command, non doveva restituire nulla).
Ad esso viene associato un determinato blocco throw: questo blocco ha come
parametri la solita upvar, per poter uscire dal catch in modo esattamente
analogo a quanto visto prima, e un altro parametro (solitamente denito
dall'utente), che sar a esattamente il valore restituito dall'intero catch nel
caso il blocco throw venisse eseguito. Quindi se, durante l'esecuzione dello
script all'interno del catch, non viene eseguito il blocco throw, il risultato
sar a il calcolo esatto di tutta l'espressione fornita al blocco catch; in caso
contrario, il risultato del catch sar a il valore specicato nel throw., ignorando
l'intera espressione. Il seguente esempio ne  e una prova.
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Figura 2.19: Esempio con il blocco reporter catch
Nel primo script di gura 2.19, dove non c' e il comando throw, avvengono
questi procedimenti:
1. il blocco report restituisce 5
2. il blocco + restituisce 8
3. il blocco x restituisce 80
Invece nel secondo script di gura 2.19, dove si usa il comando throw, avviene
questo:
1. il blocco throw restituisce 40 e si esce completamente dal blocco catch
2. il blocco x restituisce 400
2.3.6 Thread Systems tramite continuazioni
Come gi a anche su BYOB si poteva fare, anche con Snap! si possono eseguire
pi u script all'interno di uno stesso sprite e, pi u in generale, pi u script in
diversi sprite. Ovvio poi che l'esecuzione di tutti gli script non  e esattamente
contemporanea: Snap! infatti esegue una parte di script alla volta, saltando
spesso da uno script all'altro.
Difatti alla ne di ognuno dei blocchi che rappresentano un ciclo (for, fore-
ver, repeat, ecc.) c' e un comando implicito ed invisibile che consiste in una
vera e propria \cessione" dell'esecuzione (chiamata yield nei threading sy-
stems) ad un altro script. Ogni volta che avviene questa operazione (perch e
avvenga  e necessario che ci siano pi u script su uno stesso sprite, altrimenti
non succede nulla), Snap! deve ovviamente tenere in memoria lo stato dello
script (in pratica i valori delle variabili calcolati no ad allora) al momento
della chiamata del comando prima citato.
C' e un ulteriore comando implicito alla ne di ogni script, una segnalazione
di end thread, con il quale Snap! riconosce che lo script in questione ha
terminato la sua esecuzione e quindi il programma pu o passare ad eseguire
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un altro script senza per o dover mantenere in memoria lo stato di quello che
 e appena terminato.
Tutto questo sistema descritto n qui risulta automatico su Snap!: l'utente
utilizza dei veri e propri thread systems senza doverne necessariamente cono-
scere il loro funzionamento. E' comunque bene conoscere questi particolari
ed in pi u sapere che anche in questo contesto c'entrano le continuazioni. In-
fatti il procedimento seguito da Snap!  e sostanzialmente quello di creare una
lista inizialmente vuota, nella quale, ogni volta che sar a terminato un ciclo,
verr a aggiunta la continuazione dello script considerato, a partire dal primo
blocco successivo al ciclo. Successivamente verr a poi preso in considerazione
l'elemento(la continuazione) della lista che aspetta da pi u tempo (il primo
della lista), e ne sar a avviata l'esecuzione, segnando come prossimo elemento
in attesa di essere eseguito, l'elemento successivo nella lista a quello appena
selezionato. Inne il comando implicito di end thread semplicemente non
salva nulla nella lista e verr a quindi presa ancora una volta la continuazione
pi u vecchia della lista. Il processo si ripete no a quando tutti gli script non
hanno terminato la propria esecuzione.
Un altro particolare degno di nota, sempre riguardante i thread systems,
 e l'opzione thread safe scripts. Tale opzione  e selezionabile dal men u op-
zioni di Snap!, ed  e stata introdotta gi a con BYOB (su Scratch invece non
era presente). Su Scratch infatti vi erano dei problemi sulla gestione della
concorrenza dei messaggi broadcast: in pratica se, durante l'esecuzione di
uno script, dall'esterno arrivava un messaggio broadcast, tale script veniva
bloccato nella sua esecuzione (ancora incompleta) e successivamente veniva
ricominciata la sua esecuzione da zero.
Spuntando invece l'opzione thread safe scripts, su BYOB o su Snap!, quando
avvengono due eventi sovrapposti, il secondo viene semplicemente ignora-
to, permettendo cos  al primo di terminare normalmente la sua esecuzione.
Questa soluzione non  e perfetta ma almeno evita di lasciare il progetto in
uno stato inconsistente.
2.3.7 L'esecuzione interamente su browser
La pi u rilevante di tutte le dierenze  e senz'altro il fatto che Snap! non
necessita di una installazione su disco, in quanto funziona interamente su
un qualsiasi browser si abbia a disposizione. Basta semplicemente cliccare
sul link http://snap.berkeley.edu/snapsource/snap.html#open:http:
//snap.berkeley.edu/snapsource/tools.xml e vi si aprir a la schermata
di lavoro di Snap!.
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Figura 2.20: Interfaccia su browser di Snap!
Ci o risulta essere indubbiamente molto utile, in quanto basta semplicemente
disporre di una connessione ad Internet per poter lavorare ad un vostro pro-
getto, indipendentemente da dove vi troviate o che tipo di dispositivo usiate
per continuare il vostro lavoro. Come gi a menzionato precedentemente,
Snap!  e stato implementato usando Javascript, il quale  e stato progettato
con lo scopo di limitare la possibilit a di danneggiamento dei dati da par-
te di software browser based, quindi c' e sicurezza anche nell'esecuzione dei
progetti da parte di altre persone.
Vista questa particolare caratteristica di Snap! pu o per o sorgere un dub-
bio. Cosa succede quando devo salvare i miei progetti? Quali metodi di
salvataggio Snap! permette?




E' di fondamentale importanza conoscere i possibili metodi con cui un utente
di Snap! pu o salvare il proprio lavoro: questa fra l'altro risulta essere un'al-
tra delle caratteristiche principali con cui Snap! si dierenzia da BYOB .
Innanzitutto c' e una distinzione da fare: Snap! lascia decidere se si vuole
salvare il proprio progetto direttamente sul proprio computer, oppure se lo
si vuole salvare online, nella pagina web di Snap!. La prima opzione, come
si vedr a in seguito, si dierenzia ulteriormente in altri due metodi di pro-
cedimento. Il vantaggio della seconda opzione  e ovviamente il fatto che si
pu o accedere al proprio progetto anche da un diverso pc oppure anche da
un mobile device come un tablet o uno smartphone. L'altra scelta viene
invece adottata per casi particolari di sicurezza, come per esempio l'assenza
temporanea di Internet.
3.1 Salvataggio locale
3.1.1 Salvataggio locale tramite browser
Con questo metodo il progetto verr a salvato in un le speciale sul compu-
ter, il quale potr a essere letto solo ed esclusivamente dallo stesso computer
,con lo stesso browser, connesso alla stessa pagina web di Snap!: ecco come
javascript protegge i progetti salvati da eventuali malware. Al momento
del salvataggio del progetto si potranno salvare assieme ad esso delle note o
appunti a riguardo con lo scopo di facilitare il lavoro la prossima volta che
si riaprir a il progetto.
Il procedimento  e il seguente:
1. cliccare sull'icona del men u File di Snap!
2. selezionare l'opzione Save as... e vi apparir a la nestra di gura 3.1
con l'opzione browser gi a selezionata di base.
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3. Inserire il nome voluto nell'apposita casella di testo,cliccare sul tasto
Save ed il gioco  e fatto!
Figura 3.1: Il salvataggio locale su Snap!
Come si pu o notare sempre dalla gura 3.1, tutti i vostri progetti salvati
saranno visibili appena sotto alla casella di testo dove avete inserito il no-
me del progetto. Se si ha un progetto al quale si lavora individualmente e
solo esclusivamente da una postazione di lavoro ssa, questo  e senz'altro il
metodo indicato per essere ed  e sicuramente comodo in certi casi. Tuttavia
questo metodo di salvataggio presenta un inconveniente piuttosto scomodo:
il limite di memoria del browser! Si pu o ovviamente cambiare questa opzio-
ne nel men u delle Preferenze del browser, ma anche cos  facendo, il metodo
di salvataggio locale  e possibile solo per un piccolo numero di progetti. Ol-
tretutto se il browser fosse impostato con l'opzione di bloccare i cookies dai
siti web, allora il salvataggio locale non sarebbe nemmeno possibile!
Per poter eettuare il passaggio contrario al salvataggio, ovvero il carica-
mento di un progetto, baster a selezionare l'opzione Open... dal solito men u
File, selezionare il progetto desiderato e cliccare sul tasto Open. Nel caso
ci si volesse invece disfare di uno dei vostri prodotti, il passaggio  e analogo
solo che si clicca sul tasto Delete.
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Figura 3.2: Il caricamento locale su Snap!
3.1.2 Esportazione XML
Scegliendo l'opzione Export Project... sempre dal men u File verr a aperta
una nuova nestra di dialogo mostrata in gura 3.3, la quale richiede di
dare un nome al vostro progetto.
Figura 3.3: Finestra esportazione XML
Una volta confermato il tutto si aprir a questa volta una nuova nestra (-
gura 3.4) del vostro browser, la quale conterr a il progetto svolto nora, in
linguaggio XML.
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Figura 3.4: Codice XML
Ora baster a solo salvare questa pagina (anche con il classico comando di
salvataggio CTRL + S del browser), selezionare la cartella di destinazione
di salvataggio e dare un nome al vostro le. Questo secondo metodo non
sore delle limitazioni del precedente: i progetti in questo modo diventeran-
no dei normalissimi le nel computer e potranno essere condivisi con amici,
essere aperti con un qualsiasi browser; oltretutto non ci sar a pi u nessun vin-
colo di memoria (a parte la dimensione massima del vostro hard disk, certo!).
Per il caricamento qui bisogna selezionare la voce Import... dal men u File
e poi selezionare il le XML voluto. In alternativa, per far prima, basta
trascinare il le XML nella nestra del browser di Snap!.
3.2 Memorizzazione online
C' e inne la possibilit a di salvare tutto tramite Cloud nella pagina web di
Snap!. In questo caso  e richiesta la creazione di un piccolo account, ma  e
un'operazione facile e veloce, e che ovviamente va fatta solo la prima volta
che si usa questo metodo di salvataggio. Basta cliccare sull'icona e
selezionare la voce Signup...
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Figura 3.5: Finestra di signup di Cloud
Notare che nella nestra di registrazione al Cloud (gura 3.5), dato che
Snap!  e attualmente solo una versione beta, c' e un avvertimento del fatto
che potrebbero esserci momenti di downtime del server di Snap!, nei quali
ovviamente non sar a possibile raggiungere le vostre risorse salvate online.
Molto probabilmente una volta che sar a rilasciata una versione denitiva di
Snap! questi problemi saranno risolti.
Una volta inserito tutti i dati vi verr a inviata la password di login al vostro
indirizzo di posta elettronica. Dopodich e basta andare nel men u Cloud ,
selezionare questa volta Login e inserite i vostri dati d'accesso. Un messaggio
apparir a al centro dello schermo segnalandovi il successo dell'operazione di
collegamento con il server di Snap!. Ora baster a semplicemente andare nel
men u File, selezionare la voce Save as... ed automaticamente sar a resa
disponibile l'opzione di salvataggio tramite Cloud. Si veda gura 3.6.
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Figura 3.6: Il salvataggio online
Un progetto salvato in questo modo sar a accessibile da qualunque computer
che abbia accesso ad Internet. Questo tipo di salvataggio  e molto utile nel
caso in cui si lavorasse spesso da postazioni diverse, come ad esempio uno
studente che lavora in un'aula scolastica e che poi continua il lavoro da casa,
o viceversa.
Anche il caricamento  e analogo: basta selezionare la voce Open... del men u
File e scegliere il le da aprire.
3.3 Esportazione di blocchi
Ora che si conoscono i metodi con cui salvare un certo progetto  e utile sape-
re come Snap! si comporta con i blocchi creati e personalizzati dall'utente,
ovvero i blocchi non di base, i quali invece si trovano ogni volta che apra
Snap! tramite browser. In sostanza quando si salva un progetto (con un
qualsiasi metodo di quelli illustrati precedentemente) tutti i i vostri blocchi
personalizzati verranno a loro volta salvati con esso. Quindi se si riaprisse il
medesimo progetto, si troverebbero comunque tutti i blocchi creati. Tutta-
via, quando sono stati creati un certo numero di blocchi, a volte pu o risultare
utile salvare solo ed esclusivamente questa collezione di blocchi (non tutto
il progetto), in modo da poterli usare anche da altri progetti, senza dover
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ogni volta ricrearli da zero. Ad esempio un utente ha creato tutti i blocchi
necessari per gestire la struttura dati di uno stack; per o pu o succedere che
anche in un altri progetti gli capiti di avere a che fare con il medesimo tipo
di struttura, e quindi diventerebbe molto noioso e dispendioso in termini di
tempo, doversi rifare ogni volta i blocchi. A questo ne Snap! permette di
salvare vere e proprie librerie di blocchi che possono poi essere importate
in uno qualsiasi dei progetti desiderati. Le versioni precedenti di BYOB
permettevano di esportare gli sprite con tutti i loro relativi blocchi, ma non
di creare degli insiemi di blocchi da poter caricare in un qualsiasi progetto.
La creazione di una libreria di blocchi avviene cliccando sull'opzione Export
blocks... dal men u File. In seguito si aprir a la seguente nestra, dove saranno
visualizzati tutti i vostri blocchi personalizzati.
Figura 3.7: Finestra esportazione blocchi
Si potr a ora decidere, spuntando o meno il relativo checkbox, esattamente di
quali blocchi dev'essere formata la vostra libreria. Premendo sul tasto OK
si aprir a, come nel caso del salvataggio tramite XML (vedere gura 3.4),
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una nuova nestra del browser contenente il codice XML dei blocchi scelti.
Ora baster a salvare il tutto con un CTRL+S, fornendo una destinazione di
salvataggio, e la procedura  e terminata.
Come nel caso di salvataggio di XML, per caricare una libreria sar a sucien-
te usare l'opzione Import... del men u File, oppure semplicemente trascinare
il le XML all'interno della nestra del browser di Snap!.
Ora che sono state chiarite quali sono le dierenze tra Snap! e i suoi \pa-
renti" BYOB e Scratch,  e possibile vedere con pi u chiarezza come con essi
ci possa aacciare al mondo della robotica.
33Capitolo 4
La discendenza di Logo nel
campo della robotica
4.1 Motivazioni
Innanzitutto ci si potrebbe chiedere perch e i linguaggi citati nora, vengano
tuttora utilizzati nel campo della robotica, dato che spesso essi non lavorano
su veri e propri robot sici.
La risposta risiede nella semplicit a che essi forniscono per apprendere i con-
cetti base della robotica, per aiutare coloro che per la prima volta si aac-
ciano a questa scienza tutt'altro che semplice, e che non sanno ancora come
cimentarsi in essa. Ad esempio molti giovani studenti spesso trovano molto
dicile usare, direttamente, sosticati simulatori per riprodurre oggetti in
3D, con tutti i loro parametri sici.
Ci si lascia dunque alle spalle alcuni problemi, che, pur essendo consci del
fatto che nella realt a sica di un robot esistono, si possono apprendere anche
successivamente, una volta acquisita una certa esperienza con altri concetti.
Con un cosiddetto \robot virtuale" si possono tralasciare tutti i problemi
di incertezza di cui invece sore un robot sico, quando si andr a a tradurre
un comando assegnato come una vera e propria azione da far eseguire al
robot in questione. C' e una bella dierenza tra i valori dei parametri di una
struttura reale di un robot ed i parametri teorici di un modello di robot,
questo  e poco ma sicuro. Si tralasciano inoltre altri particolari riguardanti
accuratezze di sensori vari, limitazioni di natura energetica e molto altro. Si
consideri ad esempio un robot sico ed uno virtuale: con entrambi, partendo
da una determinata posizione, si vuole percorrere un certo percorso a forma
di esagono perfetto, ritornando alla ne esattamente al punto di partenza.
Il robot sico dicilmente lo far a, ma non a causa di un errore nella fase di
formulazione del compito assegnato, cio e nelle fasi di codica e decodica
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del programma, bens  a causa dell'imprecisione o accuratezza che  e spesso
fonte di problemi dei robot poco sosticati.
Quindi soprattutto a scopo educativo, evitare questo tipo di problemi signi-
ca poter almeno capire pi u facilmente i processi costruttivi della robotica
semplice. Una volta acquisita una certa esperienza con questi, sar a poi
possibile passare a livelli pi u avanzati, tenendo conto di pi u variabili o va-
ri fattori, ai quali prestare attenzione durante l'esecuzione di determinati
procedimenti; tutto questo magari incontrando meno dicolt a, che invece
sarebbero sorte approcciandosi direttamente.
4.2 Il ruolo di Logo
Molti potrebbero pensare che la scienza della robotica sia una novit a ri-
guardante solo ed esclusivamente Snap!, o perlomeno ad una sua versione
precedente di BYOB o tutt'al pi u a Scratch. Invece non  e aatto cos . Gi a
molti anni fa infatti, Logo  e stato molto usato in questo ambito, applicando
un approccio costruzionista, spesso considerato il miglior metodo per intro-
durre le basi della robotica e cominciare a scoprirne le sue potenzialit a. Vi
sono infatti due approcci per poter cominciare ad apprendere la robotica, di
cui uno  e l'estensione dell'altro:
 approccio costruttivista: in esso l'apprendimento  e inteso come
costruzione di modelli cognitivi attraverso la progressiva interiorizza-
zione delle azioni. Ogni conoscenza  e ottenuta non per semplice tra-
sferimento di informazione ma come processo di costruzione fondato
sulla conoscenza gi a acquisita
 approccio costruzionista: aggiunge al costruttivismo la convinzione
che l'accrescimento di conoscenza avviene in modo pi u felice ed appro-
priato se colui che apprende ha la consapevolezza di essere coinvolto
nella costruzione di qualcosa di tangibile e di condivisibile, sia essa un
castello di sabbia o la teoria dell'universo.
Tornando a Logo, un paio di esempi a suo riguardo sono:
 la famosa tartaruga di Papert, la quale in sostanza si trattava di un
semplice robot disegnatore su schermo, al quale potevano essere forniti
semplici comandi
 altri robot basilari di scopo educativo come Bee-bot e Pro-bot, i quali
sono stati programmati con delle primitive molto simili a Logo.
Comunque anche in molti altri casi, nei semplici esempi di movimento di
un robot si pu o notare la decisa somiglianza con i comandi che venivano
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impartiti per far muovere la tartaruga di Logo.
Il puro linguaggio Logo  e tuttavia in un certo senso limitato. Le implementa-
zioni pi u comuni di Logo forniscono uno scenario di lavoro dove per cos  dire
se ne possono controllare gli \attori". Logo permette interazioni tra loro,
per o non tiene conto delle interazioni che invece essi hanno con l'ambien-
te esterno. Nel caso di Logo, l'ambiente esterno altro non  e che uno stage
da decorare, un disegno creato su schermo cambiando colore a determinati
pixel. Un attore (ovvero una tartaruga) pu o solamente sapere il colore del
pixel dove si trova attualmente. Ad esempio se si volesse disegnare una certa
gura geometrica, una volta assegnato questo compito alla tartaruga, essa
eseguir a il tutto senza essere in
uenzata in qualche modo da altri particolari
presenti nello stage (ovvero nell'ambiente). Di conseguenza le primitive di
Logo, pi u comunemente usate, sono vari comandi e funzioni aritmetiche per
il movimento della tartaruga ed il comando repeat; risulta invece pi u raro,
visto il problema detto in precedenza, l'uso del comando if.
Esistono per o ovviamente situazioni pi u complesse, dove si raggiunge un
secondo livello di astrazione, nel momento in cui si valuteranno ipotesi di
condizioni comportamentali pi u evolute, cio e ipotesi che esprimono le intera-
zioni con l'ambiente esterno. Proprio per ovviare a questo tipo di situazioni i
robot vengono dotati di svariati sensori, i quali interagiscono continuamente
con l'ambiente e forniscono informazioni a suo riguardo se interrogati.
In questo contesto Scratch e BYOB (e di conseguenza anche Snap!) permet-
tono la realizzazione di svariati sensori, tramite i quali  e possibile interrogare
il nostro robot-sprite e decidere, sulla base della risposta restituita, il suo
comportamento. Le prossime sezioni tratteranno proprio di questo.
4.3 La robotica con Scratch
Come gi a visto, Scratch  e una versione molto pi u limitata di Snap!, ma
tuttavia ci o non vuol dire che tale programma non possa permettere un
esperienza introduttiva alla robotica.
Saranno presentati dei semplici esempi di sensori basilari di un robot vir-
tuale. Questi esempi sono utili per avere un'introduzione dei sensori che
BYOB e Snap! permettono di creare, dato che il meccanismo di realizza-
zione  e molto simile. Inoltre verranno illustrati i principali blocchi utili per
tale scopo, dei quali  e fondamentale conoscere il comportamento. Questi
blocchi, verranno usati anche nella sezioni successive a quella di Scratch, ma
non verranno rispiegati, in quanto il loro comportamento rimane sempre lo
stesso.
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4.3.1 Semplici movimenti
Scratch fornisce sostanzialmente due strumenti per controllare l'esecuzione
di un certo movimento di uno sprite: il blocco glide ed il supporto di un
timer. Il blocco glide infatti riceve in input un tempo e una coppia di valori
che rappresentano delle determinate coordinate (asse x e asse y) nel piano
dello stage: con questi input il comando glide far a raggiungere allo sprite
la posizione selezionata nel tempo specicato (quindi tanto pi u alto sar a il
valore del tempo, tanto pi u lento sar a lo spostamento; viceversa, pi u basso
sar a il valore temporale, pi u veloce sar a lo spostamento).
Figura 4.1: Funzionamento blocco glide
Un semplice esempio di movimento, tramite l'uso del blocco appena accen-
nato, pu o essere la situazione di un autobus che deve eettuare una sosta
di un certo tempo ad ogni fermata; si supponga, per semplicit a, che tutte le
fermate siano posizionate lungo una retta, ed in pi u ogni fermata si trovi ad
una certa distanza ssata rispetto ad un'altra. Un particolare riguardante
la distanza: Scratch,BYOB e Snap! come unit a di misura della distanza
usano gli step.
Si deniscono le seguenti variabili:
 numStops=numero di fermate
 waitStop=tempo che l'autobus deve attendere in sosta ad una fermata
 stopDis=distanza ssa fra una fermata e l'altra
 busSpeed=velocit a dell'autobus (in step/s)
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Dunque per calcolare il timer da dare in input al blocco glide, baster a
usare la formula inversa della velocit a per calcolare il tempo, ovvero tem-
po=spazio/velocit a. Un blocco wait, che ricever a in input la variabile wai-
tStop, eettuer a la sosta. Lo spostamento (blocco glide) e l'attesa (blocco
wait) saranno inclusi in un ciclo (blocco repeat); tale ciclo sar a eettua-
to tante volte quante sono le fermate specicate nella variabile numStops.
Tutto ci o  e mostrato in gura 4.2.
Figura 4.2: Fermate autobus in linea retta
Notare il fatto che la posizione data in ingresso al blocco glide  e fornita dai
due reporter blocks x position e y position. In particolare il blocco x position
 e stato immesso in un blocco di somma assieme al blocco della variabile stop-
Dis: in questo modo, ad ogni ciclo, verr a aggiunta alla posizione x corrente
dello sprite, l'esatta distanza da compiere per arrivare alla prossima fermata.
Se si prendesse per o il caso in cui le fermate non siano cos  ben disposte come
in precedenza, ma bens  fossero sparse casualmente nello stage, sorgerebbe
allora un problema: il blocco glide purtroppo non ha una versione in cui si
possa specicare sia la distanza che la direzione (quest'ultima nell'esempio
precedente  e stata omessa infatti). Bisogner a dunque ricorrere all'aiuto di
due ulteriori blocchi: il blocco point towards ed il blocco distance to. Il primo
consente di poter orientare lo sprite verso la prossima fermata, fornita in
input come nome di uno sprite(stopName nell'esempio successivo), mentre
il secondo riceve in ingresso il nome di uno sprite esistente (sempre di una
fermata) e ne restituisce la distanza da esso, rispetto allo sprite in cui  e
eseguito tale blocco. L'esempio di gura 4.3 illustra quanto appena detto.
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Figura 4.3: Fermate autobus disposte casualmente
Le coordinate questa volta sono ottenute tramite l'uso di particolari blocchi
situati nella categoria Sensing: uno per la posizione dell'ascissa e l'altro per
la posizione dell'ordinata, e in essi si specica il nome dello sprite voluto,
proprio come mostrato in gura 4.4.
Figura 4.4: Prelevamento coordinate esempio precedente
Il blocco point in direction  e semplicemente un'altra versione del blocco point
towards. Nell'esempio appena visto serve per riaggiustare l'orientamento
dello sprite dell'autobus, una volta che esso ha raggiunto una fermata, in
modo che punti in orizzontale verso destra. La gura 4.5 mostra le possibile
combinazioni dell'uso di questo blocco.
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Figura 4.5: Funzione blocco point in direction
Un altro blocco che pu o tornare utile in questo ambito  e sicuramente il blocco
color <color1> is touching <color2> ?. Fra poco si avr a una dimostrazione
dell'uso di questo blocco.
Figura 4.6: Blocco per vericare il contatto tra due colori
Rimettiamoci nel caso del primo esempio, dove tutte le fermate erano in linea
retta, ma questa volta si supponga che la distanza tra una fermata e l'altra
non sia n e ssa, n e nota. Di sicuro non c' e il problema dell'orientamento,
ma tuttavia non ho nessuna indicazione su quando lo sprite dell'autobus si
deve fermare. Uno stratagemma ecace consiste nell'aggiungere all'imma-
gine dello sprite dell'autobus, detta costume, un piccolo rettangolo di uno
specico colore, ad esempio rosso (si veda gura 4.7). Cos  facendo, si pu o
sfruttare il blocco appena visto in gura 4.6: quando il rettangolo rosso toc-
cher a il colore nero della parte inferiore di una fermata, quel blocco restituir a
il valore true, ed in quel caso si pu o decidere di fermare lo sprite dell'autobus.
Per il resto il programma  e analogo a come visto in precedenza.
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Figura 4.7: Autobus con sensore e fermate in linea retta
E' stata usata una variabile busStep, che altro non  e che una distanza ssata
(non troppo grande) usata come spostamento dell'autobus ad ogni esecuzio-
ne ciclica del blocco repeat, no al vericarsi della condizione della condizione
di uscita del ciclo. Naturalmente non  e proprio esatto fermare l'autobus ap-
pena la condizione del blocco color <color1> is touching <color2> ?  e
vericata, perch e lo sprite si fermerebbe un po' prima della fermata. Per
risolvere tale problema basta specicare un certo ritardo al timer nel bloc-
co glide(nell'esempio di 0.06), permettendo quindi all'autobus di spostarsi
quanto basta per meglio centrare la sosta alla fermata.
4.3.2 Evitare ostacoli
Se si conosce il nome dello sprite che funge da ostacolo, tramite il blocco
booleano touching <objectsprite>? si pu o fare in modo che un certo sprite
in movimento eviti degli ostacoli. Infatti questo blocco restituisce il valore
true se i costumi di due sprite (uno  e quello nel cui script si usa il suddetto
blocco, mentre l'altro  e fornito in input tramite il men u a tendina del blocco
stesso) vengono a contatto. Una volta vericata questa condizione si pu o fare
in modo di virare il movimento dello sprite anch e l'ostacolo in questione
venga evitato.
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Figura 4.8: Blocco per vericare contatto tra sprite
Nell'esempio successivo di gura 4.9, lo sprite di Scratch inizialmente avan-
za verticalmente verso l'alto, grazie al ciclo repeat pi u esterno, nch e non
trova lo sprite d'ostacolo (il rettangolo nero); quando accade ci o, si entrer a
nel blocco repeat pi u interno e lo sprite, nch e rimarr a a contatto con il
rettangolo nero, si sposter a lateralmente verso destra, aumentando conti-
nuamente la sua coordinata x. Quando lo sprite non sar a pi u a contatto con
l'ostacolo, si uscir a dal blocco repeat interno e si continuer a l'esecuzione di
quello esterno, aumentando la coordinata y, e quindi facendo salire di nuovo
verticalmente lo sprite, no a quando la sua coordinata y non avr a raggiunto
il valore 180.
Figura 4.9: Esempio per evitare ostacoli
Non avrebbe molto senso che lo sprite in movimento vada fuori dai conni
dello stage, dove non si pu o prestare attenzione al suo comportamento. Il
blocco booleano touching edge? (il secondo in gura 4.10) permette di evi-
tare questo problema: quando lo sprite avr a raggiunto un bordo dello stage,
tramite questa condizione, si pu o modicare il suo comportamento nel modo
voluto dall'utente, come ad esempio cambiare traiettoria, fermarsi o altro.
Altra complicazione, nel caso di voler evitare gli ostacoli con Scratch, pu o
essere il caso in cui non si conosce il nome degli sprite di ostacolo, e di con-
seguenza non si pu o conoscere l'esatta posizione degli ostacoli, esattamente
come il caso precedente dell'autobus con le fermate disposte in modo casua-
le nello stage. Ed infatti anche qui si risolve questo inconveniente con una
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versione simile di un blocco visto in precedenza: il blocco touching color
<color>? (il primo in gura 4.10), per vericare quando si andr a a toccare,
con lo sprite in movimento, un ostacolo di un certo colore.
Figura 4.10: Altri blocchi utili
Nell'esempio di gura 4.11 si procede proprio con questo meccanismo: lo
sprite di movimento in questione  e una semplice pallina rossa, mentre gli
ostacoli sono dei mattoncini neri, di dimensioni e posizioni diverse.
Figura 4.11: Esempio piu complesso per evitare ostacoli
Degna di nota  e la presenza questa volta di ben due script, indipendenti
l'uno dall'altro, ed eseguiti in modo concorrente, una volta cliccata la classica
bandierina verde. Lo script di sinistra regola tutto il procedimento spiegato
nora, ovvero la possibilit a di evitare i mattoncini, con l'aggiunta del fatto
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che la pallina rimbalzi sui bordi dello stage, senza uscirne, grazie al secondo
blocco if.
Lo script di destra  e semplicemente un'ulteriore possibilit a di interazione
fornita all'utente. Infatti grazie alla funzione mouse pointer, inserita nella
condizione del blocco if, si pu o specicare un altro evento nello stage qualora
il puntatore del mouse si trovi in prossimit a della pallina rossa. La dierenza
sta nel fatto che qui  e proprio l'utente che decide direttamente se scatenare
tale evento o meno. Nell'esempio, se il cursore del mouse si trovasse nelle
vicinanze della pallina rossa, questa eettuer a un piccolo salto.
4.4 La robotica con BYOB e Snap!
Essendo BYOB e Snap! delle estensioni di Scratch ovviamente permetto-
no anch'essi la realizzazione di svariati sensori nell'ambito robotico. Tutti i
relativi comandi prima presentati nella piccola sezione dedicata a Scratch esi-
stono ed hanno esattamente la medesima funzione anche su BYOB e Snap!.
Qui tuttavia  e possibile ampliare il comportamento di determinati sensori
oppure crearne alcuni pi u specici, utilizzando sia dei blocchi gi a presenti
su Scratch e sia blocchi che invece non ne facevano parte.
Si intuisce comunque, che spesso nel caso di BYOB o Snap! ogni blocco
creato costituisce un sensore a s e stante, utilizzabile, ogni volta sia necessa-
rio, in altri script riguardanti il nostro robot virtuale. Per meglio simulare
la situazione che si avrebbe connettendo eettivamente un robot sico, si
pu o utilizzare una particolare interfaccia basata sul concetto principale di
\porta". Si eettua una congurazione di base dove il nostro robot virtuale
 e connesso al computer tramite un certo numero di porte. Tali porte sono
indicizzate tutte con un numero intero diverso, di solito consecutivo. Soli-
tamente si crea un blocco cong, mostrato in gura 4.12, per ogni sprite,
che inizializza tutte le porte a cui lo sprite stesso deve fare riferimento.
Figura 4.12: Il blocco cong
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In generale, le porte altro non sono che un mezzo di comunicazione per per-
mettere lo scambio di informazioni fra il programma ed i sensori del nostro
robot. I sensori hanno infatti il compito di fornire determinati parametri
in base alla situazione momentanea del robot. Per questo i blocchi creati
che fungono da sensori ricevono sempre come input una porta, un intero
specico, per aprire la connessione per un determinato servizio richiesto.
Successivamente, nello script dei blocchi stessi,  e fondamentale inserire un
controllo di porta: se la porta inserita in input  e corretta per la funzione
voluta, la connessione avviene con successo e il blocco esegue il suo script;
se invece fosse stata fornita una porta sbagliata, verr a emesso un messaggio
di errore.
Verranno ora presentati alcuni fra i principali sensori realizzabili sia con
BYOB che con Snap!.
4.4.1 Sensori embedded
Sono i primi strumenti di cui di solito si necessita; sensori che sono facilmente
realizzabili, in quanto esiste, solitamente, gi a un blocco di base che fornisce
l'informazione voluta. Si pu o dunque creare un sensore che possa restituire
la posizione attuale di un nostro sprite nelle solite coordinate dello stage,
oppurre creare un sensore che restituisca in che modo lo sprite stesso  e
orientato, per poter poi denire altri comandi sulla base del suo orientamento
momentaneo.
Nella gura 4.13  e mostrato lo script di un sensore chiamato gps, il quale
fornisce la posizione del nostro sprite-robot nello stage, mentre in gura 4.14
 e fornito lo script del sensore compass che ne fornisce l'orientamento.
Figura 4.13: Sensore per la posizione
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Figura 4.14: Sensore per l'orientamento
Analogamente, se si volesse realizzare un sensore sonoro, lo script sarebbe
esattamente lo stesso di gura 4.14, tranne per il nome ovviamente, e per il
fatto che al posto del blocco direction restituirebbe il blocco loudness, gi a
fornito di base dal programma.
I blocchi appena visti funzionano per o solo per lo sprite stesso per il quale
essi sono dichiarati. E' possibile tuttavia anche realizzare una loro versione
remota, ovvero sensori che forniscano ad uno sprite, informazioni riguardanti
un altro sprite. Si pu o immaginare il tutto come se ci fosse un robot che chie-
de informazioni ad un suo pari, tramite un qualche tipo di connessione. Per
questi metodi per o non  e suciente l'input di una porta:  e necessario cono-
scere anche il nome dello sprite a cui si vuole fare riferimento (la voce myself
indica lo sprite stesso in cui  e eseguita la chiamata di un blocco-sensore).
Le versioni remote dei sensori gps e compass sono rispettivamente forniti
nelle gure 4.15 e 4.16.
Figura 4.15: Sensore per la posizione remoto
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Figura 4.16: Sensore per l'orientamento remoto
In essi, per la chiamata remota,  e inoltre utilizzato un blocco ausiliario ask,
mostrato in gura 4.17.
Figura 4.17: Il blocco ask
I sensori rgps e rcompass, in pratica fanno questo ragionamento:
 inizialmente vericano se il campo sprite, ricevuto in input, corrispon-
de al nome stesso dello sprite (oppure vi  e la voce myself ). In caso
questo fosse vero, il loro funzionamento  e esattamente uguale alle loro
versioni non remote.
 nel caso invece in cui venisse fornito un nome di sprite diverso da quello
in cui  e avvenuta la chiamata del blocco-sensore, allora si far a uso del
blocco ask per eettuare la chiamata remota allo sprite specico (se
esiste), con gli stessi parametri di input ricevuti (nome dello sprite e
porta). Nel caso in cui il nome di sprite specicato non esistesse, verr a
restituito un messaggio di errore.
Negli esempi appena visti  e stato omesso il controllo di porta, in quanto
esattamente analogo a quanto visto prima. Lo stesso sar a fatto per gli
esempi successivi.
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Un altro tipo di sensori, che in molte applicazioni risultano fondamentali,
sono quelli per vericare il contatto con un altro oggetto nello stage. Sulla
base che ci sia o meno il contatto, si pu o indicare il comportamento voluto
dal nostro robot. Pure qui, come su Scratch, il trucco in sostanza sta nel-
l'aggiungere al costume dello sprite un piccolo sensore, di qualsiasi forma
si voglia, ma che abbia uno specico colore. Si andr a poi proprio ad agire
su condizioni che riguardano tale colore: nch e il colore del sensore non
sar a a contatto con il colore di un certo ostacolo si avr a un comportamento,
mentre quando i due colori saranno a contatto allora si svolger a un'altra
azione. Nell'esempio di gura 4.18, al costume dello sprite (l'automobile)
sono stati aggiunti due piccoli rettangoli, uno rosso ed uno blu. Per ognuno
dei due viene realizzato un apposito blocco sensore (chiamati ad esempio
bumperred e bumperblue) per vericare l'impatto con i muri grigi dello
stage.
Figura 4.18: Esempio con sensori di contatto
In gura 4.19  e mostrato lo script per il sensore rosso; quello per il blu  e
esattamente uguale a parte il nome, il colore di confronto e l'uso di una
diversa variabile booleana di stato.
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Figura 4.19: Sensore rosso di contatto
In questo caso il fulcro dei blocchi bumperred e bumperblue appena visti
 e ancora il blocco color <color1> is touching <color2>?, blocco gi a visto
anche nell'ambito di Scratch.
La variabile di input type si assume che possa accettare solo due valori: pres-
sed e bumped. La funzione del primo tipo risulta ovvia, mentre quella del
secondo  e un po' diversa, in quanto esso ha memoria: tiene cio e conto dei
valori precedentemente assunti dalla variabile red state. Con il tipo bumped,
il sensore restituisce il valore true, quando si ha una transizione fra gli stati
pressed e not pressed.
I due blocchi sensori creati possono essere utilizzati in un qualsiasi script vol-
to a regolare le azioni dello sprite. Con lo script di gura 4.20, ogni volta che
uno dei due sensori tocca uno dei muri, la traiettoria dello sprite-automobile
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viene modicata di 90, in senso orario per un sensore, in senso antiorario
per l'altro. E' stato inoltre aggiunto un ulteriore blocco sensore: il suo script
 e analogo a quello di gura 4.19, solo che come condizione del primo if vie-
ne inserito il blocco <if key [space] is pressed?>, che verica se da tastiera
viene premuto il tasto di spaziatura o meno (inoltre  e opportuno denire
una nuova variabile di stato). In caso positivo il sensore restituir a come al
solito il valore true e lo script di gura 4.20 far a girare automaticamente la
nostra macchina sempre di 90.
Figura 4.20: Script per l'esempio dell'automobile
Altro blocco utile  e il blocco if on edge bounce (ultimo nello script della
gura 4.20), che appunto fa invertire la rotta della macchina nel caso essa
toccasse un bordo dello stage.
4.4.2 Sensori di luminosit a e di colore
Finora si sono visti sensori che possono essere direttamente simulati tramite
l'ambiente di sviluppo di BYOB o Snap!, come ad esempio l'orientamen-
to e la posizione di uno sprite, propriet a implicite di ognuno degli oggetti
in questione. Tuttavia alcuni sensori non appartengono a tale categoria e
non possono essere quindi rappresentati nello stesso modo. Serviranno come
minimo una o anche pi u variabili, che tengano conto del valore di una carat-
teristica dello sprite; questo valore verr a modicato in base a determinate
azioni eseguite dall'utente, nel caso pi u semplice, ad esempio, da un normale
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input da tastiera.
Mettiamo il caso che si voglia realizzare un sensore che ci riferisca il colore,
rappresentato nel caso classico da una stringa esadecimale, di un determinato
sprite con il quale il sensore  e a contatto. Si crea il blocco colorcode (gura
4.21), il quale si suppone funzioni con la porta 7 per il nostro sprite; questo
blocco altro non fa che restituire il valore della variabile locale colorvar di
un determinato sprite (il signicato di questa variabile verr a chiarito fra
poco). Oltre a questo, si crea poi il blocco color (gura 4.22), supponendo
che funzioni con la porta 8, e che specica con che colore il nostro sensore  e
a contatto.
Figura 4.21: Script blocco colorcode
Figura 4.22: Script blocco color
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Lo script del blocco color controlla se esiste uno sprite (che non sia lo stesso
in cui  e avvenuta la chiamata del blocco color, quindi escludendo la voce
myself ) che sia a contatto con il colore del sensore: se trova tale sprite,
allora ne stampa il relativo colore in stringa esadecimale.
Nell'esempio di gura 4.23, lo sprite principale che contiene il sensore  e un
rettangolo nero; il sensore  e il rettangolino rosso su di esso. Sono stati inoltre
creati altri due sprite di colore omogeneo: Sprite1  e un ellisse giallo, mentre
Sprite2 un altro rettangolo ma questa volta di colore blu. Inne,  e stata
creata una variabile, locale ad ogni sprite, chiamata colorvar: per ogni spri-
te questa variabile  e stata settata manualmente con la stringa esadecimale
corrispondente al colore dello sprite stesso.
Figura 4.23: Output sensore a contatto con uno sprite
Se il sensore non  e a contatto con nessuno sprite allora restituisce il colore
dello stage (sempre assegnato alla sua variabile colorvar in precedenza),
come si pu o notare dalla gura 4.24.
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Figura 4.24: Output sensore non a contatto con uno sprite
In maniera esattamente analoga pu o essere realizzato un sensore di lumi-
nosit a: considerando lo stesso sprite nero col rettangolino rosso precedente,
si crea una variabile lightvar (solitamente un intero nel range 1-100) e se
ne setta il valore per ogni sprite nel programma; dopodich e si creano due
blocchi sensore analoghi a quelli presentati prima (nel caso specico lightlev
e light). Dato che, in questo caso, la variabile associata al nostro sensore  e
un normale numero intero,  e facile, e spesso utile, impostare delle condizioni
che, se vericate, possono modicare il valore di questa variabile, magari
tramite la pigiatura di un tasto. Ad esempio con il tasto up arrow si pu o
fare in modo di incrementare di un'unit a la variabile lightvar, mentre con il
tasto down arrow invece la si pu o decrementare di uno.
Le condizioni riguardanti input vari da tastiera sono molto frequenti in varie
realizzazioni di applicazioni con uno dei qualsiasi programmi visti nora in
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questa tesi. Il caso in cui si agisca solo su una variabile  e il caso pi u sempli-
ce: si pu o infatti anche adottare un intero comportamento diverso, per un
nostro sprite, solo con la pigiatura di un tasto; quindi, in tal caso, si parla
anche di eseguire uno o pi u script, dove al loro interno si possono modica-
re variabili, accertarsi di certe condizioni tramite sensori vari e molto altro
ancora.
4.4.3 Congurazione Lego NXT tramite Snap!
LEGO Mindstorms NXT  e un kit robotico programmabile rilasciato dalla
Lego alla ne di luglio 2006. Il componente principale del kit  e il computer
a forma di mattone chiamato NXT brick: esso pu o ricevere in input no ad
un massimo di quattro sensori e controllare no a tre motori elettrici, attra-
verso cavi RJ12, molto simili ma incompatibili con i cavi del telefono RJ11.
Programmi molto semplici possono essere scritti usando il men u dell'NXT;
programmi invece pi u complicati e le sonori possono essere scaricati usan-
do la porta USB o senza li usando il Bluetooth. Oltre a queste generalit a,
grazie al lavoro di Connor Hudson, ora Lego NXT ha la possibilit a di essere
congurato, e quindi poi utilizzato, mediante Snap!. Vediamo dunque una
traccia di come questo  e possibile.
Innanzitutto  e necessario scaricare l'apposito pacchetto di le necessario
per la congurazione. Tali contenuti si possono trovare all'indirizzo http:
//technoboy10.github.io/snap-nxt/. Ora  e necessario aprire Snap! in
una nestra del browser ed importare, tramite l'uso (gi a visto in preceden-
za) del comando import del men u File di Snap!, il le nxt.xml, il quale  e
contenuto nel suddetto pacchetto. Se l'operazione ha avuto successo, nella
sezione Variables di Snap! si dovrebbero ora trovare i blocchi di gura 4.25.
Figura 4.25: Blocchi aggiunti per Lego NXT
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Infatti, all'interno del le appena caricato, sono stati deniti, in codice XML,
tutti i blocchi relativi a servizi destinati all'uso di Lego NXT. Tali servizi,









Vediamo brevemente il meccanismo di denizione di uno dei blocchi, ad
esempio di quello destinato al servizio nxtlight.
Figura 4.26: Denizione del blocco per il sensore di luce
Come si pu o notare dalla denizione del sensore appena mostrata, lo script
di tale blocco  e sostanzialmente composto da un blocco report, all'interno del
quale vi uno speciale blocco http, che a sua volta contiene un determinato
URL (localhost, ovvero 127.0.0.1) con tanto di porta (1330). La porta 1330
infatti  e riservata esclusivamente per la comunicazione con il robot di Lego
NXT. Quindi ci o fa intuire che il protocollo usato per l'utilizzo dei servizi
prima specicati  e esattamente HTTP.
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Proprio a questo scopo, Snap! ha messo a disposizione un apposito blocco,
mostrato qui sotto.
Figura 4.27: Blocco http
La conferma di quanto detto n qui, arriva direttamente dal prototipo, del
medesimo blocco di cui si  e parlato nora (ovvero light sensor value), aperto
su Snap!, mostrato in gura 4.28.
Figura 4.28: Prototipo blocco light sensor value
Riepilogando, in sostanza viene riportato il risultato del reporter block http,
all'interno del quale sono specicati i parametri menzionati prima. Come si
pu o vedere la sintassi  e questa: indirizzo:porta/servizio.
Gli altri reporter blocks, relativi a Lego NXT, funzionano in maniera esat-
tamente analoga a questo.
Vediamo ora invece un blocco pi u complicato, di tipo command, ad esempio
il blocco riguardante il regolamento del motore.
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Figura 4.29: Blocco per il regolamento del motore
Come gi a detto all'inizio di questo paragrafo, Lego NXT pu o controllare no
ad un massimo di tre motori elettrici. Supponendo che questi si chiamino
(a,b,c), il primo parametro ricevuto dal blocco appena visto  e esattamente
l'identicativo di un determinato motore. Oltre a questo gli input sono i
gradi e una velocit a: per i primi ovviamente si eettuer a un controllo per
non inserire un numero maggiore di 360, mentre riguardo la velocit a vengono
accettati valori compresi fra -100 e 100. Valori di velocit a negativa indicano
che il motore sta girando al contrario.
Vengono poi divisi i casi in cui si abbia una velocit a positiva o negativa:
il controllo viene fatto sull'if, guardando se il modulo del valore ricevuto  e
uguale al valore stesso della velocit a (caso velocit a positiva) oppure se sono
diversi (caso velocit a negativa).
In ognuno dei due casi, grazie all'uso del blocco join, viene creata l'esatta
sequenza da immettere nel blocco http per richiedere il servizio voluto. La
sintassi questa volta  e leggermente diversa (gli spazi messi qui in realt a non
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devono esserci, sono aggiunti solo per una migliore lettura):
indirizzo:porta/servizio IDmotore 0 abs(velocit a) 0 gradi 0 segno-
velocit a.
Gli zeri servono per dierenziare un campo da un altro, abs(velocit a) indica
il valore assoluto della velocit a ricevuta in input, e segnovelocit a pu o avere
come valori +, se la velocit a  e positiva, o -, se la velocit a  e negativa.
L'ultima parte dello script riguarda solamente la gestione di eccezioni, in
caso di parametri non passati correttamente.
Ora che ci si  e fatta un'idea generale di come funzionano i blocchi importati
per NXT, possiamo tornare alla nostra procedura iniziale di congurazione
di Lego NXT, al passo successivo all'importazione del le nxt.xml.
Si dovr a ora collegare il robot al computer attraverso un cavo USB.
Ora attraverso un prompt dei comandi (Windows) oppure un terminale (Li-
nux), da riga di comando,  e necessario spostarsi nella cartella contenente i
le scaricati all'inizio di tutto il procedimento di congurazione. Una volta
fatto questo si deve dare il comando python Snap-NXT.py.
Soermandoci un momento su questo fatto. Risulta chiara un'ulteriore cosa:
Snap! utilizza una libreria di Python, appositamente creata, per l'utilizzo
di Lego NXT. Infatti, il le Snap-NXT.py, sempre all'interno del solito
pacchetto scaricato prima, contiene il codice necessario per l'uso di Lego
NXT. Se si prova ad aprire tale le, con un editor qualsiasi, si potr a osservare
in che modo avviene questa congurazione.
Inizialmente, si noter a che il programma si concentra nell'assegnare, a de-
terminate variabili appositamente create, i valori dei parametri ricevuti in
input. Questi valori vengono ricavati da una determinata richiesta HTTP
ricevuta (con il tipo di sintassi visto in precedenza). Ovviamente i parametri
variano in base a che tipo di servizio  e stato chiamato.
Vediamo ad esempio la richiesta di un servizio move: si ricavano i parametri
di velocit a, gradi e l'identicativo del motore, i quali vengono salvati rispet-
tivamente nelle variabili power, degrees e motor (sulla velocit a viene fatto
il solito controllo per vedere se  e positiva o negativa). Successivamente, in
base a che identicativo del motore  e stato ricevuto, viene chiamata la fun-
zione turn, sullo specico motore. Quanto appena detto si trova nella gura
sottostante.
58Capitolo 4. La discendenza di Logo nel campo della robotica
Figura 4.30: Codice servizio move
La struttura appena vista  e analoga anche per i servizi nxtilluminate e tone.
Ad esempio il codice riguardante quest'ultimo servizio, consiste nell' asse-
gnazione dei parametri di input (suono e tempo di riproduzione) a determi-
nate variabili (tone e time), ed alla ne l'esecuzione della specica funzione
python per riprodurre il suono voluto, ovvero play tone and wait(tone,time).
Negli altri servizi rimanenti non vi sono parametri di input, ed inoltre essi
devono restituire un certo valore di ritorno (cosa quindi specica di reporter o
predicate blocks), in base sempre a che servizio  e stato invocato. Per meglio
capire cosa succede, sono utili alcune nozioni base sul protocollo HTTP.
Per il protocollo HTTP esistono due tipi di richieste e di risposte: Simple
Request e Simple Response, Full Request e Full Response. La dierenza
fra il tipo Simple ed il tipo Full, sta nel fatto che nel primo tipo non sono
presenti gli header, mentre nel secondo s . Gli header sono determinati
parametri che danno pi u informazioni sulla richiesta o sulla risposta; essi
sono divisi in due parti: nome dell'header e valore dell'header. Un esempio
di header, presente nel codice in questione,  e: Content-type, ctype (dove
ctype  e una variabile che contiene il valore dell'header). Una volta che, in
uno script qualsiasi di Snap!, viene eseguito il blocco http, contenuto in uno
qualsiasi dei prototipi degli appositi blocchi per NXT, avviene il seguente
procedimento:
 il blocco http invia una Simple Request HTTP, con i parametri speci-
cati al suo interno, al nostro programma python
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 il programma python verica la richiesta ricevuta: se corretta, salva
i parametri dei sensori del robot richiesti e successivamente costruisce
una Full Response HTTP, specicando vari header e salvando tutto
ci o su un le; tale le viene rimandato al mittente
 il reporter block http, come suo valore nale di ritorno, restituisce esat-
tamente la risposta vista nel punto precedente, con tutti i parametri
specici del servizio
Quanto descritto nora  e mostrato in gura 4.31.
Figura 4.31: Codice servizio nxtlight
Il numero 200  e un codice, sempre della risposta HTTP, per indicare che
la comunicazione  e andata a buon ne (viene chiamato status code; ogni
codice diverso implica una diversa situazione. Ad esempio il classico codice
404, indica una bad request, ovvero una comunicazione non andata nel modo
aspettato). Gli altri servizi funzionano con lo stesso meccanismo.
Vediamo ora il corpo del main del programma. Dopo l'importazione delle ap-
posite librerie, il programma controlla se esiste eettivamente un dispositivo
NXT collegato; in caso non fosse cos  viene lanciata un'eccezione. Dopodich e
avviene il settaggio delle quattro porte del robot; tale settaggio lo si pu o tro-
vare sempre all'indirizzo http://technoboy10.github.io/snap-nxt/, ed
 e esattamente questo:
 PORTA 1: TOUCH
 PORTA 2: SOUND
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 PORTA 3: LIGHT
 PORTA 4: ULTRASONIC
Inoltre avviene il settaggio delle porte per i tre motori:
 PORTA A: primo motore
 PORTA B: secondo motore
 PORTA C: terzo motore
Figura 4.32: Impostazioni porte per Lego NXT
Successivamente viene aperto un socket (il canale di comunicazione fra ri-
chieste e risposte) con protocollo TCP (HTTP  e usato al livello applicazione,
mentre TCP al livello di trasporto); tale socket funzioner a sulla porta 1330,
porta il cui scopo  e gi a stato presentato precedentemente.
Inne, se l'intera congurazione ha avuto successo, viene stampato un out-
put (che sar a visibile direttamente su Snap!); l'ultima istruzione specica di
lasciare il socket attivo per sempre, o meglio no ad un'interruzione voluta
dall'utente.
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Figura 4.33: Avvio di connessione con Lego NXT
Ora, se tutte queste operazioni sono avvenute con successo, Lego NXT  e
pronto per essere comandato tramite Snap!.
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4.4.4 Esempio di comunicazione tra Snap! ed un web server
locale
Un possibile esempio di come avverrebbero le comunicazioni fra Snap! ed
un piccolo web server locale, utile al ne di comprendere meglio ci o che si  e
visto nel paragrafo precedente (richieste e risposte HTTP con Lego NXT),
verr a brevemente presentato in questo paragrafo.
Il server, realizzato in Java, si mette in ascolto sulla porta 8000 (scelta
a caso, l'importante  e che non sia gi a riservata per qualcosa) e quando
Snap!, tramite sempre il blocco http, manda una Simple Request HTTP, il
server invia come risposta il valore attuale di uno slider, regolato a piacere
dall'utente.
Anche lo slider  e stato realizzato in Java, con una sua interfaccia graca a
nestra, gestita come al solito con la classica libreria swing di Java.
Figura 4.34: Prima parte programma
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Figura 4.35: Seconda parte programma
La richiesta sar a strutturata in questo modo: localhost:8000/slider
Nella gura successiva vi  e un esempio di esecuzione.
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Figura 4.36: Esempio di esecuzione
Tale codice  e stato testato ed  e funzionante con un qualsiasi browser; tut-
tavia su Snap! non viene rilevata (e quindi non viene visualizzata) nessuna
risposta, nemmeno in caso di errore.
Sono state inoltre controllate, in entrambi i casi (ovvero browser e Snap!),
sia le richieste che le risposte sul programma Java, ed esse sono risultate
uguali.
Attualmente il blocco http infatti, utilizzando diversi semplici URL, non
sempre fornisce una risposta. Forse necessita di ulteriori modiche, oppure
funziona correttamente con determinate opzioni che per o non mi sono note.
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Una versione semplicata di
Pacman
La realizzazione di questo videogame contiene alcune delle nozioni sui sen-
sori viste nel capitolo precedente, in particolare quelle riguardanti movi-
menti, ostacoli e l'uso congiunto di variabili per la segnalazione di altri
comportamenti da prevedere. Tale gioco  e realizzabile con uno qualsiasi dei
programmi visti in questa tesina.
Le regole sono poche e semplici:
 lo sprite di pacman (a sinistra in gura 5.1) si deve muovere all'interno
del labirinto dello stage, cercando di mangiare tutte la palline disposte
su quest'ultimo e nel contempo di evitare il contatto con i quattro
fantasmi (a destra in gura 5.1)che si muoveranno sempre nel labirinto
a guardia di queste.
Figura 5.1: Lo sprite di pacman e di uno dei quattro fantasmi
 una volta mangiate tutte le palline si passer a al livello successivo, con-
tenente pi u componenti da raccogliere, no al livello nale (in questo
caso il terzo, ma si pu o impostare a scelta)
 completando il livello nale si nisce il gioco vincendo
 ad ogni contatto con un fantasma si perde una vita
 se si perdono tutte le vite prima di aver completato l'ultimo livello, il
gioco nisce con una scontta
Vediamo ora di quali oggetti, con i loro relativi script,  e composto il gioco.
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5.1 Script di un fantasma
Ognuno dei quattro fantasmi presenti nello stage possiede tre script:
 un primo script per far eseguire un determinato giro nel labirinto dello
stage, presente in gura 5.2. Le coordinate sono state ottenute posi-
zionando di volta in volta il fantasma nelle posizioni volute in maniera
consecutiva, ovvero ogni blocco glide corrisponde ad un movimento
con un orientamento diverso mentre tutti i blocchi glide formano un
vero e proprio percorso. Le coordinate saranno ovviamente diverse per
ogni fantasma, sulla base di che percorso gli si vuole far eseguire
Figura 5.2: Movimento di un fantasma
 uno script per segnalare che lo sprite di pacman  e stato colpito (e quin-
di una vita sar a andata persa) e per far ripartire il fantasma dalla sua
posizione iniziale quando invece un livello del gioco  e stato completato
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Figura 5.3: Contatto con pacman e cambio di livello
 un piccolo script per nascondere il fantasma quando il gioco sar a
completato, concludendo tutti i livelli (ovvero raggiungendo l'ultimo
elemento dell'array punteggi precedentemente creato)
Figura 5.4: Fantasma nascosto alla ne del gioco
5.2 Script delle palline
Ci sono due tipi di sprite di questo tipo:
1. palline del livello base
2. palline che compaiono in determinati livelli successivi
La prima classe possiede uno script (gura 5.5)per incrementare la variabile
punteggio se c' e il contatto con lo sprite di pacman; in tal caso tramite il
blocco hide tale sprite uscir a di scena per il momentaneo livello attuale di
gioco.
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Figura 5.5: Contatto pallina con sprite pacman
Serviranno poi ovviamente degli altri script per far ricomparire le palline in
ogni livello successivo. Ad esempio per far ricomparire uno di questi sprite
nel secondo livello si deve comporre lo script di gura 5.6.
Figura 5.6: Ricomparsa pallina nel secondo livello
Per quanto invece riguarda la seconda classe degli sprite in questione, lo
script di contatto con pacman  e leggermente diverso: all'inizio lo sprite  e
nascosto e rimane in questo stato nch e non si raggiunge il livello in cui si
vuole far comparire la pallina. Quando accadr a questo lo sprite diventer a
attivo tramite il blocco show e per ogni livello successivo il procedimento
sar a poi analogo a quello delle palline di base. Ad esempio in gura 5.7 vi  e
lo script di una pallina che compare dal secondo livello in poi no all'ultimo
livello (il terzo nell'esempio).
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Figura 5.7: Palline che compaiono in livelli successivi
Ovviamente anche qui saranno necessari degli script per far ricomparire tali
sprite ad ogni livello successivo (tranne per le palline dell'ultimo livello):
rispetto a prima cambia solo il fatto che ce ne saranno appunto sempre
meno, man mano che si procede verso il livello nale.
Finora le palline viste incrementavano il punteggio di una sola unit a, ma
normalmente si creano anche delle palline di categoria pi u elevata, cio e che
valgono un punteggio pi u alto se conquistate. Basta modicare il costume
dello sprite di una pallina di base (magari cambiando dimensioni oppu-
re il colore) e specicando nello script di gura 5.7 che il punteggio verr a
incrementato di una certa quantit a (ad esempio 5 punti).
5.3 I portali
Sono stati creati due portali con lo scopo di teletrasportare pacman da una
parte all'altra dello stage se toccati. Tali sprite non possiedono alcuno script,
servono solo come riferimento per lo sprite di pacman. Sono stati realizzati
con un colore molto simile allo sfondo per renderli invisibili e sono stati
chiamati rispettivamente left e right.
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Figura 5.8: I portali
5.4 Sprite di notica
5.4.1 Caso di vittoria
Un semplice sprite, che altro non  e che un immagine con il testo You win!,
 e stato creato per essere visualizzato quando e se si riesce a completare il
gioco. I suoi script sono molto semplici e sono mostrati in gura 5.9.
In sostanza la scritta rimane nascosta all'inizio e compare solo nel caso in cui
la variabile punteggio non ha raggiunto il punteggio massimo ssato. Inoltre
questo sprite rimane in attesa di un messaggio di broadcast chiamato FINE,
il quale sar a lanciato dallo sprite di pacman (si veda sezione 5.5); quando
avverr a ci o, verr a fermata l'esecuzione di tutti gli script del programma.
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Figura 5.9: I tre script della vittoria
5.4.2 Caso di game over
Analogamente allo sprite appena visto nella sezione precedente, vi  e uno
sprite che mostra la frase GAME OVER!, nel caso il gioco termini con una
scontta. Tale condizione avviene se la variabile vite diventa negativa. A
parte un ciclo innito che controlla questa condizione, il tutto  e molto simile
al caso di vittoria, tranne per il fatto che qui non c' e nessun messaggio di
broadcast.
Figura 5.10: I due script della scontta
5.4.3 I livelli
Ancora altro testo da visualizzare nei momenti opportuni. All'inizio del
gioco verr a visualizzata la scritta GET READY!, assieme in alto al testo
LEVEL 1. Il loro script banale  e in gura 5.11.
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Figura 5.11: Le scritte di inizio gioco
Dopodich e ci sar a uno sprite per ogni livello successivo che segnale quando
esso  e stato raggiunto. Ad esempio per il secondo livello avr o lo script di
gura 5.12.
Figura 5.12: Segnalazione secondo livello
5.4.4 Le vite
E' un fatto classico del videogame di pacman segnalare sullo schermo quante
vite rimangono al giocatore, dove ognuna di esse  e identicata da un'imma-
gine simile allo sprite di pacman. Quando si perde una vita semplicemente
una di quelle immagini scompare. Di norma si hanno tre vite di scorta ol-
tre a quella iniziale. Serviranno dunque tre sprite per ognuna di esse che
saranno visibili o nascosti a seconda dell'attuale valore della variabile vite.
In gura  e mostrato lo script per la seconda vita, gli altri sono analoghi.
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Figura 5.13: La seconda vita
5.5 Sprite centrale di Pacman
Come si potr a immaginare questo sprite  e la colonna portante di tutto il
sistema (il nostro sprite robot). In esso andranno fatti la maggior parte
dei controlli e degli aggiornamenti delle variabili, con inoltre la gestione dei
movimenti.
Innanzitutto si parte con la denizione e congurazione iniziale di una lista
chiamata punteggi, dove in essa verranno salvati, in ordine crescente rispetto
al livello e sulla base di quanti di questi siano stati creati, tutti i punteggi
massimi di ogni rispettivo livello. Tale lista sar a poi utile qui ed anche in
altri sprite per vericare se un determinato livello  e stato cmpletato o meno.
La congurazione di esempio (con tre livelli)  e mostrata in gura 5.14.
Figura 5.14: Congurazione iniziale punteggi
Questo script dovr a essere eseguito da solo almeno una volta prima di poter
avviare il gioco.
Fatto ci o  e il turno di gestire i movimenti. Conviene in questo caso selezio-
nare l'opzione only face left-right (in alto nel programma, vicino alla gura
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dello sprite), per far s  che tutti i costumi di Pacman funzionino correttamen-
te, senza capovolgere completamente l'immagine dello sprite. Detto questo,
saranno necessari ben quattro costumi, uno per ogni tasto di movimento (le
frecce direzionali). Ognuno di questi sar a selezionato in base a che tasto di-
rezionale sar a premuto dall'utente, grazie ad un opportuno script; ognuno di
questi quattro script utilizzer a il blocco <key [input v] pressed?>, gi a visto
anche nella sezione dedicata alla robotica. In caso positivo il blocco point in
direction orienter a nel corretto modo lo sprite. Uno script di esempio per il
tasto right arrow  e mostrato in gura 5.15.
Figura 5.15: Movimento verso destra di Pacman
Ed ora  e il momento dello script di controllo. Essendo piuttosto grande,
verr a spezzato in pi u gure consecutive.
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Figura 5.16: Prima parte script centrale di pacman
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Figura 5.17: Seconda parte script centrale di pacman
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Figura 5.18: Terza parte script centrale di pacman
Dopo un breve settaggio delle variabili necessarie, vediamo la spiegazioni dei
componenti all'interno del ciclo forever:
 il primo if fa praticamente la stessa cosa che avevano visto nella ro-
botica. Lo sprite di pacman ha un rettangolo rosso (invisibile perch e
troppo piccolo una volta aperto il videogame), tramite il cui colore si
pu o specicare se muovere o meno lo sprite
 il secondo ed il terzo if esegue il teletrasporto da una parte all'altra
dello stage nel caso si toccasse un portale
 l'if successivo verica se  e stato completato il livello. In caso positivo
incrementa la variabile level e riporta lo sprite di pacman alla posizione
iniziale. Dopodich e controlla se si tratta della ne di un normale livello
o del livello nale, ed in questo ultimo caso invia un messaggio di
broadcast per avvisare
 tutti gli if successivi vericano, sempre tramite l'uso di un blocco sen-
sore, se lo sprite di pacman viene o meno a contatto con un fantasma.
Nel caso fosse cos  si decrementa la variabile vite e si riporta pacman
alla sua posizione iniziale.
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Con tutti gli elementi n qui descritti il videogame  e pronto per essere
testato.
Figura 5.19: Gioco di Pacman completo
79Conclusioni
Quanto descritto nora mostra come i linguaggi Scratch,BYOB e Snap! pos-
sano essere usati in svariati ambiti educativi. Snap!  e l'ultimo arrivato nel
processo evolutivo di questa famiglia di programmi e dimostra di possedere
molte utili funzionalit a che sicuramente poi verrano a sua volta ampliate
nel corso degli anni. Gli ideatori hanno cercato di creare un programma
che mantenesse tutte le numerose funzionalit a delle versioni precedenti di
BYOB, ma aggiungendo tratti di ulteriore versatilit a, in modo da sempli-
care maggiormente l'adattamento all'uso da parte di pi u utenti in pi u ambiti
e di conseguenza anche facilitare il loro lavoro, nascondendo loro svaria-
ti aspetti piuttosto complicati di basso livello che comunque il programma
contiene.
Tutti i programmi visti discendenti da Logo hanno una loro possibile as-
sociazione al campo della robotica: grazie alla connessione di determinati
dispositivi come le Picoboard, le schede Arduino oppure anche semplice-
mente tramite l'utilizzo di strumenti ormai diventati di uso comune come
un microfono o una webcam, si possono controllare mediante l'uso di sensori
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