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Abstract. We study the synthesis problem for systems with a parameterized number of pro-
cesses. As in the classical case due to Church, the system selects actions depending on the
program run so far, with the aim of fulfilling a given specification. The difficulty is that, at the
same time, the environment executes actions that the system cannot control. In contrast to the
case of fixed, finite alphabets, here we consider the case of parameterized alphabets. An alphabet
reflects the number of processes that are static but unknown. The synthesis problem then asks
whether there is a finite number of processes for which the system can satisfy the specification.
This variant is already undecidable for very limited logics. Therefore, we consider a first-order
logic without the order on word positions. We show that even in this restricted case synthesis is
undecidable if both the system and the environment have access to all processes. On the other
hand, we prove that the problem is decidable if the environment only has access to a bounded
number of processes. In that case, there is even a cutoff meaning that it is enough to examine
a bounded number of process architectures to solve the synthesis problem.
1 Introduction
Synthesis deals with the problem of automatically generating a program that satisfies a
given specification. The problem goes back to Church [10], who formulated it as follows: The
environment and the system alternately select an input symbol and an output symbol from a
finite alphabet, respectively, and in this way generate an infinite sequence. The question now
is whether the system has a winning strategy, which guarantees that the resulting infinite run
is contained in a given (ω)-regular language representing the specification, no matter how the
environment behaves. This problem is decidable and very well understood [9, 38], and it has
been extended in several different ways (e.g., [24, 26,28,37,42]).
In this paper, we consider a variant of the synthesis problem that allows us to model
programs with a variable number of processes. As we then deal with an unbounded number
of process identifiers, a fixed finite alphabet is not suitable anymore. It is more appropriate
to use an infinite alphabet, in which every letter contains a process identifier and a program
action. One can distinguish two cases here. In [17], a potentially infinite number of data
values are involved in an infinite program run (e.g. by dynamic process generation). In a
parameterized system [4, 14], on the other hand, one has an unknown but static number of
processes so that, along each run, the number of processes is finite. In this paper, we are
interested in the latter, i.e., parameterized case. Parameterized programs are ubiquitous and
occur, e.g., in distributed algorithms, ad-hoc networks, telecommunication protocols, cache-
coherence protocols, swarms robotics, and biological systems. The synthesis question asks
whether the system has a winning strategy for some number of processes (existential version)
or no matter how many processes there are (universal version).
Over infinite alphabets, there are a variety of different specification languages (e.g., [5,
12,13,19,29,34,40]). Unlike in the case of finite alphabets, there is no canonical definition of
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regular languages. In fact, the synthesis problem has been studied for N-memory automata [8],
the Logic of Repeating Values [17], and register automata [15, 30, 31]. Though there is no
agreement on a “regular” automata model, first-order (FO) logic over data words can be
considered as a canonical logic, and this is the specification language we consider here. In
addition to classical FO logic on words over finite alphabets, it provides a predicate x ∼ y to
express that two events x and y are triggered by the same process. Its two-variable fragment
FO2 has a decidable emptiness and universality problem [5] and is, therefore, a promising
candidate for the synthesis problem.
Previous generalizations of Church’s synthesis problem to infinite alphabets were generally
synchronous in the sense that the system and the environment perform their actions in
strictly alternating order. This assumption was made, e.g., in the above-mentioned recent
papers [8, 15, 17, 30, 31]. If there are several processes, however, it is realistic to relax this
condition, which leads us to an asynchronous setting in which the system has no influence on
when the environment acts. Like in [21], where the asynchronous case for a fixed number of
processes was considered, we only make the reasonable fairness assumption that the system
is not blocked forever.
In summary, the synthesis problem over infinite alphabets can be classified as (i) parame-
terized vs. dynamic, (ii) synchronous vs. asynchronous, and (iii) according to the specification
language (register automata, Logic of Repeating Values, FO logic, etc.). As explained above,
we consider here the parameterized asynchronous case for specifications written in FO logic.
To the best of our knowledge, this combination has not been considered before. For flexi-
ble modeling, we also distinguish between three types of processes: those that can only be
controlled by the system; those that can only be controlled by the environment; and finally
those that can be triggered by both. A partition into system and environment processes is
also made in [3, 18], but for a fixed number of processes and in the presence of an arena in
terms of a Petri net.
Let us briefly describe our results. We show that the general case of the synthesis problem
is undecidable for FO2 logic. This follows from an adaptation of an undecidability result
from [16, 17] for a fragment of the Logic of Repeating Values [12]. We therefore concentrate
on an orthogonal logic, namely FO without the order on the word positions. First, we show
that this logic can essentially count processes and actions of a given process up to some
threshold. Though it has limited expressive power (albeit orthogonal to that of FO2), it leads
to intricate behaviors in the presence of an uncontrollable environment. In fact, we show that
the synthesis problem is still undecidable. Due to the lack of the order relation, the proof
requires a subtle reduction from the reachability problem in 2-counter Minsky machines.
However, it turns out that the synthesis problem is decidable if the number of processes that
are controllable by the environment is bounded, while the number of system processes remains
unbounded. In this case, there is even a cutoff k, an important measure for parameterized
systems (cf. [4] for an overview): If the system has a winning strategy for k processes, then it
has one for any number of processes greater than k, and the same applies to the environment.
The proofs of both main results rely on a reduction of the synthesis problem to parameterized
vector games, certain turn-based games in which, similar to Petri nets, tokens corresponding
to the processes are moved around between states.
The paper is structured as follows. In Section 2, we define FO logic (especially FO without
word order), and in Section 3, we present the parameterized synthesis problem. In Section 4,
we transform a given formula into a normal form and finally into a parameterized vector game.
Based on this reduction, we investigate cutoff properties and show our (un)decidability results
in Section 5. We conclude in Section 6. Missing proof details are available in the appendix.
2
2 Preliminaries
For a finite or infinite alphabet Σ, let Σ∗ and Σω denote the sets of finite and, respectively,
infinite words over Σ. The empty word is ε. Given w ∈ Σ∗ ∪Σω, let |w| denote the length of
w and Pos(w) its set of positions: |w| = n and Pos(w) = {1, . . . , n} if w = σ1σ2 . . . σn ∈ Σ∗,
and |w| = ω and Pos(w) = {1, 2, . . .} if w ∈ Σω. Let w[i] be the i-th letter of w for all
i ∈ Pos(w).
Executions. We consider programs involving a finite (but not fixed) number of processes.
Processes are controlled by antagonistic protagonists, System and Environment. Accordingly,
each process has a type among T = {s, e, se}, and we let Ps, Pe, and Pse denote the pairwise
disjoint finite sets of processes controlled by System, by Environment, and by both System
and Environment, respectively. We let P denote the triple (Ps,Pe,Pse). Abusing notation, we
sometimes refer to P as the disjoint union Ps ∪ Pe ∪ Pse.
For a set S, vectors s ∈ ST are usually referred to as triples s = (ss, se, sse). Moreover, for
s, s′ ∈ NT, we write s ≤ s′ if sθ ≤ s′θ for all θ ∈ T. Finally, let s+s′ = (ss+s′s, se+s′e, sse+s′se).
Processes can execute actions from a finite alphabet A. Whenever an action is executed,
we would like to know whether it was triggered by System or by Environment. Therefore, A
is partitioned into A = As unionmulti Ae. Let Σs = As × (Ps ∪ Pse) and Σe = Ae × (Pe ∪ Pse). Their
union Σ = Σs ∪Σe is the set of events. A word w ∈ Σ∗ ∪Σω is called a P-execution.
Logic. Formulas of our logic are evaluated over P-executions. We fix an infinite supply
V = {x, y, z, . . .} of variables, which are interpreted as processes from P or positions of the
execution. The logic FOA[∼, <,+1] is given by the grammar
ϕ ::= θ(x) | a(x) | x = y | x ∼ y | x < y | +1(x, y) | ¬ϕ | ϕ ∨ ϕ | ∃x.ϕ
where x, y ∈ V, θ ∈ T, and a ∈ A. Conjunction (∧), universal quantification (∀), implication
(=⇒), true, and false are obtained as abbreviations as usual.
Let ϕ ∈ FOA[∼, <,+1]. By Free(ϕ) ⊆ V, we denote the set of variables that occur free in
ϕ. If Free(ϕ) = ∅, then we call ϕ a sentence. We sometimes write ϕ(x1, . . . , xn) to emphasize
the fact that Free(ϕ) ⊆ {x1, . . . , xn}.
To evaluate ϕ over a P-execution w = (a1, p1)(a2, p2) . . ., we consider (P, w) as a structure
S(P,w) = (P unionmulti Pos(w),Ps,Pe,Pse, (Ra)a∈A,∼, <,+1) where P unionmulti Pos(w) is the universe, Ps Pe,
and Pse are interpreted as unary relations, Ra is the unary relation {i ∈ Pos(w) | ai = a},
< = {(i, j) ∈ Pos(w) × Pos(w) | i < j}, +1 = {(i, i + 1) | 1 ≤ i < |w|}, and ∼ is the least
equivalence relation over P unionmulti Pos(w) containing
– (p, i) for all p ∈ P and i ∈ Pos(w) such that p = pi, and
– (i, j) for all (i, j) ∈ Pos(w)× Pos(w) such that pi = pj .
An equivalence class of ∼ is often simply referred to as a class.
Example 1. Suppose As = {a, b} and Ae = {c, d}. Let the set of processes P be given by
Ps = {1, 2, 3}, Pe = {4, 5}, and Pse = {6, 7, 8}. Moreover, let
w = (a, 1)(b, 8)(d, 7)(c, 4)(a, 6)(c, 6)(a, 7)(d, 6)(b, 2)(d, 7)(a, 7) ∈ Σ∗ .
Figure 1 illustrates S(P,w). The edge relation represents +1, its transitive closure is <. C
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<latexit sha1_base64="MbZtkCxYvjNLqnoWHExsO/V/xqc=">AAACxHicjVHLSsNAFD2Nr1pfVZ dugkVwVZIq6LIoiMsW7ANqkWQ6raF5MZkIpegPuNVvE/9A/8I74xTUIjohyZlz7zkz914/DYNMOs5rwVpYXFpeKa6W1tY3NrfK2zvtLMkF4y2WhIno+l7GwyDmLRnIkHdTwb3ID3nHH5+reOeOiyxI4is5SX k/8kZxMAyYJ4lqsptyxak6etnzwDWgArMaSfkF1xggAUOOCBwxJOEQHjJ6enDhICWujylxglCg4xz3KJE2pyxOGR6xY/qOaNczbEx75ZlpNaNTQnoFKW0ckCahPEFYnWbreK6dFfub91R7qrtN6O8br4hYiV ti/9LNMv+rU7VIDHGqawioplQzqjpmXHLdFXVz+0tVkhxS4hQeUFwQZlo567OtNZmuXfXW0/E3nalYtWcmN8e7uiUN2P05znnQrlXdo2qteVypn5lRF7GHfRzSPE9QxyUaaGnvRzzh2bqwQiuz8s9Uq2A0u/ i2rIcPOoqPbA==</latexit>d
<latexit sha1_base64="V1CeI+nXk2GFj6W+cA8d+ZKQKYk=">AAACxHicjVHLSsNAFD2Nr1pfVZ dugkVwVZIq6LIoiMsW7ANqkWQ6raGTB8lEKEV/wK1+m/gH+hfeGaegFtEJSc6ce8+Zuff6iQgy6TivBWthcWl5pbhaWlvf2Nwqb++0szhPGW+xWMRp1/cyLoKIt2QgBe8mKfdCX/COPz5X8c4dT7Mgjq7kJO H90BtFwTBgniSqObgpV5yqo5c9D1wDKjCrEZdfcI0BYjDkCMERQRIW8JDR04MLBwlxfUyJSwkFOs5xjxJpc8rilOERO6bviHY9w0a0V56ZVjM6RdCbktLGAWliyksJq9NsHc+1s2J/855qT3W3Cf194xUSK3 FL7F+6WeZ/daoWiSFOdQ0B1ZRoRlXHjEuuu6Jubn+pSpJDQpzCA4qnhJlWzvpsa02ma1e99XT8TWcqVu2Zyc3xrm5JA3Z/jnMetGtV96haax5X6mdm1EXsYR+HNM8T1HGJBlra+xFPeLYuLGFlVv6ZahWMZh fflvXwATzqj20=</latexit>
2
<latexit sha1_base64="wnas4x/PkqxoBRDFHz5Y3+7ja1Q=">AAACxHicjVHLSsNAFD2Nr1pfVZ dugkVwVZIq6LIoiMsW7ANqkWQ6rUMnD5KJUIr+gFv9NvEP9C+8M6agFtEJSc6ce8+Zuff6sRSpcpzXgrWwuLS8Ulwtra1vbG6Vt3faaZQljLdYJKOk63splyLkLSWU5N044V7gS97xx+c63rnjSSqi8EpNYt 4PvFEohoJ5iqhm7aZccaqOWfY8cHNQQb4aUfkF1xggAkOGABwhFGEJDyk9PbhwEBPXx5S4hJAwcY57lEibURanDI/YMX1HtOvlbEh77ZkaNaNTJL0JKW0ckCaivISwPs028cw4a/Y376nx1Heb0N/PvQJiFW 6J/Us3y/yvTteiMMSpqUFQTbFhdHUsd8lMV/TN7S9VKXKIidN4QPGEMDPKWZ9to0lN7bq3nom/mUzN6j3LczO861vSgN2f45wH7VrVParWmseV+lk+6iL2sI9DmucJ6rhEAy3j/YgnPFsXlrRSK/tMtQq5Zh fflvXwAcYbjzs=</latexit>
a
<latexit sha1_base64="xfzo4pC5i9hvY1GJoNd4afFDOwE=">AAACxHicjVHLSsNAFD2Nr1pfVZ dugkVwVZIq6LIoiMsW7ANqkSSd1tDJg8xEKEV/wK1+m/gH+hfeGaegFtEJSc6ce8+Zuff6KQ+FdJzXgrWwuLS8Ulwtra1vbG6Vt3faIsmzgLWChCdZ1/cE42HMWjKUnHXTjHmRz1nHH5+reOeOZSJM4is5SV k/8kZxOAwDTxLV9G7KFafq6GXPA9eACsxqJOUXXGOABAFyRGCIIQlzeBD09ODCQUpcH1PiMkKhjjPco0TanLIYZXjEjuk7ol3PsDHtlafQ6oBO4fRmpLRxQJqE8jLC6jRbx3PtrNjfvKfaU91tQn/feEXESt wS+5dulvlfnapFYohTXUNINaWaUdUFxiXXXVE3t79UJckhJU7hAcUzwoFWzvpsa43Qtaveejr+pjMVq/aByc3xrm5JA3Z/jnMetGtV96haax5X6mdm1EXsYR+HNM8T1HGJBlra+xFPeLYuLG4JK/9MtQpGs4 tvy3r4ADXKj2o=</latexit> d
<latexit sha1_base64="V1CeI+nXk2GFj6W+cA8d+ZKQKYk=">AAACxHicjVHLSsNAFD2Nr1pfVZ dugkVwVZIq6LIoiMsW7ANqkWQ6raGTB8lEKEV/wK1+m/gH+hfeGaegFtEJSc6ce8+Zuff6iQgy6TivBWthcWl5pbhaWlvf2Nwqb++0szhPGW+xWMRp1/cyLoKIt2QgBe8mKfdCX/COPz5X8c4dT7Mgjq7kJO H90BtFwTBgniSqObgpV5yqo5c9D1wDKjCrEZdfcI0BYjDkCMERQRIW8JDR04MLBwlxfUyJSwkFOs5xjxJpc8rilOERO6bviHY9w0a0V56ZVjM6RdCbktLGAWliyksJq9NsHc+1s2J/855qT3W3Cf194xUSK3 FL7F+6WeZ/daoWiSFOdQ0B1ZRoRlXHjEuuu6Jubn+pSpJDQpzCA4qnhJlWzvpsa02ma1e99XT8TWcqVu2Zyc3xrm5JA3Z/jnMetGtV96haax5X6mdm1EXsYR+HNM8T1HGJBlra+xFPeLYuLGFlVv6ZahWMZh fflvXwATzqj20=</latexit>
6
<latexit sha1_base64="/BCljIm3la10zrTIlQ0B3mxxggE=">AAACxHicjVHLSsNAFD2Nr1pfVZ dugkVwVZIq6rIoiMsWbCvUIsl0WkPzYjIRStEfcKvfJv6B/oV3ximoRXRCkjPn3nNm7r1+GgaZdJzXgjU3v7C4VFwurayurW+UN7faWZILxlssCRNx5XsZD4OYt2QgQ36VCu5Ffsg7/uhMxTt3XGRBEl/Kcc p7kTeMg0HAPElU8+imXHGqjl72LHANqMCsRlJ+wTX6SMCQIwJHDEk4hIeMni5cOEiJ62FCnCAU6DjHPUqkzSmLU4ZH7Ii+Q9p1DRvTXnlmWs3olJBeQUobe6RJKE8QVqfZOp5rZ8X+5j3RnupuY/r7xisiVu KW2L9008z/6lQtEgOc6BoCqinVjKqOGZdcd0Xd3P5SlSSHlDiF+xQXhJlWTvtsa02ma1e99XT8TWcqVu2Zyc3xrm5JA3Z/jnMWtGtV96Baax5W6qdm1EXsYBf7NM9j1HGBBlra+xFPeLbOrdDKrPwz1SoYzT a+LevhA8+bjz8=</latexit>
b
<latexit sha1_base64="uWrQfXa9HDUeWC/xu 1WL1eYqRS0=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVZIq6LIoiMsW7ANqkSSd1tC8mJkIpegPu NVvE/9A/8I74xTUIjohyZlz7zkz914/i0IhHee1YC0sLi2vFFdLa+sbm1vl7Z22SHMesFaQRinv+p5 gUZiwlgxlxLoZZ17sR6zjj89VvHPHuAjT5EpOMtaPvVESDsPAk0Q1/Ztyxak6etnzwDWgArMaafkF1 xggRYAcMRgSSMIRPAh6enDhICOujylxnFCo4wz3KJE2pyxGGR6xY/qOaNczbEJ75Sm0OqBTIno5KW0 ckCalPE5YnWbreK6dFfub91R7qrtN6O8br5hYiVti/9LNMv+rU7VIDHGqawippkwzqrrAuOS6K+rm9 peqJDlkxCk8oDgnHGjlrM+21ghdu+qtp+NvOlOxah+Y3Bzv6pY0YPfnOOdBu1Z1j6q15nGlfmZGXcQ e9nFI8zxBHZdooKW9H/GEZ+vCiixh5Z+pVsFodvFtWQ8fOCqPaw==</latexit>
s
<latexit sha1_base 64="MgjBpINeMtGrhnHBxvC18aWXjuI=">AA ACzXicjVHLSsNAFD2Nr1pfVZdugkVwVRIVd Fl0484K9oFtkWQ6bUPzIjMRSq1bf8Ct/pb4 B/oX3hlTUIvohCRnzr3nzNx73dj3hLSs15wx N7+wuJRfLqysrq1vFDe36iJKE8ZrLPKjpOk 6gvteyGvSkz5vxgl3AtfnDXd4puKNW54ILw qv5CjmncDph17PY44k6rodOHIgemMxuSmWrL KllzkL7AyUkK1qVHxBG11EYEgRgCOEJOzDg aCnBRsWYuI6GBOXEPJ0nGOCAmlTyuKU4RA7p G+fdq2MDWmvPIVWMzrFpzchpYk90kSUlxBW p5k6nmpnxf7mPdae6m4j+ruZV0CsxIDYv3T TzP/qVC0SPZzoGjyqKdaMqo5lLqnuirq5+aU qSQ4xcQp3KZ4QZlo57bOpNULXrnrr6Pibzl Ss2rMsN8W7uiUN2P45zllQPyjbh+WDy6NS5T QbdR472MU+zfMYFZyjihp5h3jEE56NCyM17 oz7z1Qjl2m28W0ZDx/mOpOt</latexit>
se
<latexit sha1_base64="voYPFI1TIB0klF oNYiai7PV4dF4=">AAACznicjVHLTsJAFD3UF+ILdemmkZi4IgVNdEl04xITARMgZjoM0NB XOlMSQohbf8CtfpbxD/QvvDOWRCVGp2l75txz7sy91419TyrHec1ZS8srq2v59cLG5tb2T nF3rymjNOGiwSM/Sm5dJoXvhaKhPOWL2zgRLHB90XJHlzreGotEelF4oyax6AZsEHp9jzNF VLsTMDWU/akUs7tiySk7ZtmLoJKBErJVj4ov6KCHCBwpAgiEUIR9MEh62qjAQUxcF1PiEkK eiQvMUCBvSipBCkbsiL4D2rUzNqS9zimNm9MpPr0JOW0ckSciXUJYn2abeGoya/a33FOTU9 9tQn83yxUQqzAk9i/fXPlfn65FoY9zU4NHNcWG0dXxLEtquqJvbn+pSlGGmDiNexRPCHPj nPfZNh5pate9ZSb+ZpSa1XueaVO861vSgCs/x7kImtVy5aRcvT4t1S6yUedxgEMc0zzPUMM V6miYjj/iCc9W3RpbM+v+U2rlMs8+vi3r4QMAPJQc</latexit>
e
<latexit sha1_base64="KHcgWhZnR37hCf +0eLzGCl6CTkM=">AAACzXicjVHLSsNAFD2Nr1pfVZdugkVwVRIVdFl0484K9oFtkUk6bYf mRTIRSq1bf8Ct/pb4B/oX3hlTUIvohCRnzr3nzNx7ncgTibSs15wxN7+wuJRfLqysrq1vF De36kmYxi6vuaEXxk2HJdwTAa9JIT3ejGLOfMfjDWd4puKNWx4nIgyu5CjiHZ/1A9ETLpNE Xbd9JgdJb8wnN8WSVbb0MmeBnYESslUNiy9oo4sQLlL44AggCXtgSOhpwYaFiLgOxsTFhIS Oc0xQIG1KWZwyGLFD+vZp18rYgPbKM9Fql07x6I1JaWKPNCHlxYTVaaaOp9pZsb95j7Wnut uI/k7m5RMrMSD2L9008786VYtEDye6BkE1RZpR1bmZS6q7om5ufqlKkkNEnMJdiseEXa2c 9tnUmkTXrnrLdPxNZypW7d0sN8W7uiUN2P45zllQPyjbh+WDy6NS5TQbdR472MU+zfMYFZy jihp5B3jEE56NCyM17oz7z1Qjl2m28W0ZDx/E7JOf</latexit>
As = {a, b}
<latexit sha1_base64="FWXGDMFGo+LSjGydWHl8x3maMIM=">AAAC23 icjVHLSsNAFD2Nr1pfVcGNm2ARXEhJq6AgQsWNywq2FdpSJum0DeZFZiKU2pU7cesPuNX/Ef9A/8I7YwQfiE5Icubce87MvdeOPFdIy3rOGBOTU9Mz2 dnc3PzC4lJ+eaUuwiR2eM0JvTA+t5ngnhvwmnSlx8+jmDPf9njDvjhW8cYlj4UbBmdyGPG2z/qB23MdJonq5NeOOi2fyYHojcTYPDRbI7Ztt8adfME qWnqZP0EpBQWkqxrmn9BCFyEcJPDBEUAS9sAg6GmiBAsRcW2MiIsJuTrOMUaOtAllccpgxF7Qt0+7ZsoGtFeeQqsdOsWjNyaliU3ShJQXE1anmTqeaG fF/uY90p7qbkP626mXT6zEgNi/dB+Z/9WpWiR62Nc1uFRTpBlVnZO6JLor6ubmp6okOUTEKdyleEzY0cqPPptaI3TtqrdMx190pmLV3klzE7yqW9KAS 9/H+RPUy8XSTrF8uluoHKSjzmIdG9iiee6hghNUUSPvK9zjAY9G27g2bozb91Qjk2pW8WUZd29gJZgL</latexit>
Ae = {c, d}
<latexit sha1_base64="+Q10N7EUKWLmA84ishWqSv06yqY=">AAAC23 icjVHLSsNAFD2Nr1pfVcGNm2ARXEhJq6AgQsWNywr2AW0pyXTahuZFMhFK7cqduPUH3Or/iH+gf+GdMQW1iE5Icubce87MvdcKHDsShvGa0mZm5+YX0 ouZpeWV1bXs+kY18uOQ8QrzHT+sW2bEHdvjFWELh9eDkJuu5fCaNTiX8do1DyPb967EMOAt1+x5dtdmpiCqnd06azddU/Sj7oiP9VO9OWL7nea4nc0 ZeUMtfRoUEpBDssp+9gVNdOCDIYYLDg+CsAMTET0NFGAgIK6FEXEhIVvFOcbIkDamLE4ZJrED+vZo10hYj/bSM1JqRqc49Iak1LFLGp/yQsLyNF3FY+ Us2d+8R8pT3m1IfyvxcokV6BP7l26S+V+drEWgi2NVg001BYqR1bHEJVZdkTfXv1QlyCEgTuIOxUPCTCknfdaVJlK1y96aKv6mMiUr9yzJjfEub0kDL vwc5zSoFvOFg3zx8jBXOklGncY2drBH8zxCCRcoo0LeN3jEE561lnar3Wn3n6laKtFs4tvSHj4AR9eYAQ==</latexit>
d
<latexit sha1_base64="V1CeI+nXk2GFj6W+cA8d+ZKQKYk=">AAACxHicjVHLSsNAFD2Nr1pfVZ dugkVwVZIq6LIoiMsW7ANqkWQ6raGTB8lEKEV/wK1+m/gH+hfeGaegFtEJSc6ce8+Zuff6iQgy6TivBWthcWl5pbhaWlvf2Nwqb++0szhPGW+xWMRp1/cyLoKIt2QgBe8mKfdCX/COPz5X8c4dT7Mgjq7kJO H90BtFwTBgniSqObgpV5yqo5c9D1wDKjCrEZdfcI0BYjDkCMERQRIW8JDR04MLBwlxfUyJSwkFOs5xjxJpc8rilOERO6bviHY9w0a0V56ZVjM6RdCbktLGAWliyksJq9NsHc+1s2J/855qT3W3Cf194xUSK3 FL7F+6WeZ/daoWiSFOdQ0B1ZRoRlXHjEuuu6Jubn+pSpJDQpzCA4qnhJlWzvpsa02ma1e99XT8TWcqVu2Zyc3xrm5JA3Z/jnMetGtV96haax5X6mdm1EXsYR+HNM8T1HGJBlra+xFPeLYuLGFlVv6ZahWMZh fflvXwATzqj20=</latexit>
a
<latexit sha1_base64="xfzo4pC5i9hvY1GJoNd4afFDOwE=">AAACxHicjVHLSsNAFD2Nr1pfVZ dugkVwVZIq6LIoiMsW7ANqkSSd1tDJg8xEKEV/wK1+m/gH+hfeGaegFtEJSc6ce8+Zuff6KQ+FdJzXgrWwuLS8Ulwtra1vbG6Vt3faIsmzgLWChCdZ1/cE42HMWjKUnHXTjHmRz1nHH5+reOeOZSJM4is5SV k/8kZxOAwDTxLV9G7KFafq6GXPA9eACsxqJOUXXGOABAFyRGCIIQlzeBD09ODCQUpcH1PiMkKhjjPco0TanLIYZXjEjuk7ol3PsDHtlafQ6oBO4fRmpLRxQJqE8jLC6jRbx3PtrNjfvKfaU91tQn/feEXESt wS+5dulvlfnapFYohTXUNINaWaUdUFxiXXXVE3t79UJckhJU7hAcUzwoFWzvpsa43Qtaveejr+pjMVq/aByc3xrm5JA3Z/jnMetGtV96haax5X6mdm1EXsYR+HNM8T1HGJBlra+xFPeLYuLG4JK/9MtQpGs4 tvy3r4ADXKj2o=</latexit>
7
<latexit sha1_base64="5B2mRSOgQm2uDOs4NnFbKtgqAHs=">AAACxHicjVHLSsNAFD2Nr/quun QTLIKrklShLouCuGzBPqAWSabTGpoXMxOhFP0Bt/pt4h/oX3hnTEEtohOSnDn3njNz7/XTMJDKcV4L1sLi0vJKcXVtfWNza7u0s9uWSSYYb7EkTETX9yQPg5i3VKBC3k0F9yI/5B1/fK7jnTsuZJDEV2qS8n 7kjeJgGDBPEdWs3ZTKTsUxy54Hbg7KyFcjKb3gGgMkYMgQgSOGIhzCg6SnBxcOUuL6mBInCAUmznGPNdJmlMUpwyN2TN8R7Xo5G9Nee0qjZnRKSK8gpY1D0iSUJwjr02wTz4yzZn/znhpPfbcJ/f3cKyJW4Z bYv3SzzP/qdC0KQ5yaGgKqKTWMro7lLpnpir65/aUqRQ4pcRoPKC4IM6Oc9dk2Gmlq1731TPzNZGpW71mem+Fd35IG7P4c5zxoVyvucaXaPCnXz/JRF7GPAxzRPGuo4xINtIz3I57wbF1YoSWt7DPVKuSaPX xb1sMH0fuPQA==</latexit>
7
<latexit sha1_base64="5B2mRSOgQm2uDOs4NnFbKtgqAHs=">AAACxHicjVHLSsNAFD2Nr/quun QTLIKrklShLouCuGzBPqAWSabTGpoXMxOhFP0Bt/pt4h/oX3hnTEEtohOSnDn3njNz7/XTMJDKcV4L1sLi0vJKcXVtfWNza7u0s9uWSSYYb7EkTETX9yQPg5i3VKBC3k0F9yI/5B1/fK7jnTsuZJDEV2qS8n 7kjeJgGDBPEdWs3ZTKTsUxy54Hbg7KyFcjKb3gGgMkYMgQgSOGIhzCg6SnBxcOUuL6mBInCAUmznGPNdJmlMUpwyN2TN8R7Xo5G9Nee0qjZnRKSK8gpY1D0iSUJwjr02wTz4yzZn/znhpPfbcJ/f3cKyJW4Z bYv3SzzP/qdC0KQ5yaGgKqKTWMro7lLpnpir65/aUqRQ4pcRoPKC4IM6Oc9dk2Gmlq1731TPzNZGpW71mem+Fd35IG7P4c5zxoVyvucaXaPCnXz/JRF7GPAxzRPGuo4xINtIz3I57wbF1YoSWt7DPVKuSaPX xb1sMH0fuPQA==</latexit>
7
<latexit sha1_base64="5B2mRSOgQm2uDOs4NnFbKtgqAHs=">AAACxHicjVHLSsNAFD2Nr/quun QTLIKrklShLouCuGzBPqAWSabTGpoXMxOhFP0Bt/pt4h/oX3hnTEEtohOSnDn3njNz7/XTMJDKcV4L1sLi0vJKcXVtfWNza7u0s9uWSSYYb7EkTETX9yQPg5i3VKBC3k0F9yI/5B1/fK7jnTsuZJDEV2qS8n 7kjeJgGDBPEdWs3ZTKTsUxy54Hbg7KyFcjKb3gGgMkYMgQgSOGIhzCg6SnBxcOUuL6mBInCAUmznGPNdJmlMUpwyN2TN8R7Xo5G9Nee0qjZnRKSK8gpY1D0iSUJwjr02wTz4yzZn/znhpPfbcJ/f3cKyJW4Z bYv3SzzP/qdC0KQ5yaGgKqKTWMro7lLpnpir65/aUqRQ4pcRoPKC4IM6Oc9dk2Gmlq1731TPzNZGpW71mem+Fd35IG7P4c5zxoVyvucaXaPCnXz/JRF7GPAxzRPGuo4xINtIz3I57wbF1YoSWt7DPVKuSaPX xb1sMH0fuPQA==</latexit>
7
<latexit sha1_base64="5B2mRSOgQm2uDOs4NnFbKtgqAHs=">AAACxHicjVHLSsNAFD2Nr/quun QTLIKrklShLouCuGzBPqAWSabTGpoXMxOhFP0Bt/pt4h/oX3hnTEEtohOSnDn3njNz7/XTMJDKcV4L1sLi0vJKcXVtfWNza7u0s9uWSSYYb7EkTETX9yQPg5i3VKBC3k0F9yI/5B1/fK7jnTsuZJDEV2qS8n 7kjeJgGDBPEdWs3ZTKTsUxy54Hbg7KyFcjKb3gGgMkYMgQgSOGIhzCg6SnBxcOUuL6mBInCAUmznGPNdJmlMUpwyN2TN8R7Xo5G9Nee0qjZnRKSK8gpY1D0iSUJwjr02wTz4yzZn/znhpPfbcJ/f3cKyJW4Z bYv3SzzP/qdC0KQ5yaGgKqKTWMro7lLpnpir65/aUqRQ4pcRoPKC4IM6Oc9dk2Gmlq1731TPzNZGpW71mem+Fd35IG7P4c5zxoVyvucaXaPCnXz/JRF7GPAxzRPGuo4xINtIz3I57wbF1YoSWt7DPVKuSaPX xb1sMH0fuPQA==</latexit>
c
<latexit sha1_base64="MbZtkCxYvjNLqnoWHExsO/V/xqc=">AAACxHicjVHLSsNAFD2Nr1pfVZ dugkVwVZIq6LIoiMsW7ANqkWQ6raF5MZkIpegPuNVvE/9A/8I74xTUIjohyZlz7zkz914/DYNMOs5rwVpYXFpeKa6W1tY3NrfK2zvtLMkF4y2WhIno+l7GwyDmLRnIkHdTwb3ID3nHH5+reOeOiyxI4is5SX k/8kZxMAyYJ4lqsptyxak6etnzwDWgArMaSfkF1xggAUOOCBwxJOEQHjJ6enDhICWujylxglCg4xz3KJE2pyxOGR6xY/qOaNczbEx75ZlpNaNTQnoFKW0ckCahPEFYnWbreK6dFfub91R7qrtN6O8br4hYiV ti/9LNMv+rU7VIDHGqawioplQzqjpmXHLdFXVz+0tVkhxS4hQeUFwQZlo567OtNZmuXfXW0/E3nalYtWcmN8e7uiUN2P05znnQrlXdo2qteVypn5lRF7GHfRzSPE9QxyUaaGnvRzzh2bqwQiuz8s9Uq2A0u/ i2rIcPOoqPbA==</latexit>
8
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Fig. 1. Representation of P-execution as a mathematical structure
An interpretation for (P, w) is a partial mapping I : V → P ∪ Pos(w). Suppose ϕ ∈
FOA[∼, <,+1] such that Free(ϕ) ⊆ dom(I). The satisfaction relation (P, w), I |= ϕ is then
defined as expected, based on the structure S(P,w) and interpreting free variables according
to I. For example, let w = (a1, p1)(a2, p2) . . . and i ∈ Pos(w). Then, for I(x) = i, we have
(P, w), I |= a(x) if ai = a.
We identify some fragments of FOA[∼, <,+1]. For R ⊆ {∼, <,+1}, let FOA[R] denote
the set of formulas that do not use symbols in {∼, <,+1} \R. Moreover, FO2A[R] denotes the
fragment of FOA[R] that uses only two (reusable) variables.
Let ϕ(x1, . . . , xn, y) ∈ FOA[∼, <,+1] and m ∈ N. We use ∃≥my.ϕ(x1, . . . , xn, y) as an
abbreviation for
∃y1 . . . ∃ym.
∧
1≤i<j≤m
¬(yi = yj) ∧
∧
1≤i≤m
ϕ(x1, . . . , xn, yi) ,
if m > 0, and ∃≥0y.ϕ(x1, . . . , xn, y) = true. Thus, ∃≥my.ϕ says that there are at least
m distinct elements that verify ϕ. We also use ∃=my.ϕ as an abbreviation for ∃≥my.ϕ ∧
¬∃≥m+1y.ϕ. Note that ϕ ∈ FOA[R] implies that ∃≥my.ϕ ∈ FOA[R] and ∃=my.ϕ ∈ FOA[R].
Example 2. Let A, P, and w be like in Example 1 and Figure 1.
– ϕ1 = ∀x.
(
(s(x)∨se(x)) =⇒ ∃y.(x ∼ y∧(a(y)∨b(y)))) says that each process that System
can control executes at least one system action. We have ϕ1 ∈ FO2A[∼] and (P, w) 6|= ϕ1,
as process 3 is idle.
– ϕ2 = ∀x.
(
d(x) =⇒ ∃y.(x ∼ y ∧ a(y))) says that, for every d, there is an a on the same
process. We have ϕ2 ∈ FO2A[∼] and (P, w) |= ϕ2.
– ϕ3 = ∀x.
(
d(x) =⇒ ∃y.(x ∼ y∧x < y∧a(y))) says that every d is eventually followed by
an a executed by the same process. We have ϕ3 ∈ FO2A[∼, <] and (P, w) 6|= ϕ3: The event
(d, 6) is not followed by some (a, 6).
– ϕ4 = ∀x.
((∃=2y.(x ∼ y ∧ a(y)))⇐⇒ (∃=2y.(x ∼ y ∧ d(y)))) says that each class contains
exactly two occurrences of a iff it contains exactly two occurrences of d. Moreover, ϕ4 ∈
FOA[∼] and (P, w) |= ϕ4. Note that ϕ4 6∈ FO2A[∼], as ∃=2y requires the use of three
different variable names. C
3 Parameterized Synthesis Problem
We define an asynchronous synthesis problem. A P-strategy (for System) is a mapping f :
Σ∗ → Σs ∪ {ε}. A P-execution w = σ1σ2 . . . ∈ Σ∗ ∪Σω is f -compatible if, for all i ∈ Pos(w)
such that σi ∈ Σs, we have f(σ1 . . . σi−1) = σi. We call w f -fair if the following hold: (i) If
w is finite, then f(w) = ε, and (ii) if w is infinite and f(σ1 . . . σi−1) 6= ε for infinitely many
i ≥ 1, then σj ∈ Σs for infinitely many j ≥ 1.
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Let ϕ ∈ FOA[∼, <,+1] be a sentence. We say that f is P-winning for ϕ if, for every
P-execution w that is f -compatible and f -fair, we have (P, w) |= ϕ.
The existence of a P-strategy that is P-winning for a given formula does not depend on
the concrete process identities but only on the cardinality of the sets Ps, Pe, and Pse. This
motivates the following definition of winning triples for a formula. Given ϕ, let Win(ϕ) be
the set of triples (ks, ke, kse) ∈ NT for which there is P = (Ps,Pe,Pse) such that |Pθ| = kθ for
all θ ∈ T and there is a P-strategy that is P-winning for ϕ.
Let 0 = {0} and ke, kse ∈ N. In this paper, we focus on the intersection of Win(ϕ) with
the sets N× 0× 0 (which corresponds to the usual satisfiability problem); N× {ke} × {kse}
(there is a constant number of environment and mixed processes); N× N× {kse} (there is a
constant number of mixed processes); 0× 0× N (each process is controlled by both System
and Environment).
Definition 3 (synthesis problem). For fixed F ∈ {FO,FO2}, R ⊆ {∼, <,+1}, and sets
Ns,Ne,Nse ⊆ N, the (parameterized) synthesis problem is given as follows:
Synth(F[R],Ns,Ne,Nse)
Input: A = As unionmultiAe and a sentence ϕ ∈ FA[R]
Question: Win(ϕ) ∩ (Ns ×Ne ×Nse) 6= ∅ ?
The satisfiability problem for F[R] is defined as Synth(F[R],N, 0, 0).
Example 4. Suppose As = {a, b} and Ae = {c, d}, and consider the formulas ϕ1–ϕ4 from
Example 2.
First, we have Win(ϕ1) = NT. Given an arbitrary P and any total order v over Ps ∪ Pse,
a possible P-strategy f that is P-winning for ϕ1 maps w ∈ Σ∗ to (a, p) if p is the smallest
process from Ps∪Pse wrt. v that does not occur in w, and that returns ε for w if all processes
from Ps ∪ Pse already occur in w.
For the three formulas ϕ2, ϕ3, and ϕ4, observe that, since d is an environment action,
if there is at least one process that is exclusively controlled by Environment, then there is
no winning strategy. Hence we must have Pe = ∅. In fact, this condition is sufficient in the
three cases and the strategies described below show that all three sets Win(ϕ2), Win(ϕ3),
and Win(ϕ4) are equal to N× 0× N.
– For ϕ2, the very same strategy as for ϕ1 also works in this case, producing an a for every
process in Ps ∪ Pse, whether there is a d or not.
– For ϕ3, a winning strategy f will apply the previous mechanism iteratively, performing
(a, p) for p ∈ Pse = {p0, . . . , pn−1} over and over again: f(w) = (a, pi) where i is the number
of occurrences of letters from Σs modulo n. By the fairness assumption, this guarantees
satisfaction of ϕ3. A more “economical” winning strategy f may organize pending requests
in terms of d in a queue and acknowledge them successively. More precisely, given u ∈ P∗
and σ ∈ Σ, we define another word uσ ∈ P∗ by u(d, p) = u·p (inserting p in the queue)
and (p · u) (a, p) = u (deleting it). In all other cases, u σ = u. Let w = σ1 . . . σn ∈ Σ∗,
with queue ((εσ1)σ2 . . .)σn = p1 . . . pk. We let f(w) = ε if k = 0, and f(w) = (a, p1)
if k ≥ 1.
– For ϕ4, the same strategy as for ϕ3 ensures that every d has a corresponding a so that,
in the long run, there are as many a’s as d’s in every class. C
5
Table 1. Summary of results. Our contributions are highlighted in blue.
Synthesis (N, 0, 0) (N, {ke}, {kse}) (N,N, 0) (0, 0,N)
FO2[∼, <,+1] decidable [5] ? ? undecidable
FO2[∼, <] NEXPTIME-c. [5] ? ? ?
FO[∼] decidable decidable ?∗ undecidable
∗We show, however, that there is no cutoff.
Another interesting question is whether System (or Environment) has a winning strategy
as soon as the number of processes is big enough. This leads to the notion of a cutoff (cf. [4]
for an overview): Let Ns,Ne,Nse ⊆ N and W ⊆ NT. We call k0 ∈ NT a cutoff of W wrt.
(Ns,Ne,Nse) if k0 ∈ Ns ×Ne ×Nse and either
– for all k ∈ Ns ×Ne ×Nse such that k ≥ k0, we have k ∈W , or
– for all k ∈ Ns ×Ne ×Nse such that k ≥ k0, we have k 6∈W .
Let F ∈ {FO,FO2} and R ⊆ {∼, <,+1}. If, for every alphabet A = As unionmulti Ae and every
sentence ϕ ∈ FA[R], the set Win(ϕ) has a computable cutoff wrt. (Ns,Ne,Nse), then we
know that Synth(F[R],Ns,Ne,Nse) is decidable, as it can be reduced to a finite number of
simple synthesis problems over a finite alphabet. This is how we will show decidability of
Synth(FO[∼],N, {ke}, {kse}) for all ke, kse ∈ N.
Our contributions are summarized in Table 1. Note that known satisfiability results for
data logic apply to our logic, as processes can be simulated by treating every θ ∈ T as
an ordinary letter. Let us first state undecidability of the general synthesis problem, which
motivates the study of other FO fragments.
Theorem 5. The problem Synth(FO2[∼, <,+1], 0, 0,N) is undecidable.
Proof (sketch). We adapt the proof from [16, 17] reducing the halting problem for 2-counter
machines. We show that their encoding can be expressed in our logic, even if we restrict it
to two variables, and can also be adapted to the asynchronous setting. Details are given in
Appendix A. uunionsq
4 FO[∼] and Parameterized Vector Games
Due to the undecidability result of Theorem 5, one has to switch to other fragments of
first-order logic. We will henceforth focus on the logic FO[∼] and establish some important
properties, such as a normal form, that will allow us to deduce a couple of results, both
positive and negative.
4.1 Satisfiability and Normal Form for FO[∼]
We first show that FO[∼] logic essentially allows one to count letters in a class up to
some threshold, and to count such classes up to some other threshold. For B ∈ N and
` ∈ {0, . . . , B}A, we first define an FOA[∼]-formula ψB,`(y) verifying that, in the class defined
by y, the number of occurrences of each letter a ∈ A, counted up to B, is `(a):
ψB,`(y) =
∧
a∈A
`(a)<B
∃=`(a)z.(y ∼ z ∧ a(z)) ∧ ∧
a∈A
`(a)=B
∃≥`(a)z.(y ∼ z ∧ a(z))
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Theorem 6 (normal form for FO[∼]). Let ϕ ∈ FOA[∼] be a sentence. There is B ∈ N
such that ϕ is effectively equivalent to a disjunction of conjunctions of formulas of the form
∃./my.(θ(y) ∧ ψB,`(y)) where ./ ∈ {≥,=}, m ∈ N, θ ∈ T, and ` ∈ {0, . . . , B}A.
Proof (sketch). We use two known normal-form constructions for general FO logic. Due to
Schwentick and Barthelmann [41], any FOA[∼] formula is effectively equivalent to a formula
of the form ∃x1 . . . ∃xn∀y.ϕ(x1, . . . , xn, y) where, in ϕ(x1, . . . , xn, y), quantification is always
of the form ∃z.(z ∼ y ∧ . . .) or ∀z.(z ∼ y =⇒ . . .). By guessing the exact relation between
the variables x1, . . . , xn, one can eliminate these ending up with formulas that only talk
about the class of a given event y. Those formulas are then evaluated over multi-sets over
the alphabet T ∪ A. According to Hanf’s theorem [6, 23], they are effectively equivalent to
statements counting elements up to some threshold. This finally leads to the desired normal
form. The details can be found in Appendix B. uunionsq
Example 7. Recall the formula ϕ4 = ∀x.
((∃=2y.(x ∼ y∧a(y)))⇐⇒ (∃=2y.(x ∼ y∧d(y)))) ∈
FOA[∼] from Example 2, over As = {a, b} and Ae = {c, d}. An equivalent formula in normal
form is ϕ′4 =
∧
θ∈T, `∈Z ∃=0y.
(
θ(y) ∧ ψ3,`(y)
)
where Z is the set of vectors ` ∈ {0, . . . , 3}A
such that `(a) = 2 6= `(d) or `(d) = 2 6= `(a). The formula indeed says that there is no class
with =2 occurrences of a and 6=2 occurrences of d or vice versa, which is equivalent to ϕ4. C
Corollary 8. The satisfiability problem for FO[∼] is decidable. Moreover, if an FOA[∼] for-
mula has an infinite model, then it also has a finite one.
Proof (idea). Take a formula in normal form with its associated threshold B. A formula of
the form ϕ./mθ,` = ∃./my.
(
θ(y) ∧ ψB,`(y)
)
is satisfied by the execution∏
a∈A
∏
j∈{1,...,`(a)}
(a, p1) . . . (a, pn)
where p1, . . . , pn ∈ Pθ are pairwise distinct and n ∈ N is such that n ./ m. As long as there
are no two inconsistent formulas for the same pair (θ, `) such as ϕ=k1θ,` ∧ ϕ=k2θ,` with k1 6= k2
or ϕ=k1θ,` ∧ ϕ≥k2θ,` with k1 < k2, any conjunction of such formulas can also be satisfied by
concatenating one satisfying execution for each pair (θ, `), which gives a finite model. uunionsq
Note that satisfiability for FO2[∼] is already NEXPTIME-hard, which even holds in the
presence of unary relations only [20,22]. It is NEXPTIME-complete due to the upper bound
for FO2[∼, <] [5].
4.2 From Synthesis to Parameterized Vector Games
Exploiting the normal form for FOA[∼], we now present a reduction of the synthesis problem
to a strictly turn-based two-player game. This game is conceptually simpler and easier to
reason about. The reduction works in both directions, which will allow us to derive both
decidability and undecidability results.
Note that, given a formula ϕ ∈ FOA[∼] (which we suppose to be in normal form with
threshold B), the order of letters in an execution does not matter. Thus, given some P, a
reasonable strategy for Environment would be to just “wait and see”. More precisely, it does
not put Environment into a worse position if, given the current execution w ∈ Σ∗, it lets the
System execute as many actions as it wants in terms of a word u ∈ Σ∗s . Due to the fairness
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assumption, System would be able to execute all the letters from u anyway. Environment can
even require System to play a word u such that (P, wu) |= ϕ. If System is not able to produce
such a word, Environment can just sit back and do nothing. Conversely, upon wu satisfying
ϕ, Environment has to be able to come up with a word v ∈ Σ∗e such that (P, wuv) 6|= ϕ. This
leads to a turn-based game in which System and Environment play in strictly alternate order
and have to provide a satisfying and, respectively, falsifying execution.
In a second step, we can get rid of process identifiers: According to our normal form,
all we are interested in is the number of processes that agree on their letters counted up to
threshold B. That is, a finite execution can be abstracted as a configuration C : L → NT
where L = {0, . . . , B}A. For ` ∈ L and C(`) = (ns, ne, nse), nθ is the number of processes of
type θ whose letter count up to threshold B corresponds to `. We can also say that ` contains
nθ tokens of type θ. If it is System’s turn, it will pick some pairs (`, `
′) and move some tokens
of type θ ∈ {s, se} from ` to `′, provided `(a) ≤ `′(a) for all a ∈ As and `(a) = `′(a) for
all a ∈ Ae. This actually corresponds to adding more system letters in the corresponding
processes. The Environment proceeds analogously.
Finally, the formula ϕ naturally translates to an acceptance condition F ⊆ CL over
configurations, where C is the set of local acceptance conditions, which are of the form
(./sns , ./ene , ./sense) where ./s, ./e, ./se ∈ {=,≥} and ns, ne, nse ∈ N.
We end up with a turn-based game in which, similarly to a VASS game [1, 7, 11, 27, 39],
System and Environment move tokens along vectors from L. Note that, however, our games
have a very particular structure so that undecidability for VASS games does not carry over to
our setting. Moreover, existing decidability results do not allow us to infer our cutoff results
below.
In the following, we will formalize parameterized vector games.
Definition 9. A parameterized vector game (or simply game) is given by a triple G =
(A,B,F) where A = As unionmulti Ae is the finite alphabet, B ∈ N is a bound, and, letting L =
{0, . . . , B}A, F ⊆ CL is a finite set called acceptance condition.
Locations. Let `0 be the location such that `0(a) = 0 for all a ∈ A. For ` ∈ L and a ∈ A,
we define ` + a by (` + a)(b) = `(b) for b 6= a and (` + a)(b) = max{`(a) + 1, B} otherwise.
This is extended for all u ∈ A∗ and a ∈ A by `+ ε = ` and `+ ua = (`+ u) + a. By ⟪w⟫, we
denote the location `0 + w.
Configurations. As explained above, a configuration of G is a mapping C : L→ NT. Suppose
that, for ` ∈ L and θ ∈ T, we have C(`) = (ns, ne, nse). Then, we let C(`, θ) refer to nθ. By
Conf , we denote the set of all configurations.
Transitions. A system transition (respectively environment transition) is a mapping τ :
L×L→ (N×{0}×N) (respectively τ : L×L→ ({0}×N×N)) such that, for all (`, `′) ∈ L×L
with τ(`, `′) 6= (0, 0, 0), there is a word w ∈ A∗s (respectively w ∈ A∗e) such that `′ = `+w. Let
Ts denote the set of system transitions, Te the set of environment transitions, and T = Ts∪Te
the set of all transitions.
For τ ∈ T , let the mappings outτ , inτ : L→ NT be defined by outτ (`) =
∑
`′∈L τ(`, `
′) and
inτ (`) =
∑
`′∈L τ(`
′, `) (recall that sum is component-wise). We say that τ ∈ T is applicable
at C ∈ Conf if, for all ` ∈ L, we have outτ (`) ≤ C(`) (component-wise). Abusing notation,
we let τ(C) denote the configuration C ′ defined by C ′(`) = C(`) − outτ (`) + inτ (`) for all
` ∈ L. Moreover, for τ(`, `′) = (ns, ne, nse) and θ ∈ T, we let τ(`, `′, θ) refer to nθ.
Plays. Let C ∈ Conf . We write C |= F if there is κ ∈ F such that, for all ` ∈ L, we
have C(`) |= κ(`) (in the expected manner). A C-play, or simply play, is a finite sequence
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pi = C0τ1C1τ2C2 . . . τnCn alternating between configurations and transitions (with n ≥ 0)
such that C0 = C and, for all i ∈ {1, . . . , n}, Ci = τi(Ci−1) and
– if i is odd, then τi ∈ Ts and Ci |= F (System’s move),
– if i is even, then τi ∈ Te and Ci 6|= F (Environment’s move).
The set of all C-plays is denoted by PlaysC .
Strategies. A C-strategy for System is a partial mapping f : PlaysC → Ts such that f(C) is
defined and, for all pi = C0τ1C1 . . . τiCi ∈ PlaysC with τ = f(pi) defined, we have that τ is
applicable at Ci and τ(Ci) |= F . Play pi = C0τ1C1 . . . τnCn is
– f -compatible if, for all odd i ∈ {1, . . . , n}, τi = f(C0τ1C1 . . . τi−1Ci−1),
– f -maximal if it is not the strict prefix of an f -compatible play,
– winning if Cn |= F .
We say that f is winning for System (from C) if all f -compatible f -maximal C-plays are
winning. Finally, C is winning if there is a C-strategy that is winning. Note that, given
an initial configuration C, we deal with an acyclic finite reachability game so that, if there
is a winning C-strategy, then there is a positional one, which only depends on the last
configuration.
For k ∈ NT, let Ck denote the configuration that maps `0 to k and all other locations to
(0, 0, 0). We set Win(G) = {k ∈ NT | Ck is winning for System}.
Definition 10 (game problem). For sets Ns,Ne,Nse ⊆ N, the game problem is given as
follows:
Game(Ns,Ne,Nse)
Input: Parameterized vector game G
Question: Win(G) ∩ (Ns ×Ne ×Nse) 6= ∅ ?
We can show that parameterized vector games are equivalent to the synthesis problem in
the following sense (the proof can be found in Appendix C):
Lemma 11. For every sentence ϕ ∈ FOA[∼], there is a parameterized vector game G =
(A,B,F) such that Win(ϕ) = Win(G). Conversely, for every parameterized vector game
G = (A,B,F), there is a sentence ϕ ∈ FOA[∼] such that Win(G) = Win(ϕ). Both directions
are effective.
Example 12. To illustrate parameterized vector games and the reduction from the synthesis
problem, consider the formula ϕ′4 =
∧
θ∈T, `∈Z ∃=0y.
(
θ(y) ∧ ψ3,`(y)
)
in normal form from
Example 7. For simplicity, we assume that As = {a} and Ae = {d}. That is, Z is the set of
vectors ⟪aidj⟫ ∈ L = {0, . . . , 3}{a,d} such that i = 2 6= j or j = 2 6= i. Figure 2 illustrates
a couple of configurations C0, . . . , C5 : L → NT. The leftmost location in a configuration is
`0, the rightmost location ⟪a3d3⟫, the topmost one ⟪a3⟫, and the one at the bottom ⟪d3⟫.
Self-loops have been omitted, and locations from Z have red background and a dashed border.
Towards an equivalent game G = (A, 3,F), it remains to determine the acceptance
condition F . Recall that ϕ′4 says that every class contains two occurrences of a iff it con-
tains two occurrences of d. This is reflected by the acceptance condition F = {κ} where
9
⌧1
<latexit sha1_base64="laAM 1J0YQl1dKmoen1ESJztw3eQ=">AAACyXicjVHLTsJAFD3UF+IL demmkZi4Ii0adUnixsQNJgImQMi0DDjSl+3UiMSVP+BWf8z4B/o X3hlLohKj07Q9c+49Z+be60SeSKRlveaMmdm5+YX8YmFpeWV1r bi+0UjCNHZ53Q29ML5wWMI9EfC6FNLjF1HMme94vOkMj1W8ecPj RITBuRxFvOOzQSD6wmWSqEZbsrRrd4slq2zpZU4DOwMlZKsWFl /QRg8hXKTwwRFAEvbAkNDTgg0LEXEdjImLCQkd57hHgbQpZXHKY MQO6TugXStjA9orz0SrXTrFozcmpYkd0oSUFxNWp5k6nmpnxf7 mPdae6m4j+juZl0+sxCWxf+kmmf/VqVok+jjSNQiqKdKMqs7NX FLdFXVz80tVkhwi4hTuUTwm7GrlpM+m1iS6dtVbpuNvOlOxau9m uSne1S1pwPbPcU6DRqVs75UrZ/ul6kE26jy2sI1dmuchqjhBDX XyvsIjnvBsnBrXxq1x95lq5DLNJr4t4+EDTzWRZQ==</latexit >
C0
<latexit sha1_base64="/ueT Y8QgbONMgAg04RCd/NHh/dM=">AAACxnicjVHLSsNAFD2Nr1pf VZdugkVwVZIq6rLQTZcV7QNqKUk6rUPTJEwmShHBH3Crnyb+gf6 Fd8YpqEV0QpIz595zZu69fhLyVDrOa85aWFxaXsmvFtbWNza3i ts7rTTORMCaQRzGouN7KQt5xJqSy5B1EsG8iR+ytj+uqXj7homU x9GlnCasN/FGER/ywJNEXdT6Tr9YcsqOXvY8cA0owaxGXHzBFQ aIESDDBAwRJOEQHlJ6unDhICGuhzviBCGu4wz3KJA2oyxGGR6xY /qOaNc1bER75ZlqdUCnhPQKUto4IE1MeYKwOs3W8Uw7K/Y37zv tqe42pb9vvCbESlwT+5dulvlfnapFYogzXQOnmhLNqOoC45Lpr qib21+qkuSQEKfwgOKCcKCVsz7bWpPq2lVvPR1/05mKVfvA5GZ4 V7ekAbs/xzkPWpWye1SunB+Xqidm1HnsYR+HNM9TVFFHA03yHu ERT3i26lZkZdbtZ6qVM5pdfFvWwweLBI/j</latexit>
C1
<latexit sha1_base64="trmF/kzM1YFHEBVOv8Fv6KhobTc=" >AAACxnicjVHLSsNAFD2Nr1pfVZdugkVwVZIq6rLQTZcV7QNqKUk6rUPTJEwmShHBH3Crnyb+gf6Fd8YpqEV0QpIz595zZu69fhLy VDrOa85aWFxaXsmvFtbWNza3its7rTTORMCaQRzGouN7KQt5xJqSy5B1EsG8iR+ytj+uqXj7homUx9GlnCasN/FGER/ywJNEXdT6b r9YcsqOXvY8cA0owaxGXHzBFQaIESDDBAwRJOEQHlJ6unDhICGuhzviBCGu4wz3KJA2oyxGGR6xY/qOaNc1bER75ZlqdUCnhPQKUt o4IE1MeYKwOs3W8Uw7K/Y37zvtqe42pb9vvCbESlwT+5dulvlfnapFYogzXQOnmhLNqOoC45Lprqib21+qkuSQEKfwgOKCcKCVsz7 bWpPq2lVvPR1/05mKVfvA5GZ4V7ekAbs/xzkPWpWye1SunB+Xqidm1HnsYR+HNM9TVFFHA03yHuERT3i26lZkZdbtZ6qVM5pdfFvW wweNZI/k</latexit>
C2
<latexit sha1_base64="Au9Xd28TXm3zMxWjxvW8Snih4bI=" >AAACxnicjVHLSsNAFD2Nr1pfVZdugkVwVZIq6rLQTZcV7QNqKcl0WkPTJEwmShHBH3Crnyb+gf6Fd8YpqEV0QpIz595zZu69fhIG qXSc15y1sLi0vJJfLaytb2xuFbd3WmmcCcabLA5j0fG9lIdBxJsykCHvJIJ7Ez/kbX9cU/H2DRdpEEeXcprw3sQbRcEwYJ4k6qLWr /SLJafs6GXPA9eAEsxqxMUXXGGAGAwZJuCIIAmH8JDS04ULBwlxPdwRJwgFOs5xjwJpM8rilOERO6bviHZdw0a0V56pVjM6JaRXkN LGAWliyhOE1Wm2jmfaWbG/ed9pT3W3Kf194zUhVuKa2L90s8z/6lQtEkOc6RoCqinRjKqOGZdMd0Xd3P5SlSSHhDiFBxQXhJlWzvp sa02qa1e99XT8TWcqVu2Zyc3wrm5JA3Z/jnMetCpl96hcOT8uVU/MqPPYwz4OaZ6nqKKOBprkPcIjnvBs1a3Iyqzbz1QrZzS7+Las hw+PxI/l</latexit>
C3
<latexit sha1_base64="Wjrc GgarXSNx9XahYayAi1OZ+zo=">AAACxnicjVHLSsNAFD2Nr1pf VZdugkVwVZJW1GWhmy4r2gfUUpJ0WkPzYjJRShH8Abf6aeIf6F9 4Z5yCWkQnJDlz7j1n5t7rJoGfCst6zRlLyyura/n1wsbm1vZOc XevncYZ91jLi4OYd10nZYEfsZbwRcC6CWdO6Aas407qMt65ZTz1 4+hKTBPWD51x5I98zxFEXdYH1UGxZJUttcxFYGtQgl7NuPiCaw wRw0OGEAwRBOEADlJ6erBhISGujxlxnJCv4gz3KJA2oyxGGQ6xE /qOadfTbER76ZkqtUenBPRyUpo4Ik1MeZywPM1U8Uw5S/Y375n ylHeb0t/VXiGxAjfE/qWbZ/5XJ2sRGOFc1eBTTYliZHWedslUV +TNzS9VCXJIiJN4SHFO2FPKeZ9NpUlV7bK3joq/qUzJyr2nczO8 y1vSgO2f41wE7UrZrpYrFyel2qkedR4HOMQxzfMMNTTQRIu8x3 jEE56NhhEZmXH3mWrktGYf35bx8AGSJI/m</latexit>
⌧2
<latexit sha1_base64="geRyPraKXz3Qx+u794bSezK9srg=" >AAACyXicjVHLTsJAFD3UF+ILdemmkZi4Ii0adUnixsQNJgImQEhbBqz05XRqROLKH3CrP2b8A/0L74xDohKj07Q9c+49Z+be6yaB nwrLes0ZM7Nz8wv5xcLS8srqWnF9o5HGGfdY3YuDmF+4TsoCP2J14YuAXSScOaEbsKY7PJbx5g3jqR9H52KUsE7oDCK/73uOIKrRF k7WrXSLJatsqWVOA1uDEvSqxcUXtNFDDA8ZQjBEEIQDOEjpacGGhYS4DsbEcUK+ijPco0DajLIYZTjEDuk7oF1LsxHtpWeq1B6dEt DLSWlihzQx5XHC8jRTxTPlLNnfvMfKU95tRH9Xe4XEClwS+5dukvlfnaxFoI8jVYNPNSWKkdV52iVTXZE3N79UJcghIU7iHsU5YU8 pJ302lSZVtcveOir+pjIlK/eezs3wLm9JA7Z/jnMaNCple69cOdsvVQ/0qPPYwjZ2aZ6HqOIENdTJ+wqPeMKzcWpcG7fG3WeqkdOa TXxbxsMHUZWRZg==</latexit>
⌧3
<latexit sha1 _base64="r2gaqXEPCND6nuZq 6c61Vm8UuDE=">AAACyXicjVHL TsJAFD3UF+ILdemmkZi4Ii0Yd UnixsQNJvJIgJBpGbBS2jqdGp G48gfc6o8Z/0D/wjtjSVRidJq 2Z86958zce53I92JpWa8ZY25+Y XEpu5xbWV1b38hvbtXjMBEur7 mhH4qmw2LuewGvSU/6vBkJzka OzxvO8ETFGzdcxF4YXMhxxDsj Ngi8vucySVS9LVnSLXfzBato6 WXOAjsFBaSrGuZf0EYPIVwkGIE jgCTsgyGmpwUbFiLiOpgQJwh5 Os5xjxxpE8rilMGIHdJ3QLtWy ga0V56xVrt0ik+vIKWJPdKElC cIq9NMHU+0s2J/855oT3W3Mf2d 1GtErMQlsX/pppn/1alaJPo41 jV4VFOkGVWdm7okuivq5uaXqi Q5RMQp3KO4IOxq5bTPptbEunb VW6bjbzpTsWrvprkJ3tUtacD2z 3HOgnqpaJeLpfODQuUwHXUWO9 jFPs3zCBWcoooaeV/hEU94Ns6 Ma+PWuPtMNTKpZhvflvHwAVP1 kWc=</latexit>
6
<latexit sha1 _base64="qKFbV1y3zQg0wgv5 S6C9BIKfPWU=">AAACxHicjVHL SsNAFD2Nr/quunQTLIKrktSiL guCuGzBPqAWSabTGjp5kJkIpe gPuNVvE/9A/8I7YwpqEZ2Q5My 595yZe6+fiEAqx3ktWAuLS8srx dW19Y3Nre3Szm5bxlnKeIvFIk 67vie5CCLeUoESvJuk3At9wTv ++FzHO3c8lUEcXalJwvuhN4qC YcA8RVTz5KZUdiqOWfY8cHNQR r4acekF1xggBkOGEBwRFGEBD5K eHlw4SIjrY0pcSigwcY57rJE2 oyxOGR6xY/qOaNfL2Yj22lMaN aNTBL0pKW0ckiamvJSwPs028c w4a/Y376nx1Heb0N/PvUJiFW6J /Us3y/yvTteiMMSZqSGgmhLD6 OpY7pKZruib21+qUuSQEKfxgO IpYWaUsz7bRiNN7bq3nom/mUz N6j3LczO861vSgN2f45wH7WrFP a5Um7VyvZaPuoh9HOCI5nmKOi 7RQMt4P+IJz9aFJSxpZZ+pViH X7OHbsh4+AMtljzE=</latexi t>
a
<latexit sha1 _base64="ZVBBXXbACrSXAEee SDZxfAsbHpk=">AAACxHicjVHL SsNAFD2Nr1pfVZdugkVwVZJa0 GVBEJct2AfUIpPptA7Ni2QilK I/4Fa/TfwD/QvvjCmoRXRCkjP n3nNm7r1e7MtUOc5rwVpaXlldK 66XNja3tnfKu3udNMoSLto88q Ok57FU+DIUbSWVL3pxIljg+aL rTc51vHsnklRG4ZWaxmIQsHEo R5IzRVSL3ZQrTtUxy14Ebg4qy FczKr/gGkNE4MgQQCCEIuyDIaW nDxcOYuIGmBGXEJImLnCPEmkz yhKUwYid0HdMu37OhrTXnqlRc zrFpzchpY0j0kSUlxDWp9kmnh lnzf7mPTOe+m5T+nu5V0Cswi2x f+nmmf/V6VoURjgzNUiqKTaMr o7nLpnpir65/aUqRQ4xcRoPKZ 4Q5kY577NtNKmpXfeWmfibydS s3vM8N8O7viUN2P05zkXQqVXdk 2qtVa806vmoizjAIY5pnqdo4B JNtI33I57wbF1YvpVa2WeqVcg 1+/i2rIcPMZSPXA==</latexi t>
d
<latexit sha1 _base64="GKgis8UFXhqM0Ga1 5EV8AChqWEQ=">AAACxHicjVHL SsNAFD2Nr1pfVZdugkVwVZJa0 GVBEJct2AfUIsl0WkMnDyYToR T9Abf6beIf6F94Z0xBLaITkpw 5954zc+/1ExGkynFeC9bS8srqW nG9tLG5tb1T3t3rpHEmGW+zWM Sy53spF0HE2ypQgvcSyb3QF7z rT851vHvHZRrE0ZWaJnwQeuMo GAXMU0S1hjflilN1zLIXgZuDC vLVjMsvuMYQMRgyhOCIoAgLeEj p6cOFg4S4AWbESUKBiXPco0Ta jLI4ZXjETug7pl0/ZyPaa8/Uq BmdIuiVpLRxRJqY8iRhfZpt4p lx1uxv3jPjqe82pb+fe4XEKtwS +5dunvlfna5FYYQzU0NANSWG0 dWx3CUzXdE3t79UpcghIU7jIc UlYWaU8z7bRpOa2nVvPRN/M5m a1XuW52Z417ekAbs/x7kIOrWqe 1KtteqVRj0fdREHOMQxzfMUDV yiibbxfsQTnq0LS1iplX2mWoV cs49vy3r4ADi0j18=</latexi t>
4
<latexit sha1_base64="X7yt7ej3Uoe8QqrLPa3PgzPPt9w=" >AAACwHicjVHLSsNAFD2Nr1pf1a2bYBFclaQWdFkQxGUF+4BaJEmnNXSahJmJUKpf4Fa/TfwD/QvvjFNQi+iEJGfOvefM3HvDjMdS ed5rwVlaXlldK66XNja3tnfKpd22THMRsVaU8lR0w0AyHiespWLFWTcTLJiEnHXC8ZmOd+6YkHGaXKlpxvqTYJTEwzgKFFGX9Ztyx at6ZrmLwLegAruaafkF1xggRYQcEzAkUIQ5Akh6evDhISOujxlxglBs4gwPKJE2pyxGGQGxY/qOaNezbEJ77SmNOqJTOL2ClC4OSZ NSniCsT3NNPDfOmv3Ne2Y89d2m9A+t14RYhVti/9LNM/+r07UoDHFqaoippswwurrIuuSmK/rm7peqFDlkxGk8oLggHBnlvM+u0Uh Tu+5tYOJvJlOzeh/Z3Bzv+pY0YP/nOBdBu1b1j6u1SqNuB13EPg5wRNM8QQMXaKJlnB/xhGfn3OGO/Ex0Claxh2/Luf8ATg+OKA== </latexit>
2
<latexit sha1_base64="6yu/DoyStKVCuqrZ8ztNvNxVpRg=" >AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVZJa0GVBEJct2AfUIsl0WkMnDyYToRT9Abf6beIf6F94Z0xBLaITkpw5954zc+/1ExGk ynFeC9bS8srqWnG9tLG5tb1T3t3rpHEmGW+zWMSy53spF0HE2ypQgvcSyb3QF7zrT851vHvHZRrE0ZWaJnwQeuMoGAXMU0S1ajfli lN1zLIXgZuDCvLVjMsvuMYQMRgyhOCIoAgLeEjp6cOFg4S4AWbESUKBiXPco0TajLI4ZXjETug7pl0/ZyPaa8/UqBmdIuiVpLRxRJ qY8iRhfZpt4plx1uxv3jPjqe82pb+fe4XEKtwS+5dunvlfna5FYYQzU0NANSWG0dWx3CUzXdE3t79UpcghIU7jIcUlYWaU8z7bRpO a2nVvPRN/M5ma1XuW52Z417ekAbs/x7kIOrWqe1KtteqVRj0fdREHOMQxzfMUDVyiibbxfsQTnq0LS1iplX2mWoVcs49vy3r4AMHl jy0=</latexit>
C4
<latexit sha1_base64="ywKwn0BlvOzNe+3QB48flKFK7IM=" >AAACxnicjVHLTsJAFD3UF+ILdemmkZi4Ii2S6JKEDUuMAiZISFsGnFDaZjrVEGLiD7jVTzP+gf6Fd8YhUYnRadqeOfeeM3Pv9ZOQ p9JxXnPW0vLK6lp+vbCxubW9U9zda6dxJgLWCuIwFle+l7KQR6wluQzZVSKYN/FD1vHHdRXv3DKR8ji6lNOE9SbeKOJDHniSqIt6v 9ovlpyyo5e9CFwDSjCrGRdfcI0BYgTIMAFDBEk4hIeUni5cOEiI62FGnCDEdZzhHgXSZpTFKMMjdkzfEe26ho1orzxTrQ7olJBeQU obR6SJKU8QVqfZOp5pZ8X+5j3TnupuU/r7xmtCrMQNsX/p5pn/1alaJIY40zVwqinRjKouMC6Z7oq6uf2lKkkOCXEKDyguCAdaOe+ zrTWprl311tPxN52pWLUPTG6Gd3VLGrD7c5yLoF0puyflynm1VKuaUedxgEMc0zxPUUMDTbTIe4RHPOHZaliRlVl3n6lWzmj28W1Z Dx+T6o/l</latexit>
C5
<latexit sha1_base64="pRtzDWyN84/PgGlP4JYJrxZIr+k=" >AAACxnicjVHLSsNAFD2Nr1pfVZdugkVwVZJa0WWhmy4r2gfUUpJ0WkPzYjJRShH8Abf6aeIf6F94Z5yCWkQnJDlz7j1n5t7rJoGf Cst6zRlLyyura/n1wsbm1vZOcXevncYZ91jLi4OYd10nZYEfsZbwRcC6CWdO6Aas407qMt65ZTz14+hKTBPWD51x5I98zxFEXdYHp 4NiySpbapmLwNagBL2acfEF1xgihocMIRgiCMIBHKT09GDDQkJcHzPiOCFfxRnuUSBtRlmMMhxiJ/Qd066n2Yj20jNVao9OCejlpD RxRJqY8jhheZqp4plyluxv3jPlKe82pb+rvUJiBW6I/Us3z/yvTtYiMMK5qsGnmhLFyOo87ZKprsibm1+qEuSQECfxkOKcsKeU8z6 bSpOq2mVvHRV/U5mSlXtP52Z4l7ekAds/x7kI2pWyfVKuXFRLtaoedR4HOMQxzfMMNTTQRIu8x3jEE56NhhEZmXH3mWrktGYf35bx 8AGWSo/m</latexit>
6
<latexit sha1_base64="qKFbV1y3zQg0wgv5S6C9BIKfPWU=" >AAACxHicjVHLSsNAFD2Nr/quunQTLIKrktSiLguCuGzBPqAWSabTGjp5kJkIpegPuNVvE/9A/8I7YwpqEZ2Q5My595yZe6+fiEAq x3ktWAuLS8srxdW19Y3Nre3Szm5bxlnKeIvFIk67vie5CCLeUoESvJuk3At9wTv++FzHO3c8lUEcXalJwvuhN4qCYcA8RVTz5KZUd iqOWfY8cHNQRr4acekF1xggBkOGEBwRFGEBD5KeHlw4SIjrY0pcSigwcY57rJE2oyxOGR6xY/qOaNfL2Yj22lMaNaNTBL0pKW0cki amvJSwPs028cw4a/Y376nx1Heb0N/PvUJiFW6J/Us3y/yvTteiMMSZqSGgmhLD6OpY7pKZruib21+qUuSQEKfxgOIpYWaUsz7bRiN N7bq3nom/mUzN6j3LczO861vSgN2f45wH7WrFPa5Um7VyvZaPuoh9HOCI5nmKOi7RQMt4P+IJz9aFJSxpZZ+pViHX7OHbsh4+AMtl jzE=</latexit>
System
<latexit sha1_base64="VD7QAAIFOKW jS5OYXHl5SY6WzCw=">AAAC1HicjVHLSsNAFD2Nr1ofjbp0EyyCq5LUgi4LblxWtA9 opSTptIbmRWYiltqVuPUH3Oo3iX+gf+GdMQW1iE5Icubcc+7MvdeJfY8L03zNaQuL S8sr+dXC2vrGZlHf2m7yKE1c1nAjP0rajs2Z74WsITzhs3acMDtwfNZyRicy3rpmC fei8EKMY3YZ2MPQG3iuLYjq6cWuYDcijSfnYy5YMO3pJbNsqmXMAysDJWSrHukv6KK PCC5SBGAIIQj7sMHp6cCCiZi4S0yISwh5Ks4wRYG8KakYKWxiR/Qd0q6TsSHtZU6u 3C6d4tObkNPAPnki0iWE5WmGiqcqs2R/yz1ROeXdxvR3slwBsQJXxP7lmyn/65O1CA xwrGrwqKZYMbI6N8uSqq7ImxtfqhKUISZO4j7FE8Kucs76bCgPV7XL3toq/qaUkpV 7N9OmeJe3pAFbP8c5D5qVsnVYrpxVS7VqNuo8drGHA5rnEWo4RR0NNfNHPOFZa2q3 2p12/ynVcplnB9+W9vABk+KWOw==</latexit>
Environment
<latexit sha1_base64="ub47xbJ3oPOBn5hjEGrlIH1xh0g=" >AAAC2XicjVHLSsNAFD3GV33Hx85NsAiuSloFXRZEcKlgVahFknTUoclMmEyKtXThTtz6A271h8Q/0L/wzhjBB6ITkpw5954zc+8N 05hn2vefh5zhkdGx8dLE5NT0zOycO79wmMlcRawRyViq4zDIWMwFa2iuY3acKhYkYcyOws62iR91mcq4FAe6l7JWEpwLfsajQBN16 i6daHap87S/I7pcSZEwoQenbtmv+HZ5P0G1AGUUa0+6TzhBGxIRciRgENCEYwTI6GmiCh8pcS30iVOEuI0zDDBJ2pyyGGUExHboe0 67ZsEK2hvPzKojOiWmV5HSwyppJOUpwuY0z8Zz62zY37z71tPcrUf/sPBKiNW4IPYv3Ufmf3WmFo0zbNkaONWUWsZUFxUuue2Kubn 3qSpNDilxBrcprghHVvnRZ89qMlu76W1g4y8207BmHxW5OV7NLWnA1e/j/AkOa5XqeqW2v1GuV4pRl7CMFazRPDdRxy720CDvK9zj AY9O07l2bpzb91RnqNAs4sty7t4AWgKYdw==</latexit>
System
<latexit sha1_bas e64="VD7QAAIFOKWjS5OYXHl5SY6WzCw= ">AAAC1HicjVHLSsNAFD2Nr1ofjbp0Ey yCq5LUgi4LblxWtA9opSTptIbmRWYiltq VuPUH3Oo3iX+gf+GdMQW1iE5Icubcc+7M vdeJfY8L03zNaQuLS8sr+dXC2vrGZlHf 2m7yKE1c1nAjP0rajs2Z74WsITzhs3acM DtwfNZyRicy3rpmCfei8EKMY3YZ2MPQG3 iuLYjq6cWuYDcijSfnYy5YMO3pJbNsqm XMAysDJWSrHukv6KKPCC5SBGAIIQj7sMH p6cCCiZi4S0yISwh5Ks4wRYG8KakYKWxi R/Qd0q6TsSHtZU6u3C6d4tObkNPAPnki 0iWE5WmGiqcqs2R/yz1ROeXdxvR3slwBs QJXxP7lmyn/65O1CAxwrGrwqKZYMbI6N8 uSqq7ImxtfqhKUISZO4j7FE8Kucs76bCg PV7XL3toq/qaUkpV7N9OmeJe3pAFbP8c 5D5qVsnVYrpxVS7VqNuo8drGHA5rnEWo4 RR0NNfNHPOFZa2q32p12/ynVcplnB9+W9 vABk+KWOw==</latexit>
System
<latexit sha1_base64="VD7QAAIFOKWjS5OYXHl5SY6WzCw=">AAAC1HicjVHLSs NAFD2Nr1ofjbp0EyyCq5LUgi4LblxWtA9opSTptIbmRWYiltqVuPUH3Oo3iX+gf+GdMQW1iE5Icubcc+7MvdeJfY8L03zNaQuLS8sr+dXC2vrGZlHf2m7yKE1c1nAjP0raj s2Z74WsITzhs3acMDtwfNZyRicy3rpmCfei8EKMY3YZ2MPQG3iuLYjq6cWuYDcijSfnYy5YMO3pJbNsqmXMAysDJWSrHukv6KKPCC5SBGAIIQj7sMHp6cCCiZi4S0yISwh 5Ks4wRYG8KakYKWxiR/Qd0q6TsSHtZU6u3C6d4tObkNPAPnki0iWE5WmGiqcqs2R/yz1ROeXdxvR3slwBsQJXxP7lmyn/65O1CAxwrGrwqKZYMbI6N8uSqq7ImxtfqhKUIS ZO4j7FE8Kucs76bCgPV7XL3toq/qaUkpV7N9OmeJe3pAFbP8c5D5qVsnVYrpxVS7VqNuo8drGHA5rnEWo4RR0NNfNHPOFZa2q32p12/ynVcplnB9+W9vABk+KWOw==</lat exit>
Environment
<latexit sha1_base64="ub47 xbJ3oPOBn5hjEGrlIH1xh0g=">AAAC2XicjVHLSsNAFD3GV33H x85NsAiuSloFXRZEcKlgVahFknTUoclMmEyKtXThTtz6A271h8Q /0L/wzhjBB6ITkpw5954zc+8N05hn2vefh5zhkdGx8dLE5NT0z OycO79wmMlcRawRyViq4zDIWMwFa2iuY3acKhYkYcyOws62iR91 mcq4FAe6l7JWEpwLfsajQBN16i6daHap87S/I7pcSZEwoQenbt mv+HZ5P0G1AGUUa0+6TzhBGxIRciRgENCEYwTI6GmiCh8pcS30i VOEuI0zDDBJ2pyyGGUExHboe067ZsEK2hvPzKojOiWmV5HSwyp pJOUpwuY0z8Zz62zY37z71tPcrUf/sPBKiNW4IPYv3Ufmf3WmF o0zbNkaONWUWsZUFxUuue2Kubn3qSpNDilxBrcprghHVvnRZ89q Mlu76W1g4y8207BmHxW5OV7NLWnA1e/j/AkOa5XqeqW2v1GuV4 pRl7CMFazRPDdRxy720CDvK9zjAY9O07l2bpzb91RnqNAs4sty7 t4AWgKYdw==</latexit>
6
<latexit sha1_base64="qKFb V1y3zQg0wgv5S6C9BIKfPWU=">AAACxHicjVHLSsNAFD2Nr/qu unQTLIKrktSiLguCuGzBPqAWSabTGjp5kJkIpegPuNVvE/9A/8I 7YwpqEZ2Q5My595yZe6+fiEAqx3ktWAuLS8srxdW19Y3Nre3Sz m5bxlnKeIvFIk67vie5CCLeUoESvJuk3At9wTv++FzHO3c8lUEc XalJwvuhN4qCYcA8RVTz5KZUdiqOWfY8cHNQRr4acekF1xggBk OGEBwRFGEBD5KeHlw4SIjrY0pcSigwcY57rJE2oyxOGR6xY/qOa NfL2Yj22lMaNaNTBL0pKW0ckiamvJSwPs028cw4a/Y376nx1He b0N/PvUJiFW6J/Us3y/yvTteiMMSZqSGgmhLD6OpY7pKZruib2 1+qUuSQEKfxgOIpYWaUsz7bRiNN7bq3nom/mUzN6j3LczO861vS gN2f45wH7WrFPa5Um7VyvZaPuoh9HOCI5nmKOi7RQMt4P+IJz9 aFJSxpZZ+pViHX7OHbsh4+AMtljzE=</latexit>
4
<latexit sha1_base64="X7yt 7ej3Uoe8QqrLPa3PgzPPt9w=">AAACwHicjVHLSsNAFD2Nr1pf 1a2bYBFclaQWdFkQxGUF+4BaJEmnNXSahJmJUKpf4Fa/TfwD/Qv vjFNQi+iEJGfOvefM3HvDjMdSed5rwVlaXlldK66XNja3tnfKp d22THMRsVaU8lR0w0AyHiespWLFWTcTLJiEnHXC8ZmOd+6YkHGa XKlpxvqTYJTEwzgKFFGX9Ztyxat6ZrmLwLegAruaafkF1xggRY QcEzAkUIQ5Akh6evDhISOujxlxglBs4gwPKJE2pyxGGQGxY/qOa NezbEJ77SmNOqJTOL2ClC4OSZNSniCsT3NNPDfOmv3Ne2Y89d2 m9A+t14RYhVti/9LNM/+r07UoDHFqaoippswwurrIuuSmK/rm7 peqFDlkxGk8oLggHBnlvM+u0UhTu+5tYOJvJlOzeh/Z3Bzv+pY0 YP/nOBdBu1b1j6u1SqNuB13EPg5wRNM8QQMXaKJlnB/xhGfn3O GO/Ex0Claxh2/Luf8ATg+OKA==</latexit>
2
<latexit sha1_base64="6yu/ DoyStKVCuqrZ8ztNvNxVpRg=">AAACxHicjVHLSsNAFD2Nr1pf VZdugkVwVZJa0GVBEJct2AfUIsl0WkMnDyYToRT9Abf6beIf6F9 4Z0xBLaITkpw5954zc+/1ExGkynFeC9bS8srqWnG9tLG5tb1T3 t3rpHEmGW+zWMSy53spF0HE2ypQgvcSyb3QF7zrT851vHvHZRrE 0ZWaJnwQeuMoGAXMU0S1ajflilN1zLIXgZuDCvLVjMsvuMYQMR gyhOCIoAgLeEjp6cOFg4S4AWbESUKBiXPco0TajLI4ZXjETug7p l0/ZyPaa8/UqBmdIuiVpLRxRJqY8iRhfZpt4plx1uxv3jPjqe8 2pb+fe4XEKtwS+5dunvlfna5FYYQzU0NANSWG0dWx3CUzXdE3t 79UpcghIU7jIcUlYWaU8z7bRpOa2nVvPRN/M5ma1XuW52Z417ek Abs/x7kIOrWqe1KtteqVRj0fdREHOMQxzfMUDVyiibbxfsQTnq 0LS1iplX2mWoVcs49vy3r4AMHljy0=</latexit>
⌧4
<latexit sha1_base64="B8OtQtttOO/syr1lURUzyrrkYmw=" >AAACyXicjVHLSsNAFD3GV62vqks3wSK4Kkkt6LLgRnBTwT6gLSVJp3VsXiYTsRZX/oBb/THxD/QvvDNOQS2iE5KcOfeeM3PvdWOf p8KyXueM+YXFpeXcSn51bX1js7C13UijLPFY3Yv8KGm5Tsp8HrK64MJnrThhTuD6rOmOTmS8ecOSlEfhhRjHrBs4w5APuOcIohod4 WS9Sq9QtEqWWuYssDUoQq9aVHhBB31E8JAhAEMIQdiHg5SeNmxYiInrYkJcQoirOMM98qTNKItRhkPsiL5D2rU1G9JeeqZK7dEpPr 0JKU3skyaivISwPM1U8Uw5S/Y374nylHcb09/VXgGxApfE/qWbZv5XJ2sRGOBY1cCpplgxsjpPu2SqK/Lm5peqBDnExEncp3hC2FP KaZ9NpUlV7bK3joq/qUzJyr2nczO8y1vSgO2f45wFjXLJPiyVzyvFakWPOodd7OGA5nmEKk5RQ528r/CIJzwbZ8a1cWvcfaYac1qz g2/LePgAVbuRZg==</latexit>
⌧5
<latexit sha1_base64="Ze0wkV1GMxx8OS/q4Gqd25hlo0E=" >AAACyXicjVHLTsJAFD3UF+ILdemmkZi4Ii1idEnixsQNJvJIgJBpGbBS2jqdGpG48gfc6o8Z/0D/wjtjSVRidJq2Z86958zce53I 92JpWa8ZY25+YXEpu5xbWV1b38hvbtXjMBEur7mhH4qmw2LuewGvSU/6vBkJzkaOzxvO8ETFGzdcxF4YXMhxxDsjNgi8vucySVS9L VnSPezmC1bR0sucBXYKCkhXNcy/oI0eQrhIMAJHAEnYB0NMTws2LETEdTAhThDydJzjHjnSJpTFKYMRO6TvgHatlA1orzxjrXbpFJ 9eQUoTe6QJKU8QVqeZOp5oZ8X+5j3RnupuY/o7qdeIWIlLYv/STTP/q1O1SPRxrGvwqKZIM6o6N3VJdFfUzc0vVUlyiIhTuEdxQdj VymmfTa2Jde2qt0zH33SmYtXeTXMTvKtb0oDtn+OcBfVS0T4ols7LhUo5HXUWO9jFPs3zCBWcoooaeV/hEU94Ns6Ma+PWuPtMNTKp ZhvflvHwAVgbkWc=</latexit>
4
<latexit sha1_base64="X7yt7ej3Uoe8QqrLPa3PgzPPt9w=" >AAACwHicjVHLSsNAFD2Nr1pf1a2bYBFclaQWdFkQxGUF+4BaJEmnNXSahJmJUKpf4Fa/TfwD/QvvjFNQi+iEJGfOvefM3HvDjMdS ed5rwVlaXlldK66XNja3tnfKpd22THMRsVaU8lR0w0AyHiespWLFWTcTLJiEnHXC8ZmOd+6YkHGaXKlpxvqTYJTEwzgKFFGX9Ztyx at6ZrmLwLegAruaafkF1xggRYQcEzAkUIQ5Akh6evDhISOujxlxglBs4gwPKJE2pyxGGQGxY/qOaNezbEJ77SmNOqJTOL2ClC4OSZ NSniCsT3NNPDfOmv3Ne2Y89d2m9A+t14RYhVti/9LNM/+r07UoDHFqaoippswwurrIuuSmK/rm7peqFDlkxGk8oLggHBnlvM+u0Uh Tu+5tYOJvJlOzeh/Z3Bzv+pY0YP/nOBdBu1b1j6u1SqNuB13EPg5wRNM8QQMXaKJlnB/xhGfn3OGO/Ex0Claxh2/Luf8ATg+OKA== </latexit>
2
<latexit sha1_base64="6yu/DoyStKVCuqrZ8ztNvNxVpRg=" >AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVZJa0GVBEJct2AfUIsl0WkMnDyYToRT9Abf6beIf6F94Z0xBLaITkpw5954zc+/1ExGk ynFeC9bS8srqWnG9tLG5tb1T3t3rpHEmGW+zWMSy53spF0HE2ypQgvcSyb3QF7zrT851vHvHZRrE0ZWaJnwQeuMoGAXMU0S1ajfli lN1zLIXgZuDCvLVjMsvuMYQMRgyhOCIoAgLeEjp6cOFg4S4AWbESUKBiXPco0TajLI4ZXjETug7pl0/ZyPaa8/UqBmdIuiVpLRxRJ qY8iRhfZpt4plx1uxv3jPjqe82pb+fe4XEKtwS+5dunvlfna5FYYQzU0NANSWG0dWx3CUzXdE3t79UpcghIU7jIcUlYWaU8z7bRpO a2nVvPRN/M5ma1XuW52Z417ekAbs/x7kIOrWqe1KtteqVRj0fdREHOMQxzfMUDVyiibbxfsQTnq0LS1iplX2mWoVcs49vy3r4AMHl jy0=</latexit>
Fig. 2. A play of a parameterized vector game
κ(`) = (=0 ,=0 ,=0) for all ` ∈ Z and κ(`) = (≥0 ,≥0 ,≥0) for all ` ∈ L \ Z. With this, a
configuration is accepting iff no token is on a location from Z (a red location).
We can verify that Win(G) = Win(ϕ′4) = N × 0 × N. In G, a uniform winning strategy
f for System that works for all P with Pe = ∅ proceeds as follows: System first awaits an
Environment’s move and then moves each token upwards as many locations as Environment
has moved it downwards. Figure 2 illustrates an f -maximal C(6,0,0)-play that is winning for
System. We note that f is a “compressed” version of the winning strategy presented in
Example 4, as System makes her moves only when really needed. C
5 Results for FO[∼] via Parameterized Vector Games
In this section, we present our results for the synthesis problem for FO[∼], which we obtain
showing corresponding results for parameterized vector games. In particular, we show that
(FO[∼], 0, 0,N) and (FO[∼],N,N, 0) do not have a cutoff, whereas (FO[∼],N, {ke}, {kse})
has a cutoff for all ke, kse ∈ N. Finally, we prove that Synth(FO[∼], 0, 0,N) is, in fact,
undecidable.
Lemma 13. There is a game G = (A,B,F) such that Win(G) does not have a cutoff wrt.
(0, 0,N).
Proof. We let As = {a} and Ae = {b}, as well as B = 2. For k ∈ {0, 1, 2}, define the
local acceptance conditions =k = (=0 ,=0 ,=k) and ≥k = (=0 ,=0 ,≥k). Set `1 = ⟪a⟫, `2 =⟪ab⟫, `3 = ⟪a2b⟫, and `4 = ⟪a2b2⟫. For k0, . . . , k4 ∈ {0, 1, 2} and ./0, . . . , ./4 ∈ {=,≥}, let
[./0k0 ,
./1k1 ,
./2k2 ,
./3k3 ,
./4k4] denote κ ∈ CL where κ(`i) = (./iki) for all i ∈ {0, . . . , 4} and
κ(`′) = (=0) for `′ /∈ {`0, . . . , `4}. Finally,
F =
{
[≥0 ,=2 ,=0 ,=0 ,≥0] [≥0 ,=0 ,=0 ,=2 ,≥0] [=0 ,=0 ,=0 ,=0 ,≥2]
[≥0 ,=1 ,=1 ,=0 ,≥0] [≥0 ,=0 ,=0 ,=1 ,≥1]
}
∪Ke
where Ke = {κ` | ` ∈ L such that `(b) > `(a)} with κ`(`′) = (≥1) if `′ = `, and κ`(`′) = (≥0)
otherwise. This is illustrated in Figure 3.
There is a winning strategy for System from any initial configuration of size 2n: Move
two tokens from `0 to `1, wait until Environment sends them both to `2, then move them to
10
`0
<latexit sha1_base64="LJVlZJ3 TRWgnUwfo9eM2v4qtCuM=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVVI rancFN4KbCvYBrZRkOq2xk4fJRKzFlT/gVn9M/AP9C++MqShF9IYkZ869 58zcuU4o3Fha1mvGmJmdm1/ILuaWlldW1/LrG404SCLG6ywQQdRy7JgL1+ d16UrBW2HEbc8RvOkMj1W+ecOj2A38czkK+YVnD3y37zJbEtXocCG6Vjd fsIqWDnMalFJQQBq1IP+CDnoIwJDAA4cPSVjARkxPGyVYCIm7wJi4iJCr8 xz3yJE2oSpOFTaxQ/oOaNVOWZ/WyjPWaka7CHojUprYIU1AdRFhtZup84 l2Vuxv3mPtqc42or+TennESlwS+5duUvlfnepFoo8j3YNLPYWaUd2x1CXR t6JObn7rSpJDSJzCPcpHhJlWTu7Z1JpY967u1tb5N12pWLVmaW2Cd3VKP eCKioOvcU6Dxl6xVC6Wz/YL1Uo66iy2sI1dmuchqjhBDXXyvsIjnvBsnBr Xxq1x91lqZFLNJn6E8fABRimRjQ==</latexit>
`1<latexit sha1_base64="8taeNaW od/7frDC/2d3BeO52NZU=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVVI rancFN4KbCvYBrZRkOq2xk4fJRKzFlT/gVn9M/AP9C++MqShF9IYkZ869 58zcuU4o3Fha1mvGmJmdm1/ILuaWlldW1/LrG404SCLG6ywQQdRy7JgL1+ d16UrBW2HEbc8RvOkMj1W+ecOj2A38czkK+YVnD3y37zJbEtXocCG6pW6 +YBUtHeY0KKWggDRqQf4FHfQQgCGBBw4fkrCAjZieNkqwEBJ3gTFxESFX5 znukSNtQlWcKmxih/Qd0Kqdsj6tlWes1Yx2EfRGpDSxQ5qA6iLCajdT5x PtrNjfvMfaU51tRH8n9fKIlbgk9i/dpPK/OtWLRB9HugeXego1o7pjqUui b0Wd3PzWlSSHkDiFe5SPCDOtnNyzqTWx7l3dra3zb7pSsWrN0toE7+qUe sAVFQdf45wGjb1iqVwsn+0XqpV01FlsYRu7NM9DVHGCGurkfYVHPOHZODW ujVvj7rPUyKSaTfwI4+EDSImRjg==</latexit>
`2<latexit sha1_base64="rUEzca/ dRiyHEIhxsLBYtuFww2I=">AAACyXicjVHLTsJAFD3UF+ILdemmkZi4IgW Myo7EjYkbTOSRACFtGbAytHU6NSJx5Q+41R8z/oH+hXfGYjTE6G3anjn3 njNz5zoh9yJpWa8pY25+YXEpvZxZWV1b38hubtWjIBYuq7kBD0TTsSPGPZ /VpCc5a4aC2SOHs4YzPFH5xg0TkRf4F3Icss7IHvhe33NtSVS9zTjvFrv ZnJW3dJizoJCAHJKoBtkXtNFDABcxRmDwIQlz2IjoaaEACyFxHUyIE4Q8n We4R4a0MVUxqrCJHdJ3QKtWwvq0Vp6RVru0C6dXkNLEHmkCqhOE1W6mzs faWbG/eU+0pzrbmP5O4jUiVuKS2L9008r/6lQvEn0c6x486inUjOrOTVxi fSvq5Oa3riQ5hMQp3KO8IOxq5fSeTa2JdO/qbm2df9OVilVrN6mN8a5Oq QdcVnH4Nc5ZUC/mC6V86fwgVykno05jB7vYp3keoYJTVFEj7ys84gnPxpl xbdwad5+lRirRbONHGA8fSumRjw==</latexit>
`3
<latexit sha1_base64="wmZCF8P h1XEPQLkTwg5v7uTDXyA=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVVI rancFN4KbCvYBrZRkOq2xk4fJRKzFlT/gVn9M/AP9C++MqShF9IYkZ869 58zcuU4o3Fha1mvGmJmdm1/ILuaWlldW1/LrG404SCLG6ywQQdRy7JgL1+ d16UrBW2HEbc8RvOkMj1W+ecOj2A38czkK+YVnD3y37zJbEtXocCG65W6 +YBUtHeY0KKWggDRqQf4FHfQQgCGBBw4fkrCAjZieNkqwEBJ3gTFxESFX5 znukSNtQlWcKmxih/Qd0Kqdsj6tlWes1Yx2EfRGpDSxQ5qA6iLCajdT5x PtrNjfvMfaU51tRH8n9fKIlbgk9i/dpPK/OtWLRB9HugeXego1o7pjqUui b0Wd3PzWlSSHkDiFe5SPCDOtnNyzqTWx7l3dra3zb7pSsWrN0toE7+qUe sAVFQdf45wGjb1iqVwsn+0XqpV01FlsYRu7NM9DVHGCGurkfYVHPOHZODW ujVvj7rPUyKSaTfwI4+EDTUmRkA==</latexit>
`4<latexit sha1_base64="5k13d+a p0n7ASA8EdPLVf//gBfk=">AAACyXicjVHLTsJAFD3UF+ILdemmkZi4IkW Iyo7EjYkbTOSRACHtMGBlaGs7NSJx5Q+41R8z/oH+hXfGYjTE6G3anjn3 njNz5zqBcCNpWa8pY25+YXEpvZxZWV1b38hubtUjPw4ZrzFf+GHTsSMuXI /XpCsFbwYht0eO4A1neKLyjRseRq7vXchxwDsje+C5fZfZkqh6mwvRLXW zOStv6TBnQSEBOSRR9bMvaKMHHwwxRuDwIAkL2IjoaaEACwFxHUyICwm5O s9xjwxpY6riVGETO6TvgFathPVorTwjrWa0i6A3JKWJPdL4VBcSVruZOh 9rZ8X+5j3RnupsY/o7ideIWIlLYv/STSv/q1O9SPRxrHtwqadAM6o7lrjE +lbUyc1vXUlyCIhTuEf5kDDTyuk9m1oT6d7V3do6/6YrFavWLKmN8a5Oq QdcVnH4Nc5ZUD/IF4r54nkpVykno05jB7vYp3keoYJTVFEj7ys84gnPxpl xbdwad5+lRirRbONHGA8fT6mRkQ==</latexit>
a
<latexit sha1_base64="ZVBBXXb ACrSXAEeeSDZxfAsbHpk=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVZJ a0GVBEJct2AfUIpPptA7Ni2QilKI/4Fa/TfwD/QvvjCmoRXRCkjPn3nNm 7r1e7MtUOc5rwVpaXlldK66XNja3tnfKu3udNMoSLto88qOk57FU+DIUbS WVL3pxIljg+aLrTc51vHsnklRG4ZWaxmIQsHEoR5IzRVSL3ZQrTtUxy14 Ebg4qyFczKr/gGkNE4MgQQCCEIuyDIaWnDxcOYuIGmBGXEJImLnCPEmkzy hKUwYid0HdMu37OhrTXnqlRczrFpzchpY0j0kSUlxDWp9kmnhlnzf7mPT Oe+m5T+nu5V0Cswi2xf+nmmf/V6VoURjgzNUiqKTaMro7nLpnpir65/aUq RQ4xcRoPKZ4Q5kY577NtNKmpXfeWmfibydSs3vM8N8O7viUN2P05zkXQq VXdk2qtVa806vmoizjAIY5pnqdo4BJNtI33I57wbF1YvpVa2WeqVcg1+/i 2rIcPMZSPXA==</latexit>
b
<latexit sha1_base64="S2Gtyau zeooT4GZsw007K1j095I=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVVJ bfOwKgrhswT6gFknSaR2aF5mJUIr+gFv9NvEP9C+8M05FKaI3JDlz7j1n 5s71koAL6TivOWthcWl5Jb9aWFvf2Nwqbu+0RZylPmv5cRCnXc8VLOARa0 kuA9ZNUuaGXsA63vhc5Tt3LBU8jq7kJGH90B1FfMh9VxLV9G6KJafs6LD nQcWAEkw04uILrjFADB8ZQjBEkIQDuBD09FCBg4S4PqbEpYS4zjPco0Daj KoYVbjEjuk7olXPsBGtlafQap92CehNSWnjgDQx1aWE1W62zmfaWbG/eU +1pzrbhP6e8QqJlbgl9i/drPK/OtWLxBCnugdOPSWaUd35xiXTt6JObn/r SpJDQpzCA8qnhH2tnN2zrTVC967u1tX5N12pWLX2TW2Gd3VKPeAzFcdf4 5wH7aNypVquNmules2MOo897OOQ5nmCOi7RQEt7P+IJz9aFFVjCyj5LrZz R7OJHWA8fS26PkA==</latexit>
a
<latexit sha1_base64="ZVBBXXb ACrSXAEeeSDZxfAsbHpk=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVZJ a0GVBEJct2AfUIpPptA7Ni2QilKI/4Fa/TfwD/QvvjCmoRXRCkjPn3nNm 7r1e7MtUOc5rwVpaXlldK66XNja3tnfKu3udNMoSLto88qOk57FU+DIUbS WVL3pxIljg+aLrTc51vHsnklRG4ZWaxmIQsHEoR5IzRVSL3ZQrTtUxy14 Ebg4qyFczKr/gGkNE4MgQQCCEIuyDIaWnDxcOYuIGmBGXEJImLnCPEmkzy hKUwYid0HdMu37OhrTXnqlRczrFpzchpY0j0kSUlxDWp9kmnhlnzf7mPT Oe+m5T+nu5V0Cswi2xf+nmmf/V6VoURjgzNUiqKTaMro7nLpnpir65/aUq RQ4xcRoPKZ4Q5kY577NtNKmpXfeWmfibydSs3vM8N8O7viUN2P05zkXQq VXdk2qtVa806vmoizjAIY5pnqdo4BJNtI33I57wbF1YvpVa2WeqVcg1+/i 2rIcPMZSPXA==</latexit>
b
<latexit sha1_base64="S2Gtyau zeooT4GZsw007K1j095I=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVVJ bfOwKgrhswT6gFknSaR2aF5mJUIr+gFv9NvEP9C+8M05FKaI3JDlz7j1n 5s71koAL6TivOWthcWl5Jb9aWFvf2Nwqbu+0RZylPmv5cRCnXc8VLOARa0 kuA9ZNUuaGXsA63vhc5Tt3LBU8jq7kJGH90B1FfMh9VxLV9G6KJafs6LD nQcWAEkw04uILrjFADB8ZQjBEkIQDuBD09FCBg4S4PqbEpYS4zjPco0Daj KoYVbjEjuk7olXPsBGtlafQap92CehNSWnjgDQx1aWE1W62zmfaWbG/eU +1pzrbhP6e8QqJlbgl9i/drPK/OtWLxBCnugdOPSWaUd35xiXTt6JObn/r SpJDQpzCA8qnhH2tnN2zrTVC967u1tX5N12pWLX2TW2Gd3VKPeAzFcdf4 5wH7aNypVquNmules2MOo897OOQ5nmCOi7RQEt7P+IJz9aFFVjCyj5LrZz R7OJHWA8fS26PkA==</latexit>
 0
<latexit sha1_base64="9L9fj28 3oPAy3jeoqSGrGMp0VlE=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVVJ bfOwKbgQ3FewD2iJJOq1j8zKZiLV05Q+41R8T/0D/wjvjKEoRvSHJmXPv OTN3rhN5PBGW9ZIxZmbn5heyi7ml5ZXVtfz6RiMJ09hldTf0wrjl2AnzeM DqgguPtaKY2b7jsaYzPJb55g2LEx4G52IUsa5vDwLe564tiGqMOwM2sS7 yBatoqTCnQUmDAnTUwvwzOughhIsUPhgCCMIebCT0tFGChYi4LsbExYS4y jNMkCNtSlWMKmxih/Qd0Kqt2YDW0jNRapd28eiNSWlihzQh1cWE5W6myq fKWbK/eY+VpzzbiP6O9vKJFbgk9i/dZ+V/dbIXgT4OVQ+ceooUI7tztUuq bkWe3PzWlSCHiDiJe5SPCbtK+XnPptIkqnd5t7bKv6pKycq1q2tTvMlTq gEfydj/Guc0aOwVS+Vi+axSqFb0qLPYwjZ2aZ4HqOIENdTJ+woPeMSTcWp cG7fG3UepkdGaTfwI4/4dpCCRsA==</latexit>
 0
<latexit sha1_base64="9L9fj28 3oPAy3jeoqSGrGMp0VlE=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVVJ bfOwKbgQ3FewD2iJJOq1j8zKZiLV05Q+41R8T/0D/wjvjKEoRvSHJmXPv OTN3rhN5PBGW9ZIxZmbn5heyi7ml5ZXVtfz6RiMJ09hldTf0wrjl2AnzeM DqgguPtaKY2b7jsaYzPJb55g2LEx4G52IUsa5vDwLe564tiGqMOwM2sS7 yBatoqTCnQUmDAnTUwvwzOughhIsUPhgCCMIebCT0tFGChYi4LsbExYS4y jNMkCNtSlWMKmxih/Qd0Kqt2YDW0jNRapd28eiNSWlihzQh1cWE5W6myq fKWbK/eY+VpzzbiP6O9vKJFbgk9i/dZ+V/dbIXgT4OVQ+ceooUI7tztUuq bkWe3PzWlSCHiDiJe5SPCbtK+XnPptIkqnd5t7bKv6pKycq1q2tTvMlTq gEfydj/Guc0aOwVS+Vi+axSqFb0qLPYwjZ2aZ4HqOIENdTJ+woPeMSTcWp cG7fG3UepkdGaTfwI4/4dpCCRsA==</latexit>
2
<latexit sha1_base64="hONIc/c 2Sk7l7mGNG+j252v71rE=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVdJ W1O4KgrhswdpCLZKk0zo0LyYToRT9Abf6beIf6F94Z5yKUkRvSHLm3HvO zJ3rJQFPpeO85qyFxaXllfxqYW19Y3OruL1zlcaZ8Fnbj4NYdD03ZQGPWF tyGbBuIpgbegHreOMzle/cMZHyOLqUk4T1Q3cU8SH3XUlUq3pTLDllR4c 9DyoGlGCiGRdfcI0BYvjIEIIhgiQcwEVKTw8VOEiI62NKnCDEdZ7hHgXSZ lTFqMIldkzfEa16ho1orTxTrfZpl4BeQUobB6SJqU4QVrvZOp9pZ8X+5j 3VnupsE/p7xiskVuKW2L90s8r/6lQvEkOc6h449ZRoRnXnG5dM34o6uf2t K0kOCXEKDygvCPtaObtnW2tS3bu6W1fn33SlYtXaN7UZ3tUp9YDrKo6/x jkPrqrlSq1cax2VGnUz6jz2sI9DmucJGrhAE23t/YgnPFvnVmClVvZZauW MZhc/wnr4ANrgj2U=</latexit>
0
<latexit sha1_base64="1UhFyz3 wFngEKeQ6xiyVwmB1JV0=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVVI rancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954z c+d6ScCFdJzXnLWwuLS8kl8trK1vbG4Vt3faIs5Sn7X8OIjTrucKFvCItS SXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNj zoGJACSYacfEF1xggho8MIRgiSMIBXAh6eqjAQUJcH1PiUkJc5xnuUSBtR lWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvK faU51tQn/PeIXEStwS+5duVvlfnepFYogz3QOnnhLNqO5845LpW1Ent791 JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXO OdB+6hcqZarzeNSvWZGncce9nFI8zxFHZdooKW9H/GEZ+vCCixhZZ+lVs5 odvEjrIcP1iCPYw==</latexit>
0
<latexit sha1_base64="1UhFyz3 wFngEKeQ6xiyVwmB1JV0=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVVI rancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954z c+d6ScCFdJzXnLWwuLS8kl8trK1vbG4Vt3faIs5Sn7X8OIjTrucKFvCItS SXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNj zoGJACSYacfEF1xggho8MIRgiSMIBXAh6eqjAQUJcH1PiUkJc5xnuUSBtR lWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvK faU51tQn/PeIXEStwS+5duVvlfnepFYogz3QOnnhLNqO5845LpW1Ent791 JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXO OdB+6hcqZarzeNSvWZGncce9nFI8zxFHZdooKW9H/GEZ+vCCixhZZ+lVs5 odvEjrIcP1iCPYw==</latexit>
 0
<latexit sha1_base64="9L9fj28 3oPAy3jeoqSGrGMp0VlE=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVVJ bfOwKbgQ3FewD2iJJOq1j8zKZiLV05Q+41R8T/0D/wjvjKEoRvSHJmXPv OTN3rhN5PBGW9ZIxZmbn5heyi7ml5ZXVtfz6RiMJ09hldTf0wrjl2AnzeM DqgguPtaKY2b7jsaYzPJb55g2LEx4G52IUsa5vDwLe564tiGqMOwM2sS7 yBatoqTCnQUmDAnTUwvwzOughhIsUPhgCCMIebCT0tFGChYi4LsbExYS4y jNMkCNtSlWMKmxih/Qd0Kqt2YDW0jNRapd28eiNSWlihzQh1cWE5W6myq fKWbK/eY+VpzzbiP6O9vKJFbgk9i/dZ+V/dbIXgT4OVQ+ceooUI7tztUuq bkWe3PzWlSCHiDiJe5SPCbtK+XnPptIkqnd5t7bKv6pKycq1q2tTvMlTq gEfydj/Guc0aOwVS+Vi+axSqFb0qLPYwjZ2aZ4HqOIENdTJ+woPeMSTcWp cG7fG3UepkdGaTfwI4/4dpCCRsA==</latexit>
 0
<latexit sha1_base64="9L9fj283oPAy3jeoqSGrGMp0VlE=">AAACyX icjVHLSsNAFD2Nr1pfVZdugkVwVVJbfOwKbgQ3FewD2iJJOq1j8zKZiLV05Q+41R8T/0D/wjvjKEoRvSHJmXPvOTN3rhN5PBGW9ZIxZmbn5heyi7ml5 ZXVtfz6RiMJ09hldTf0wrjl2AnzeMDqgguPtaKY2b7jsaYzPJb55g2LEx4G52IUsa5vDwLe564tiGqMOwM2sS7yBatoqTCnQUmDAnTUwvwzOughhIsU PhgCCMIebCT0tFGChYi4LsbExYS4yjNMkCNtSlWMKmxih/Qd0Kqt2YDW0jNRapd28eiNSWlihzQh1cWE5W6myqfKWbK/eY+VpzzbiP6O9vKJFbgk9i/ dZ+V/dbIXgT4OVQ+ceooUI7tztUuqbkWe3PzWlSCHiDiJe5SPCbtK+XnPptIkqnd5t7bKv6pKycq1q2tTvMlTqgEfydj/Guc0aOwVS+Vi+axSqFb0qL PYwjZ2aZ4HqOIENdTJ+woPeMSTcWpcG7fG3UepkdGaTfwI4/4dpCCRsA==</latexit>
0
<latexit sha1_base64="1UhFyz3wFngEKeQ6xiyVwmB1JV0=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVVIrancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954zc+d6ScCFdJzXnLWwuLS8kl8trK1vb G4Vt3faIs5Sn7X8OIjTrucKFvCItSSXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNjzoGJACSYacfEF1xggho8MIRgiSMIB XAh6eqjAQUJcH1PiUkJc5xnuUSBtRlWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvKfaU51tQn/PeIXEStwS+5duVvlfnep FYogz3QOnnhLNqO5845LpW1Ent791JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXOOdB+6hcqZarzeNSvWZGncce9nFI8z xFHZdooKW9H/GEZ+vCCixhZZ+lVs5odvEjrIcP1iCPYw==</latexit>
1
<latexit sha1_base64="IcowM9D fYqg0pxnq99TZwg0ZoAc=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVRI rancFQVy2YB9QiyTptIZOkzAzEUrRH3Cr3yb+gf6Fd8ZUlCJ6Q5Iz595z Zu5cP+GhVI7zmrMWFpeWV/KrhbX1jc2t4vZOS8apCFgziHksOr4nGQ8j1l Sh4qyTCOaNfc7a/uhc59t3TMgwjq7UJGG9sTeMwkEYeIqohntTLDllx4Q 9D9wMlJBFPS6+4Bp9xAiQYgyGCIowhwdJTxcuHCTE9TAlThAKTZ7hHgXSp lTFqMIjdkTfIa26GRvRWntKow5oF06vIKWNA9LEVCcI691sk0+Ns2Z/85 4aT322Cf39zGtMrMItsX/pZpX/1eleFAY4Mz2E1FNiGN1dkLmk5lb0ye1v XSlySIjTuE95QTgwytk920YjTe/6bj2TfzOVmtXrIKtN8a5PaQZc1XHyN c550Doqu5VypXFcqlWzUeexh30c0jxPUcMl6mga70c84dm6sLglrfSz1Mp lml38COvhA9iAj2Q=</latexit>
1
<latexit sha1_base64="IcowM9D fYqg0pxnq99TZwg0ZoAc=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVRI rancFQVy2YB9QiyTptIZOkzAzEUrRH3Cr3yb+gf6Fd8ZUlCJ6Q5Iz595z Zu5cP+GhVI7zmrMWFpeWV/KrhbX1jc2t4vZOS8apCFgziHksOr4nGQ8j1l Sh4qyTCOaNfc7a/uhc59t3TMgwjq7UJGG9sTeMwkEYeIqohntTLDllx4Q 9D9wMlJBFPS6+4Bp9xAiQYgyGCIowhwdJTxcuHCTE9TAlThAKTZ7hHgXSp lTFqMIjdkTfIa26GRvRWntKow5oF06vIKWNA9LEVCcI691sk0+Ns2Z/85 4aT322Cf39zGtMrMItsX/pZpX/1eleFAY4Mz2E1FNiGN1dkLmk5lb0ye1v XSlySIjTuE95QTgwytk920YjTe/6bj2TfzOVmtXrIKtN8a5PaQZc1XHyN c550Doqu5VypXFcqlWzUeexh30c0jxPUcMl6mga70c84dm6sLglrfSz1Mp lml38COvhA9iAj2Q=</latexit>
 0
<latexit sha1_base64="9L9fj283oPAy3jeoqSGrGMp0VlE=">AAACyX icjVHLSsNAFD2Nr1pfVZdugkVwVVJbfOwKbgQ3FewD2iJJOq1j8zKZiLV05Q+41R8T/0D/wjvjKEoRvSHJmXPvOTN3rhN5PBGW9ZIxZmbn5heyi7ml5 ZXVtfz6RiMJ09hldTf0wrjl2AnzeMDqgguPtaKY2b7jsaYzPJb55g2LEx4G52IUsa5vDwLe564tiGqMOwM2sS7yBatoqTCnQUmDAnTUwvwzOughhIsU PhgCCMIebCT0tFGChYi4LsbExYS4yjNMkCNtSlWMKmxih/Qd0Kqt2YDW0jNRapd28eiNSWlihzQh1cWE5W6myqfKWbK/eY+VpzzbiP6O9vKJFbgk9i/ dZ+V/dbIXgT4OVQ+ceooUI7tztUuqbkWe3PzWlSCHiDiJe5SPCbtK+XnPptIkqnd5t7bKv6pKycq1q2tTvMlTqgEfydj/Guc0aOwVS+Vi+axSqFb0qL PYwjZ2aZ4HqOIENdTJ+woPeMSTcWpcG7fG3UepkdGaTfwI4/4dpCCRsA==</latexit>
 0
<latexit sha1_base64="9L9fj283oPAy3jeoqSGrGMp0VlE=">AAACyX icjVHLSsNAFD2Nr1pfVZdugkVwVVJbfOwKbgQ3FewD2iJJOq1j8zKZiLV05Q+41R8T/0D/wjvjKEoRvSHJmXPvOTN3rhN5PBGW9ZIxZmbn5heyi7ml5 ZXVtfz6RiMJ09hldTf0wrjl2AnzeMDqgguPtaKY2b7jsaYzPJb55g2LEx4G52IUsa5vDwLe564tiGqMOwM2sS7yBatoqTCnQUmDAnTUwvwzOughhIsU PhgCCMIebCT0tFGChYi4LsbExYS4yjNMkCNtSlWMKmxih/Qd0Kqt2YDW0jNRapd28eiNSWlihzQh1cWE5W6myqfKWbK/eY+VpzzbiP6O9vKJFbgk9i/ dZ+V/dbIXgT4OVQ+ceooUI7tztUuqbkWe3PzWlSCHiDiJe5SPCbtK+XnPptIkqnd5t7bKv6pKycq1q2tTvMlTqgEfydj/Guc0aOwVS+Vi+axSqFb0qL PYwjZ2aZ4HqOIENdTJ+woPeMSTcWpcG7fG3UepkdGaTfwI4/4dpCCRsA==</latexit>0
<latexit sha1_base64="1UhFyz3wFngEKeQ6xiyVwmB1JV0=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVVIrancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954zc+d6ScCFdJzXnLWwuLS8kl8trK1vb G4Vt3faIs5Sn7X8OIjTrucKFvCItSSXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNjzoGJACSYacfEF1xggho8MIRgiSMIB XAh6eqjAQUJcH1PiUkJc5xnuUSBtRlWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvKfaU51tQn/PeIXEStwS+5duVvlfnep FYogz3QOnnhLNqO5845LpW1Ent791JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXOOdB+6hcqZarzeNSvWZGncce9nFI8z xFHZdooKW9H/GEZ+vCCixhZZ+lVs5odvEjrIcP1iCPYw==</latexit>
0
<latexit sha1_base64="1UhFyz3wFngEKeQ6xiyVwmB1JV0=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVVIrancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954zc+d6ScCFdJzXnLWwuLS8kl8trK1vb G4Vt3faIs5Sn7X8OIjTrucKFvCItSSXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNjzoGJACSYacfEF1xggho8MIRgiSMIB XAh6eqjAQUJcH1PiUkJc5xnuUSBtRlWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvKfaU51tQn/PeIXEStwS+5duVvlfnep FYogz3QOnnhLNqO5845LpW1Ent791JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXOOdB+6hcqZarzeNSvWZGncce9nFI8z xFHZdooKW9H/GEZ+vCCixhZZ+lVs5odvEjrIcP1iCPYw==</latexit> 2
<latexit sha1_base64="hONIc/c2Sk7l7mGNG+j252v71rE=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVdJW1O4KgrhswdpCLZKk0zo0LyYToRT9Abf6beIf6F94Z5yKUkRvSHLm3HvOzJ3rJQFPpeO85qyFxaXllfxqYW19Y 3OruL1zlcaZ8Fnbj4NYdD03ZQGPWFtyGbBuIpgbegHreOMzle/cMZHyOLqUk4T1Q3cU8SH3XUlUq3pTLDllR4c9DyoGlGCiGRdfcI0BYvjIEIIhgiQc wEVKTw8VOEiI62NKnCDEdZ7hHgXSZlTFqMIldkzfEa16ho1orTxTrfZpl4BeQUobB6SJqU4QVrvZOp9pZ8X+5j3VnupsE/p7xiskVuKW2L90s8r/6lQ vEkOc6h449ZRoRnXnG5dM34o6uf2tK0kOCXEKDygvCPtaObtnW2tS3bu6W1fn33SlYtXaN7UZ3tUp9YDrKo6/xjkPrqrlSq1cax2VGnUz6jz2sI9Dmu cJGrhAE23t/YgnPFvnVmClVvZZauWMZhc/wnr4ANrgj2U=</latexit>
 0
<latexit sha1_base64="9L9fj283oPAy3jeoqSGrGMp0VlE=">AAACyX icjVHLSsNAFD2Nr1pfVZdugkVwVVJbfOwKbgQ3FewD2iJJOq1j8zKZiLV05Q+41R8T/0D/wjvjKEoRvSHJmXPvOTN3rhN5PBGW9ZIxZmbn5heyi7ml5 ZXVtfz6RiMJ09hldTf0wrjl2AnzeMDqgguPtaKY2b7jsaYzPJb55g2LEx4G52IUsa5vDwLe564tiGqMOwM2sS7yBatoqTCnQUmDAnTUwvwzOughhIsU PhgCCMIebCT0tFGChYi4LsbExYS4yjNMkCNtSlWMKmxih/Qd0Kqt2YDW0jNRapd28eiNSWlihzQh1cWE5W6myqfKWbK/eY+VpzzbiP6O9vKJFbgk9i/ dZ+V/dbIXgT4OVQ+ceooUI7tztUuqbkWe3PzWlSCHiDiJe5SPCbtK+XnPptIkqnd5t7bKv6pKycq1q2tTvMlTqgEfydj/Guc0aOwVS+Vi+axSqFb0qL PYwjZ2aZ4HqOIENdTJ+woPeMSTcWpcG7fG3UepkdGaTfwI4/4dpCCRsA==</latexit> 0
<latexit sha1_base64="1UhFyz3wFngEKeQ6xiyVwmB1JV0=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVVIrancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954zc+d6ScCFdJzXnLWwuLS8kl8trK1vb G4Vt3faIs5Sn7X8OIjTrucKFvCItSSXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNjzoGJACSYacfEF1xggho8MIRgiSMIB XAh6eqjAQUJcH1PiUkJc5xnuUSBtRlWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvKfaU51tQn/PeIXEStwS+5duVvlfnep FYogz3QOnnhLNqO5845LpW1Ent791JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXOOdB+6hcqZarzeNSvWZGncce9nFI8z xFHZdooKW9H/GEZ+vCCixhZZ+lVs5odvEjrIcP1iCPYw==</latexit>
0
<latexit sha1_base64="1UhFyz3wFngEKeQ6xiyVwmB1JV0=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVVIrancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954zc+d6ScCFdJzXnLWwuLS8kl8trK1vb G4Vt3faIs5Sn7X8OIjTrucKFvCItSSXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNjzoGJACSYacfEF1xggho8MIRgiSMIB XAh6eqjAQUJcH1PiUkJc5xnuUSBtRlWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvKfaU51tQn/PeIXEStwS+5duVvlfnep FYogz3QOnnhLNqO5845LpW1Ent791JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXOOdB+6hcqZarzeNSvWZGncce9nFI8z xFHZdooKW9H/GEZ+vCCixhZZ+lVs5odvEjrIcP1iCPYw==</latexit>
 1
<latexit sha1_base64="duYoH3RQpEMhhU4+UaEdYNhgQWk=">AAACyX icjVHLSsNAFD2Nr1pfVZdugkVwVVJbfOwKbgQ3FewD2iJJOq1j8zKZiLV05Q+41R8T/0D/wjvjKEoRvSHJmXPvOTN3rhN5PBGW9ZIxZmbn5heyi7ml5 ZXVtfz6RiMJ09hldTf0wrjl2AnzeMDqgguPtaKY2b7jsaYzPJb55g2LEx4G52IUsa5vDwLe564tiGqMOwM2KV3kC1bRUmFOg5IGBeiohflndNBDCBcp fDAEEIQ92EjoaaMECxFxXYyJiwlxlWeYIEfalKoYVdjEDuk7oFVbswGtpWei1C7t4tEbk9LEDmlCqosJy91MlU+Vs2R/8x4rT3m2Ef0d7eUTK3BJ7F+ 6z8r/6mQvAn0cqh449RQpRnbnapdU3Yo8ufmtK0EOEXES9ygfE3aV8vOeTaVJVO/ybm2Vf1WVkpVrV9emeJOnVAM+krH/Nc5p0NgrlsrF8lmlUK3oUW exhW3s0jwPUMUJaqiT9xUe8Ign49S4Nm6Nu49SI6M1m/gRxv07poCRsQ==</latexit>
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<latexit sha1_base64="IcowM9DfYqg0pxnq99TZwg0ZoAc=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVRIrancFQVy2YB9QiyTptIZOkzAzEUrRH3Cr3yb+gf6Fd8ZUlCJ6Q5Iz595zZu5cP+GhVI7zmrMWFpeWV/KrhbX1j c2t4vZOS8apCFgziHksOr4nGQ8j1lSh4qyTCOaNfc7a/uhc59t3TMgwjq7UJGG9sTeMwkEYeIqohntTLDllx4Q9D9wMlJBFPS6+4Bp9xAiQYgyGCIow hwdJTxcuHCTE9TAlThAKTZ7hHgXSplTFqMIjdkTfIa26GRvRWntKow5oF06vIKWNA9LEVCcI691sk0+Ns2Z/854aT322Cf39zGtMrMItsX/pZpX/1el eFAY4Mz2E1FNiGN1dkLmk5lb0ye1vXSlySIjTuE95QTgwytk920YjTe/6bj2TfzOVmtXrIKtN8a5PaQZc1XHyNc550Doqu5VypXFcqlWzUeexh30c0j xPUcMl6mga70c84dm6sLglrfSz1Mplml38COvhA9iAj2Q=</latexit>
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<latexit sha1_base64="1UhFyz3wFngEKeQ6xiyVwmB1JV0=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVVIrancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954zc+d6ScCFdJzXnLWwuLS8kl8trK1vb G4Vt3faIs5Sn7X8OIjTrucKFvCItSSXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNjzoGJACSYacfEF1xggho8MIRgiSMIB XAh6eqjAQUJcH1PiUkJc5xnuUSBtRlWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvKfaU51tQn/PeIXEStwS+5duVvlfnep FYogz3QOnnhLNqO5845LpW1Ent791JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXOOdB+6hcqZarzeNSvWZGncce9nFI8z xFHZdooKW9H/GEZ+vCCixhZZ+lVs5odvEjrIcP1iCPYw==</latexit>
0
<latexit sha1_base64="1UhFyz3wFngEKeQ6xiyVwmB1JV0=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVVIrancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954zc+d6ScCFdJzXnLWwuLS8kl8trK1vb G4Vt3faIs5Sn7X8OIjTrucKFvCItSSXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNjzoGJACSYacfEF1xggho8MIRgiSMIB XAh6eqjAQUJcH1PiUkJc5xnuUSBtRlWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvKfaU51tQn/PeIXEStwS+5duVvlfnep FYogz3QOnnhLNqO5845LpW1Ent791JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXOOdB+6hcqZarzeNSvWZGncce9nFI8z xFHZdooKW9H/GEZ+vCCixhZZ+lVs5odvEjrIcP1iCPYw==</latexit>
0
<latexit sha1_base64="1UhFyz3wFngEKeQ6xiyVwmB1JV0=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVVIrancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954zc+d6ScCFdJzXnLWwuLS8kl8trK1vb G4Vt3faIs5Sn7X8OIjTrucKFvCItSSXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNjzoGJACSYacfEF1xggho8MIRgiSMIB XAh6eqjAQUJcH1PiUkJc5xnuUSBtRlWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvKfaU51tQn/PeIXEStwS+5duVvlfnep FYogz3QOnnhLNqO5845LpW1Ent791JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXOOdB+6hcqZarzeNSvWZGncce9nFI8z xFHZdooKW9H/GEZ+vCCixhZZ+lVs5odvEjrIcP1iCPYw==</latexit>
0
<latexit sha1_base64="1UhFyz3wFngEKeQ6xiyVwmB1JV0=">AAACxH icjVHLSsNAFD2Nr1pfVZdugkVwVVIrancFQVy2YB9QiyTptA7Ni8xEKEV/wK1+m/gH+hfeGaeiFNEbkpw5954zc+d6ScCFdJzXnLWwuLS8kl8trK1vb G4Vt3faIs5Sn7X8OIjTrucKFvCItSSXAesmKXNDL2Adb3yu8p07lgoeR1dykrB+6I4iPuS+K4lqOjfFklN2dNjzoGJACSYacfEF1xggho8MIRgiSMIB XAh6eqjAQUJcH1PiUkJc5xnuUSBtRlWMKlxix/Qd0apn2IjWylNotU+7BPSmpLRxQJqY6lLCajdb5zPtrNjfvKfaU51tQn/PeIXEStwS+5duVvlfnep FYogz3QOnnhLNqO5845LpW1Ent791JckhIU7hAeVTwr5Wzu7Z1hqhe1d36+r8m65UrFr7pjbDuzqlHnBNxcnXOOdB+6hcqZarzeNSvWZGncce9nFI8z xFHZdooKW9H/GEZ+vCCixhZZ+lVs5odvEjrIcP1iCPYw==</latexit>
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<latexit sha1_base64="9Xm0D1Duiu9YV+f3mYa1ijjc6HM=">AAACyX icjVHLSsNAFD2Nr1pfVZdugkVwVdIHPnYFN4KbCvYBbZFkOq2xaRKTiVhLV/6AW/0x8Q/0L7wzTkUpojckOXPuPWfmznVCz42FZb2mjLn5hcWl9HJmZ XVtfSO7uVWPgyRivMYCL4iajh1zz/V5TbjC480w4vbQ8XjDGZzIfOOWR7Eb+BdiFPLO0O77bs9ltiCqPm73+aR4mc1ZeUuFOQsKGuSgoxpkX9BGFwEY EgzB4UMQ9mAjpqeFAiyExHUwJi4i5Ko8xwQZ0iZUxanCJnZA3z6tWpr1aS09Y6VmtItHb0RKE3ukCaguIix3M1U+Uc6S/c17rDzl2Ub0d7TXkFiBK2L /0k0r/6uTvQj0cKR6cKmnUDGyO6ZdEnUr8uTmt64EOYTESdylfESYKeX0nk2liVXv8m5tlX9TlZKVa6ZrE7zLU6oBH8s4+BrnLKgX84VSvnRezlXKet Rp7GAX+zTPQ1Rwiipq5H2NRzzh2Tgzbow74/6z1EhpzTZ+hPHwAajgkbI=</latexit>
Fig. 3. Acceptance conditions for a game with no cutoff wrt. (0, 0,N)
`3, wait until they are moved to `4, then repeat with two new tokens from `0 until all the
tokens are removed from `0, and Environment cannot escape F anymore. However, one can
check that there is no winning strategy for initial configurations of odd size. uunionsq
Lemma 14. There is a game G = (A,B,F) such that Win(G) does not have a cutoff wrt.
(N,N, 0).
Proof. We define G such that System wins only if she has at least as many processes as
Environment. Let As = {a}, Ae = {b}, and B = 2. As there are no shared processes,
we can safely ignore locations with a letter from both System and Environment. We set
F = {κ1, κ2, κ3, κ4} where
κ1(⟪a⟫) = (=1 ,=0 ,=0) κ2(⟪a⟫) = (=1 ,=0 ,=0) κ3(⟪a⟫) = (=0 ,=0 ,=0)
κ1(⟪b⟫) = (=0 ,=0 ,=0) κ2(⟪b⟫) = (=0 ,≥2 ,=0) κ3(⟪b⟫) = (=0 ,≥1 ,=0) ,
κ4(`0) = (=0 ,=0 ,=0), and κi(`
′) = (≥0 ,≥0 ,=0) for all other `′ ∈ L and i ∈ {1, 2, 3, 4}.
The details are available in Appendix D. uunionsq
We now turn to the case where the number of processes that can be triggered by En-
vironment is bounded. Note that similar restrictions are imposed in other settings to get
decidability, such as limiting the environment to a finite (Boolean) domain [17] or restricting
to one environment process [3, 18]. We obtain decidability of the synthesis problem via a
cutoff construction:
Theorem 15. Given ke, kse ∈ N, every game G = (A,B,F) has a cutoff wrt. (N, {ke}, {kse}).
More precisely: Let K be the largest constant that occurs in F . Moreover, let Max = (ke+kse)·
|Ae| ·B and Nˆ = |L|Max+1 ·K. Then, (Nˆ , ke, kse) is a cutoff of Win(G) wrt. (N, {ke}, {kse}).
Proof. We will show that, for all N ≥ Nˆ ,
(N, ke, kse) ∈Win(G) ⇐⇒ (N + 1, ke, kse) ∈Win(G) .
The main observation is that, when C contains more than K tokens in a given ` ∈ L,
adding more tokens in ` will not change whether C |= F . Given C,C ′ ∈ Conf , we write
C <e C if C 6= C ′ and there is τ ∈ Te such that τ(C) = C ′. Note that the length d of a chain
C0 <e C1 <e . . . <e Cd is bounded by Max . In other words, Max is the maximal number of
transitions that Environment can do in a play. For all d ∈ {0, . . . ,Max}, let Confd be the set
of configurations C ∈ Conf such that the longest chain in (Conf , <e) starting from C has
length d.
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<latexit sha1_base64="nJMMxW25HMUmKvhYUopZMpmD8q8=">AAACxXicjVHLS sNAFD2Nr1pfVZdugkV0VRJdKIJY6EKXVewDapEkndbQvJhMCqWIP+BWf0A/xL8o/oH+hXemKahFdEKSM+eec2bujB15biwM4y2jzczOzS9kF3NLyyura/n1jVocJtxhV Sf0Qt6wrZh5bsCqwhUea0ScWb7tsbrdK8t6vc947IbBlRhErOVb3cDtuI4liLos797kC0bRUEOfBmYKCqevz6PcSfRSCfMjXKONEA4S+GAIIAh7sBDT04QJAxFxLQyJ4 4RcVWe4Q468CakYKSxie/Tt0qyZsgHNZWas3A6t4tHLyaljhzwh6ThhuZqu6olKluxv2UOVKfc2oL+dZvnECtwS+5dvovyvT/Yi0MGR6sGlniLFyO6cNCVRpyJ3rn/pS lBCRJzEbapzwo5yTs5ZV55Y9S7P1lL1d6WUrJw7qTbBh9wlXbD58zqnQW2/aB4U9y+MQukY45HFFraxR/d5iBLOUUGVsjt4wCOetDPN14TWH0u1TOrZxLeh3X8C312TR Q==</latexit>C
<latexit sha1_base64="4tPpkkOgva+ +HCSorXCtJv+3qsE=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVRJdKIJYKIjLF uwDapEkndbQaRIyE6EU/QG3+gX6If5F8Q/0L7wzTUEtohOSnDn3nDNzZ9yI+0Ja1 lvGmJtfWFzKLudWVtfWN/KbW3URJrHHal7Iw7jpOoJxP2A16UvOmlHMnIHLWcPtl 1W9ccti4YfBpRxGrD1weoHf9T1HElUtX+cLVtHSw5wFdgoKZ6/P49xp9FIJ82Nco YMQHhIMwBBAEuZwIOhpwYaFiLg2RsTFhHxdZ7hDjrwJqRgpHGL79O3RrJWyAc1Vp tBuj1bh9MbkNLFHnpB0MWG1mqnriU5W7G/ZI52p9jakv5tmDYiVuCH2L99U+V+f6 kWii2Pdg089RZpR3XlpSqJPRe3c/NKVpISIOIU7VI8Je9o5PWdTe4TuXZ2to+vvW qlYNfdSbYIPtUu6YPvndc6C+kHRPiweVK1C6QSTkcUOdrFP93mEEi5QQU1nP+ART 8a5wQ1hJBOpkUk92/g2jPtPXLqTFA==</latexit>
<`latexit sha1_base64="pLbRbQmI/G9 aTFj1oi+z/y3ABio=">AAACx3icjVHLSsNAFD2Nr1pfVZdugkVwVRJdKIJYcKO7C vYBbZEknbahkwfJpFiKC3/Are71Q/yL4h/oX3hnmoJaRCckOXPuOWfmztghd2NhG G8ZbW5+YXEpu5xbWV1b38hvblXjIIkcVnECHkR124oZd31WEa7grB5GzPJszmp2/ 1zWawMWxW7gX4thyFqe1fXdjutYQlJNxvlNvmAUDTX0WWCmoHD2+jzOnYYv5SA/R hNtBHCQwAODD0GYw0JMTwMmDITEtTAiLiLkqjrDHXLkTUjFSGER26dvl2aNlPVpL jNj5XZoFU5vRE4de+QJSBcRlqvpqp6oZMn+lj1SmXJvQ/rbaZZHrECP2L98U+V/f bIXgQ6OVQ8u9RQqRnbnpCmJOhW5c/1LV4ISQuIkblM9Iuwo5/ScdeWJVe/ybC1Vf 1dKycq5k2oTfMhd0gWbP69zFlQPiuZh8eDKKJROMBlZ7GAX+3SfRyjhAmVUKLuHB zziSbvUAm2g3U6kWib1bOPb0O4/Afy3lIg=</latexit>
`0
<latexit sha1_base64="OOPJDtSn+T7 SRrD60FlF5cqz8DE=">AAACyHicjVHLSsNAFD2Nr1pfVZdugkV0VdK6UASx4EZcV bAPaIsk6bQOnSYhmSiluPEH3OpaP8S/KP6B/oV3pimoRXRCkjPnnnNm7owTCB5Jy 3pLGTOzc/ML6cXM0vLK6lp2faMa+XHosorrCz+sO3bEBPdYRXIpWD0Imd13BKs5v VNVr92wMOK+dykHAWv17a7HO9y1JVGVJhNi9yqbs/KWHuY0KCQgd/L6PMocBy9lP ztCE234cBGjDwYPkrCAjYieBgqwEBDXwpC4kBDXdYY7ZMgbk4qRwia2R98uzRoJ6 9FcZUba7dIqgt6QnCZ2yOOTLiSsVjN1PdbJiv0te6gz1d4G9HeSrD6xEtfE/uWbK P/rU71IdHCoe+DUU6AZ1Z2bpMT6VNTOzS9dSUoIiFO4TfWQsKudk3M2tSfSvauzt XX9XSsVq+Zuoo3xoXZJF1z4eZ3ToFrMF/bzxQsrVzrCeKSxhW3s0X0eoIQzlFGhb I4HPOLJODcC49YYjKVGKvFs4tsw7j8BgMWUuQ==</latexit>
Conf d
<latexit sha1_bas e64="XIzJvPNbskvhis/Fv2hD7zoHUsk =">AAAC1nicjVHLSsNAFD2Nr1pfra7UT VAE3ZS0LhRXhW5cVrAPaKUk6dQOzYtko pRSdz52+gNu9ZPEP9Clf+CdaQQfiE5Ic ubce87MvdcKHB4Jw3hOaROTU9Mz6dnM3 PzC4lI2t1yL/Di0WdX2HT9sWGbEHO6xq uDCYY0gZKZrOaxu9csyXj9jYcR971gMA nbimqce73LbFES1s7mWa4oeF8Oy73VH7 WFn1M5uGnlDLf0nKCRgs7T6tnNze7VW8 bNPaKEDHzZiuGDwIAg7MBHR00QBBgLiT jAkLiTEVZxhhAxpY8pilGES26fvKe2aC evRXnpGSm3TKQ69ISl1bJHGp7yQsDxNV /FYOUv2N++h8pR3G9DfSrxcYgV6xP6l+ 8j8r07WItDFvqqBU02BYmR1duISq67Im +ufqhLkEBAncYfiIWFbKT/6rCtNpGqXv TVV/EVlSlbu7SQ3xqu8JQ248H2cP0Gtm C/s5otHNOkDjFca69jANs1zDyUcooIqe Z/jHg941BrahXapXY9TtVSiWcGXpd29A 1D1mhQ=</latexit>
<`latexit sha1_base64="pLbRbQmI/G9aTFj1oi+z/y3ABio=">AAACx3icjVHLS sNAFD2Nr1pfVZdugkVwVRJdKIJYcKO7CvYBbZEknbahkwfJpFiKC3/Are71Q/yL4h/oX3hnmoJaRCckOXPuOWfmztghd2NhGG8ZbW5+YXEpu5xbWV1b38hvblXjIIkcV nECHkR124oZd31WEa7grB5GzPJszmp2/1zWawMWxW7gX4thyFqe1fXdjutYQlJNxvlNvmAUDTX0WWCmoHD2+jzOnYYv5SA/RhNtBHCQwAODD0GYw0JMTwMmDITEtTAiL iLkqjrDHXLkTUjFSGER26dvl2aNlPVpLjNj5XZoFU5vRE4de+QJSBcRlqvpqp6oZMn+lj1SmXJvQ/rbaZZHrECP2L98U+V/fbIXgQ6OVQ8u9RQqRnbnpCmJOhW5c/1LV 4ISQuIkblM9Iuwo5/ScdeWJVe/ybC1Vf1dKycq5k2oTfMhd0gWbP69zFlQPiuZh8eDKKJROMBlZ7GAX+3SfRyjhAmVUKLuHBzziSbvUAm2g3U6kWib1bOPb0O4/Afy3l Ig=</latexit>
`0
<latexit sha1_base64="OOPJDtSn+T7SRrD60FlF5cqz8DE=">AAACyHicjVHLS sNAFD2Nr1pfVZdugkV0VdK6UASx4EZcVbAPaIsk6bQOnSYhmSiluPEH3OpaP8S/KP6B/oV3pimoRXRCkjPnnnNm7owTCB5Jy3pLGTOzc/ML6cXM0vLK6lp2faMa+XHos orrCz+sO3bEBPdYRXIpWD0Imd13BKs5vVNVr92wMOK+dykHAWv17a7HO9y1JVGVJhNi9yqbs/KWHuY0KCQgd/L6PMocBy9lPztCE234cBGjDwYPkrCAjYieBgqwEBDXw pC4kBDXdYY7ZMgbk4qRwia2R98uzRoJ69FcZUba7dIqgt6QnCZ2yOOTLiSsVjN1PdbJiv0te6gz1d4G9HeSrD6xEtfE/uWbKP/rU71IdHCoe+DUU6AZ1Z2bpMT6VNTOz S9dSUoIiFO4TfWQsKudk3M2tSfSvauztXX9XSsVq+Zuoo3xoXZJF1z4eZ3ToFrMF/bzxQsrVzrCeKSxhW3s0X0eoIQzlFGhbI4HPOLJODcC49YYjKVGKvFs4tsw7j8Bg MWUuQ==</latexit>
N 0   |L|d ·K
<latexit sha1_base64="zJV1yCnahI8TAebWePBiOWaRIGE=">AAAC23icjVHLS sNAFD3GV31XBRe6GSyiq5LqQnEluBF8UMFqwdaSTKc1mCYhmQjSFhfiRtz6A271G/wN8Q/0B1x7Z5qCD0QnJDlz7j1n5t5rB64TSdN86TF6+/oHBlNDwyOjY+MT6cmpw 8iPQy4K3Hf9sGhbkXAdTxSkI11RDEJhNWxXHNlnmyp+dC7CyPG9A3kRiHLDqntOzeGWJKqSntlbZKW6YK2d1kmz2mYlXvUl266kM2bW1Iv9BLkEZDZmrzPvl7tPeT/9j BKq8MERowEBD5KwCwsRPcfIwURAXBlN4kJCjo4LtDFM2piyBGVYxJ7Rt06744T1aK88I63mdIpLb0hKhgXS+JQXElanMR2PtbNif/Nuak91twv624lXg1iJU2L/0nUz/ 6tTtUjUsKZrcKimQDOqOp64xLor6ubsU1WSHALiFK5SPCTMtbLbZ6Y1ka5d9dbS8VedqVi150lujDd1Sxpw7vs4f4LD5WxuJbu8T5NeR2elMId5LNE8V7GBLeRRIO8W7 vGAR6NsXBk3xm0n1ehJNNP4soy7D5/xmu4=</latexit>
N   |L|d+1 ·K
<latexit sha1_base64="WRkvnhlRAf2 B5XN4mgsbbulWT1g=">AAAC3HicjVHLSsRAECzj+x31IOhlcBEEYUn0oHgSvAg+U HB1YdeVZHZcg3mRTARZxYuexKs/4FV/wd8Q/0B/wLM9YwR1EZ2QpKa6q6Z72o19L 5WW9dxmtHd0dnX39Pb1DwwODZsjo7tplCVclHjkR0nZdVLhe6EoSU/6ohwnwglcX +y5xysqvnciktSLwh15Gov9wGmE3qHHHUnUgTm+yaoNwc7Wz2rN+qx9zqq8Hkm2d mAWrKKlF2sFdg4KyxNXhbeLjcetyHxCFXVE4MgQQCCEJOzDQUpPBTYsxMTto0lcQ sjTcYFz9JE2oyxBGQ6xx/Rt0K6SsyHtlWeq1ZxO8elNSMkwTZqI8hLC6jSm45l2V uxv3k3tqWo7pb+bewXEShwR+5fuM/O/OtWLxCEWdQ8e9RRrRnXHc5dM34qqnH3pS pJDTJzCdYonhLlWft4z05pU967u1tHxF52pWLXneW6GV1UlDdj+Oc5WsDtXtOeLc 9s06SV8rB5MYgozNM8FLGMVWyjp+u9wjwejZlwa18bNR6rRlmvG8G0Zt+9MZJst< /latexit>
<`latexit sha1_base64="pLbRbQmI/G9 aTFj1oi+z/y3ABio=">AAACx3icjVHLSsNAFD2Nr1pfVZdugkVwVRJdKIJYcKO7C vYBbZEknbahkwfJpFiKC3/Are71Q/yL4h/oX3hnmoJaRCckOXPuOWfmztghd2NhG G8ZbW5+YXEpu5xbWV1b38hvblXjIIkcVnECHkR124oZd31WEa7grB5GzPJszmp2/ 1zWawMWxW7gX4thyFqe1fXdjutYQlJNxvlNvmAUDTX0WWCmoHD2+jzOnYYv5SA/R hNtBHCQwAODD0GYw0JMTwMmDITEtTAiLiLkqjrDHXLkTUjFSGER26dvl2aNlPVpL jNj5XZoFU5vRE4de+QJSBcRlqvpqp6oZMn+lj1SmXJvQ/rbaZZHrECP2L98U+V/f bIXgQ6OVQ8u9RQqRnbnpCmJOhW5c/1LV4ISQuIkblM9Iuwo5/ScdeWJVe/ybC1Vf 1dKycq5k2oTfMhd0gWbP69zFlQPiuZh8eDKKJROMBlZ7GAX+3SfRyjhAmVUKLuHB zziSbvUAm2g3U6kWib1bOPb0O4/Afy3lIg=</latexit>
`0
<latexit sha1_base64="OOPJDtSn+T7 SRrD60FlF5cqz8DE=">AAACyHicjVHLSsNAFD2Nr1pfVZdugkV0VdK6UASx4EZcV bAPaIsk6bQOnSYhmSiluPEH3OpaP8S/KP6B/oV3pimoRXRCkjPnnnNm7owTCB5Jy 3pLGTOzc/ML6cXM0vLK6lp2faMa+XHosorrCz+sO3bEBPdYRXIpWD0Imd13BKs5v VNVr92wMOK+dykHAWv17a7HO9y1JVGVJhNi9yqbs/KWHuY0KCQgd/L6PMocBy9lP ztCE234cBGjDwYPkrCAjYieBgqwEBDXwpC4kBDXdYY7ZMgbk4qRwia2R98uzRoJ6 9FcZUba7dIqgt6QnCZ2yOOTLiSsVjN1PdbJiv0te6gz1d4G9HeSrD6xEtfE/uWbK P/rU71IdHCoe+DUU6AZ1Z2bpMT6VNTOzS9dSUoIiFO4TfWQsKudk3M2tSfSvauzt XX9XSsVq+Zuoo3xoXZJF1z4eZ3ToFrMF/bzxQsrVzrCeKSxhW3s0X0eoIQzlFGhb I4HPOLJODcC49YYjKVGKvFs4tsw7j8BgMWUuQ==</latexit>
<`latexit sha1_base64="pLbRbQmI/G9aTFj1oi+z/y3ABio=">AAACx3icjVHLS sNAFD2Nr1pfVZdugkVwVRJdKIJYcKO7CvYBbZEknbahkwfJpFiKC3/Are71Q/yL4h/oX3hnmoJaRCckOXPuOWfmztghd2NhGG8ZbW5+YXEpu5xbWV1b38hvblXjIIkcV nECHkR124oZd31WEa7grB5GzPJszmp2/1zWawMWxW7gX4thyFqe1fXdjutYQlJNxvlNvmAUDTX0WWCmoHD2+jzOnYYv5SA/RhNtBHCQwAODD0GYw0JMTwMmDITEtTAiL iLkqjrDHXLkTUjFSGER26dvl2aNlPVpLjNj5XZoFU5vRE4de+QJSBcRlqvpqp6oZMn+lj1SmXJvQ/rbaZZHrECP2L98U+V/fbIXgQ6OVQ8u9RQqRnbnpCmJOhW5c/1LV 4ISQuIkblM9Iuwo5/ScdeWJVe/ybC1Vf1dKycq5k2oTfMhd0gWbP69zFlQPiuZh8eDKKJROMBlZ7GAX+3SfRyjhAmVUKLuHBzziSbvUAm2g3U6kWib1bOPb0O4/Afy3l Ig=</latexit>
`0
<latexit sha1_base64="OOPJDtSn+T7SRrD60FlF5cqz8DE=">AAACyHicjVHLS sNAFD2Nr1pfVZdugkV0VdK6UASx4EZcVbAPaIsk6bQOnSYhmSiluPEH3OpaP8S/KP6B/oV3pimoRXRCkjPnnnNm7owTCB5Jy3pLGTOzc/ML6cXM0vLK6lp2faMa+XHos orrCz+sO3bEBPdYRXIpWD0Imd13BKs5vVNVr92wMOK+dykHAWv17a7HO9y1JVGVJhNi9yqbs/KWHuY0KCQgd/L6PMocBy9lPztCE234cBGjDwYPkrCAjYieBgqwEBDXw pC4kBDXdYY7ZMgbk4qRwia2R98uzRoJ69FcZUba7dIqgt6QnCZ2yOOTLiSsVjN1PdbJiv0te6gz1d4G9HeSrD6xEtfE/uWbKP/rU71IdHCoe+DUU6AZ1Z2bpMT6VNTOz S9dSUoIiFO4TfWQsKudk3M2tSfSvauztXX9XSsVq+Zuoo3xoXZJF1z4eZ3ToFrMF/bzxQsrVzrCeKSxhW3s0X0eoIQzlFGhbI4HPOLJODcC49YYjKVGKvFs4tsw7j8Bg MWUuQ==</latexit>
<`latexit sha1_base64="pLbRbQmI/G9aTFj1oi+z/y3ABio=">AAACx3icjVHLS sNAFD2Nr1pfVZdugkVwVRJdKIJYcKO7CvYBbZEknbahkwfJpFiKC3/Are71Q/yL4h/oX3hnmoJaRCckOXPuOWfmztghd2NhGG8ZbW5+YXEpu5xbWV1b38hvblXjIIkcV nECHkR124oZd31WEa7grB5GzPJszmp2/1zWawMWxW7gX4thyFqe1fXdjutYQlJNxvlNvmAUDTX0WWCmoHD2+jzOnYYv5SA/RhNtBHCQwAODD0GYw0JMTwMmDITEtTAiL iLkqjrDHXLkTUjFSGER26dvl2aNlPVpLjNj5XZoFU5vRE4de+QJSBcRlqvpqp6oZMn+lj1SmXJvQ/rbaZZHrECP2L98U+V/fbIXgQ6OVQ8u9RQqRnbnpCmJOhW5c/1LV 4ISQuIkblM9Iuwo5/ScdeWJVe/ybC1Vf1dKycq5k2oTfMhd0gWbP69zFlQPiuZh8eDKKJROMBlZ7GAX+3SfRyjhAmVUKLuHBzziSbvUAm2g3U6kWib1bOPb0O4/Afy3l Ig=</latexit>
`0
<latexit sha1_base64="OOPJDtSn+T7SRrD60FlF5cqz8DE=">AAACyHicjVHLS sNAFD2Nr1pfVZdugkV0VdK6UASx4EZcVbAPaIsk6bQOnSYhmSiluPEH3OpaP8S/KP6B/oV3pimoRXRCkjPnnnNm7owTCB5Jy3pLGTOzc/ML6cXM0vLK6lp2faMa+XHos orrCz+sO3bEBPdYRXIpWD0Imd13BKs5vVNVr92wMOK+dykHAWv17a7HO9y1JVGVJhNi9yqbs/KWHuY0KCQgd/L6PMocBy9lPztCE234cBGjDwYPkrCAjYieBgqwEBDXw pC4kBDXdYY7ZMgbk4qRwia2R98uzRoJ69FcZUba7dIqgt6QnCZ2yOOTLiSsVjN1PdbJiv0te6gz1d4G9HeSrD6xEtfE/uWbKP/rU71IdHCoe+DUU6AZ1Z2bpMT6VNTOz S9dSUoIiFO4TfWQsKudk3M2tSfSvauztXX9XSsVq+Zuoo3xoXZJF1z4eZ3ToFrMF/bzxQsrVzrCeKSxhW3s0X0eoIQzlFGhbI4HPOLJODcC49YYjKVGKvFs4tsw7j8Bg MWUuQ==</latexit>
<`latexit sha1_base64="pLbRbQmI/G9aTFj1oi+z/y3ABio=">AAACx3icjVHLS sNAFD2Nr1pfVZdugkVwVRJdKIJYcKO7CvYBbZEknbahkwfJpFiKC3/Are71Q/yL4h/oX3hnmoJaRCckOXPuOWfmztghd2NhGG8ZbW5+YXEpu5xbWV1b38hvblXjIIkcV nECHkR124oZd31WEa7grB5GzPJszmp2/1zWawMWxW7gX4thyFqe1fXdjutYQlJNxvlNvmAUDTX0WWCmoHD2+jzOnYYv5SA/RhNtBHCQwAODD0GYw0JMTwMmDITEtTAiL iLkqjrDHXLkTUjFSGER26dvl2aNlPVpLjNj5XZoFU5vRE4de+QJSBcRlqvpqp6oZMn+lj1SmXJvQ/rbaZZHrECP2L98U+V/fbIXgQ6OVQ8u9RQqRnbnpCmJOhW5c/1LV 4ISQuIkblM9Iuwo5/ScdeWJVe/ybC1Vf1dKycq5k2oTfMhd0gWbP69zFlQPiuZh8eDKKJROMBlZ7GAX+3SfRyjhAmVUKLuHBzziSbvUAm2g3U6kWib1bOPb0O4/Afy3l Ig=</latexit>
`0
<latexit sha1_base64="OOPJDtSn+T7SRrD60FlF5cqz8DE=">AAACyHicjVHLS sNAFD2Nr1pfVZdugkV0VdK6UASx4EZcVbAPaIsk6bQOnSYhmSiluPEH3OpaP8S/KP6B/oV3pimoRXRCkjPnnnNm7owTCB5Jy3pLGTOzc/ML6cXM0vLK6lp2faMa+XHos orrCz+sO3bEBPdYRXIpWD0Imd13BKs5vVNVr92wMOK+dykHAWv17a7HO9y1JVGVJhNi9yqbs/KWHuY0KCQgd/L6PMocBy9lPztCE234cBGjDwYPkrCAjYieBgqwEBDXw pC4kBDXdYY7ZMgbk4qRwia2R98uzRoJ69FcZUba7dIqgt6QnCZ2yOOTLiSsVjN1PdbJiv0te6gz1d4G9HeSrD6xEtfE/uWbKP/rU71IdHCoe+DUU6AZ1Z2bpMT6VNTOz S9dSUoIiFO4TfWQsKudk3M2tSfSvauztXX9XSsVq+Zuoo3xoXZJF1z4eZ3ToFrMF/bzxQsrVzrCeKSxhW3s0X0eoIQzlFGhbI4HPOLJODcC49YYjKVGKvFs4tsw7j8Bg MWUuQ==</latexit>
⌧ 0
<latexit sha1_base64="63cCSGvLPlE IOJEGJjoUedJ2l0w=">AAACyHicjVHLSsNAFD2Nr1pfVZdugkV0VdK6UASx4EZcV TBtoS2SpNM6NC+SiVKKG3/Ara71Q/yL4h/oX3hnmoJaRCckOXPuOWfmztihy2NhG G8ZbWZ2bn4hu5hbWl5ZXcuvb9TiIIkcZjqBG0QN24qZy31mCi5c1ggjZnm2y+p2/ 1TW6zcsinngX4pByNqe1fN5lzuWIMpsCSvZvcoXjKKhhj4NSikonLw+j3LH4Us1y I/QQgcBHCTwwOBDEHZhIaaniRIMhMS1MSQuIsRVneEOOfImpGKksIjt07dHs2bK+ jSXmbFyO7SKS29ETh075AlIFxGWq+mqnqhkyf6WPVSZcm8D+ttplkeswDWxf/kmy v/6ZC8CXRyqHjj1FCpGduekKYk6Fblz/UtXghJC4iTuUD0i7Cjn5Jx15YlV7/JsL VV/V0rJyrmTahN8yF3SBZd+Xuc0qJWLpf1i+cIoVI4wHllsYRt7dJ8HqOAMVZiUz fGARzxp51qo3WqDsVTLpJ5NfBva/SefxZTG</latexit>
|= F
<latexit sha1_base64="A4CE/aIrGWr2CKQ5YK8DFjjP6l4=">AAAC2HicjVHLS sNAFD3GV31X3ekmWARXJdWF4qogiBtBwWrRFplMpzU4eZBMhFKKbkTc+gNu9Sf8DfEP9Adce2caQS2iE5KcOfeeM3PvdSPpJcpxXgaswaHhkdHc2PjE5NT0TH527jAJ0 5iLCg9lGFddlgjpBaKiPCVFNYoF810pjtzzLR0/uhBx4oXBgWpHou6zVuA1Pc4UUaf5+ZofNoRM7JrP1BlnsrPdPc0XnKJjlt0PShkolBeuC++Xu097Yf4ZNTQQgiOFD 4EAirAEQ0LPCUpwEBFXR4e4mJBn4gJdjJM2pSxBGYzYc/q2aHeSsQHttWdi1JxOkfTGpLSxTJqQ8mLC+jTbxFPjrNnfvDvGU9+tTX838/KJVTgj9i/dZ+Z/dboWhSY2T A0e1RQZRlfHM5fUdEXf3P5SlSKHiDiNGxSPCXOj/OyzbTSJqV33lpn4q8nUrN7zLDfFm74lDbj0c5z94HC1WForru7TpDfRWzksYgkrNM91lLGDPVTIu417PODROraur BvrtpdqDWSaeXxb1t0HOEia2A==</latexit>
|= F
<latexit sha1_base64="A4CE/aIrGWr2CKQ5YK8DFjjP6l4=">AAAC2HicjVHLS sNAFD3GV31X3ekmWARXJdWF4qogiBtBwWrRFplMpzU4eZBMhFKKbkTc+gNu9Sf8DfEP9Adce2caQS2iE5KcOfeeM3PvdSPpJcpxXgaswaHhkdHc2PjE5NT0TH527jAJ0 5iLCg9lGFddlgjpBaKiPCVFNYoF810pjtzzLR0/uhBx4oXBgWpHou6zVuA1Pc4UUaf5+ZofNoRM7JrP1BlnsrPdPc0XnKJjlt0PShkolBeuC++Xu097Yf4ZNTQQgiOFD 4EAirAEQ0LPCUpwEBFXR4e4mJBn4gJdjJM2pSxBGYzYc/q2aHeSsQHttWdi1JxOkfTGpLSxTJqQ8mLC+jTbxFPjrNnfvDvGU9+tTX838/KJVTgj9i/dZ+Z/dboWhSY2T A0e1RQZRlfHM5fUdEXf3P5SlSKHiDiNGxSPCXOj/OyzbTSJqV33lpn4q8nUrN7zLDfFm74lDbj0c5z94HC1WForru7TpDfRWzksYgkrNM91lLGDPVTIu417PODROraur BvrtpdqDWSaeXxb1t0HOEia2A==</latexit>
C 00
<latexit sha1_base64="ZbaD4YaljmpsVYQkYcz2V+KnT/w=">AAACxnicjVHLS sNAFD2Nr1pfVZdugkXqqqR1oQhioZsuK9oH1CLJdFpD8yKZKKUI/oBb/QD9EP+i+Af6F96ZpqAW0QlJzpx7zpm5M1bg2JEwjLeUNje/sLiUXs6srK6tb2Q3txqRH4eM1 5nv+GHLMiPu2B6vC1s4vBWE3HQthzetQUXWmzc8jGzfuxDDgHdcs+/ZPZuZgqjzSj5/lc0ZBUMNfRYUE5A7fX0eZ06Cl5qfHeMSXfhgiOGCw4Mg7MBERE8bRRgIiOtgR FxIyFZ1jjtkyBuTipPCJHZA3z7N2gnr0VxmRsrNaBWH3pCcOvbI45MuJCxX01U9VsmS/S17pDLl3ob0t5Isl1iBa2L/8k2V//XJXgR6OFI92NRToBjZHUtSYnUqcuf6l 64EJQTESdylekiYKef0nHXliVTv8mxNVX9XSsnKOUu0MT7kLumCiz+vcxY0SoXiQaF0ZuTKx5iMNHawi326z0OUUUUNdcru4wGPeNKqmqfF2u1EqqUSzza+De3+E2I4k 3Y=</latexit>
d  < d
<latexit sha1_base64="5F3PH2ivZ8AwctOeMgUA5mRMrLc=">AAACynicjVHLS sNAFD2Nr1pfVZdugkVwY03rQhHBggtduKhgH1BbyWNaQ/NiMhFKcecPuNUPK/6Bbv0C70xTUIvohCRnzj3nzNwZK/LcWBjGa0abmZ2bX8gu5paWV1bX8usb9ThMuM1qd uiFvGmZMfPcgNWEKzzWjDgzfctjDat/JuuNe8ZjNwyuxSBibd/sBW7XtU1BVMPp7OknunObLxhFQw19GpRSUDj9aO6POvp5NcyPcAMHIWwk8MEQQBD2YCKmp4USDETEt TEkjhNyVZ3hATnyJqRipDCJ7dO3R7NWygY0l5mxctu0ikcvJ6eOHfKEpOOE5Wq6qicqWbK/ZQ9VptzbgP5WmuUTK3BH7F++ifK/PtmLQBdHqgeXeooUI7uz05REnYrcu f6lK0EJEXESO1TnhG3lnJyzrjyx6l2eranqb0opWTm3U22Cd7lLuuDSz+ucBvVysXRQLF8ZhcoxxiOLLWxjl+7zEBVcoIqa6vIJz3jRLjWuDbThWKplUs8mvg3t8RPYz ZRc</latexit>
Conf d 
<latexit sha1_base64="htPfxnJ+LCTveYMrF/JaGiucwg8=">AAAC2HicjVHLS sNAFD3G97valboJFkEXlqQuFFdCNy4VrBbbWpJ0WofmRTIRSim48rES/AG3+kXiH+jSP/DOmIJaRCckOXPuPWfm3muHLo+FYbwMacMjo2PjE5NT0zOzc/OZhcXjOEgih 5WcwA2ism3FzOU+KwkuXFYOI2Z5tstO7HZRxk8uWBTzwD8SnZDVPKvl8yZ3LEFUPZOtepY456JbDPxmr95tnG326pmckTfU0geBmYLc3tL7xs3d1fJBkHlGFQ0EcJDAA 4MPQdiFhZieCkwYCImroUtcRIirOEMPU6RNKItRhkVsm74t2lVS1qe99IyV2qFTXHojUupYI01AeRFheZqu4olyluxv3l3lKe/Wob+dennECpwT+5eun/lfnaxFoIkdV QOnmkLFyOqc1CVRXZE3179UJcghJE7iBsUjwo5S9vusK02sape9tVT8VWVKVu6dNDfBm7wlDdj8Oc5BcFzIm1v5wiFNehefawIrWMU6zXMbe9jHAUrk3cEDHvGknWqX2 rV2+5mqDaWaLL4t7f4D9Uuasw==</latexit>
⌧ 00
<latexit sha1_base64="A0WistoO7AxojxPeZAc6fFcc9Fk=">AAACyXicjVHLS sNAFD2Nr1pfVZdugkXqqiR1oQhiwY3gpoJ9QFskSac1Ni+TiViLK3/ArW71Q/yL4h/oX3hnmoJaRCckOXPuOWfmzpiBY0dc095SytT0zOxcej6zsLi0vJJdXatGfhxar GL5jh/WTSNiju2xCre5w+pByAzXdFjN7B2Jeu2ahZHte2e8H7CWa3Q9u2NbBieq2uRGnM+fZ3NaQZNDnQR6AnKHr8/DzEHwUvazQzTRhg8LMVwweOCEHRiI6GlAh4aAu BYGxIWEbFlnuEOGvDGpGCkMYnv07dKskbAezUVmJN0WreLQG5JTxRZ5fNKFhMVqqqzHMlmwv2UPZKbYW5/+ZpLlEstxQexfvrHyvz7RC0cHe7IHm3oKJCO6s5KUWJ6K2 Ln6pStOCQFxArepHhK2pHN8zqr0RLJ3cbaGrL9LpWDF3Eq0MT7ELumC9Z/XOQmqxYK+UyiearnSPkYjjQ1sYpvucxclHKOMCmVf4gGPeFJOlCvlRrkdSZVU4lnHt6Hcf wIkCZT3</latexit>
⌘0
<latexit sha1_base64="hAriRCQEXfh XMtFSbj7MwsamEaU=">AAACyHicjVHLSsNAFD1NfdT6qo+dm2ARXZWkLhRXBTfiq oJpC22RJJ3WoXmRTJRS3PgDbvVnXLtxLf6B/oV3phHUIjohyZlz7zkz914n8ngiD OM1p+VnZufmCwvFxaXlldXS2nojCdPYZZYbemHccuyEeTxgluDCY60oZrbveKzpD I9lvHnF4oSHwbkYRazr24OA97lrC6KsDhP27kWpbFQMtfRpYGagXNt8zEfPT2k9L L2ggx5CuEjhgyGAIOzBRkJPGyYMRMR1MSYuJsRVnOEGRdKmlMUowyZ2SN8B7doZG 9BeeiZK7dIpHr0xKXXskCakvJiwPE1X8VQ5S/Y377HylHcb0d/JvHxiBS6J/Uv3m flfnaxFoI9DVQOnmiLFyOrczCVVXZE3179UJcghIk7iHsVjwq5SfvZZV5pE1S57a 6v4m8qUrNy7WW6Kd3lLGrD5c5zToFGtmPuV6hlN+giTVcAWtrFH8zxADSeowyJvj jvc40E71SLtWhtNUrVcptnAt6XdfgDeRpRx</latexit>
⌘00
<latexit sha1_base64="5aBekr9hEH+C9tWN1yAoAIO+3pM=">AAACyXicjVHLT sJAFD0UH4gvfOzcNBKDK1JwoXFF4sbEDSbySMCYtgxY6cvp1IjElT/gVj/GtRvXxj/Qv/DOUBKVGJ2m7Zlz7zkz914rdJ1IGMZbSktPTc/MZuay8wuLS8u5ldV6FMTcZ jU7cAPetMyIuY7PasIRLmuGnJme5bKG1T+Q8cYV45ET+CdiELJTz+z5TtexTUFUvc2EWSic5fJG0VBLnwSlBOQr60/p8OU5rga5V7TRQQAbMTww+BCEXZiI6GmhBAMhc acYEscJOSrOcIssaWPKYpRhEtunb492rYT1aS89I6W26RSXXk5KHVukCSiPE5an6SoeK2fJ/uY9VJ7ybgP6W4mXR6zAObF/6caZ/9XJWgS62FM1OFRTqBhZnZ24xKor8 ub6l6oEOYTESdyhOCdsK+W4z7rSRKp22VtTxd9VpmTl3k5yY3zIW9KASz/HOQnq5WJpp1g+pknvY7Qy2MAmtmmeu6jgEFXUyPsC93jAo3akXWrX2s0oVUslmjV8W9rdJ 2J6lKI=</latexit>
N + 1 ne nse
<latexit sha1_bas e64="NGzLdw4EGXCdrkZK+Px3PkmAXaQ =">AAAC5XicjVHLSsNAFD2N73fUpSDBI ghCSXShuCq4cSUKVoW2lCSdtsG8yEwEK e3SneBC3PoDdqlrf0LEP9C/8M4YoVpEJ yQ599x7zsyd68S+x4Vpvua0oeGR0bHxi cmp6ZnZOX1+4ZhHaeKykhv5UXLq2Jz5X shKwhM+O40TZgeOz06cs12ZPzlnCfei8 EhcxKwa2M3Qa3iuLYiq6cb+utXthrVKY IsWb7RZpz/irFPT82bBVMsYBFYG8kV9u fd8/dQ7iPQXVFBHBBcpAjCEEIR92OD0l GHBRExcFW3iEkKeyjN0MEnalKoYVdjEn tG3SVE5Y0OKpSdXapd28elNSGlglTQR1 SWE5W6GyqfKWbK/ebeVpzzbBf2dzCsgV qBF7F+6r8r/6mQvAg1sqx486ilWjOzOz VxSdSvy5EZfV4IcYuIkrlM+Iewq5dc9G 0rDVe/ybm2Vf1OVkpWxm9WmeJenpAFbP 8c5CI43CtZmYeOQJr2DzzWOJaxgjea5h SL2cIASeV/iHg941JralXaj3X6WarlMs 4hvS7v7ABwWoXg=</latexit>
N 0 + 1 n0e n
0
se
<latexit sha1_base64="H9QgVN7Sr7riRU+vBsgIMJbYI8Q=">AAAC6HicjVFNT xNRFD2MIm0BqbrTzcSGQELSzNSFBDdN2LgykNhCQhsyM7zC0PnKvDckTdPu3bkjbv0DbnXvfzD+A4z/wJXnPaYJ0BB9k5k599x7znv3XT+LQqkc5+eC9eDh4qOlSrW2v LL6eK3+5GlXpkUeiE6QRml+6HtSRGEiOipUkTjMcuHFfiQO/OGuzh9ciFyGafJejTLRj73TJByEgadIHdcb7za23Ok0Oe7FnjqTg7GYbNwMJWNWOU3HLHseuCVotJ+/W fzz+3t1L63/QA8nSBGgQAyBBIo4ggfJ5wguHGTk+hiTy4lCkxeYoEZtwSrBCo/skN9TRkclmzDWntKoA+4S8c2ptLFOTcq6nFjvZpt8YZw1e5/32Hjqs43490uvmKzCG dl/6WaV/6vTvSgMsG16CNlTZhjdXVC6FOZW9MntG10pOmTkND5hPicOjHJ2z7bRSNO7vlvP5K9MpWZ1HJS1BX7pU3LA7t1xzoNuq+m+arb2OekdXK8KXuAlNjnP12jjL fbQofcHfMFXfLPOrY/WpfXputRaKDXPcGtZn/8CXnOhag==</latexit>
N ne nse
<latexit sha1_bas e64="SzrvoWXczAIGnrOezvP/3xxyWW8 =">AAAC43icjVHLSsNAFD3GV62vqEuhB EVwVVJdKK4KblxJBVsLtpQkndrQvMhMh FLqyp0bEbf+gOBKP8CfEPEP9C+8M6ZQL aITkpx77j1n5s61I8/lwjTfxrTxicmp6 cxMdnZufmFRX1qu8DCJHVZ2Qi+Mq7bFm ecGrCxc4bFqFDPLtz12Ynf2Zf7knMXcD YNj0Y1Y3bfOArflOpYgqqHnDi8ugkbNt 0Sbt3qsPxxx1m/o62beVMsYBYUUrBf13 MPL9fNDKdRfUUMTIRwk8MEQQBD2YIHTc 4oCTETE1dEjLibkqjxDH1nSJlTFqMIit kPfM4pOUzagWHpypXZoF4/emJQGNkgTU l1MWO5mqHyinCX7m3dPecqzdelvp14+s QJtYv/SDSr/q5O9CLSwq3pwqadIMbI7J 3VJ1K3IkxtDXQlyiIiTuEn5mLCjlIN7N pSGq97l3Voq/64qJStjJ61N8CFPSQMu/ BznKKhs5Qvb+a0jmvQevlYGq1jDJs1zB 0UcoIQyeV/iHo940ph2pd1ot1+l2liqW cG3pd19AuoRoQg=</latexit>
N 0 + 1 n00e n
00
se
<latexit sha1_base64="lsnT/Ni7S+t9XzMxx+Iyj4WlnbM=">AAAC6nicjVHLS sNAFD1Gq9Zn1Z1ugkUqCCWpC0U3ghtXUsFqwUpJ4tSG5kVmIpTS/oA7d+LWH3CrW/9B/APFP3DlnTEFtYhOSHLuufecmTvXjjyXC8N4HtKGRzKjY+PZicmp6ZnZ3Nz8E Q+T2GEVJ/TCuGpbnHluwCrCFR6rRjGzfNtjx3ZrV+aPL1jM3TA4FO2InfrWeeA2XMcSRNVzK/uFNbPXC+o13xJN3uiwbqHwNeaSqOfyRtFQSx8EZgryO4vbmfe3x2w5z D2hhjOEcJDAB0MAQdiDBU7PCUwYiIg7RYe4mJCr8gxdTJA2oSpGFRaxLfqeU3SSsgHF0pMrtUO7ePTGpNSxQpqQ6mLCcjdd5RPlLNnfvDvKU56tTX879fKJFWgS+5euX /lfnexFoIFN1YNLPUWKkd05qUuibkWeXP/SlSCHiDiJzygfE3aUsn/PutJw1bu8W0vlX1SlZGXspLUJXuUpacDmz3EOgqNS0Vwvlg5o0lv4XONYwjJWaZ4b2MEeyqiQ9 yXucI8HzdOutGvt5rNUG0o1C/i2tNsPezqhzA==</latexit>
N 0 n00e n
00
se
<latexit sha1_base64="6et2vhvk814p4QVMPfoBFaRJjMQ=">AAAC6HicjVHLS sNAFD2NVtv6qrrTTbCIrkpaF4puCm5cSQX7AC2SxKlG8yIzEUpp9+7ciVt/wK3u/QfxDxT/wJV3phGsIjohyb3nnnNm7lwrdB0uDOM5pY2MpsfGM9ncxOTU9Ex+dq7Og ziyWc0O3CBqWiZnruOzmnCEy5phxEzPclnDOt+W9cYFi7gT+PuiE7KWZ574TtuxTUHQUb6wu9Lv+0eHnilOebvLeitDOZcAsYyioZb+MyglQaGysJV+f3vMVoP8Ew5xj AA2Ynhg8CEodmGC03OAEgyEhLXQJSyiyFF1hh5ypI2JxYhhEnpO3xPKDhLUp1x6cqW2aReX3oiUOpZJExAvoljupqt6rJwl+pt3V3nKs3XobyVeHqECp4T+pftk/lcne xFoY0P14FBPoUJkd3biEqtbkSfXv3QlyCEkTMbHVI8otpXy8551peGqd3m3pqq/KKZEZW4n3Biv8pQ04NL3cf4M6uViaa1Y3qNJb2KwMljEElZpnuuoYAdV1Mj7Ene4x 4N2pl1p19rNgKqlEs08hpZ2+wFHcqFc</latexit>
N 0 n0e n
0
se
<latexit sha1_base64="Me90kJrb8NVexH5w2AYWoMGsE5o=">AAAC5nicjVHLS sNAFD3GZ31G3ekmKqKrktSFohvBjSupYLVQpSRxagfzIjMRSmm37tyJW3/Arf6A/yD+geIfuPLOGMEHohOSnHvuPWfmzvWSgAtp2489Rm9f/8DgUGF4ZHRsfMKcnNoXc Zb6rOLHQZxWPVewgEesIrkMWDVJmRt6ATvwTrdU/uCMpYLH0Z5sJewodE8i3uC+K4mqm3M7S91uVD8MXdkUjTbrfAkFxXVzwS7aelk/gZODhc2Zjf7Xl/tCOTYfcIhjx PCRIQRDBEk4gAtBTw0ObCTEHaFNXEqI6zxDB8OkzaiKUYVL7Cl9Tyiq5WxEsfIUWu3TLgG9KSktLJImprqUsNrN0vlMOyv2N++29lRna9Hfy71CYiWaxP6l+6j8r071I tHAmu6BU0+JZlR3fu6S6VtRJ7c+dSXJISFO4WPKp4R9rfy4Z0trhO5d3a2r80+6UrEq9vPaDM/qlDRg5/s4f4L9UtFZKZZ2adLreF9DmMU8lmmeq9jENsqokPc5bnCLO 6NpXBiXxtV7qdGTa6bxZRnXbytroPo=</latexit>
D
<latexit sha1_base64="9xaRfKgPMTS /xt5lItm6+owriP8=">AAACxHicjVHLSsNAFD2Nr1pfVZdugkVwVZK6UASxoIjLF uwDapEkndbQaRIyE6EU/QG3+gX6If5F8Q/0L7wzjaAW0QlJzpx7zpm5M27EfSEt6 zVjzMzOzS9kF3NLyyura/n1jboIk9hjNS/kYdx0HcG4H7Ca9CVnzShmzsDlrOH2T 1S9ccNi4YfBhRxGrD1weoHf9T1HElU9vcoXrKKlhzkN7BQUjl+exrmj6LkS5se4R AchPCQYgCGAJMzhQNDTgg0LEXFtjIiLCfm6znCLHHkTUjFSOMT26dujWStlA5qrT KHdHq3C6Y3JaWKHPCHpYsJqNVPXE52s2N+yRzpT7W1IfzfNGhArcU3sX75P5X99q heJLg50Dz71FGlGdeelKYk+FbVz80tXkhIi4hTuUD0m7Gnn5zmb2iN07+psHV1/0 0rFqrmXahO8q13SBds/r3Ma1EtFe69YqlqF8iEmI4stbGOX7nMfZZyjgprOvscDH o0zgxvCSCZSI5N6NvFtGHcfXxqTFQ==</latexit> D0
<latexit sha1_base64="hn2kDoy47DT9LLBT2ZDlbEZJrZs=">AAACxXicjVHLS sNAFD2Nr1pfVZdugkV0VRJdKIJYUNBlFfuAWiRJpzU0LyaTQiniD7jVH9AP8S+Kf6B/4Z1pCmoRnZDkzLnnnJk7Y0eeGwvDeMtoU9Mzs3PZ+dzC4tLySn51rRqHCXdYx Qm9kNdtK2aeG7CKcIXH6hFnlm97rGZ3T2S91mM8dsPgSvQj1vStTuC2XccSRF2ebt/kC0bRUEOfBGYKCsevz8PcUfRSDvNDXKOFEA4S+GAIIAh7sBDT04AJAxFxTQyI4 4RcVWe4Q468CakYKSxiu/Tt0KyRsgHNZWas3A6t4tHLyaljizwh6ThhuZqu6olKluxv2QOVKffWp7+dZvnECtwS+5dvrPyvT/Yi0MaB6sGlniLFyO6cNCVRpyJ3rn/pS lBCRJzELapzwo5yjs9ZV55Y9S7P1lL1d6WUrJw7qTbBh9wlXbD58zonQXW3aO4Vdy+MQukQo5HFBjaxQ/e5jxLOUUaFstt4wCOetDPN14TWG0m1TOpZx7eh3X8C4b6TR g==</latexit>
D00
<latexit sha1_base64="VU7HPckhsw6p4WfG945bIUQNyNI=">AAACxnicjVHLS sNAFD2Nr1pfVZdugkXqqqR1oQhiQRddVrQPqEWS6bSG5kUyUUoR/AG3+gH6If5F8Q/0L7wzTUEtohOSnDn3nDNzZ6zAsSNhGG8pbWZ2bn4hvZhZWl5ZXcuub9QjPw4Zr zHf8cOmZUbcsT1eE7ZweDMIuelaDm9Y/RNZb9zwMLJ970IMAt52zZ5nd21mCqLOT/P5q2zOKBhq6NOgmIDc8evzKHMUvFT97AiX6MAHQwwXHB4EYQcmInpaKMJAQFwbQ +JCQraqc9whQ96YVJwUJrF9+vZo1kpYj+YyM1JuRqs49Ibk1LFDHp90IWG5mq7qsUqW7G/ZQ5Up9zagv5VkucQKXBP7l2+i/K9P9iLQxYHqwaaeAsXI7liSEqtTkTvXv 3QlKCEgTuIO1UPCTDkn56wrT6R6l2drqvq7UkpWzlmijfEhd0kXXPx5ndOgXioU9wqlMyNXPsR4pLGFbezSfe6jjAqqqFF2Dw94xJNW0Twt1m7HUi2VeDbxbWj3n2Sak 3c=</latexit>
Fig. 4. Induction step in the cutoff construction
Claim. Suppose that C ∈ Confd and ` ∈ L such that C(`) = (N,ne, nse) with N ≥ |L|d+1 ·K
and ne, nse ∈ N. Set D = C[` 7→ (N + 1, ne, nse)]. Then,
C is winning for System ⇐⇒ D is winning for System.
To show the claim, we proceed by induction on d ∈ N, which is illustrated in Figure 4. In
each implication, we distinguish the cases d = 0 and d ≥ 1. For the latter, we assume that
equivalence holds for all values strictly smaller than d.
For τ ∈ Ts and `, `′ ∈ L, we let τ [(`, `′, s)++] denote the transition η ∈ Ts given
by η(`1, `2, e) = τ(`1, `2, e) = 0, η(`1, `2, se) = τ(`1, `2, se), η(`1, `2, s) = τ(`1, `2, s) + 1 if
(`1, `2) = (`, `
′), and η(`1, `2, s) = τ(`1, `2, s) if (`1, `2) 6= (`, `′). We define τ [(`, `′, s)– –] simi-
larly (provided τ(`, `′, s) ≥ 1).
=⇒: Let f be a winning strategy for System from C ∈ Confd. Let τ ′ = f(C) and C ′ = τ ′(C).
Note that C ′ |= F . Since C(`, s) = N ≥ |L|d+1 ·K, there is `′ ∈ L such that ` + w = `′ for
some w ∈ A∗s and C ′(`′, s) = N ′ ≥ |L|d ·K.
We show that D = C[` 7→ (N + 1, ne, nse)] is winning for System by exhibiting a cor-
responding winning strategy g from D that will carefully control the position of the addi-
tional token. First, set g(D) = η′ where η′ = τ ′[(`, `′, s)++]. Let D′ = η′(D). We obtain
D′(`′, s) = N ′ + 1. Note that, since N ′ ≥ K, the acceptance condition F cannot distinguish
between C ′ and D′. Thus, we have D′ |= F .
Case d = 0: As, for all transitions η′′ ∈ Te, we have η′′(D′) = D′ |= F , we reached a maximal
play that is winning for System. We deduce that D is winning for System.
Case d ≥ 1: Take any η′′ ∈ Te and D′′ such that D′′ = η′′(D′) 6|= F . Let τ ′′ = η′′ and C ′′ =
τ ′′(C ′). Note that D′′ = C ′′[(`′, s) 7→ N + 1], C ′′ = D′′[(`′, s) 7→ N ], and C ′′, D′′ ∈ Confd−
for some d− < d. As f is a winning strategy for System from C, we have that C ′′ is
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winning for System. By induction hypothesis, D′′ is winning for System, say by winning
strategy g′′. We let g(Dη′D′ η′′ pi) = g′′(pi) for all D′′-plays pi. For all unspecified plays,
let g return any applicable system transition. Altogether, for any choice of η′′, we have
that g′′ is winning from D′′. Thus, g is a winning strategy from D.
⇐=: Suppose g is a winning strategy for System from D. Thus, for η′ = g(D) and D′ = η′(D),
we have D′ |= F . Recall that D(`, s) ≥ (|L|d+1 ·K) + 1. We distinguish two cases:
1. Suppose there is `′ ∈ L such that ` 6= `′, D′(`′, s) = N ′ + 1 for some N ′ ≥ |L|d ·K, and
η′(`, `′, s) ≥ 1. Then, we set τ ′ = η′[(`, `′, s)– –].
2. Otherwise, we have D′(`, s) ≥ (|L|d · K) + 1, and we set τ ′ = η′ (as well as `′ = ` and
N ′ = N).
Let C ′ = τ ′(C). Since D′ |= F , one obtains C ′ |= F .
Case d = 0: For all transitions τ ′′ ∈ Te, we have τ ′′(C ′) = C ′ |= F . Thus, we reached a
maximal play that is winning for System. We deduce that C is winning for System.
Case d ≥ 1: Take any τ ′′ ∈ Te such that C ′′ = τ ′′(C ′) 6|= F . Let η′′ = τ ′′ and D′′ = η′′(D′).
We have C ′′ = D′′[(`′, s) 7→ N ′], D′′ = C ′′[(`′, s) 7→ N ′ + 1], and C ′′, D′′ ∈ Confd− for
some d− < d. As D′′ is winning for System, by induction hypothesis, C ′′ is winning for
System, say by winning strategy f ′′. We let f(C τ ′C ′ τ ′′ pi) = f ′′(pi) for all C ′′-plays pi.
For all unspecified plays, let f return an arbitrary applicable system transition. Again,
for any choice of τ ′′, f ′′ is winning from C ′′. Thus, f is a winning strategy from C.
This concludes the proof of the claim and, therefore, of Theorem 15. uunionsq
Corollary 16. Let ke, kse ∈ N be the number of environment and the number of mixed pro-
cesses, respectively. The problems Game(N, {ke}, {kse}) and Synth(FO[∼],N, {ke}, {kse}) are
decidable.
Theorem 17. Game(0, 0,N) and Synth(FO[∼], 0, 0,N) are undecidable.
Proof. We provide a reduction from the halting problem for 2-counter machines (2CM) to
Game(0, 0,N). A 2CM M = (Q,∆, c1, c2, q0, qh) has two counters, c1 and c2, a finite set of
states Q, and a set of transitions ∆ ⊆ Q×Op×Q where Op = {ci++ , ci– – , ci==0 | i ∈ {1, 2}}.
Moreover, we have an initial state q0 ∈ Q and a halting state qh ∈ Q. A configuration of M
is a triple γ = (q, ν1, ν2) ∈ Q × N × N giving the current state and the current respective
counter values. The initial configuration is γ0 = (q0, 0, 0) and the set of halting configurations
is F = {qh}×N×N. For t ∈ ∆, configuration (q′, ν ′1, ν ′2) is a (t-)successor of (q, ν1, ν2), written
(q, ν1, ν2) `t (q′, ν ′1, ν ′2), if there is i ∈ {1, 2} such that ν ′3−i = ν3−i and one of the following
holds: (i) t = (q, ci++, q
′) and ν ′i = νi + 1, or (ii) t = (q, ci– –, q
′) and ν ′i = νi − 1, or (iii)
t = (q, ci==0, q
′) and νi = ν ′i = 0. A run of M is a (finite or infinite) sequence γ0 `t1 γ1 `t2 . . . .
The 2CM halting problem asks whether there is a run reaching a configuration in F . It is
known to be undecidable [35].
We fix a 2CM M = (Q,∆, c1, c2, q0, qh). Let As = Q ∪ ∆ ∪ {a1, a2} and Ae = {b} with
a1, a2, and b three fresh symbols. We consider the game G = (A,B,F) with A = As unionmulti Ae,
B = 4, and F defined below. Let L = {0, . . . , B}A. Since there are only processes shared by
System and Environment, we alleviate notation and consider that a configuration is simply
a mapping C : L → N. From now on, to avoid confusion, we refer to configurations of the
2CM M as M -configurations, and to configurations of G as G-configurations.
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Intuitively, every valid run of M will be encoded as a play in G, and the acceptance
condition will enforce that, if a player in G deviates from a valid play, then she will lose
immediately. At any point in the play, there will be at most one process with only a letter
from Q played, which will represent the current state in the simulated 2CM run. Similarly,
there will be at most one process with only a letter from ∆ to represent what transition will
be taken next. Finally, the value of counter ci will be encoded by the number of processes
with exactly two occurrences of ai and two occurrences of b (i.e., C(⟪a2i b2⟫)).
To increase counter ci, the players will move a new token to ⟪a2i b2⟫, and to decrease
it, they will move, together, a token from ⟪a2i b2⟫ to ⟪a4i b4⟫. Observe that, if ci has value
0, then C(⟪a2i b2⟫) = 0 in the corresponding configuration of the game. As expected, it is
then impossible to simulate the decrement of ci. Environment’s only role is to acknowledge
System’s actions by playing its (only) letter when System simulates a valid run. If System
tries to cheat, she loses immediately.
Encoding an M -configuration. Let us be more formal. Suppose γ = (q, ν1, ν2) is an M -
configuration and C a G-configuration. We say that C encodes γ if
– C(⟪q⟫) = 1, C(⟪a21b2⟫) = ν1, C(⟪a22b2⟫) = ν2,
– C(`) ≥ 0 for all ` ∈ {`0} ∪ {⟪qˆ2b2⟫, ⟪t2b2⟫, ⟪a4i b4⟫ | qˆ ∈ Q, t ∈ ∆, i ∈ {1, 2}},
– C(`) = 0 for all other ` ∈ L.
We then write γ = m(C). Let C(γ) be the set of G-configurations C that encode γ. We say
that a G-configuration C is valid if C ∈ C(γ) for some γ.
Simulating a transition of M . Let us explain how we go from a G-configuration encoding γ
to a G-configuration encoding a successor M -configuration γ′. Observe that System cannot
change by herself the M -configuration encoded. If, for instance, she tries to change the current
state q, she might move one process from `0 to ⟪q′⟫, but then the G-configuration is not valid
anymore. We need to move the process in ⟪q⟫ into ⟪q2b2⟫ and this requires the cooperation
of Environment.
Assume that the game is in configuration C encoding γ = (q, ν1, ν2). System will pick a
transition t starting in state q, say, t = (q, c1++, q
′). From configuration C, System will go to
the configuration C1 defined by C1(⟪t⟫) = 1, C1(⟪a1⟫) = 1, and C1(`) = C(`) for all other
` ∈ L.
If the transition t is correctly chosen, Environment will go to a configuration C2 defined
by C2(⟪q⟫) = 0, C2(⟪qb⟫) = 1, C2(⟪t⟫) = 0, C2(⟪tb⟫) = 1, C2(⟪a1⟫) = 0, C2(⟪a1b⟫) = 1
and, for all other ` ∈ L, C2(`) = C1(`). This means that Environment moves processes in
locations ⟪t⟫, ⟪q⟫, ⟪a1⟫ to locations ⟪tb⟫, ⟪qb⟫, ⟪a1b⟫, respectively.
To finish the transition, System will now move a process to the destination state q′ of t, and
go to configuration C3 defined by C3(⟪q′⟫) = 1, C3(⟪tb⟫) = 0, C3(⟪t2b⟫) = 1, C3(⟪qb⟫) = 0,
C3(⟪q2b⟫) = 1, C3(⟪a1b⟫) = 0, C3(⟪a21b⟫) = 1, and C3(`) = C2(`) for all other ` ∈ L.
Finally, Environment moves to configuration C4 given by C4(⟪t2b⟫) = 0, C4(⟪t2b2⟫) =
C3(⟪t2b2⟫) + 1, C4(⟪q2b⟫) = 0, C4(⟪q2b2⟫) = C3(⟪q2b2⟫) + 1, C4(⟪a21b⟫) = 0, C4(⟪a21b2⟫) =
C3(⟪a21b2⟫) + 1, and C4(`) = C3(`) for all other ` ∈ L. Observe that C4 ∈ C((q′, ν1 + 1, ν2)).
Other types of transitions will be simulated similarly. To force System to start the simu-
lation in γ0, and not in any M -configuration, the configurations C such that C(⟪q20b2⟫) = 0
and C(⟪q⟫) = 1 for q 6= q0 are not valid, and will be losing for System.
Acceptance condition. It remains to define F in a way that enforces the above sequence of G-
configurations. Let LX = {`0}∪{⟪a2i b2⟫, ⟪a4i b4⟫ | i ∈ {1, 2}}∪{⟪q2b2⟫ | q ∈ Q}∪{⟪t2b2⟫ | t ∈
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∆} be the set of elements in L whose values do not affect the acceptance of the configuration.
By [`1 ./1 n1, . . . , `k ./k nk], we denote κ ∈ CL such that κ(`i) = (./ini) for i ∈ {1, . . . , k} and
κ(`) = (=0) for all ` ∈ L \ {`1, . . . , `k}. Moreover, for a set of locations Lˆ ⊆ L, we let Lˆ ≥ 0
stand for “(` ≥ 0) for all ` ∈ Lˆ”.
First, we force Environment to play only in response to System by making System win
as soon as there is a process where Environment has played more letters than System (see
Condition (d) in Table 2).
If γ is not halting, the configurations in C(γ) will not be winning for System. Hence,
System will have to move to win (Condition (a)).
The first transition chosen by System must start from the initial state of M . This is
enforced by Condition (b).
Once System has moved, Environment will move other processes to leave accepting con-
figurations. The only possible move for her is to add b on a process in locations ⟪q⟫, ⟪t⟫,
and ⟪ai⟫, if t is a transition incrementing counter ci (respectively ⟪a3i b2⟫ if t is a transition
decrementing counter ci). All other G-configurations accessible by Environment from already
defined accepting configurations are winning for System, as established in Condition (e).
System can now encode the successor configuration of M , according to the chosen tran-
sition, by moving a process to the destination state of the transition (see Condition (c)).
Finally, Environment makes the necessary transitions for the configuration to be a valid
G-configuration. If she deviates, System wins (see Condition (f)).
If Environment reaches a configuration in C(γ) for γ ∈ F , System can win by moving
the process in ⟪qh⟫ to ⟪q2h⟫. From there, all the configurations reachable by Environment are
also winning for System:
FF =
{
[⟪q2h⟫ = 1, LX ≥ 0] , [⟪q2hb⟫ = 1, LX ≥ 0] , [⟪q2hb2⟫ = 1, LX ≥ 0]} .
Finally, the acceptance condition is given by
F =
⋃
`∈Ls<e
F` ∪
⋃
t=(q0,op,q′)∈∆
Ft ∪
⋃
t=(q,op,q′)∈∆
(F(q,t) ∪ F e(q,t) ∪ F(q,t,q′) ∪ F e(q,t,q′)) ∪ FF .
Note that a correct play can end in three different ways: either there is a process in ⟪qh⟫
and System moves it to ⟪q2h⟫, or System has no transition to pick, or there are not enough
processes in `0 for System to simulate a new transition. Only the first kind is winning for
System.
We can show that there is an accepting run in M iff there is some k such that System
has a winning C(0,0,k)-strategy for G (cf. Appendix E for details). uunionsq
6 Conclusion
There are several questions that we left open and that are interesting in their own right due
to their fundamental character. Moreover, in the decidable cases, it will be worthwhile to
provide tight bounds on cutoffs and the algorithmic complexity of the decision problem. A
first step would be a direct transformation into a normal form without the detour through
the (potentially non-elementary and triply exponential) normal-form constructions due to
Schwentick & Barthelmann and Hanf, respectively. Like in [8, 15, 17, 30, 31], our strategies
allow the system to have a global view of the whole program run executed so far. However,
it is also perfectly natural to consider uniform local strategies where each process only sees
its own actions and possibly those that are revealed according to some causal dependencies.
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Table 2. Acceptance conditions for the game simulating a 2CM
Requirements for System
(a) For all t = (q, op, q′) ∈ Q:
F(q,t) =
⋃
qˆ∈Q
{
[⟪q⟫ = 1, ⟪t⟫ = 1, ⟪ai⟫ = 1, ⟪qˆ2b2⟫ ≥ 1, (LX \ {⟪qˆ2b2⟫}) ≥ 0]} if op = ci++
F(q,t) =
⋃
qˆ∈Q
{
[⟪q⟫ = 1, ⟪t⟫ = 1, ⟪a3i b2⟫ = 1, ⟪qˆ2b2⟫ ≥ 1, (LX \ {⟪qˆ2b2⟫}) ≥ 0]} if op = ci– –
F(q,t) =
⋃
qˆ∈Q
{
[⟪q⟫ = 1, ⟪t⟫ = 1, ⟪a2i b2⟫ = 0, ⟪qˆ2b2⟫ ≥ 1, (LX \ {⟪qˆ2b2⟫, ⟪a2i b2⟫}) ≥ 0]} if op = ci==0
(b) For all t = (q0, op, q
′) ∈ Q such that op ∈ {ci++, ci==0}:
Ft =
{
[⟪q0⟫ = 1, ⟪t⟫ = 1, ⟪ai⟫ = 1, `0 ≥ 0]} if op = ci++
Ft =
{
[⟪q0⟫ = 1, ⟪t⟫ = 1, `0 ≥ 0]} if op = ci==0
(c) For all t = (q, op, q′) ∈ Q:
F(q,t,q′) =
{
[⟪q2b⟫ = 1, ⟪t2b⟫ = 1, ⟪a2i b⟫ = 1, ⟪q′⟫ = 1, LX ≥ 0]} if op = ci++
F(q,t,q′) =
{
[⟪q2b⟫ = 1, ⟪t2b⟫ = 1, ⟪a4i b3⟫ = 1, ⟪q′⟫ = 1, LX ≥ 0]} if op = ci– –
F(q,t,q′) =
{
[⟪q2b⟫ = 1, ⟪t2b⟫ = 1, LX ≥ 0]} if op = ci==0
Requirements for Environment
(d) Let Ls<e =
{
` ∈ L | (∑α∈As `(α)) < `(b)}. For all ` ∈ Ls<e: F` = [` ≥ 1, (L \ {`}) ≥ 0]
(e) For all t = (q, op, q′) ∈ Q:
F e(q,t) =

[⟪qb⟫ = 1, ⟪t⟫ = 1, ⟪ai⟫ = 1, LX ≥ 0], [⟪q⟫ = 1, ⟪tb⟫ = 1, ⟪ai⟫ = 1, LX ≥ 0],
[⟪q⟫ = 1, ⟪t⟫ = 1, ⟪aib⟫ = 1, LX ≥ 0], [⟪qb⟫ = 1, ⟪tb⟫ = 1, ⟪ai⟫ = 1, LX ≥ 0],
[⟪qb⟫ = 1, ⟪t⟫ = 1, ⟪aib⟫ = 1, LX ≥ 0], [⟪q⟫ = 1, ⟪tb⟫ = 1, ⟪aib⟫ = 1, LX ≥ 0]
 if op = ci++
F e(q,t) =

[⟪qb⟫ = 1, ⟪t⟫ = 1, ⟪a3i b2⟫ = 1, LX ≥ 0], [⟪q⟫ = 1, ⟪tb⟫ = 1, ⟪a3i b2⟫ = 1, LX ≥ 0],
[⟪q⟫ = 1, ⟪t⟫ = 1, ⟪a3i b3⟫ = 1, LX ≥ 0], [⟪qb⟫ = 1, ⟪tb⟫ = 1, ⟪a3i b2⟫ = 1, LX ≥ 0],
[⟪qb⟫ = 1, ⟪t⟫ = 1, ⟪a3i b3⟫ = 1, LX ≥ 0], [⟪q⟫ = 1, ⟪tb⟫ = 1, ⟪a3i b3⟫ = 1, LX ≥ 0]
 if op = ci– –
F e(q,t) =
{
[⟪qb⟫ = 1, ⟪t⟫ = 1, LX ≥ 0], [⟪q⟫ = 1, ⟪tb⟫ = 1, LX ≥ 0]} if op = ci==0
(f) For all t = (q, op, q′) ∈ Q:
F e(q,t,q′) =

[⟪q′⟫ = 1, ⟪q2b⟫ = 1, ⟪t2b⟫ ≥ 0, ⟪a2i b⟫ ≥ 0, LX ≥ 0],
[⟪q′⟫ = 1, ⟪q2b⟫ ≥ 0, ⟪t2b⟫ = 1, ⟪a2i b⟫ ≥ 0, LX ≥ 0],
[⟪q′⟫ = 1, ⟪q2b⟫ ≥ 0, ⟪t2b⟫ ≥ 0, ⟪a2i b⟫ = 1, LX ≥ 0],
[⟪q′b⟫ = 1, ⟪q2b⟫ ≥ 0, ⟪t2b⟫ ≥ 0, ⟪a2i b⟫ ≥ 0, LX ≥ 0]

if op = ci++
F e(q,t,q′) =

[⟪q′⟫ = 1, ⟪q2b⟫ = 1, ⟪t2b⟫ ≥ 0, ⟪a4i b3⟫ ≥ 0, LX ≥ 0],
[⟪q′⟫ = 1, ⟪q2b⟫ ≥ 0, ⟪t2b⟫ = 1, ⟪a4i b3⟫ ≥ 0, LX ≥ 0],
[⟪q′⟫ = 1, ⟪q2b⟫ ≥ 0, ⟪t2b⟫ ≥ 0, ⟪a4i b3⟫ = 1, LX ≥ 0],
[⟪q′b⟫ = 1, ⟪q2b⟫ ≥ 0, ⟪t2b⟫ ≥ 0, ⟪a4i b3⟫ ≥ 0, LX ≥ 0]

if op = ci– –
F e(q,t,q′) =

[⟪q′⟫ = 1, ⟪q2b⟫ = 1, ⟪t2b⟫ ≥ 0, LX ≥ 0],
[⟪q′⟫ = 1, ⟪q2b⟫ ≥ 0, ⟪t2b⟫ = 1, LX ≥ 0],
[⟪q′b⟫ = 1, ⟪q2b⟫ ≥ 0, ⟪t2b⟫ ≥ 0, ⟪a4i b3⟫ ≥ 0, LX ≥ 0]
 if op = ci==0
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This is, e.g., the setting considered in [3, 18] for a fixed number of processes and in [25] for
parameterized systems over ring architectures. Another interesting direction would be to look
at guarded fragments of FO logic [2] or extensions of FO[∼] with counting beyond thresholds
that also come with normal-form constructions [32, 33]. Finally, we would like to study a
parameterized version of the control problem [36] where, in addition to a specification, a
program in terms of an arena is already given but has to be controlled in a way such that
the specification is satisfied.
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Appendix
A Proof of Theorem 5 (Synth(FO2[∼, <,+1], 0, 0,N))
We adapt the proof from [16, 17] reducing the halting problem for 2CM. We call a 2CM
M = (Q,∆, c1, c2, q0, qh) deterministic if, from a given configuration (q, ν1, ν2), at most one
transition t is fireable. It is known that the halting problem is undecidable even for deter-
ministic 2CM [35].
Given a deterministic 2CM M , we write a specification formula ϕ such that a satisfying
execution encodes a correct run M that ends in a halting configuration. Environment has to
choose the sequence of transitions of M , while System’s job is to ensure that Environment
does not make an illegal transition. The valuation of counter c1 at any point in the run
is encoded by the number of different processes on which only System has executed actions
(and not Environment). Conversely, the valuation of c2 is the number of different processes on
which only Environment has executed actions (and not System). Both players will cooperate
to ensure the valuation is correct with respect to the sequence of transitions taken. If a
transition increments c1, then first Environment plays on a process on which both System
and herself have already executed an action, then System executes an action on a fresh process
so that there is one more process unique to System while the value of c2 stays unchanged.
If a transition decrements c1, then Environment executes an action on a process that was
unique to System, and System replies on the same process, making one process not unique
for System anymore thus decrementing c1 (while c2 is unchanged). If a transition tests that
c1 is zero, Environment executes an action on a process already shared by both System and
Environment, and System either plays on the same process if the transition is legal with this
valuation (that is c1 is actually zero), otherwise she plays on a process that was unique to
herself so far (proving that c1 was not zero) and instantly wins the game. Transitions involving
the other counter are encoded in a similar fashion. The formula ensures that Environment
starts the execution, and that System and Environment alternate their actions until a halting
configuration is reached. The actions of Environment are the different transitions taken along
the simulated run of M . The objective of System is that a halting configuration is reached,
while the objective of Environment is that the run ends before reaching such a configuration
(because there are no more fresh processes anymore), or that the run continues forever without
reaching a halting configuration. One can show that there exists a halting run of M if and
only if there is some k ∈ N such that there exists a winning C(0,0,k)-strategy for System for ϕ.
The alphabet is partitioned in Ae = {s}∪{t | t is a transition of the 2CM} and As = {a}. Let
us fix x and y the two variables used. The formula will check that at every position of the run,
two consecutive transitions played by the environment can actually be taken consecutively,
with respect to their starting and ending states. Moreover, one has to make sure that the first
transition played by Environment can be taken from the initial state. The first two positions
will be dummies actions, to ensure that Environment and System share at least one process,
while the simulation of the actual 2CM execution will start from the third position. We use
shorthands First(x), Second(x), and Third(x) for the FO2(+1)-definable formulas that say
that x is the first, second, and third position in the P-execution respectively.
We define the following useful formula:
Oldθ(x) ≡ ∃y.(y < x ∧ y ∼ x ∧
∨
b∈Aθ
b(x))
for θ ∈ {s, e} that says that the value at position x was already seen at an anterior position
of player θ. The specification will force Environment to play first, and then System and
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Environment to play in turn until eventually a halting configuration is reached. We give first
the set of constraints Φe that Environment must satisfy, then the set of constraints related
to System.
The following formulas make up the set Φe:
– Environment does not play twice in a row:
∀x.∀y.(
∨
b∈Ae
b(x) ∧+1(x, y)) =⇒ ¬
∨
b∈Ae
b(y)
– Environment always executes an action when it is its turn, unless the halting configuration
is reached. We let ∆h be the set of transitions in M whose ending state is qh:
∀x.
∨
b∈Ae\∆h
b(x) =⇒ ∃y.(x < y ∧
∨
b∈Ae
b(y))
– Environment starts with an s:
∃x.First(x) ∧ s(x)
– There is an s only in the first position:
∀x.s(x) =⇒ First(x)
– The first transition is an initial transition (i.e starts from an initial state):
∀x.Third(x)⇒
∨
t is initial
t(x)
– Consecutive transitions are compatible (i.e the ending state of the n-th one is the starting
state of the n+ 1-th):
∀x.
∧
t
t(x)⇒ ∀y.(+1(x, y)⇒ ∀x.(+1(y, x)⇒ ∨
t′ compatible with t
t′(x)))

– If t increments c1, Environment plays a on a process already shared by System and
Environment:
∀x.
∧
t increments c1
(t(x)⇒ Olde(x) ∧Olds(x)))
– If t decrements c1, Environment plays on a process that was unique to System:
∀x.
∧
t decrements c1
(t(x)⇒ ¬Olde(x) ∧Olds(x))
– If t increments c2, Environment must play on a fresh process:
∀x.
∧
t increments c2
(t(x)⇒ ¬Olde(x) ∧ ¬Olds(x))
– If t decrements c2, Environment must play on a process that was unique to herself:
∀x.
∧
t decrements c2
(t(x)⇒ Olde(x) ∧ ¬Olds(x))
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– If t checks that c1 is zero, Environment plays a shared value and System does not reply
with a value unique to herself:
∀x.
∧
t zero-tests c1
(t(x)⇒ Olds(x) ∧Olde(x) ∧ ∀y.(+1(x, y)⇒ ¬Olds(y) ∨Olde(y)))
– If t checks that c2 is zero, Environment plays a shared value and System does not reply
with a value unique to Environment:
∀x.
∧
t zero-tests c2
(t(x)⇒ Olds(x) ∧Olde(x) ∧ ∀y.(+1(x, y)⇒ Olds(y) ∨ ¬Olde(y)))
And now we construct the set Φs of environment constraints:
– System does not play twice in a row:
∀x.∀y.(a(x) ∧+1(x, y)) =⇒ ¬a(y)
– The first move must be played on the same process than Environment:
∀x.Second(x)⇒ ∃y.(+1(y, x) ∧ x ∼ y)
– If t increments c1, System must reply on a fresh process:
∀x.
∧
t increments c1
((t(x)⇒ ∃y.(+1(x, y) ∧ ¬Olds(y) ∧ ¬Olde(y)))
– If t increments c2, System replies on an already shared process:
∀x.
∧
t increments c2
(t(x)⇒ ∃y.(+1(x, y) ∧ ¬(x ∼ y) ∧Olds(y) ∧Olde(y)))
– If t decrements either counter, System replies on the same process:
∀x.
∧
t decrements c1 or c2
(t(x)⇒ ∃y.(+1(x, y) ∧ y ∼ x))
– If t zero-tests either counter, System replies on the same process
∀x.
∧
t zero-tests c1 or c2
(t(x)⇒ ∃y.(+1(x, y) ∧ (y ∼ x)))
Put together, this gives the formula ϕ = Φe =⇒ (Φs ∧ ∃x.∨t∈∆h t(x)). Consider the
strategy f for System such that f(s, i) = (a, i) and for each prefix w ·(t, i), f(w ·(t, i)) = (a, j)
with j a process such that, for all event (x, k) in w, k 6= j if t is a transition incrementing
c1, j = 1 if t increments c2, j a process such that w = w
′ · (a, j) · w′′ and for all event (x, k)
appearing in w′, w′′, if x ∈ Ae, k 6= j if t zero-tests c1 and if such a j exists, j a process such
that w = w′ · (t′, j) · w′′ and for all event (a, k) appearing in w′, w′′, k 6= j if t zero-tests c1
and if such a j exists, j = i otherwise. For all other prefixes, f returns ε.
Consider an execution f -compatible. Then if Φe is violated, it means that either Envi-
ronment has not respected the encoding, or that it has played t that zero-tests c1 or c2. In
that case, by f , System replies with a value unique to herself, or unique to Environment
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respectively, proving that Environment has chosen a non-valid transition for the current con-
figuration. If Φe is satisfied, then by f , either Φs is satisfied, or at some point System is unable
to provide a fresh process when t increments c1.
Suppose that, for some k ∈ N, f is (0, 0, k)-winning. Then, for any execution w that is
f -compatible, if Φe is satisfied, then Φs is satisfied, meaning that the sequence of transitions
chosen by Environment correctly encodes the run of M . Moreover, at some point a final
transition is reached, encoding the halting run of M .
Conversely, suppose that M is halting. Then, the run being finite, we can compute ks
and ke the number of increments of respectively c1 and c2 during the run. Consider f as
a C(0,0,ke+ks)-strategy, and take w an f -compatible execution that satisfies Φ
e. Necessarily,
the sequence of transitions selected in w is the unique possible sequence of transitions in an
execution of M , and the number of processes is enough to provide as many fresh processes
as needed. Hence the run can be encoded entirely and a final transition is reached. Thus,
w satisfies the specification formula, and f is (0, 0, ke + ks)-winning. Therefore the synthesis
problem for FO2[∼,+1, <] is undecidable.
B Proof of Theorem 6 (normal form for FO[∼])
Let Φ be an FOA[∼] formula. Using the Schwentick-Barthelmann normal form [41], we know
that Φ is equivalent to a formula of the form
Φ1 = ∃x1 . . . ∃xn∀y.ϕ(x1, . . . , xn, y)
where, in ϕ(x1, . . . , xn, y), quantification is always of the form ∃z.(z ∼ y ∧ . . .) or ∀z.(z ∼
y =⇒ . . .). Since ϕ essentially talks about the class of y, we call it a class formula (wrt. y).
Let X = {x1, . . . , xn}. Wlog., we assume that none of the variables in X ∪ {y} is quantified
in ϕ.
Class Abstraction. Note that, due to the variables in X , the formula ϕ may reason about
elements that are outside the class of y. Our aim is to get rid of these variables so as to end up
with formulas that talk about classes only. As the variables in X are quantified existentially,
we can basically guess the relation between them. This is done in terms of a class abstraction,
which is given by a triple C = (P,≈, λ) where P ⊆ 2X is a partition of X (if n = 0, then
P = ∅), λ : X → A unionmulti T (recall that T = {s, e, se}), and ≈ is an equivalence relation over X
such that, for all xi, xj ∈ X
– if xi ≈ xj , then xi ∼C xj and λ(xi) = λ(xj), and
– if xi ∼C xj and xi 6≈ xj , then {λ(xi), λ(xj)} ∩A 6= ∅,
where we write xi ∼C xj if {xi, xj} ⊆ X for some X ∈ P . Let CX be the set of all class
abstractions.
Example 18. Figure 5 depicts a class abstraction C = (P,≈, λ) for A = {a, b, c, d}. The
red areas represent the partition P , the blue ones represent the equivalence classes of ≈,
which refine P . Moreover, we have λ(x4) = λ(x7) = s, λ(x3) = λ(x5) = b, λ(x9) = c, etc.
The meaning of C is that x1, x4, x7, x8 are equivalent wrt. ∼, i.e., they belong to the same
process. In particular, formulas such as x1 ∼ x4 and x3 ∼ x10 are true under this assumption.
Moreover, x4 ≈ x7 means that x4 and x7 denote identical elements. That is, the formula
x4 = x7 would be true, whereas x2 = x3 does not hold. C
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b
<latexit sha1_base64="IVZk9NzCrARMkY+JxXQxsJlDpSc=">AAACxHicjVHLSsNAF D2Nr1pfVZdugkVwVZIq6EoKgrhswT6gFknSaR2aF5mJUIr+gFv9NvEP9C+8M05BLaITkpw5954zc+/105AL6TivBWthcWl5pbhaWlvf2Nwqb++0RZJnAWsFSZhkXd8TLOQxa0kuQ 9ZNM+ZFfsg6/vhcxTt3LBM8ia/kJGX9yBvFfMgDTxLV9G/KFafq6GXPA9eACsxqJOUXXGOABAFyRGCIIQmH8CDo6cGFg5S4PqbEZYS4jjPco0TanLIYZXjEjuk7ol3PsDHtlafQ6o BOCenNSGnjgDQJ5WWE1Wm2jufaWbG/eU+1p7rbhP6+8YqIlbgl9i/dLPO/OlWLxBCnugZONaWaUdUFxiXXXVE3t79UJckhJU7hAcUzwoFWzvpsa43Qtaveejr+pjMVq/aByc3xrm 5JA3Z/jnMetGtV96haax5X6mdm1EXsYR+HNM8T1HGJBlra+xFPeLYurNASVv6ZahWMZhfflvXwATb2j2c=</latexit>
s
<latexit sha1_base64="MgjBpINeMtGrhnHBxvC18a WXjuI=">AAACzXicjVHLSsNAFD2Nr1pfVZdugkVwVRIVdFl0484K9oFtkWQ6bUPzIjMRSq1bf8Ct/pb4B/oX3hlT UIvohCRnzr3nzNx73dj3hLSs15wxN7+wuJRfLqysrq1vFDe36iJKE8ZrLPKjpOk6gvteyGvSkz5vxgl3AtfnDXd4 puKNW54ILwqv5CjmncDph17PY44k6rodOHIgemMxuSmWrLKllzkL7AyUkK1qVHxBG11EYEgRgCOEJOzDgaCnBRsW YuI6GBOXEPJ0nGOCAmlTyuKU4RA7pG+fdq2MDWmvPIVWMzrFpzchpYk90kSUlxBWp5k6nmpnxf7mPdae6m4j+ru ZV0CsxIDYv3TTzP/qVC0SPZzoGjyqKdaMqo5lLqnuirq5+aUqSQ4xcQp3KZ4QZlo57bOpNULXrnrr6PibzlSs2rM sN8W7uiUN2P45zllQPyjbh+WDy6NS5TQbdR472MU+zfMYFZyjihp5h3jEE56NCyM17oz7z1Qjl2m28W0ZDx/mOpO t</latexit>
e
<latexit sha1_base64="KHcgWhZnR37hCf+0eLzGCl6CTkM=">AAACzXicjVHLSsNAFD2Nr1pfVZdugkVwVRIV dFl0484K9oFtkUk6bYfmRTIRSq1bf8Ct/pb4B/oX3hlTUIvohCRnzr3nzNx7ncgTibSs15wxN7+wuJRfLqysrq1vFDe36kmYxi6vuaEXxk2HJdwTAa9JIT3ejGLOfMfjDWd4puKNWx4nIgyu5CjiHZ/1A9ETLpNEXbd9JgdJb8wnN8WS Vbb0MmeBnYESslUNiy9oo4sQLlL44AggCXtgSOhpwYaFiLgOxsTFhISOc0xQIG1KWZwyGLFD+vZp18rYgPbKM9Fql07x6I1JaWKPNCHlxYTVaaaOp9pZsb95j7WnutuI/k7m5RMrMSD2L9008786VYtEDye6BkE1RZpR1bmZS6q7om5 ufqlKkkNEnMJdiseEXa2c9tnUmkTXrnrLdPxNZypW7d0sN8W7uiUN2P45zllQPyjbh+WDy6NS5TQbdR472MU+zfMYFZyjihp5B3jEE56NCyM17oz7z1Qjl2m28W0ZDx/E7JOf</latexit>
Fig. 5. A class abstraction C = (P,≈, λ)
Given C = (P,≈, λ) and X ⊆ X , we can define the formula sat(X, C), which checks
whether the class abstraction C is consistent with a given execution as far as variables from
X are concerned:
sat(X, C) =

∧
xi∈X(λ(xi))(xi)
∧
∧
(xi,xj)∈≈∩X2
xi = xj ∧
∧
(xi,xj)∈X2\≈
xi 6= xj
∧
∧
(xi,xj)∈∼C∩X2
xi ∼ xj ∧
∧
(xi,xj)∈X2\∼C
xi 6∼ xj

Moreover, by fixing C = (P,≈, λ) and X ∈ P ∪ {∅}, we can transform ϕ into a class
formula (wrt. y) JϕKC,X((xi)xi∈X , y)
without variables from X \X that “evaluates” ϕ based on the assumption that sat(X , C)∧(y ∼
X) holds (in particular, sat(X , C) ∧ ¬(y ∼ X ) if X = ∅) where y ∼ X is a shorthand for∨
xi∈X y ∼ xi. We obtain it from ϕ inductively as follows (let θ ∈ A ∪ T):
Jθ(z)KC,X =

θ(z) if z ∈ V \ X
true if z ∈ X and λ(z) = θ
false if z ∈ X and λ(z) 6= θ
Jz = z′KC,X =

z = z′ if {z, z′} ⊆ V \ (X \X)
true if {z, z′} ⊆ X \X and z ≈ z′
false otherwise
Jz ∼ z′KC,X =

z ∼ z′ if {z, z′} ⊆ V \ (X \X)
true if {z, z′} ⊆ X \X and z ∼C z′
false otherwiseJψ ∨ ψ′KC,X = JψKC,X ∨ Jψ′KC,XJ¬ψKC,X = ¬JψKC,XJ∃z.ψKC,X = ∃z.JψKC,X
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The Transformation. Given the above definitions, we can now rephrase Φ1 as follows.
Along with x1, . . . , xn, we also guess a class abstraction, which then allows us to reason
about each class separately, without looking at the variables outside a class:
Φ2 =
∨
C=(P,≈,λ)∈CX
∃x1 . . . ∃xn.

sat(X , C) (ξ1)
∧
∧
X∈P
∀y.
(
y ∼ X =⇒ JϕKC,X((xi)xi∈X , y)) (ξ2)
∧ ∀y.
(
¬(y ∼ X ) =⇒ JϕKC,∅(y)) (ξ3)
 .
In fact, we can push the quantifiers ∃x1 . . . ∃xn further inwards by replacing them with
∃(zX)X∈P , which chooses one canonical representative zX per class X:
Φ3 =
∨
C=(P,≈,λ)∈CX
∃(zX)X∈P .

∧
X∈P
proc(zX) ∧
∧
X,Y ∈P
X 6=Y
zX 6∼ zY (ξ4)
∧
∧
X∈P
ϕC,X(zX) (ξ5)
∧ ∀z∅.
((
proc(z∅) ∧
∧
X∈P
¬(z∅ = zX)
)
=⇒ ϕC,∅(z∅)
)
(ξ6)

where proc(zX) =
∨
θ∈T θ(zX) and
ϕC,X(zX) = ∃(xi)xi∈X .
(
zX ∼ X ∧ sat(X, C)
∧ ∀y.(y ∼ zX =⇒ JϕKC,X((xi)xi∈X , y))
)
ϕC,X(z∅) = ∀y.
(
y ∼ z∅ =⇒ JϕKC,∅(y))
are class formulas3 wrt. zX .
Claim. Formulas Φ2 and Φ3 are logically equivalent.
Proof. Suppose (P, w) |= Φ2, say, witnessed by class abstraction C and interpretation IX =
{x1 7→ e1, . . . , xn 7→ en}. That is, (P, w), IX |= ξ1 ∧ ξ2 ∧ ξ3. Let IX denote the restriction
of IX to X ∈ P . For X ∈ P , consider the unique process eX ∈ P such that eX ∼ ei
for some xi ∈ X. Consider the interpretation Irepr = {zX 7→ eX | X ∈ P}. Let us show
(P, w), Irepr |= ξ4 ∧ ξ5 ∧ ξ6.
(ξ4) Clearly, we have (P, w), Irepr |= ξ4.
(ξ5) Let X ∈ P . We have (P, w), IX |= zX ∼ X ∧ sat(X, C). Take any e ∈ P ∪ Pos(w) such
that e ∼ eX . By satisfaction of ξ2, we have (P, w), IX , {y 7→ e} |= JϕKC,X((xi)xi∈X , y).
Therefore, (P, w), Irepr |= ξ5.
(ξ6) Let e∅ ∈ P such that e∅ 6= eX for all X ∈ P . Moreover, let e ∈ P ∪ Pos(w) such that
e ∼ e∅. Then, e 6∼ eX for all X ∈ P so that, by satisfaction of Φ2, we have (P, w), {y 7→
e} |= JϕKC,∅(y). We obtain (P, w), Irepr |= ξ6.
We conclude that (P, w) |= Φ3.
3 in fact, they can be easily rewritten as a class formula
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Conversely, suppose that (P, w) |= Φ3, witnessed by C and an interpretation Irepr = {zX 7→
eX}X∈P . That is, (P, w), Irepr |= ξ4 ∧ ξ5 ∧ ξ6. As (P, w), {zX 7→ eX} |= ϕC,X(zX) for every
X ∈ P , there is IX = {x1 7→ e1, . . . , xn 7→ en} (with restrictions IX) such that
(P, w), {zX 7→ eX}, IX |=
(
zX ∼ X ∧ sat(X, C)
∧ ∀y.(y ∼ zX =⇒ JϕKC,X((xi)xi∈X , y))
)
for every X ∈ P . Let us show (P, w), IX |= ξ1 ∧ ξ2 ∧ ξ3.
(ξ1) As ei 6∼ ej whenever ei ∈ X and ei ∈ Y for distinct sets X,Y ∈ P , we get (P, w), IX |=
sat(X , C).
(ξ2) Take any X ∈ P and e ∈ P ∪ Pos(w) such that e ∼ ei for some i ∈ {1, . . . , n} such that
xi ∈ X. As e ∼ eX , we obtain (P, w), IX , {y 7→ e} |= JϕKC,X((xi)xi∈X , y).
(ξ3) Let e ∈ P ∪ Pos(w) such that e 6∼ ei for all i ∈ {1, . . . , n}. Let e∅ ∈ P such that e∅ ∼ e.
That is, e∅ 6∼ eX for all X ∈ P . We get (P, w), {z∅ 7→ e∅} |= ϕC,∅(z∅). Since e ∼ e∅, we
also have that (P, w), {y 7→ e} |= ϕC,∅(y). Therefore, (P, w), IX |= ξ3
We conclude that (P, w) |= Φ2. uunionsq
The formulas ϕC,X(zX), including the case X = ∅, are interesting, because they only
reason about the class determined by zX . As, wrt. ∼, any two elements from a class are
equivalent anyway, we can actually ignore ∼. A class can then be seen as a simple multiset,
or as a logical structure of degree 0 (there is no binary relation that connects two elements
from a class). By Hanf’s theorem [6,23], we can find B ∈ N such that every formula ϕC,X(zX),
including the case X = ∅, is equivalent to a formula
ϕC,X(zX) ≡
∨
(θ,`)∈VC,X
(
θ(zX) ∧ ψB,`(zX)
)
for some sets VC,X ⊆ T × {0, . . . , B}A. Note that, for VC,X = ∅, we get false. Recall that we
had defined:
ψB,`(y) =
∧
a∈A
`(a)<B
∃=`(a)z.(y ∼ z ∧ a(z)) ∧ ∧
a∈A
`(a)=B
∃≥`(a)z.(y ∼ z ∧ a(z))
Thus, Φ3 is equivalent to the following formula (note that the conjunct
∧
X∈P proc(zX) is
not needed anymore, as its satisfaction is guaranteed by the second line; other changes wrt.
Φ3 are highlighted in red):
Φ4 =
∨
C=(P,≈,λ)∈CX
∃(zX)X∈P .

∧
X,Y ∈P
X 6=Y
zX 6∼ zY
∧
∧
X∈P
∨
(θ,`)∈VC,X
(
θ(zX) ∧ ψB,`(zX)
)
∧ ∀z∅.
((
proc(z∅) ∧
∧
X∈P
¬(z∅ = zX)
)
=⇒
∨
(θ,`)∈VC,∅
(
θ(z∅) ∧ ψB,`(z∅)
))

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Expanding the expression, we obtain that Φ4 is equivalent to:
Φ5 =
∨
C=(P,≈,λ)∈CX
((θX ,`X))X∈P
∈∏X∈P VC,X
∃(zX)X∈P .

∧
X,Y ∈P
X 6=Y
zX 6∼ zY
∧
∧
X∈P
(
θX(zX) ∧ ψB,`(zX)
)
∧ ∀z∅.
((
proc(z∅) ∧
∧
X∈P
¬(z∅ = zX)
)
=⇒
∨
(θ,`)∈VC,∅
(
θ(z∅) ∧ ψB,`(z∅)
))

Finally, Φ5 is equivalent to a formula of the desired form:
Φ6 =
∨
C=(P,≈,λ)∈CX
v=((θX ,`X))X∈P
∈∏X∈P VC,X

∧
(θ,`)∈VC,∅
∃≥|v|(θ,`)y.(θ(y) ∧ ψB,`(y))
∧
∧
(θ,`)
∈ (T×{0,...,B}A) \VC,∅
∃=|v|(θ,`)y.(θ(y) ∧ ψB,`(y))

where |v|(θ,`) is the number of occurrences of (θ, `) in v = ((θX , `X))X∈P , i.e.,
|v|(θ,`) = |{X ∈ P | (θ, `) = (θX , `X)}| .
C Proof of Lemma 11 (equivalence of synthesis and parameterized vector
games)
As an intermediate step in the translation of the synthesis problem into games, we first
consider a normalized version of the former. In a second step, we show equivalence between
the normalized synthesis problem and games.
C.1 Normalized Synthesis Problem for FO[∼]
In the normalized synthesis problem, instead of being fully asynchronous, both players will
alternately give a sequence of events instead of a single one. Moreover, after every move from
System, the partial word created up to that point should satisfy the formula, whereas after
every move from Environment, the word should falsify the formula.
Let us fix, for the rest of the definitions, a sentence ϕ ∈ FOA[∼]. We call a finite P-
execution w ∈ Σ∗ normalized if it is of the form w = w1 . . . wn with n ≥ 1 such that
– for all odd i such that 1 ≤ i ≤ n, wi ∈ Σ∗s and (P, w1 . . . wi) |= ϕ,
– for all even i such that 1 ≤ i ≤ n, wi ∈ Σ∗e and (P, w1 . . . wi) 6|= ϕ.
Note that the decomposition into the wi, if it exists, is uniquely determined.
A normalized P-strategy (for System) is a partial mapping f : Σ∗ → Σ∗s such that f(ε) is
defined and, if f(w) is defined, then (P, w·f(w)) |= ϕ. A normalized P-execution w = w1 . . . wn
is
– f -compatible if, for all odd 1 ≤ i ≤ n, we have wi = f(w1 . . . wi−1),
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– f -maximal if it is not the strict prefix of an f -compatible normalized P-execution,
– winning if (P, w) |= ϕ.
Finally, a normalized strategy is P-winning if all f -compatible f -maximal normalized P-
executions are winning.
Similarly to the initial synthesis problem, we define the normalized winning set Winnorm(ϕ)
as the set of triples (ks, ke, kse) ∈ NT for which there is P = (Ps,Pe,Pse) such that
– |Pθ| = kθ for all θ ∈ T, and
– there is a normalized P-strategy that is P-winning.
Example 19. Consider ϕ4 = ∀x.
((∃=2y.(x ∼ y∧a(y)))⇐⇒ (∃=2y.(x ∼ y∧d(y)))) ∈ FOA[∼]
from Example 2, where As = {a, b} and Ae = {c, d}. Let f be the strategy defined for ϕ4
(and ϕ3) in Example 4. We can consider it as a strategy f : Σ
∗ → Σ∗s . However, f is not
normalized: For P = ({1, 2, 3}, ∅, {6, 7, 8}), f((d, 7)(d, 7)) = (a, 7), but (P, (d, 7)(d, 7)(a, 7)) 6|=
ϕ4. Consider any P such that Pe = ∅. Towards a winning normalized P-strategy fnorm, suppose
w = (a1, p1) . . . (an, pn) ∈ Σ∗. For p ∈ P = {p1, . . . , pn}, we let diff(w, p) denote |{i ∈
{1, . . . , n} | (ai, pi) = (d, p)}| − |{i ∈ {1, . . . , n} | (ai, pi) = (a, p)}|. With this, we set
fnorm(w) =
{∏
p∈P (a, p)
diff(w,p) if diff(w, p) ≥ 0 for all p ∈ P
undefined otherwise.
That is, fnorm(ε) = ε and, if fnorm(w) is defined, then it is the concatenation of words
(a, p)diff(w,p) in any order. Therefore, if w is fnorm-compatible, then w · fnorm(w) contains
as many letters (a, p) as letters (d, p), for every p. We deduce w · fnorm(w) |= ϕ4. C
Now, the original and the normalized synthesis problem are equivalent in the following
sense:
Lemma 20. Win(ϕ) = Winnorm(ϕ).
Proof. We say that two executions w and w′ are similar, noted w ∼ w′, if w′ is w with the
position of its events rearranged in any combination, i.e. w ∼ w′ if and only if there exists
a letter-preserving bijection from Pos(w) to Pos(w′). Note that in FOA[∼], there is no way
to write constraints on the relative order of positions. In other words, for any ϕ ∈ FOA[∼],
if w |= ϕ and w ∼ w′, then w′ |= ϕ too. This is the property that we use to prove that the
Synthesis Problem is equivalent to the normalized one.
For the remainder of this proof, let us fix P = (Ps,Pe,Pse) and its corresponding triple
(ks, ke, kse). P-executions and P-strategies will simply be referred as executions and strategies
respectively.
Win(ϕ) ⊇Winnorm(ϕ): Suppose that (ks, ke, kse) ∈Winnorm(ϕ) and let fN be a normalized
winning strategy for System. We want to build f a winning strategy in the Synthesis Problem.
The idea is to simulate fN by memorizing the word of actions given by fN and playing it
one action at a time. Meanwhile, the actions played by Environment are stored and then pro-
cessed as if they happened all at once after System finishes playing its word, thus simulating
a corresponding normalized run.
We define a function mem such that for all executions w = σ1σ2 . . . , mem(w) = (wN , ws, we)
where wN is the corresponding normalized run, ws is the word that System must play to sim-
ulate the choice of fN , and we stores the actions played by Environment in the meantime. It
is defined as follows:
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– mem(ε) = (ε, fN (ε), ε)
– If σ ∈ Σs and mem(w) = (wN , ws, we), then
mem(w · σ) =

(wN · σ,w′s, we) if ws = σ · w′s,
(wN · we · σ,w′s, ε) if ws = ε and fN (wN · we) = σ · w′s,
undefined otherwise.
– If σ ∈ Σe and mem(w) = (wN , ws, we), then
mem(w · σ) = (wN , ws, we · σ)
Then we define an auxiliary function faux:
faux(wN , ws, we) =

σ if ws = σ · w′s,
σ if ws = ε and fN (wN · we) = σ · w′s,
undefined otherwise.
Finally, we define the strategy f as f(w) = faux(mem(w)) when both faux and mem are
defined, otherwise f(w) = ε.
From these definitions, we can immediately state the following properties describing the
workings of mem and f :
1. If w = w′σ is a f -compatible execution such that σ ∈ Σs and mem(w′) = (wN , ε, we),
then mem(w) = (wNweσ, σ2 . . . σn, ε) with σσ2 . . . σn = fN (wNwe).
2. If w = w′w0σ1w1 . . . σmwm is a f -compatible execution such that for all i ≤ m wi ∈
Σ∗e and σi ∈ Σs, mem(w′) = (wN , σ′1 . . . σ′n, we), for all j < m mem(w′w0 . . . σj) 6=
(∗, ε, ∗), and mem(w) = (∗, ε, ∗), then n = m, for all i ≤ n σi = σ′i, and mem(w) =
(wNσ1 . . . σn, ε, wew0 . . . wn).
3. If f(w) = ε for some f -compatible execution w then either w = ε and fN (w) = ε, or
mem(w) = (wN , ε, we) with wN and we such that fN (wN · we) is undefined.
Let w be a finite f -compatible execution such that mem(w) = (wN , ε, we). This execution
can always be decomposed as w = w0σ0w1 . . . σmwm with wi ∈ Σ∗e and σi ∈ Σs for all i ≤ m.
We show that w can also be written as:
w = w10σ
1
1 . . . σ
1
n1w
1
n1 · σ20w20σ21 . . . σ2n2w2n2 · . . . · σk0wk0σk1 . . . σknkwknk
where k, n1, . . . , nk ∈ N and such that if we define sj = σj0 . . . σjnj and ej = wj0 . . . wjnj for all
j ≤ k then:
– wN = s
1e1s2 . . . ek−1sk,
– we = e
k, and
– for all j ≤ k, sj = fN (s1e1 . . . sj−1ej−1).
We prove this by recursion on the number of prefixes w′ of w ending in an action of System
such that mem(w′) = (∗, ε, ∗), that number being k in the decomposition above.
Let w = w0σ0 . . . σmwm a f -compatible execution with mem(w) = (wN , ε, we). We note
(wiN , w
i
s, w
i
e) = mem(w0σ0 . . . wiσi) for all i ≤ m.
Base case (k = 1). Suppose that wis 6= ε for all i < m and wms = ε. As mem(ε) = (ε, fN (ε), ε),
if we let fN (ε) = σ
′
1 . . . σ
′
n then by the second property of mem we have that n = m, σi = σ
′
i
for all i ≤ m, and that mem(w) = (σ1 . . . σn, ε, w0 . . . wm). Then if we let s1 = σ1 . . . σn and
e1 = w0 . . . wm, the decomposition holds (with k = 1).
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Induction step. Suppose w = w′·σiwi+1 . . . σmwm where w′ = w10σ11 . . . σknkwknk with mem(w′) =
(wN , ε, we) satisfying the conditions above. Suppose also that w
j
s 6= ε for all i ≤ j < m and
wms = ε. By the first property of mem, we know that mem(w
′σi) = (wN · we · σi, σ′2 . . . σ′n, ε)
with σiσ
′
2 . . . σ
′
n = fN (wN ·we) = fN (s1e1 . . . sk·ek). Then using the second property, we deduce
that n = m− i, σ′j+1 = σi+j for all 0 < j ≤ n, and that mem((w′σi) · wi+1σi+1 . . . σmwm) =
(w′N , ε, w
′
e) where w
′
N = wN ·we·σiσi+1 . . . σm and w′e = wi+1 . . . wm. So we let sk+1 = σi . . . σm
and ek+1 = wi+1 . . . wm, and all conditions of the decomposition have been satisfied.
Thanks to the decomposition we just proved, if w is a finite f -compatible execution such
that mem(w) = (wN , ε, we) then we can deduce two facts: that w ∼ wN · we and that wN is
a fN -compatible normalized execution.
Let w be an arbitrary fair f -compatible execution. We distinguish two different cases:
If w is finite and mem(w) = (wN , ws, we), then f(w) = ε because w is fair, so either
w = ε = fN (w) in which case (P, ε) |= ϕ because fN is a normalized strategy, or ws = ε
and fN is undefined on wN · we. Moreover, we get that w ∼ wN · we and that wN is a fN -
compatible normalized execution. Since wN is a fN -compatible normalized execution and fN
is undefined on wN · we, then necessarily wN · we satisfies ϕ, otherwise wN · we would be
a fN -compatible maximal normalized execution that is not winning which would contradict
that fN is winning. Therefore, since wN · we satisfies ϕ and w ∼ wN · we, we have that w
satisfies ϕ.
If w is infinite, let wi be the prefix of size i of w and (w
i
N , w
i
s, w
i
e) = mem(wi). We again
distinguish two cases. If there are an infinite number of actions from System, then there is
an infinite sequence i1 < i2 < . . . such that w
ij
s = ε, which in turn means that there is an
increasing sequence of fN -compatible normalized executions w
i1
N , w
i2
N , . . ., so one can find a
normalized execution of arbitrary size. This is impossible, as by Theorem 6 there is a bound
on the number of letter that can be played on a single process before the satisfiability of ϕ
remains stable, that bound being B.|Aθ| for processes of type θ ∈ T. Since the number of
processes is fixed that means there is a bound on the total number of times that an execution
can go from satisfying ϕ to not satisfying it and vice-versa, which in turn limits the size of
normalized executions.
Therefore there is a finite number of actions from System, i.e. w = w′ · w∞e where w′ is
a finite execution ending with an action from System and w∞e is an infinite execution with
only actions from Environment. Let n = |w′|. By fairness of w necessarily there is some point
K > n such that f(wi) = ε for all i ≥ K. Since there are no actions from System in w∞e , we
also know that wiN = w
n
N and w
i
s = w
n
s = ε for all i > n, and that w
n
N is a fN -compatible
normalized execution. Thus for all i ≥ K, wi ∼ wnN ·wie and wnN ·wie satisfies ϕ otherwise fN
would not be winning, therefore wi satisfies ϕ for all i ≥ K. We conclude that w is winning,
and therefore that f is a winning strategy in the Synthesis Problem.
Win(ϕ) ⊆Winnorm(ϕ):
Suppose that (ks, ke, kse) ∈ Win(ϕ) and let f be a winning strategy for System. We
will define fN a normalized strategy. Let w be a finite normalized execution; note that w
can also be seen as a (regular) execution. Suppose that w is a f -compatible execution that
does not satisfy ϕ. Let σ1 = f(w), σ2 = f(wσ1), σ3 = f(wσ1σ2), and so on. As f is winning,
necessarily there exists i ∈ N such that σ1, . . . , σi are all not ε and such that wσ1 . . . σi satisfies
ϕ, otherwise wσ1σ2 . . . would be an infinite f -compatible fair execution that is not winning.
We then take the minimal i satisfying those conditions and we define fN (w) = σ1 . . . σi.
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Remark that in that case, w · fN (w) is still a f -compatible execution. If (P, ε) |= ϕ, we let
fN (ε) = ε, and the remark above still holds. If w 6= ε either satisfies ϕ or is not f -compatible,
then fN is undefined.
Let w = w1sw
1
ew
2
s . . . w
i
θ be a fN -compatible normalized execution with θ ∈ {s, e}. Then w
is also a f -compatible execution: this is true if w = ε, and if w′ is a f -compatible execution
then w′ ·fN (w′) is also one as we remarked earlier, and w′ ·fN (w′)·we as well for any we ∈ Σ+e .
Now suppose that w is also fN -maximal. If θ = s then w is winning. Otherwise, by
definition of maximal fN (w) must be undefined. fN is undefined when w is not f -compatible
or satisfies ϕ. As w is f -compatible, this means that w must satisfy ϕ. Thus all maximal
fN -compatible normalized executions are winning. Thus, fN is a winning strategy. uunionsq
C.2 Proof of Lemma 11
We split the lemma into two, one for each direction.
Lemma 21. For every sentence ϕ ∈ FOA[∼], there is a parameterized vector game G such
that Win(ϕ) = Win(G).
Proof. We actually show that parameterized vector games are equivalent to the normalized
synthesis problem. Let ϕ be a sentence in FOA[∼]. With the normal form from Theorem 6,
we suppose that there is B ∈ N and that
ϕ =
n∨
i=1
mi∧
j=1
∃=kijy.(θij(y) ∧ ψB,`ij (y))
 ∧
 mˆ′i∧
j=1
∃≥kˆijy.(θˆij(y) ∧ ψB,ˆ`ij (y))

with kij , kˆ
i
j ∈ N, θij , θˆij ∈ T, `ij , ˆ`ij ∈ {0 . . . B}A for all i, j ∈ N. Let L = {0 . . . B}A, we can also
assume that for all i ∈ N, any pair (θ, `) ∈ T×L appears at most once in ∪j{(θij , `ij), (θˆij , ˆ`ij)}.
We define the parameterized vector game G = (A,B,F) where A and B are given by ϕ,
and F = {κi | 1 ≤ i ≤ n} such that for all 1 ≤ i ≤ n and ` ∈ L, κi(`) = (./is nis, ./ie nie, ./ise nise)
where
./iθ n
i
θ =

= kij if ∃j.(θ, `) = (θij , `ij),
≥ kˆij if ∃j.(θ, `) = (θˆij , ˆ`ij),
≥ 0 otherwise.
Winnorm(ϕ) ⊆Win(G):
First we show how to obtain a play from a normalized execution. Let w be a normalized
(Ps,Pe,Pse)-execution and kθ = |Pθ|. By abuse of notation, we note pi(w) the play correspond-
ing to w that we are building. Let w = w1 . . . wα with α ≥ 1 and let C0 = C(ks,ke,kse). For all
p ∈ Ps ∪ Pe ∪ Pse and β ∈ {1, . . . , α}, we define `βp that track the state of each process p after
w1 . . . wβ as:
`βp (a) = |{j ∈ Pos(w1 . . . wβ) | w[j] = (a, p)}|
By convention, we also let `0p = `0 for all p. Then let P
β
θ,` be the set of processes of type θ in
state ` after w1 . . . wβ, defined as
Pβθ,` = {p ∈ Pθ | ` = `βp}
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Then we define pi(w) = C0τ1C1 . . . ταCα where for all β ∈ {1, . . . , α} and (`, `′) ∈ L2,
τβ(`, `
′) = (τs, τe, τse) with τθ = |Pβ−1θ,` ∩ Pβθ,`′ | and Cβ = τβ(Cβ−1).
Let w = w1 . . . wα be a normalized execution and let pi(w) = C0 . . . Cα. We prove that for
all ` ∈ L, β ≤ α, and θ ∈ T we have Cβ(`, θ) = |Pβθ,`|. If β = 0 then Cβ(`0, θ) = kθ = |P0θ,`|.
If the property is true for β < α, then Cβ+1(`) = Cβ(`) − outτβ+1(`) + inτβ+1(`) = Cβ(`) −∑
`′∈L τβ+1(`, `
′) +
∑
`′∈L τβ+1(`
′, `). For a given θ ∈ T, this simplifies into Cβ+1(`, θ) =
|Pβθ,`| −
∑
`′∈L
(
|Pβθ,` ∩ Pβ+1θ,`′ |
)
+
∑
`′∈L
(
|Pβθ,`′ ∩ Pβ+1θ,` |
)
= |Pβθ,`| − |{p ∈ Pθ | p ∈ Pβθ,` and
p /∈ Pβ+1θ,` }|+ |{p ∈ Pθ | p /∈ Pβθ,` and p ∈ Pβ+1θ,` }| = |Pβ+1θ,` |.
Consequently, we can prove that w is winning iff pi(w) is winning. Suppose there is i ≤ n
such that (P, w1 . . . wα) |= ϕi with
ϕi =
mi∧
j=1
∃=kijy.(θij(y) ∧ ψB,`ij (y))
 ∧
 mˆ′i∧
j=1
∃≥kˆijy.(θˆij(y) ∧ ψB,ˆ`ij (y))

Then by definition of the subformulas ψB,`ij
(y), for all (θ, `) and j such that (θ, `) = (θij , `
i
j)
(respectively = (θˆij ,
ˆ`i
j)), there must be at exactly k
i
j (resp. at least kˆ
i
j) processes of type θ in
state ` i.e. |Pαθ,`| = kij (resp. ≥ kˆij). Therefore Cα(`, θ) = kij (resp. ≥ kˆij) for all (θ, `), so Cα
satisfies κi thus pi(w) is winning. The other direction is similar.
Now suppose there is a winning normalized P-strategy f . We define a strategy fG in G
as fG(pi) = τα if there is a f -compatible play w such that pi = pi(w), f(w) is defined and
pi(w · f(w)) = C0 . . . ταCα. Moreover, let fG(ε) = τ1 where pi(f(ε)) = C0τ1C1. In all other
cases, fG is undefined.
Finally, we show that fG is winning. If pi = C0τ1C1 . . . Cα is a fG-compatible play, then
inductively by definition of fG we know that there is w = w1 . . . wα such that for all β ≤ α,
C0τ1C1 . . . Cβ = pi(w1 . . . wβ). Furthermore, if pi is fG-maximal, then there it is not the prefix
of a longer fG-compatible play. If w was not f -maximal, there would be an execution w′ =
wwα+1 that is f -compatible, but in that case pi(w
′) would be a fG-compatible play which
contradicts the maximality of pi. Therefore w must be f -maximal, and thus winning as f is a
winning strategy. Since we proved that w is winning iff pi(w) is winning, then pi is a winning
play, therefore fG is a winning strategy.
Winnorm(ϕ) ⊇Win(G):
Let C0 = C(ks,ke,kse) for some ks, ke, kse ∈ N. We define Pθ = {1, . . . , kθ} for all θ ∈ T.
For all C0-plays pi, let us build a normalized (Ps,Pe,Pse)-execution that we note w(pi) again
by abuse of notation. Since processes in G do not have identities, we will need to arbitrarily
assign one to each of them. To that end, we define a function mem such that for all C0-plays
pi ∈ Plays, locations ` ∈ L, and θ ∈ T, mem(pi, `, θ) = S with S ⊆ Pθ storing the identities of
all processes in location ` at the end of play pi. First we fix an arbitrary total order < on L2.
Then mem is defined as follows:
mem(C0, `, θ) =
{
Pθ if ` = `0,
∅ otherwise.
and for all pi = C0τ1 . . . Cα such that mem(pi, `, θ) is defined for all (`, θ) ∈ L × T, for all
τ applicable at Cα and C = τ(Cα), for all `, `
′ ∈ L such that τ(`, `′) = (ns, ne, nse), for all
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θ ∈ T, we define Sθ`,`′ as the nθ lowest (w.r.t. the natural order on N) elements of
mem(pi, `, θ) \
 ⋃
(ˆ`,ˆ`′)<(`,`′)
Sθˆ`,ˆ`′

which is always well-defined if τ is applicable as we supposed. Then we let
mem(piτC, `, θ) = mem(pi, `, θ) ∪
⋃
`′ 6=`
Sθ`′,`
 \
⋃
`′ 6=`
Sθ`,`′

With that being done, we define w(pi) recursively. Let w(C0) = ε. For all pi = C0τ1C1 . . . Cα
such that w(pi) is defined, for all τ applicable at Cα and C = τ(Cα), we let
w(piτC) = w(pi) ·
∏
`′=`+a1...aj ,
θ∈T
p∈mem(pi,`,θ)∩
mem(piτC,`′,θ)
(a1, p) · . . . · (aj , p)
We prove that for all C0-plays pi = C0τ1 . . . Cα and w(pi) = w1 . . . wα, for all ` ∈
L, β ≤ α, and θ ∈ T we have mem(C0τ1 . . . Cβ, `, θ) = Pβθ,` with Pβθ,` defined as be-
fore. If β = 0, for all processes p we have that `0p = `0, so P0θ,` = Pθ if ` = `0 and
∅ otherwise, therefore P0θ,` = mem(C0, `, θ). If the property holds for some β < α, then
mem(C0τ1 . . . τβ+1Cβ+1, `, θ) = Pβθ,` ∪
(⋃
`′ 6=` S
θ
`′,`
)
\
(⋃
`′ 6=` S
θ
`,`′
)
. Moreover, Pβ+1θ,` = P
β
θ,` ∪
{p ∈ Pθ | p /∈ Pβθ,` and p ∈ Pβ+1θ,` } \ {p ∈ Pθ | p ∈ Pβθ,` and p /∈ Pβ+1θ,` } = Pβθ,` ∪(⋃
`′ 6=`{p ∈ Pθ | p ∈ Pβθ,`′ and p ∈ Pβ+1θ,` }
)
\
(⋃
`′ 6=`{p ∈ Pθ | p ∈ Pβθ,` and p ∈ Pβ+1θ,`′ }
)
. If p ∈ Pθ
is such that p ∈ Pβθ,`′ and p ∈ Pβ+1θ,` for some `′ 6= `, then by definition of w(pi) necessarily
` = `′+a1 . . . aj and p ∈ mem(C0 . . . Cβ, `′, θ)∩mem(C0 . . . Cβ+1, `, θ), and therefore p ∈ Sθ`′,`.
The reverse is also true. Therefore, Pβ+1θ,` = mem(C0 . . . Cβ, `, θ)∪
(⋃
`′ 6=` S
θ
`′,`
)
\
(⋃
`′ 6=` S
θ
`,`′
)
=
mem(C0 . . . Cβτβ+1Cβ+1, `, θ).
Furthermore, it is easy to see that Cβ(`, θ) = |mem(C0 . . . Cβ, `, θ)| for all β, `, θ. Therefore,
as in the other direction, we have that Cβ(`, θ) = |Pβθ,`|, which in turn gives us that pi is winning
iff w(pi) is winning.
Now suppose there is a winning strategy fG in G. We define a normalized strategy f as
f(ε) = w(C0τC1) with τ = fG(C0) and C1 = τ(C0), and for all w we define f(w) = w′ if there
is a play pi ending in C such that w = w(pi), fG(pi) = τ is defined and w(piτC ′) = ww′ where
C ′ = τ(C). In all other cases, f(w) is undefined. The proof that f is a winning strategy is the
same as the other direction, with the roles of f and fG as well as w and pi swapped, since the
definitions of compatibility and maximality are the same for the normalized synthesis and
the parameterized vector games. uunionsq
Lemma 22. For every parameterized vector game G, there is a sentence ϕ ∈ FOA[∼] such
that Win(G) = Win(ϕ).
Proof. Let G = (A,B,F) be a parameterized vector game, and let F = {κi | 1 ≤ i ≤ n}. As
usual, let L = {0 . . . B}A. For all ` ∈ L and 1 ≤ i ≤ n, if κi(`) = (./is nis, ./ie nie, ./ise nise), then
for all θ ∈ T we let:
ϕi,`,θ = ∃./iθniθy.(θ(y) ∧ ψB,`(y))
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which is a FOA[∼] formula and then we define:
ϕ =
n∨
i=1
∧
`∈L
θ∈T
ϕi,`,θ
The proof that Win(G) = Win(ϕ) is similar to the one from Lemma 21.
D Proof of Lemma 14 (no cutoff for Game(N,N, 0))
Starting from configuration C0 = (ks, ke, 0), System has a winning strategy if ks ≥ ke: first
send one System process from `0 to ⟪a⟫ (to satisfy κ1), wait until Environment sends one
token from `0 to ⟪b⟫ (but not more than one otherwise κ2 would be satisfied), then send the
first process to ⟪a2⟫ (to satisfy κ3), and wait until Environment does the same to ⟪b2⟫ (the
only way to falsify κ3). Then repeat from the beginning until Environment has all her tokens
in ⟪b2⟫, which will happen since one process of each type is moved from `0 at each time
and because we supposed that there are more System processes than Environment processes.
Finally, send all the remaining System tokens in `0 directly to ⟪a2⟫, which satisfies κ4 and
Environment has no more possible move.
It is also easy to see that the strategy described here is the only possible winning strategy.
Therefore, if ke > ks, a configuration will occur with 0 System processes and at least 1
Environment process in `0, which is losing for System. Note that this game could easily be
adapted to give a game where System wins when she has at least k times the number of
processes of Environment, for any k ∈ N.
E Proof of Theorem 17 (Game(0, 0,N) is undecidable)
⇒ Suppose there is an accepting run ρ : (q0, 0, 0) `t1 (q1, ν11 , ν12) `t2 · · · `tn (qn, νn1 , νn2 ) for
M , and fix some k ≥ 3n+1. Without loss of generality, we can assume that the configurations
γ0, . . . , γn visited in ρ are pairwise different. The positional strategy f for System that faith-
fully simulates ρ is formally defined as follows. In the following, a transition (q, op, q′) ∈ ∆ is
written q
op−→ q′.
Initialization. Let C0 be the initial G-configuration.
– If t1 = q0
ci++−−−→ q1, we let τ1 be defined by τ1(`0, ⟪q0⟫) = 1, τ1(`0, ⟪t1⟫) = 1, τ1(`0, ⟪ai⟫) =
1, and τ1(`, `
′) = 0 for all other `, `′ ∈ L.
– If t1 = q0
ci==0−−−−→ q1, we let τ1 be defined by τ1(`0, ⟪q0⟫) = 1, τ1(`0, ⟪t1⟫) = 1, and
τ1(`, `
′) = 0 for all other `, `′ ∈ L.
We then let f(C0) = τ1.
Simulation of a new transition. For 0 < j < n, for any k-configuration C ∈ C((qj , νj1, νj2)),
we let f(C) = τj+1, with τj+1 defined as follows.
– If tj+1 = qj
ci++−−−→ qj+1, then τj+1(`0, ⟪tj+1⟫) = 1, τj+1(`0, ⟪ai⟫) = 1, and τj+1(`, `′) = 0
for all other `, `′ ∈ L.
– If tj+1 = qj
ci−−−−−→ qj+1, then τj+1(`0, ⟪tj+1⟫) = 1, τj+1(⟪a2i b2⟫, ⟪a3i b2⟫) = 1, and τj+1(`, `′) =
0 for all other `, `′ ∈ L.
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– If tj+1 = qj
ci==0−−−−→ qj+1, then τj+1(`0, ⟪tj+1⟫) = 1, and τj+1(`, `′) = 0 for all other
`, `′ ∈ L.
Note that if C ∈ C((qj , νj1, νj2)) then C /∈ C((qj′ , νj
′
1 , ν
j′
2 )) for j
′ 6= j as we assumed that
γj 6= γj′ , therefore f(C) is well-defined.
Second step of the simulation of a transition. Let C be a k-configuration such that C(⟪qb⟫) =
1 for some q ∈ Q, C(⟪tb⟫) = 1 for some t ∈ ∆, C(⟪a2i b2⟫) ≥ 0, C(⟪a4i b4⟫) ≥ 0 for i = 1, 2,
C(⟪t2b2⟫) ≥ 0 for all t ∈ ∆, C(⟪q2b2⟫) ≥ 0 for all q ∈ Q, C(`0) > 0 and C(`) = 0 for all
other ` ∈ L. We define f(C) = τ with τ defined as follows.
– If t = q
ci++−−−→ q′ and C is such that C(⟪aib⟫) = 1. Then τ(⟪qb⟫, ⟪q2b⟫) = 1, τ(⟪tb⟫, ⟪t2b⟫) =
1, τ(⟪aib⟫, ⟪a2i b⟫) = 1, τ(`0, ⟪q′⟫) = 1 and τ(`, `′) = 0 for all other `, `′ ∈ L.
– If t = q
ci−−−−−→ q′ C is such that C(⟪a3i b3⟫) = 1, then τ is defined by τ(⟪qb⟫, ⟪q2b⟫) = 1,
τ(⟪tb⟫, ⟪t2b⟫) = 1, τ(⟪a3i b3⟫, ⟪a4i b3⟫) = 1, τ(`0, ⟪q′⟫) = 1 and τ(`, `′) = 0 for all other
`, `′ ∈ L.
– If t = q
ci==0−−−−→ q′, τ(⟪qb⟫, ⟪q2b⟫) = 1, τ(⟪tb⟫, ⟪t2b⟫) = 1, τ(`0, ⟪q′⟫) = 1 and τ(`, `′) = 0
for all other `, `′ ∈ L.
If pi is a partial play ending in C ∈ C(γn), then f(C) is the update function τ such that
τ(⟪qn⟫, ⟪q2n⟫) = 1 and τ(`, `′) = 0 for all other `, `′ ∈ L.
And for any other configuration, f is undefined.
We show that f is winning by contradiction: suppose there is a winning strategy fe for
Environment. Let pi = C0τ
′
0C
′
0τ1C1 . . . be the maximal play compatible with f and fe. We
show the following by recursion:
Lemma 23. For all 0 < j ≤ n, C2j ∈ C(γj) and C2j(`0) ≥ k − (3j + 1)
Intuitively, this lemma states that pi correctly simulates ρ and that there are always enough
process in `0 for System to do his transitions.
Proof. We prove it by induction on j.
Base step (C2 ∈ C(γ1)): C0 is the initial (k-)configuration. Suppose that t1 = q0 c1++−−−→ q1,
then by definition of f , C ′0(⟪q0⟫) = 1, C ′0(⟪t1⟫) = 1, C ′0(⟪a1⟫) = 1, C ′(`0) = k − 3 > 1, and
C ′0(`) = 0 for all other ` ∈ L. Since C ′0 |= Ft1 , fe(C ′0) = τ1 is defined, otherwise it is not
winning. Then,
– If τ1(`0, ⟪bm⟫) ≥ 1 for m ≥ 1, then C1 |= F⟪bm⟫.
– If τ1(⟪q0⟫, ⟪q0b⟫) = 0, or if τ1(⟪t1⟫, ⟪t1b⟫) = 0 or if τ1(⟪a1⟫, ⟪a1b⟫) = 0, then C1 |=
F(q0,t1,e).
– If τ1(⟪q0⟫, ⟪q0bm⟫) = 1, (respectively if τ1(⟪t1⟫, ⟪t1bm⟫) = 1 or if τ1(⟪a1⟫,⟪a1bm⟫) = 1, for m > 1), then C1 |= F⟪q0bm⟫ (respectively C1 |= F⟪t1bm⟫, C1 |= F⟪a1bm⟫).
Hence τ1(⟪q0⟫, ⟪q0b⟫) = τ1(⟪t1⟫, ⟪t1b⟫) = τ1(⟪a1⟫, ⟪a1b⟫) = 1, and for all other ` ∈ L,
τ1(`0, `) = 0 and C1(⟪q0b⟫) = C1(⟪t1b⟫) = C1(⟪a1b⟫) = 1, C1(`0) = k − 3 and C1(`) = 0 for
all other ` ∈ L.
Following the definition of f , C ′1(⟪q20b⟫) = C ′1(⟪t21b⟫) = C ′1(⟪a21b⟫) = C ′1(⟪q1⟫)
= 1, C ′1(`0) = k − 4 > 0, and C ′1(`) = 0 for all other ` ∈ L. Since, C ′1 |= Fq0,t1,q1 , fe = τ2 is
defined.
Again we look at all possible transitions for Environment:
– As before, if τ2(`0, ⟪bm⟫) ≥ 1 for m ≥ 1, then C2 |= F⟪bm⟫.
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– If τ2(⟪q20b⟫, ⟪q20b2⟫) = 0, or if τ2(⟪t21b⟫, ⟪t21b2⟫) = 0 or if τ2(⟪a21b⟫, ⟪a21b2⟫) = 0, then
C2 |= F(q0,t1,q1,e).
– If τ2(⟪q20b⟫, ⟪q20bm⟫) = 1, (respectively if τ2(⟪t21b⟫, ⟪t21bm⟫) = 1 or if τ2(⟪a21b⟫,⟪a21bm⟫) = 1, for m > 2), then C2 |= F⟪q0bm⟫ (respectively C2 |= F⟪t1bm⟫, C2 |= F⟪a1bm⟫).
– Finally, if τ2(⟪q1⟫, ⟪q1b⟫) = 1 then C2 |= F(q0,t1,q1,e) and if τ2(⟪q1⟫, ⟪q1bm⟫)
= 1, for m > 2, then C2 |= F⟪q1bm⟫.
Thus, necessarily, C2(⟪q20b2⟫) = C2(⟪t21b2⟫) = C2(⟪a21b2⟫) = C2(⟪q1⟫) = 1, C2(`0) = k − 4,
and C2(`
′) = 0 for all other `′ ∈ L. Hence, C2 ∈ C(q1, 1, 0), and C2(`0) ≥ k−(3∗1+1) = k−4.
If t1 = q0
c2++−−−→ q1, the proof is identical, but with a2 replacing a1. If now t1 = q0 ci==0−−−−→ q1,
the proof goes along the same lines, without difficulty.
Induction step: Let 0 < j < n and γj = (qj , ν
j
1, ν
j
2), and suppose that C2j ∈ C(γj) and
C2j(`0) ≥ k − (3j + 1) ≥ 3. There are six cases depending on the type of tj+1. Without loss
of generality, we consider here only the three cases involving c1.
If tj+1 = qj
c1++−−−→ qj+1 then γj+1 = (qj+1, νj1 + 1, νj2). Following f , we obtain that
C ′2j(⟪tj+1⟫) = 1, C ′2j(⟪a1⟫) = 1, C ′2j(`0) = C2j(`0) − 2 and C ′2j(`) = (C2j)(`) for all other
` ∈ L. With the same arguments as in the base case, the only possibility is that fe(C ′2j) = τ2j+1
with τ2j+1(⟪qj⟫, ⟪qjb⟫) = 1, τ2j+1(⟪tj+1⟫,⟪tj+1b⟫) = 1, τ2j+1(⟪a1⟫, ⟪a1b⟫) = 1 and τ2j+1(`, `′) = 0 for all other `, `′ ∈ L, yielding
the configuration C2j+1(⟪qjb⟫) = 1, C2j+1(⟪a1b⟫) = 1, C2j+1(⟪tj+1b⟫) = 1, C2j+1(⟪qj⟫) =
C2j+1(⟪a1⟫) = C2j+1(⟪tj+1⟫) = 0 and C2j+1(`) = C ′2j(`) for all other ` ∈ L. By defini-
tion of f , the action of System leads to C ′2j+1 defined by C
′
2j+1(⟪q2j b⟫) = C ′2j+1(⟪t2j+1b⟫) =
C ′2j+1(⟪a21b⟫ = C ′2j+1(⟪qj+1⟫) = 1, C ′2j+1(⟪qjb⟫) = C ′2j+1(⟪tj+1b⟫) = C ′2j+1(⟪a1b⟫ = 0,
C ′2j+1(`0) = C2j+1(`0) − 1 = C2j(`0) − 3, and C ′2j+1(`) = 0 for all other ` ∈ L. Finally,
again as in the base case, we necessarily have fe = τ2j+2 with τ2j+2(⟪q2j b⟫, ⟪q2j b2⟫) = 1,
τ2j+2(⟪t2j+1b⟫, ⟪t2j+1b2⟫) = 1, τ2j+2(⟪a21b⟫, ⟪a21b2⟫) = 1. Hence, C2j+2(⟪q2j b2⟫) = C2j(⟪q2j b2⟫)+
1, C2j+2(⟪t2jb2⟫) = C2j(⟪t2jb2⟫) + 1, C2j+2(⟪a21b2⟫) = C2j(⟪a21b2⟫) + 1, C2j+2(⟪qj+1⟫) = 1,
C2j+2(`0) = C2j(`0) − 3 and C2j+1(`) = C2j(`) for all other ` ∈ L. Since C2j ∈ C(γj)
and γj+1 = (qj+1, ν
j
1 + 1, ν
j
2) it is easy to verify that C2j+2 is indeed in C(γj+1). Moreover,
C2j+2(`0) = C2j(`0)− 3 ≥ k − (3(j + 1) + 1).
If tj+1 = qj
c1−−−−−→ qj+1, then we know that νj1 ≥ 1. Since C2j ∈ C(γj), we deduce
that C2j(⟪a21b2⟫) ≥ 1. Following f , C ′2j(⟪tj+1⟫) = C ′2j(⟪a31b2⟫) = 1, C ′2j(`0) = C2j(`0) − 1,
C ′2j(⟪a21b2⟫) = C2j(⟪a21b2⟫) − 1 and C ′2j(`) = C2j(`) for all other ` ∈ L. To avoid reaching
configurations in F` for some ` ∈ L, or in F(qj ,tj+1,e), Environment necessarily updates the
configuration to C2j+1(⟪tj+1b⟫)
= C2j+1(⟪a31b3⟫) = C2j+1(⟪qjb⟫) = 1, and C2j+1(`) = C ′2j(`) for all other ` ∈ L. Again,
the strategy defined for System leads to the configuration C ′2j+1(⟪q2j b⟫) = C ′2j+1(⟪t2j+1b⟫) =
C ′2j+1(⟪a41b3⟫) = C ′2j+1(⟪qj+1⟫) = 1, C ′2j+1(⟪tj+1b⟫) = C ′2j+1
(⟪a31b3⟫) = C ′2j+1(⟪qjb⟫) = 0, C ′2j+1(`0) = C2j+1(`0)−1, and C ′2j+1(`) = C2j+1(`) for all other
` ∈ L. Finally, the only possible move for Environment is C2j+2(⟪q2j b2⟫) = C ′2j+1(⟪q2j b2⟫)+1,
C2j+2(⟪t2j+1b2⟫) = C ′2j+1(⟪t2j+1b2⟫) + 1, C2j+2(⟪a41b4⟫) = C ′2j+1(⟪a41b4⟫) + 1, C2j+2(⟪q2j b⟫) =
C2j+2(⟪t2j+1b⟫) = C2j+2(⟪a41b3⟫) = 0 and C2j+2(`) = C ′2j+1(`) for all other ` ∈ L. From this, we deduce that
C2j+2(⟪qj+1⟫) = C ′2j(⟪qj+1⟫) = 1, C2j+2(⟪a22b2⟫) = C2j(⟪a22b2⟫), and C2j+2(⟪a21b1⟫) =
C2j(⟪a21b2⟫)− 1. Moreover, C2j+2(⟪q2j b2⟫) ≥ 0, C2j+2(⟪t2j+1b2⟫)
≥ 0, C2j+2(⟪a4b4⟫) ≥ 0, C2j+2(`0) = C2j(`0) − 2 ≥ 0 by induction hypothesis, and for all
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other ` ∈ L, C2j+2(`) = C2j(`). Since C2j ∈ C(γj), this implies that C2j+2 ∈ C(γj+1), as
expected. Also, C2j+2(`0) ≥ k − (3j + 1)− 2 ≥ k − (3(j + 1) + 1).
If tj+1 = qj
c1==0−−−−→ qj+1, then νj1 = 0 = C2j(a21b2). The proof goes along the same lines
as before. Now the sequence of configurations is necessarily: C ′2j(⟪tj+1⟫) = 1, C ′2j(`0) =
C2j(`0) − 1, and C ′2j(`) = C2j(`) for all other ` ∈ L, C2j+1(⟪tj+1b⟫) = C2j+1(⟪qjb⟫) = 1,
C2j+1(⟪tj+1⟫) = C2j+1(⟪qj⟫) = 0, and C2j+1(`) = C ′2j(`) for all other ` ∈ L. Then we have
C ′2j+1(⟪qj+1⟫) = C ′2j+1(⟪t2j+1b⟫) = C ′2j+1(⟪q2j b⟫) = 1, C ′2j+1(⟪tj+1b⟫) = C ′2j+1(⟪qjb⟫) =
0, C ′2j+1(`0) = C2j+1(`0) − 1, and C ′2j+1(`) = C2j+1(`) for all other ` ∈ L. Finally, we
have that C2j+2(⟪t2j+1b2⟫) = C ′2j+1(⟪t2j+1b2⟫) + 1, C2j+2(⟪q2j b2⟫) = C ′2j+1(⟪q2j b2⟫) + 1,
C2j+2(⟪t2j+1b⟫) = C2j+2(⟪q2j b⟫) = 0, and C2j+2(`) = C ′2j+1(`) for all other ` ∈ L. One
can check that C2j+1(`0) = C2j(`0)− 2 ≥ k − (3j + 1)− 2 ≥ k − (3(j + 1) + 1) ≥ 0 and that
C2j+2 ∈ C(γj+1). uunionsq
With this lemma, we know that C2n exists and C2n ∈ C(γn). By definition of f , C ′2n(⟪q2n⟫) =
1, C ′2n(⟪qn⟫) = 0 and, for all other ` ∈ L, C ′2n(`) = C2n(`). But this time, there are no more
possible transition for Environment:
– Moving the process in ⟪q2n⟫ to ⟪q2nbm⟫ for some m ≥ 1 leads to a configuration either in
FF or in F⟪q2nbm⟫ if m ≥ 3.
– Moving any other process leads to a configuration in F` for some ` where
(∑
α∈As `(α)
)
<
`(b).
Therefore the play is winning for System and we get a contradiction, there is no winning
strategy for Environment. Thus f is a winning k-strategy for System. The same strategy f
also work for any k′ > k, which completes the first direction of the proof.
⇐ Suppose that there is a constant k ∈ N and f a winning k-strategy for System.
Lemma 24. For any f -compatible play pi = C0τ0C
′
0τ
′
0C1τ1C
′
1τ
′
1C2 . . . τ2nC2n, there exists a
run γ0 `t1 γ1 `t2 . . . γn of M such that C2i ∈ C(γi), for all 1 ≤ i ≤ n.
Proof. Let pi = C0τ0C
′
0τ
′
0C1τ1C
′
1τ
′
1C2 . . . τ2nC2n be a f -compatible play, not necessarily maxi-
mal. From C0, the only winning configurations reachable for System, without any past action
of Environment are the ones in Ft for t ∈ ∆ of the form t : q0 ci++−−−→ q1 or t : q0 ci==0−−−−→ q1. Let
t1 be the transition such that C
′
0 ∈ Ft1 . For simplicity, assume that t1 : q0 c1++−−−→ q1, but the
other cases are similar. From C ′0, there is only one configuration reachable by Environment
which is not winning for System: the one where there is exactly one process in locations ⟪t1b⟫,⟪q0b⟫, ⟪a1b⟫. Now that the transition t1 has been selected, the only winning configuration
reachable by System is C ′1 such that C ′1(⟪t21b⟫) = C ′1(⟪q20b⟫) = C ′1(⟪a21b⟫) = C ′1(⟪q1⟫) = 1,
C ′1(`0) ≥ 0, and C ′1(`) = 0 for all other ` ∈ L. Indeed, all other winning configurations re-
quire moves of Environment to be reached, or require that Environment has never played.
Now, the first accepting condition prevents Environment to play b on any new process,
or to play several bs on processes that have already played. Moreover, if she plays b on
the process already in the location ⟪q1⟫, the configuration reached is in F(q0,t1,q1,e). The
only possibility to leave the set of winning configurations is then to reach C2 defined by
C2(⟪q1⟫) = C2(⟪a21b2⟫) = C2(⟪t21b2⟫) = C2(⟪q20b2⟫) = 1, C2(`0) = k− 3 and C2(`) = 0 for all
other ` ∈ L. Hence, C2 is valid and m(C2) = (q1, 1, 0) = γ1. Moreover, γ0 `t1 γ1.
Let now j < n and suppose that we have built γ0 `t1 γ1 · · · `tj γj with γi = (qi, νi1, νi2) =
m(C2i) for all 1 ≤ i ≤ j. From the valid configuration C2i such that C2i(⟪q20b2⟫) > 0, the only
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winning configurations reachable by System are the ones in F(qj ,t) for some t starting in qj . Let
tj+1 be the transition such that C
′
2i ∈ F(qj ,tj+1). Assume for example that tj+1 : qj
c1−−−−−→ qj+1.
Then C ′2j(⟪tj+1⟫) = C ′2j(⟪a31b2⟫) = 1, C ′2j(`0) = C2j(`0)− 1, C ′2j(⟪a21b2⟫) = C2j(⟪a21b2⟫)− 1,
and C ′2j(`) = C2j(`) for all other ` ∈ L, with C2j(`) 6= 0 implies that ` ∈ LX since C2j is
valid. As before, in order to reach a non winning configuration, the only possibility for En-
vironment is to go to C2j+1 such that C2j+1(⟪tj+1b⟫) = C2j+1(⟪a31b3⟫) = C2j+1(⟪qjb⟫) = 1,
C2j+1(⟪tj+1⟫) = C2j+1(⟪qj⟫) = C2j+1(⟪a31b2⟫) = 0, and C2j+1(`) = C ′2j(`) for all other ` ∈ L.
Again, the only winning configuration System can reach without the help of Environment is
C ′2j+1 such that C
′
2j+1(⟪t2j+1b⟫) = C2j+1(⟪a41b3⟫) = C2j+1(⟪q2j b⟫) = 1, C2j+1(⟪qj+1⟫) = 1,
C2j+1(⟪qj+1b⟫) = C2j+1(⟪a31b3⟫) = 0, and C2j+1(`) = C ′2j(`) for all other ` ∈ L. Fi-
nally, the analysis of all the winning conditions shows that Environment cannot play any-
thing else that C2j+2(⟪t2j+1b2⟫) = C2j(⟪t2j+1b2⟫) + 1, C2j+2(⟪a41b4⟫) = C2j(⟪a41b4⟫) + 1,
C2j+2(⟪q2j b2⟫) = C2j(⟪q2j b2⟫
) + 1, and C2j+2(`) = C
′
2j+1(`) for all other ` ∈ L. In particular, C2j+2(⟪qj+1⟫) = 1,
C2j+2(⟪a21b2⟫) = C2j(⟪a21b2⟫) − 1, C2j+2(⟪a22b2⟫) = C2j(⟪a22b2⟫). Hence, C2j+2 is valid, and
m(C2j+2) = (qj+1, ν
j
1 − 1, νj2) = γj+1, with γj `tj+1 γj+1. uunionsq
Assume now that there is no accepting run of M and consider a maximal f -compatible
play pi. Since pi is winning, it ends in a configuration reached by System, so it is of the
form pi = C0τ0 . . . C2n . . . C
′
m with m ∈ {2n, 2n + 1}, for some n ∈ N, and C ′m |= F . By
Lemma 24, we have the corresponding run γ0 `t1 γ1 `t2 · · · `tn γn, with C2n ∈ C(γn)
and γn not a halting configuration. An analysis of the possible moves of System in that
case shows that C ′2n(⟪t⟫) = 1 for some transition t ∈ ∆. But from such a configuration,
Environment can easily reach a non winning configuration, by playing b on every location
where the number of b is strictly smaller than the number of letters of System. Again, System
moves to configuration C ′2n+1, which is winning. According to the precise definition of C ′2n+1,
there is only one possibility for System: C ′2n+1(⟪t⟫2b) = 1, C ′2n+1(⟪q′⟫) = 1 for some q′ ∈ Q,
and possibly C ′2n+1(⟪a2i b⟫) = 1 or C ′2n+1(⟪a4i b3⟫) = 1. In any case, Environment can still
reach a non winning configuration by playing b on all these locations. Then, either the play
is not maximal, or it is not winning, both of which contradict our hypotheses. Hence, there
is an accepting run of M .
This concludes the proof that Game(0, 0,N) is undecidable.
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