Abstract. In this paper, we introduce Linkator, an application architecture that exploits semantic annotations for automatically adding links to previously generated web pages. Linkator provides a mechanism for dereferencing these semantic annotations with what it calls semantic links. Automatically adding links to web pages improves the users' navigation. It connects the visited page with external sources of information that the user can be interested in, but that were not identified as such during the web page design phase. The process of auto-linking encompasses: finding the terms to be linked and finding the destination of the link. Linkator delegates the first stage to external semantic annotation tools and it concentrates on the process of finding a relevant resource to link to. In this paper, a use case is presented that shows how this mechanism can support knowledge workers in finding publications during their navigation on the web.
Introduction
The links between HTML pages offer the main mechanism for users to navigate on the web. It allows a user, with a simple mouse click, to go from one page to another. However, most websites only contain links that are considered essential for the functioning of the web site, therefore leaving some potentially relevant terms on the web pages unlinked. This can be observed specially in the long tail of the web, where pages are created manually, and where adding extra links can be a laborious and timeconsuming task. Because of this situation, a recurring scenario has risen when users browse web pages: they very often select a piece of text (e.g., a telephone, an address, or a name) from a web page and copy and paste it into search engine forms, as the only reasonable procedure available for accessing relevant resources related to those terms. However, this procedure may be significantly reduced, and the navigation improved, by automatically adding links semantically related to those terms.
Later in this paper we will present an example of how Linkator can be used to support knowledge workers.
Related Work

Auto-linking
Augmentation of text with links is not novel. Hughes and Carr [6] discussed the Smart Tag system, a Microsoft agent for automatically enriching documents with semantic actions. Google's AutoLink is another tool for augmenting web pages with links. It uses a pattern-based approach to detect numbers related to entities on web pages, such as street addresses, ISBN numbers, and telephone numbers, and to add links to them. In this tool, users can select an action to be performed after a click action, however it is limited in the number of recognizable entities and the number of sources to be linked to.
Some authors proposed to augment web pages by adding links to Wikipedia articles, therefore having an impartial (e.g., not commercially oriented) target for the link and still adding value to the user navigation. In [3, 4, 5, 6 ] the same approach for the problem is used. They integrate a term extraction algorithm for automatically identifying the important terms in the input document, and a word sense disambiguation algorithm that assigns each term with the correct link to a Wikipedia article. NNexus [14] proposes an approach that works for general sources of data. Basically, it builds a concept graph of terms extracted from a specific knowledge base and indexes it with the destination document. Then that index is exploited for linking a concept with a document.
Another related research area is that of link recommendation systems. Whereas the idea is similar, these systems are typically oriented towards recommending additional links to entire web pages, as opposed to specific items within a page. Whereas some of the algorithms may be adapted for Linkator's purposes, we have not focused on this aspect here.
Semantic Annotations
Annotating existing and new documents with semantics is a requirement for the realization of the Semantic Web. A semantic annotation tags an entity on the web with a term defined in an ontology. The annotation process can be done manually or automatically, and the latter demands a specialized system to accomplish the task. The automatic process of annotating is composed basically of finding terms in documents, mapping them against an ontology, and disambiguating common terms. The systems that solve this problem differ in architecture, information extraction tools and methods, initial ontology, amount of manual work required to perform annotation, and performance [7] . The result of the annotation process is a document that is marked-up semantically. For that concern, some markup strategies were proposed. Microformats 3 is an approach to semantic markup for XHTML and HTML documents, that re-uses existing tags to convey metadata. This approach is limited to a few set of published Microformats standards. Moreover, it is not possible to validate Microformats annotations since they do not use a proper grammar for defining it. An evolution of Microformats is eRDF (embedded RDF) 4 , an approach for annotating HTML pages using RDF 5 , however it faces the same criticism than Microformats, since they use the same strategy for annotating pages. Another approach for semantically annotating pages is RDFa 6 (Resource Description Framework -inattributes). RDFa is a W3C Recommendation that adds a set of attribute level extensions to XHTML for embedding RDF metadata within web documents.
SPARQL Endpoint Discovery
Querying the Semantic Web implies querying a distributed collection of data. Federated querying over linked data has been addressed in [8, 9, 10, 11, 12, 13] . Among others, a part of this problem is related to selecting the proper sources of data to be queried. For this concern, two approaches stand out. The first approach requires the designer of the query to specify, declaratively, in the body of the query, which sources of data should be queried [9, 11] . In those cases, the endpoints to be queried are fixed and pre-determined by the user. The second approach tries to select the sources automatically, by finding correspondences between the terms mentioned in the query and the sources available in the Semantic Web. For instance, [8, 12] exploit the fact that recursively dereferencing resources mentioned in the query provides the data that then can be used for solving the query. The authors point out that this approach works well in situations where incomplete results are acceptable, since the dereferencing process does not reach all available graphs that match with the query pattern. Also, this approach is limited to a subset of SPARQL queries, since some elements must be present in the query in order to trigger this mechanism.
Another approach that tries to exploit such a correspondence uses statistics about the data in the SPARQL endpoints. For instance, [10] summarizes the endpoint data into an index containing statistics about the data space. In order to determine relevant sources, it tries to locate, for each triple pattern in the query, which entry in the index matches it. The selection of the endpoint is determined if the pattern matches with an entry in the index. In [13] middleware is used that catalogs the instances and classes in each endpoint. This middleware selects the right endpoint by matching the resources used in the query with the resources registered in the catalog.
Semantic Link -Definition
In an HTML page, an HTML link is denoted by the HTML tag A. Normally, it addresses a specific URL which when clicked triggers an HTTP request that retrieves an HTML document that a browser can render in a human-readable representation of this URL. Fig. 1 shows an example of a conventional HTML link. Once clicked, this link redirects the user to the URL described in the href attribute: www.st.ewi.tudelft.nl/~leonardi/.
Fig. 1 -Example of a conventional HTML link
In these cases, HTML links are defined through an explicit intervention of an author, at the time the page is created or programmed.
Definition 1: A semantic link is an HTML tag A that is semantically annotated with RDFa, which implies that RDF triples are associated to the link. The semantic link must contain the attribute property or rel, which is defined in the RDFa specification; it semantically relates the link to another resource or content. The triples associated to the semantic link are determined by the semantics defined in the RDFa specification 9 . Linkator uses the semantics of these triples to compute, dynamically, the URL of the link. Based on the semantics of these triples, it selects sources in the Linked Data cloud to search for a URL for the link. The next example (in Fig. 2 ) shows how two links with the same anchor (e,g., "Erwin Leonardi") can take the user to distinct pages based on the semantics in the link: Erwin Leonardi's Facebook page and Erwin Leonardi's DBLP 10 publications page. Those triples add the following semantics to the link: it is about a person, named "Erwin Leonardi" that is described in the resource http://www.theleonardi.com/ foaf.rdf. One possible result for this link is to show Erwin Leonardi's Facebook page, since this homepage is a relevant resource semantically related to those triples. Such information could be obtained in Linked Data that describes people or in the resource http://www.theleonardi.com/foaf.rdf that describes the person mentioned. On the other hand, for the link in line 10 of Fig. 2 , it would be more relevant to show Erwin Leonardi's DBLP publications page, since author and creator are concepts (see the triples in Fig. 4 ) that are semantically more related to DBLP 12 Linked Data than the previous mentioned sources. The main benefit of semantic links here is that Linkator can use this extra information for finding a significant value for the href attribute, i.e. the link URL, automatically. Therefore, based on vocabularies used for annotating the semantic links, Linkator can select a source on Semantic Web to look for a human-readable representation related to the concept behind the link. This process is further explained in detail in the rest of this paper.
Adding Semantic Links
Adding semantic links to a web page means to detect the relevant entities on this page and add anchors that will lead the user to a related document on the web. In this section we will describe these two processes. Fig. 5 illustrates the full process described in this paper. The first stage in the whole process is to detect the relevant entities to be linked. For this, Linkator can use any available information extraction engine, due to its flexible and plug & play architecture. The main advantage of this approach is that Linkator delegates the intelligence of entity extraction to the extractor tools. However, as most of the extractors do not produce annotations in RDF or RDFa, a major additional step here is to convert the annotation made by the extractor into RDFa annotations. This step is achieved by mapping a specific domain ontology to the schema used by the extractor, and later using that mapping to convert the extractor annotations into RDFa. As the result of that entire process, the entities extracted are annotated in a domain specific ontology representing the domain that the extractor was trained for.
Let us give an example. Suppose that we decided to plug the Freecite 13 extractor into Linkator. Freecite is an entity extraction engine for bibliographic citations. It is able to detect citations in text documents and retrieve a structured XML file containing authors, title, year of publication, location, number of pages, and volume of the citation. Notice that, in particular, Freecite does not directly mark the source page with the corresponding extracted semantic annotation. As was mentioned before, in order to get the original document semantically annotated as output from the extractor, an extended version of Freecite was developed in Linkator for directly annotating the original document with RDFa. For this purpose, the DBLP ontology 14 (the set of vocabularies used in this dataset) was used as the underlying ontology for the annotation, although any other similar ontology or vocabulary can be used in this process. This Freecite extension is able to transform the Freecite XML output to RDF format and embed the annotations in the original web page. Basically, it transforms the XML file to RDF using an XSL transformation 15 . The resulting file is then automatically injected into the original web page with RDFa annotations. Linkator places the annotation into the original page by matching the literal objects of the RDF triples against the text in the page. The result of this transformation is shown in Fig. 8 .
Like this, the first step of the process has been completed as the web page has been extended with semantic links. Yet the computation of the target URL has to be done, and in the next section we choose to do this by exploiting the triples that are associated to the semantic link, which represent the semantics of the link in the page. 
Dereferencing Semantic Links
The next step in the process is to define a destination for the added link. Regardless of the destination of the anchor being defined during the annotation process, as illustrated in [7, 8, 9, 10] , in Linkator, it is computed at the moment the user clicks on the semantic link. Therefore, it can select the most significant source to find the destination of the anchor, based on the current context where the anchor occurs. To improve performance Linkator uses the Linked Data cloud for discovering destinations for the semantic link as opposed to querying search engines or a fixed knowledge base. For that reason, the destination is computed at the user click, since it would be very slow to query the linked data for find all destination beforehand.
Explained in brief, in order to dereference the semantic link, Linkator queries the Linked Data cloud or an RDF source that exposes a SPARQL endpoint, looking for a human-readable representation of the triples related to the semantic link. Thus, the dereferencing process reduces to defining the endpoints to be queried and defining the query itself.
Endpoint Resolution
SPARQL endpoint resolution is a problem that has recently attracted attention of researchers in the field of federated queries [15, 16, 17, 18, 19, 20] . In spite of the fact that many approaches have been proposed as (partial) solution for this problem there
is not yet a consensus or standard. Due to this fact, the Linkator architecture implements its own solution.
In Linkator, the SPARQL endpoint to be queried is determined based on three things:
1. the triple associated to the semantic link itself, 2. the RDF graph of the annotations that exist on the web page, 3. the voID (Vocabulary of Interlinked Datasets) [5] descriptors of the available endpoints. Linkator selects available endpoints based on the vocabularies that they use. The vocabulary that an endpoint uses defines the semantics of the data that it contains to a great extent. Therefore, by matching the vocabulary used on the semantic link with the endpoint vocabularies, Linkator can resolve which endpoint may contain significant information about the resources associated with the semantic link. The vocabularies used by the endpoints can be obtained from their voID descriptors. VoID is an RDF vocabulary used to describe linked datasets in the Semantic Web. Fig. 9 shows a fragment of a voID descriptor for the DBLP 16 endpoint. When Linkator receives a dereferencing request, it executes the algorithm illustrated in Fig. 10 to choose the most relevant endpoint: Let us illustrate how this mechanism works. Suppose that a user clicks on the semantic link Erwin Leonardi illustrated in line 16 of Fig. 8 . In addition to the triple of this link shown in Fig. 11 , all triples annotated and associated to the semantic link can be used during this process. The SelectEndpoint function (see Fig. 10 , line 3) looks in those triples for an rdf:type object. In this example, it matches the resource swrc:Article (that represents the expanded URL http://ontoware.org/swrc/swrc_v0.3.owl#Article). In the next step (Fig. 10, line 4) , it extracts the vocabulary associated to this resource. This is done by the function ExtractVocabulary (Fig. 10, line 22 ) that retrieves the vocabulary http://ontoware.org/swrc/swrc_v0.3.owl, in this example. The last step in this process is to find the endpoints that use this vocabulary. In line 8, the procedure queries the voID descriptor of the available SPARQL endpoints, looking for such a vocabulary. The endpoints that contain it will be used during the querying process, as described in the next subsection.
Note that the SelectEndpoint function can retrieve more than one endpoint, and in that case, all of them will be used during the querying process. Also, note that in this example, the algorithm found an rdf:type object in the annotations. However, in the case where rdf:type is not available the engine uses the predicate associated to the semantic link, which, in this last example, would be the resource http://purl.org/dc/elements/1.1/creator.
In spite of the existence of endpoints covering a broad range of topics (e.g., DBpedia) and using hundreds of vocabularies, most of them are domain-specific and use a small set of vocabularies, which justifies this as a reasonable approach for detecting the endpoint semantically associated to the link being dereferenced.
Nevertheless, several other heuristics can be used to semantically disambiguate the endpoint, for instance, it could be based on the conceptual description of the content of the endpoint. In voID, the dcterms:subject property should be used to describe the topics covered by the datasets, and in a future version we intent to exploit such information to implement an approach based on concept mapping between the content in endpoint and the semantic links. We also intend to use the voID Store 17 service that aims to aggregate voID descriptors of public endpoints available in the Semantic Web.
Query Formulation
As mentioned earlier, Linkator queries an RDF source in order to find a URL for the semantic link. The query itself is created based on the object of the triples associated to the semantic link. The resulting query varies depending on whether the object is a URL (i.e., an ObjectProperty) or an RDF literal (i.e., a DatatypeProperty). In this approach, triples where the object is an RDF blank node are discarded. In the case where the object is a literal, the query is Select ?s where {?s rdfs:label literal}. For example, for the triple in Fig. 11 , one of the SPARQL queries generated is shown in Fig. 12 . In fact, the query exemplified in Fig. 12 is just one of the queries computed. Linkator executes a set of queries in order to overcome the limitations posed by the endpoints. For the previous example, the entire set of queries generated is shown in Fig. 13 : Fig. 13 -Set of queries generated Note however, that the query in line 4 is only executed if the endpoint supports keyword search, otherwise, in practice, such a query has a large probability of timing out or even returning an error. The support for keyword search can be obtained from the voID descriptor of the endpoint.
The final step in the dereferencing process is to find a URL to be inserted in the generated XHTML. Since a resource is retrieved in the query, Linkator tries to find a URL that contains a human-readable representation associated to the resource. Otherwise, it dereferences the resource URL directly. This same process also applies in the case where the object of the triple is a URI and not a literal. In order to find a human-readable representation for that resource, Linkator searches for predicates in the target resource that contain the string 'seealso', 'homepage', 'web' or 'site'. This means that it is able to match predicates such as: foaf:homepage, akt:has-webaddress, rdfs:seeAlso, that in general, contain a human-readable representation for RDF resources, meaning, a URL for a website. The whole dereferencing process ends with Linkator redirecting the user request to the URL found.
Proof of Concept
Linkator has been implemented as an extension to the Firefox browser, together with a backend service used by the extension. In this section, it is illustrated how Linkator can be used for supporting users in their searches where they try to locate PDF files and author's pages for references that they encounter in web pages with citations. In this scenario, the main problem is that some researchers or research groups mention their works on their homepages but they often do not add a link to the referred documents. Therefore, other researchers spend a considerable time looking for copies of the documents on the web: Linkator is able to automatically do this job without any intervention of the user or author. The Linkator prototype used to exemplify this mechanism can be found at: http://www.wis.ewi.tudelft.nl/index.php/linkator.
To exemplify this particular scenario, consider Erwin Leonardi's personal homepage: http://www.theleonardi.com/. That page contains a list of Erwin Leonardi's publications, as exhibited in Fig. 14 . The same page, after it has been (automatically) processed by Linkator, is shown in Fig. 15 . The semantic links added by Linkator are shown in blue. 
