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Abstract. Este trabajo presenta la introducción y utilización de la prác-
tica de desarrollo de software conocida como Test-Driven Development 
(TDD) en proyectos de software, expone además que TDD no es solo 
una metodología de pruebas, sino además una metodología de diseño de 
software. Está basado en un proyecto de investigación perteneciente a la 
Universidad Tecnológica Nacional - Facultad Regional Córdoba,  con 
el objetivo de estudiar y enmarcar este tipo de metodologías en la in-
dustria, mostrando tanto las particularidades de la misma, como los 
proyectos en los cuales se aplica, y  las ventajas y dificultades que pue-
den surgir de su adopción. Se explica en el presente trabajo los benefi-
cios y desafíos que se encontraron durante la implementación de TDD 
en los equipos de software y se resaltan los beneficios relacionados con 
la calidad del código, de las aplicaciones, la productividad y la comuni-
cación. En contrapartida se evidenciaron desafíos en relación a la expe-
riencia previa de los desarrolladores, ya que TDD resulta más simple de 
implementar en equipos con experiencia media a alta, en la bibliografía 
consultada se halló que esto puede ser mitigado implementando mento-
rías o programación extrema. 
Keywords:  Agile, Test-Driven Development, Pruebas Unitarias, Soft-
ware, Desarrollos Ágiles, Testing, Automatización de pruebas, Automa-
tización. Automation Tests, Unit Tests, BDD, TDD, UTDD, Scrum. 
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1 Introducción 
El desarrollo de software plantea muchos desafíos a los equipos de trabajo, estos 
retos van desde entender lo que el mercado y los clientes necesitan, hasta brindar 
soluciones integrales que cubran todos los aspectos de una organización manteniendo 
los costos controlados y brindando valor a las organizaciones. 
En los comienzos de la industria del software la metodología más utilizada era el 
desarrollo en cascada, en la cual se planteaban los requerimientos inicialmente y se 
avanzaba en etapas. Con la incorporación del software a todos los aspectos de la vida 
estos requerimientos comenzaron a cambiar a un ritmo acelerado, volviendo obsoleta 
la metodología que habia imperado. Acompañando esta evolución de la industria 
apareció  “Programación Extrema”(XP)  [1]. Como parte de XP [1,2], Test Driven 
Development (TDD) es una práctica iterativa de diseño de software orientado a obje-
tos, que fue presentada por Kent Beck y Ward Cunningham, quienes la definieron 
como el núcleo de XP.  
En un trabajo anterior [3], se había precisado de qué se trata TDD expresando que, 
entre otras cosas, se divide  en 3 sub-prácticas [4] denominadas: Test-First, Automati-
zación y Refactorizar
1
.  De acuerdo a estas prácticas las pruebas inicialmente fallarán, 
luego el desarrollador se enfocará en escribir el código que permita la ejecución exito-
sa de las pruebas y por último se enfocará en eliminar código duplicado, innecesario o 
mejorar el mismo para cumplir con patrones de codificación establecidos que facilitan 
la lectura del mismo y le dan claridad [2], las pruebas son el reaseguro que garantiza 
que esta refactorización no alterará la funcionalidad. En este sentido Martin Fowler[5] 
plantea varias recetas para refactorizar con éxito. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
                                                          
1Hemos usado el término “refactorización” como traducción del término inglés “refactoring”. 
Fig. 1. Ciclo de Vida de TDD [6]. 
 
 
15th Argentine Symposium on Software Engineering, ASSE 2014
43 JAIIO - ASSE 2014 - ISSN: 1850-2792 - Página 233
En la figura 1 se puede apreciar el proceso propuesto para implementar TDD como 
metodología de desarrollo de software
2
. 
 
Actualmente, en el desarrollo del software, se observa que la  aplicación del enfo-
que  guiado por las pruebas ha ido en aumento, en algunos casos utilizando solamente 
pruebas unitarias, en otros, se lo aplica avanzando hasta utilizar pruebas de integra-
ción. En varios trabajos [1,7], se observó que hace poco mas de 10 años que se co-
menzó a trabajar en el desarrollo guiado por pruebas de comportamiento, estas últi-
mas orientadas desde el punto de vista de los requerimientos funcionales o desde el 
punto de vista del negocio. Existen numerosas metodologías de desarrollo guiadas por 
pruebas además de TDD tales como UTDD
3
, STDD
4
, ATDD
5
, BDD
6
 [4,8,9,2]. 
   
  
Muchos de los que proponen el uso de TDD[2,10,11,12,13] han advertido que su 
implementación debería dar como resultado el logro de mejoras en la calidad del có-
digo, la calidad de las aplicaciones, la calidad de las pruebas, si se lo compara con los 
resultados obtenidos por Test Later (TL). En adición a ello plantean mejoras en la 
productividad, en el entendimiento temprano por parte de los desarrolladores de los 
requerimientos y en simultáneo los desarrolladores lograrán satisfacción y confianza 
en su trabajo [11]. 
 
 Fontela, en su trabajo [4] encuentra algunas evidencias de que la incorpora-
ción de TDD disminuye los costos de desarrollo, pero también existen casos en los 
que el costo de escribir y mantener los tests o pruebas no compensa sus beneficios. 
Por otra parte en el mismo estudio se puede apreciar que arriba a la conclusión de que 
disminuyen los tiempos de desarrollo, pudiéndose asociar esto a una potencial dismi-
nución de costos.  
  
En el trabajo de Maria Siniaalto [7] no se llega a una conclusión certera, sino que 
encuentran contradicciones acerca de los incrementos de productividad y por consi-
guiente una disminución de costos. En el trabajo “Factors Limiting Industrial Adopti-
on of Test Driven Development: A Systematic Review” [14] vemos que algunos casos 
estudiados reportaron efectos negativos en el tiempo de desarrollo y otros reportaron 
efectos positivos sobre el mismo aspecto. 
En este contexto en el presente trabajo se expondrán los beneficios y retos que se 
desprenden de estudios y de la aplicación práctica de TDD en proyectos de desarrollo 
de software. 
 
                                                          
2Fallo: Escribir una prueba que falle. Pasa: Escribir código que pase la prueba. Refactorizar: 
Reorganizar o limpiar el código. 
3Unit Test Driven Development. 
4 Story Test Driven Development. 
5 Acceptance Test Driven Development. 
6 Behavior Driven Development. 
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2 Elementos del Trabajo y Metodología 
Para llevar a cabo esta propuesta se realizó una revisión sistematizada de la litera-
tura existente. Una revisión sistematizada es un estudio empírico de trabajos prima-
rios y secundarios publicados, para ello, hemos utilizado como soporte de guía un 
trabajo de un grupo de investigadores de Gran Bretaña [14] y otro trabajo conjunto de 
un grupo de investigadores Españoles y Croatas [15]. Además, nos hemos basado en 
las guías que se proveen en el trabajo “PRESENTACIÓN POR ESCRITO DE LA 
REVISIÓN BIBLIOGRÁFICA” [16]. 
 
La búsqueda de información bibliográfica también incluyó la utilización de busca-
dores en la web. En esta  tarea se utilizaron principalmente criterios de búsqueda defi-
nidos por palabras claves como: “TDD - Limitaciones a la implementación - Factores 
de éxito - Casos de éxito - TDD y el desarrollo de software - Test-driven development 
- Introducción al Test-Driven Development – Pros and Cons of TDD – Agile – Ex-
treme Programming, XP”. El resultado de estas búsquedas fue una lista de documen-
tos y blogs, sobre los cuales se realizó un trabajo de recopilación de información. El 
criterio empleado consistió en realizar una lectura de cada uno de los textos con la 
finalidad de detectar aquellos que consideramos realizaban aportes significativos a 
nuestro trabajo. Hay que destacar que la mayoría de la documentación encontrada ha 
sido escrita por autores que son parte del desarrollo de esta tendencia, es decir, están 
involucrados en su difusión. Se ha encontrado poca documentación que haga un estu-
dio objetivo de las ventajas y desventajas, razón por la cual a esta  información hemos 
adicionado algunos blogs online. A éstos se los inspeccionó y  apartó considerando  
para su clasificación los más recientes y aquellos que refieren a bibliografía conocida 
y que es utilizada en este trabajo. Estos blogs son considerados como notas y no como 
referencias en esta presentación.  
 
Luego de esta revisión, selección y evaluación, se utilizaron los elementos resul-
tantes como base y soporte para nuestro trabajo, permitiendo establecer el estado ac-
tual de las prácticas de desarrollo de software guiado por pruebas automatizadas y 
arribar a una conclusión sobre los beneficios y desventajas que se presentan en la  
implementación de TDD en desarrollos de productos de software. 
 
3 Resultados 
Los detractores de TDD argumentan que no se puede utilizar esta metodología en 
grandes proyectos, este punto se puede contrastar con lo que dice Carlos Ble Jurado 
en su libro [2]: “¿Y TDD sirve para proyectos grandes? Un proyecto grande no es 
sino la agrupación de pequeños sub- proyectos y es ahora cuando toca aplicar aquello 
de divide y vencerás [2]. El tamaño del proyecto no guarda relación con la aplicabili-
dad de TDD. La clave está en saber dividir, en saber priorizar. De ahí la ayuda de 
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Scrum
7
 o Agile
8
 para gestionar adecuadamente el backlog
9
 del producto. Por eso tanta 
gente combina XP y Agile. Todavía no he encontrado ningún proyecto en el que se 
desaconseje aplicar TDD”. Esto es correcto debido a que los grandes proyectos se 
componen de módulos y en todos los casos se llega a porciones de código en los cua-
les es posible implementar TDD. En los grandes proyectos será necesario contar con 
un equipo de mayor tamaño para implementar TDD. 
 
Investigadores de la Escuela de Computación y Ciencias Matemáticas de la Uni-
versidad de Auckland en Nueva Zelanda realizaron un trabajo [13] basados en entre-
vistas a diferentes empresas que previamente a implementar TDD desarrollaban soft-
ware con metodología en cascada. En este trabajo se propuso determinar qué benefi-
cios y desafíos se perseguían como resultado de la implementación de TDD.  
 
3.1 Como aspectos positivos se encontraron los siguientes: 
 
Código de calidad: todos los entrevistados encontraron que el hecho de disponer 
de las pruebas previamente predispone a los desarrolladores a escribir código signifi-
cativo de forma simple y limpia en comparación con el uso de la técnica tradicional 
de escribir las pruebas después de escribir el código. La percepción es que TDD hace 
que los desarrolladores adquieran hábitos que hagan que cada vez escriban mejor 
código. 
Por otra parte TDD también es percibido como custodio de la calidad ante las pre-
siones que se generan para entregar código terminado. 
Investigadores suecos [17] encontraron que la calidad del código mejora en los ca-
sos que se escriben primero las pruebas. 
 
Aplicaciones de Calidad: el aumento de la confiabilidad del código se ve como un 
beneficio que se deriva de la implementación de TDD. Esto es resultado de que los 
desarrolladores deben dedicar tiempo a escribir los casos límites que prueben el códi-
go, no solamente los casos más comunes. Esto conlleva el aumento de cobertura y 
densidad de las pruebas, algo que no es captado cuando las pruebas se implementan a 
posteriori. Esta mayor cobertura es vista como resultado de aplicar TDD, algo que no 
es percibido en TL ya que muchas veces ni siquiera se dispone del tiempo para escri-
bir las pruebas. 
 
En estudios realizados en Suecia [17] no se encontraron diferencias significativas 
en la calidad del producto entre TDD y TL, solamente encontraron algunas diferen-
cias en la cantidad de test-cases positivos, concluyendo que esto se puede deber a que 
TDD es una metodología de diseño y no de pruebas. 
                                                          
7 Metodología ágil para el desarrollo de software. 
8 Metodología ágil para el desarrollo de software. 
9 Listado “User Stories” a ser desarrollados durante un proyecto que utilice Agile o Scrum. 
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 Productividad: este estudio encontró además que todos los entrevistados coinci-
dieron en que se incrementó la productividad en relación con sus experiencias previas. 
Ven esto como resultado de que escribir las pruebas previamente e ir incrementando 
cada funcionalidad de a una por vez generan que haya menos retrabajo, comparando 
con TL. David Janzen [18] halló que utilizando TDD la productividad se incrementa 
si se compara con no escribir los test o escribir los test luego del código. De todas 
maneras el mismo trabajo no denota grandes diferencias en cuanto a la cantidad de 
código que se genera y la cobertura de las pruebas en los casos en que las mismas son 
escritas. 
 
También se encontraron desafíos interesantes en profundizar y analizar, el princi-
pal es que los desarrolladores advierten los beneficios después de un tiempo de estar 
trabajando con TDD. En algunos casos algunos desarrolladores no hallaban natural 
esta forma de trabajo y era necesario recordar los beneficios con más frecuencia. Otro 
desafío que se encontró es que los beneficios están fuertemente vinculados a la capa-
cidad que tengan los desarrolladores de escribir pruebas de calidad. Si bien visto co-
mo un desafío, Roberto Latorre concluye en su trabajo “Effects of developer expe-
rience on learning andapplying Unit Test-Driven Development” [19] que si los desa-
rrolladores tienen los conocimientos y habilidades necesarias, aunque no tengan expe-
riencia previa en la metodología, pueden aprender rápidamente  Unit Test-Driven 
Development (UTDD), en esta publicación se deduce que la gran mayoría de los par-
ticipantes consideraron que fue fácil de aprender la metodología. De todas maneras 
plantea que la percepción general es que UTDD es difícil de aprender para desarrolla-
dores menos experimentados, lo cual puede ocasionar que en ambientes industriales y, 
bajo presión puede provocar que se deje de lado la metodología. Latorre plantea que 
esto se puede minimizar con la implementación de mentorías relacionadas con UTDD 
o programación en pares
10
 armando equipos mixtos en relación a la experiencia de 
cada uno de los programadores. 
 
Un desafío no menor, es el relacionado con cambiar la visión que la alta dirección 
ve como no productivo el tiempo que los desarrolladores usan en escribir pruebas. 
 
En “Test-Driven Database Development: Unlocking Agility” [20]  Max Guernsey, 
en su tarea de coach de  equipos de desarrollo resalta que es tan necesario trabajar con 
la metodología como con las habilidades del equipo hasta que el mismo alcanza la 
madurez. 
 
Calidad en Comunicación:  Fang Huang [21] resalta en su libro “Test Driven De-
velopment for Multithreaded Embedded Systems” a modo de conclusión que TDD 
contribuye a disminuir los defectos y mejora la comunicación entre el cliente y los 
                                                          
10 Latorre [14]. En sus conclusiones, en la página 14, plantea establecer mentorías o programa-
ción extrema. 
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desarrolladores, tal como ha podido comprobar en el caso la aplicación de TDD en 
sistemas embebidos. 
 
4 Conclusión 
En este trabajo describimos los aspectos positivos que derivan de la implementa-
ción de TDD. 
 
Se han podido observar beneficios en la productividad de los equipos de trabajos y 
en la calidad del código, al escribir las pruebas primero, también se aprecian mejoras 
en  cuanto a la calidad de los productos, con el solo hecho de escribir las pruebas, ya 
sean antes o después del código. Si se toman en cuenta todos los beneficios se arriba a 
la conclusión que es deseable escribir las pruebas antes que el código. De todas mane-
ras, es un punto común en todos los trabajos analizados, que la implementación de 
TDD requiere experiencia en desarrollo, compromiso, disciplina y constancia para 
lograr los mejores resultados es un punto común en todos los trabajos analizados. 
 
Algo que también se desprende de los trabajos y bibliografía es que resta mucho 
por hacer con respecto a la forma de lograr aceptación por parte de los equipos de 
desarrollo como así también en la forma de conformar estos equipos. Se estableció 
que en varios casos los equipos no veían a TDD como algo que pudiera aportar mejo-
ras a su trabajo. Este es un punto en el que hay que profundizar, en cómo lograr equi-
pos balanceados que aprovechen al máximo esta metodología y consigan resultados 
de calidad en su trabajo. 
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