




Frameworks for a General-Purpose  

































































































































































































































































































































































































































































  "method": "ToDeviceService.Send", 
  "params": [{ "Component": "lighting_component-1",  
               "Method": "set_power",  
               "args": [75.0] }], 














  "method": "ToDeviceService.Send", 
  "params": [{ "Component": "light_sensing_component-1",  
               "Method": "get_reading",  
               "args": [] }, 
             { "Component": "door_lock_component-1",  
               "Method": "unlock",  
               "args": [] }], 
  
























































































 Smart Home Controller Framework 
 
The Smart Home Controller Framework shares a majority of it’s design with the Device 
Controller Framework.  The primary difference is that the Smart Home Controller does 
not implement Physical Component Control, and instead implements a Decision 
Engine. 
 
 
Figure 4: Software Diagram for the Smart Home Controller Framework 
 
Decision Engine 
 
The primary goal of the Smart Home Controller Decision Engine is to make 
intelligent decisions that benefit the users of the Smart Home System.  In theory, 
this involves: 
 
1. Assessing the needs of users across affectable domains (through 
interactive interfaces or other means) 
2. Then combining sensor readings with physical models to determine 
conditions within the building 
3. Then determining courses of action which result in conditions which more 
closely match the needs of users 
 
The decisions of the Decision Engine are then actualized by the Smart Home 
Controller (via remote control of Devices) in order to produce a beneficial effect. 
 
While the Decision Engine is an exciting and essential component of a full smart 
home, it is unfortunately outside of the scope of this project.  The Decision Engine 
representation which was used instead consisted of a small skeleton designed to 
mimic very basic functionality, as well as some testing methods to prove that a 
larger Decision Engine could be built upon this skeleton. 
 
The Connected Devices Class stores a representation of those Devices which 
have authenticated and connected with the Smart Home Controller.  It contains 
the unique identifiers, authentication information, and the Component structure of 
each Device.  The Device Status Checker is a simple Class which periodically 
determines whether or not a Device is still available (by sending heartbeat 
messages).  The Test Device Manipulator contains arbitrary 
Component­Class­dependant algorithms, running indefinitely, which continually 
affect the status of connected Components.  While these patterns are not useful, 
they do serve to test the ability of connected Devices to be rapidly manipulated. 
 
Conclusion 
 
The implementation the Device Controller Framework and Communication Protocol 
sections closely matched the theoretical models described above.  A heavy use of 
interfaces and polymorphism allowed for this framework to be sufficiently general and 
abstract, while retaining the necessary functionality for smart home control.  While a 
complete Smart Home Controller implementation was outside of the scope of this 
project, the stub classes that were implemented served as a reasonable proof of 
concept. 
 
Go served as a useful programming language for this project.  It provided strong type 
safety, and dodged many of the potentially­dangerous manual memory management 
bugs from C­like systems programming languages, all without an appreciable impact to 
performance.  Certain tasks, like manipulating polymorphic collections and persisting 
objects, were difficult to complete with Go, but, eventually, elegant solutions for all of 
those roadblocks were discovered. 
 
The Test­Driven Development workflow was useful during the implementation phase of 
this project.  It allowed for confirmation that each individual piece of the larger software 
was complete before moving on.  It seemed especially helpful due to the large, layered 
nature of this project’s architecture. 
Future Work 
 
With the implementation of a Smart Home Controller Decision Engine, this model will 
become reasonably complete and pragmatic.  The vision for this project is to implement 
the remaining pieces, and to expand and refine the design of the existing framework, as 
part of a commercial venture which will sell all­in­one smart homes directly to 
consumers. 
 
Other areas which require implementation include user interfaces, security, and 
(optionally) cloud interaction. 
