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Abstract 
 
This report details the implementation in MATLAB of an audio granulation effect intended 
for application in electronic and electroacoustic music composition. The design process 
was informed by a desire to make available a variety of sound transformations, while also 
structuring the program such that a new user or person unfamiliar with MATLAB could 
easily interface with it. A description of the effect and the process of its development is 
provided, before results are discussed and avenues for further enhancement are 
suggested. Five different audio files (1 vocal recording, 1 recording made on a train, 2 
guitar recordings and 1 violin recording) had the effect applied with different settings to 
provide some reference/ example material. 
 
1 Introduction 
1.1 Overview 
A Granulation effect divides a sampled audio signal into many brief segments, typically 
between 1ms and 100ms in duration, which are then redistributed with a new temporal 
structure. A broad range of resulting sound textures can be obtained, from relatively minor 
effects to outputs bearing little or no resemblance to the original signal. Granulation is often 
considered a creative technique, where artifacts introduced as a result of processing are 
welcomed as aesthetic additions; given the first objective stated in section 1.2, this view is 
adopted herein. A form of granular synthesis where the grain waveform is an arbitrary 
recorded signal, granulation became an increasingly prevalent digital audio effect through 
the final decades of the twentieth century and is now in popular use via many commercially 
available plug­ins, programs and programming environments (Zolzer, 2011; Roads, 2004). 
 
While there is documentation available of a number of implementations of programmed 
granulation effects, with languages facilitating real­time processing such as max msp and 
supercollider 2 appearing generally favoured, there were only two MATLAB 
implementations known to the author at the time of writing. The current implementation 
expands upon De Poli’s MATLAB routine for audio granulation included in chapter 6 of the 
second edition DAFX text (Zolzer, 2011). De Poli’s implementation employs a simple 
function (grainLn.m) which extracts a single windowed grain from the input file. Grains gk(i) 
are extracted from the audio(x) at time instants ik and a window wk (fade­in/ out) is applied 
to each: 
gk(i) = x(i ­ ik)wk(i)  
 
 A script (granulation.m) sets the input parameters and initiates a for loop, each iteration of 
which calls the grainLn.m function, synthesising the output signal y(n): 
y(n) = Σk akgk (n ­ nk) 
ak = amplitude coefficient 
nk = time instant in o/p signal  
 
An earlier submission for this unit of study in a previous year (Hanna, 2013) also took De 
Poli’s source code as a starting point for development. While the script and two functions 
build on the original routine, providing more options for differing sonic results, it appeared 
that operating the effect could be difficult and cumbersome for a user unfamiliar with the 
programming environment. It was also considered that some of the options (such as 
aspects of the different selection and distribution methods) provided were perhaps 
unnecessary and could have been replaced with more vital additions (eg, preset some 
different amplitude coefficients) or omitted for increased ease of use and computational 
efficiency.   
 
1.2 Objectives 
There are two primary objectives to be satisfied upon completion of this lab project: 
1. Program a working prototype audio granulation effect in MATLAB that is capable 
of performing a variety of robust sound transformations of a type that may be of use in 
electronic and electroacoustic music composition. 
2. Design the effect so that, without the use of a GUI, a user interested in granular 
processing, but not necessarily having experience with MATLAB or other programming 
environments, may operate the effect to the full extent of its functionality without inordinate 
difficulty or confusion. This may encourage new users to begin engaging with the code and 
developing it as they gain more experience.  
 
2 Method 
Script: InputParameters_FunctionCall.m  
The MATLAB script provided with this report (InputParameters_FunctionCall.m) is the main 
interface for the user to begin operating the effect. A new user will likely only edit and 
operate this script file, leaving the two functions as they are. It is for this reason, in order to 
fulfill objective 2, that the script is so comprehensively commented, explaining to the user 
what each parameter is and the options available. 
The parameters that the user sets inside the script correspond to the input arguments for 
the granules.m function. The arguments are as follows: 
 
x: Input signal 
fs: Sampling rate 
The above two arguments are defined in the first code line. The user types the filename of 
the input signal into: [x, fs] = audioread(‘examplefilename.wav’); 
Gn: Number of grains in output file 
There is no defined limit on number of grains, though extremely large Gn values can be 
computationally expensive. 
Lout: Length of output signal 
This is a value of seconds, again without defined limits. The user is also given the option of 
entering “length(x);” here if they want the output file to be of the same length as the original. 
GDmax: Maximum grain duration 
Value in milliseconds. Must be shorter than the input signal. 
GDmin: Minimum grain duration 
Value in milliseconds. Must be shorter than GDmax. 
channelsIN: Number of channels in input signal: mono/ stereo 
The script asks for this information as the Granules.m function naturally accepts input from 
a stereo file. If the file is mono, the function converts to stereo before proceeding. 
Read_Type: In what manner grains are selected from the input signal 
There are three options given for the manner in which grains are extracted from the input 
signal. The user enters 1;2; or 3; where: 
1; = Linear progression (beginning to end through the file) 
2; = Backwards progression (end to beginning through the file) 
3; = Random progression (selected randomly from the file) 
W: Window, amount of each grain taken up by fade­in/ out. 1 = 100% 
Default window type is the tapered cosine (tukey) window. Though this type was used in 
Hanna (2013), it was selected here for the reasons outlined in Roads (2004, p.88), ie. 
smooth transition at the edges of a grain while retaining amplitude. The window type may 
be edited within the grains.m function. Only the window size (relative to the grain duration) 
is included as an argument to the function in order to increase concision.  
ENV: Shape of amplitude envelope over duration of output signal 
There are four options given for the dynamic characteristics of the output signal. The user 
enters 1; 2; 3; or 4; where: 
1; = Random amplitude coefficient assigned to each grain. 
2; = Gaussian envelope applied over duration of output signal. 
3; = Crescendo (increasing amplitude) through output signal. 
4; = diminuendo (decreasing amplitude) through output signal. 
 
The user inputs channel­specific values for Gn, GDmax and GDmin when entering the 
parameters then, at the end of the script, the granules.m function is called for each channel 
and the resulting signals are concatenated to produce the stereo output signal. If the user 
would prefer a mono output signal, instructions are given in the script as to which code 
lines to comment out in order to achieve this. In the last two section of the scripts, the user 
can choose to play the output file, and to save it to a .wav file. 
 
Functions: Granules.m, Grain.m 
Once the granules.m function is called from the main script, it interprets the input 
parameters dictated by the script via a number of conditional if statements. For example, 
the following makes use of the in­built MATLAB functions linspace, sort (utilising the 
‘descend’ feature, a faster alternative to the flipud function) and rand to produce linear, 
backwards and random progressions respectively: 
if Read_Type == 1; 
    initIN = ceil(linspace(1,Lin­GDmax,Gn)); %Linear Progression 
elseif Read_Type == 2;   
    initIN = sort(ceil(linspace(1,Lin­GDmax,Gn)),'descend');%Backwards Progression 
elseif Read_Type == 3; 
    initIN = ceil ((Lin ­ GDmax)*rand(1,Gn));%Random Progression 
end 
Similar use of conditional statements apply to other parameters, for full documentation 
refer to comments within the function. Slightly more knowledge was assumed when 
commenting the functions compared to the script, however they are all fully commented.  
 
Once all the parameters have been set and the output has been padded with zeros, a for 
loop calling the grain.m function is initiated, just as in De Poli’s original script. Grain.m 
extracts a segment in the same way as grainLn.m. The window is then applied and can be 
edited as described in the W parameter description. The code for this function is shown in 
figure 1: 
 
 
 
 
 
 
 
Figure 1: grain.m 
 
Once all iterations of the loop are complete, the granules.m function converts the output 
back to a column vector and normalises the signal to avoid distortion: 
 Y = Y'; 
 Y = Y./max(abs((Y))); 
 Y = Y.*0.9; 
3 Results 
The audio examples provided give an indication of some of the possible effects that the 
granules program is capable of producing. For ease of reference, figure 2 shows a table 
listing the processed files (not the originals) and the Read_Type, ENV and Lout settings 
applied to each: 
Figure 2: Processed audio with Read_Type, ENV and Lout Values 
Filename  Read_Type  ENV  Lout 
train_FX  1 (Linear)  1 (Random)  20 
vln_FX_1  1 (Linear)  3 (Crescendo)  50 
vln_FX_2  2 (Backwards)  4 (diminuendo)  50 
gtr1_FX_1  3 (Random)  2 (Gaussian)  30 
gtr1_FX_2  1 (Linear)  2 (Gaussian)  150 
voice_FX  1 (Linear)  1 (Random)  40 
gtr2_FX_1  1 (Linear)  1 (Random)  30 
gtr2_FX_2  3 (Random)  3 (Crescendo)  25 
gtr2_FX_3  1 (Linear)  2 (Gaussian)  50 
gtr2_FX_4  1 (Linear)  4 (diminuendo)  20 
gtr2_FX_5  1 (Linear)  3 (Crescendo)  60 
 
Based on a subjective assessment, these resulting signals satisfy the first stated objective 
of the exercise. Many of them present profound transformations of the original signals, 
creating new sonic textures even from slight manipulation of the input parameters. While 
they provide examples of different settings, not all of the possible effects are represented 
by the audio files, eg, densely particulated noisy textures are created from large numbers 
of grains of very short duration. This is observable only as a mild effect in ‘gtr2_FX_3.wav’ 
and ‘gtr1_FX_1.wav’. 
While most of the audio files seem suited to be used as what Roads (2004, p.14) would 
call ‘meso­structural elements’ of an experimental electronic composition, ‘train_FX.wav’, 
which condenses (from 3:21 to 0:20) a low quality recording made on a train into a short 
series of environmental sounds, indicates the effect’s possible usefulness for stylised 
soundscape composition.   
 
The ‘vln_original.wav’ file consists of a short glissando type sound. The two processed 
versions run a) sequentially through the input file with a crescendo applied to output 
          b) backwards through the input file with a diminuendo applied to output 
This dynamic structure is shown through a comparison of time domain visualisations of the 
output files (Figure 3 a) and b)): 
Figure 3 a) ‘vln_FX_1.wav’ 
 
 
Figure 3 b) ‘vln_FX_2.wav’ 
 
 
4 Discussion 
Determining the appropriate amount of flexibility to allow in selection of input parameters 
while adhering closely to the second stated objective of this exercise was at times a trial 
and error process. In the early stages of the effect’s design, the program would output a 
mono file by default and, if the user stipulated that the output file be stereo, a simple 
channel inversion and concatenation would be performed to create a virtual stereo image. 
Ultimately this approach was discarded in favour of running the functions twice and 
concatenating the two different output signals, as the aesthetic improvement was deemed 
to justify the slight complication of user interface and the considerable additional 
computational cost. The choice to not include an argument for window type can be 
considered the inverse of this balancing predicament. The ‘train_FX.wav’ file is the one 
audio example where the stereo image was created with the initial configuration, while 
‘voice_FX.wav’ is the only included example of a mono output file. Another instance where 
concision of representation prevailed over the desire to provide more options was 
designing the Read_Type scenarios. The same processes could well have been applied to 
the output of the grains (initOUT variable), however it was discerned that the results yielded 
by, for instance, assigning one or other (input or output) to random would produce a similar 
kind of homogenous tone regardless which was set. Moreover, if the read type was set to 
linear progression and the write type to backwards then they would cancel each other. 
 
Almost all of the user­controlled parameters could be extended to provide greater flexibility 
and control. Some of the most prominent areas for further development are listed below: 
* Provide more Read_Type options. For instance, rather than only linear, backwards 
or random, provide options for differing statistical distributions and degrees of 
randomness. 
* Similarly to Read_Type suggestions, provide a larger selection of amplitude 
envelopes. 
* Further develop the spatial arrangement of grains. Provide options for individual 
panning of grains and support for multichannel audio systems. 
* Stipulate grain density (Gn) values in terms of grains per second. This would allow 
for more complex patterns of grain distribution. 
 
5 Conclusion 
A working prototype of a granulation effect has been implemented in MATLAB and, based 
on the criteria outlined in section 1.2, can be considered a success. There are still, 
however, many ways in which this effect could be altered and improved to provide greater 
flexibility and scope for experimentation. 
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