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Abstract 
Proposed paper reports a project of dissertation thesis realized at Faculty of Education of Trnava University in Trnava (Slovak 
Republic). Research project of dissertation thesis is oriented towards a problem of didactics of education of programming at 
university, concretely by application of new teaching procedures in scope of introductory courses of programming in study field 
Teaching of Academic Subjects of programme combinations including Computer Science as one of subject. It concerns with 
application of new-developed class groups for Java, which is a part of micro-environment implementation, applying inter alia 
principles of Turtle graphics, well-known from programming language Logo. Problem of programming is for most of admitted 
students unknown at all. That causes their disorientation and involves teaching of essential fundaments required. That is a 
purpose of new procedure formation in scope of teaching of introductory courses of programming. Class groups of graphical 
robot aim to joint future-teacher of Computer Science preparation for programming by usage of graphical Logo principles with 
teaching of Java programming together. In research Design-Based Research as qualitative research method is used. In paper we 
describe prime phase of dissertation project (phase of analysis) and interpret findings and recommendations for following project 
phases, aimed to propose an innovative method applied within introductory courses of programming, to develop adequate device 
for its realization and to reflect their relevance. Outcome thesis will partially support Education Sciences development. 
© 2013 The Authors Published by Elsevier Ltd. All rights reserved 
Selection and peer review under the responsibility of Prof. Dr. Servet Bayram 
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1. Introduction 
The research problem is connected to dissertation thesis which is focused on the introductory programming 
courses in the university environment. The research is realized with contribution of students studying in the field of 
study “teaching academic subjects” (with informatics as one of the two subjects combined) and it is in tight touch 
with the long-term aims of our workplace one of whose is the research of the quality of education. Informatics and 
informatics education are the subjects taught at primary and secondary grades of education in Slovakia. 
Programming is a part of the curriculum for those subjects, as well. The reason of this (or one of the reasons) is that 
the programming is creative and developing activity. Students (pupils) must divide the problem to smaller parts, 
solve the partial problems and then put them together into final solution. Programming is also about the “seeking for 
solutions.” Pupils may compare formal way of expressing the problem with the way of expressing it in native 
language. Learning programming may also result (as we hope) into deeper insight and deeper understanding of how 
technology around us works. We think there are good objective reasons for having the programming in the 
curriculum, but the area of “how to teach” is still open. 
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The whole chain begins at tertiary grade of education, where we educate the future teachers. The basic 
requirement for teachers’ education applicants in Slovakia is to have a school leaving examination equivalent to “A” 
Levels finished. That results in that the Computer Science students at Faculties of Education (future informatics’ 
teachers) might not be properly prepared for further computer science education (with programming included)… 
The current situation is that we accept students with only small or no programming experience. They are supposed 
to learn everything from the beginning and that means they must take more time to study. The time offered by 
courses of programming is insufficient. We can only search and offer a better way of teaching programming for the 
beginners whose are going to teach the same (or similar) issue in the future. That means continuously seek new 
solutions and that is what we do building on experience from similar workplaces in Slovakia and the world. 
One of the first inspiration sources was the educational programming language Imagine Logo [16] developed at 
Department of Informatics Education, Faculty of Mathematics Physics and Informatics, Comenius University in 
Bratislava. [6] This language is (like many others) based on ideas of Papert’s Logo. [25], [29], [30], [37] Another 
significant sources of information (and inspiration) were analysis of CS courses’ syllabi at foreign world’s 
universities [2], [3], [4], [5], [10], [17], [22], [27], [28], [31], [34], [35], [36], [38], [41] and studying other sources 
[7], [8], [9], [11], [12], [18], [19] [20] [21], [23], [24], [32], [33], [39], [40]. Results of analysis are published in 
project to the dissertation thesis [14]. 
2. Short Description of the Problem 
Mentioned above, we are trying to find, apply and validate new ways of teaching programming for future 
teachers; most of whose did not have any experience with programming before (reflected as current situation). They 
have significant problems to navigate through this for them newly open area. We are also responsible for education 
of new generation of informatics teachers. And that is why we seek for better ways of teaching programming. 
We describe the research problem as: designing, implementing and verification the contents, syllabus and 
methodology for teaching an introductory programming course. The research area of the project is: introductory 
programming in the first year of college. Main aim of the research is to design, implement and validate the concept 
of teaching introductory programming course that is taught in the first year of undergraduate study in the field of 
“teaching academic subjects” (namely programs for future informatics and informatics education teachers). This 
course is intended to introduce students into programming area, provide them basic knowledge about programming 
and algorithms, and finally teach them how to create basic algorithms. The main research questions are: How to 
proceed in setting and achieving the objectives of teaching introductory programming course? How to set output 
requirements for students of introductory programming course? How to evaluate success of introductory 
programming course? (There are also more sub-questions to solve included…) We prefer in this project qualitative 
research methodology, namely: design-based research. 
3. Research Realisation 
Let us summarize results of analysis of interviews with students. These interviews provided starting points for 
several changes. Standard student of the samples (SS) in these courses meets the programming for the first time. 
Discussions touched basic problems from the student perspective and possible remedies. We came to a consensus 
that the key points of problems mentioned were: 
• Lack of time – two semesters of introductory courses, two hours of lectures and two hours of exercise per week, 
no mandatory homework… Students stated that they were in time pressure. Also, we think that this was for the 
curriculum too little. 
• The gap between teacher’s explanation and student’s understanding (and/or interpretation) – experienced 
students said that the explanation was simple enough. In contrast to that, the SS said that the terminology was too 
professional. Experienced students do not think that it was possible to explain the problem even easier 
(supposedly “there is no easier way”), but we have had to consider the opposite opinion and try to find the 
understandable way of explanation for the major part of the classroom. 
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• Motivation – this problem is partially connected to the way of teaching. Former programming introductory 
courses resembled math, algebra, or similar courses. The scheme of practical examples was following: getting the 
data, data processing, and outputting the results… mostly in numeric form (Figure 1.) This was not very 
motivating. Except that, there is another point of the motivation problem that we must complain to… Very often, 
students come to “study the informatics” (we intentionally do not say “computer science”) having very distorted 
concepts about what the study will be about, and what it includes exactly (the programming was surprising for 
them)… This is another (not less important) point that shaped their motivation. 
• The team – team building is crucial to the advancement of all members of the “team” (classroom). The best is if 
the class (or group) contains one or more “workhorses”, willing to help other students in their initial efforts. This 
is something that cannot be forced, nor guaranteed. However, students agreed that such a person can benefit the 
others significantly (and improve itself through explaining problems to the others). 
 
int number = (int)readLong("Enter integer: "); 
int digits = 0; 
do 
{ 
   ++digits; 
   number /= 10; 
} 
while (number != 0); 
System.out.println("Number of digits: " + digits); 
Enter integer: 1234 
Number of digits: 4 
 
Figure 1. Example of old way of teaching  
(the source code left; and the result right) 
In addition, during other interviews we met more ideas that we present consequently (they were got from other 
interviews made with students studying the third year of study). We discussed miscellaneous factors (e.g. problems, 
obstacles, restrictions, etc.) they had encountered on lessons of programming in the first (and/or further) year of 
study. Students often said that the dominant factor was a “rush of information.” They were given too much 
information at once, and failed to process them sufficiently, rapidly, and efficiently… They had been overloaded 
what led to subsequent stagnation or decline. That was consistent with symptoms described in the literature as 
“cognitive overload.” [26] 
Another factor was considerable diversity of programming environments and languages. Students expressed 
themselves that: “it would be better to deal with (over the years of study) only one language in more detail than 
several languages flat.” Basically, they studied a different language and programming environment in each year of 
study. They were forced to start again over and over dealing with significant problems with adaptation 
(“refocusing”). 
4. Research Results 
Considering the findings, changes have been performed. The first change was to align programming languages 
and environments. New programming language (Java) and programming environment (BlueJ [1]) were applied. 
Other changes were related to the teaching methods (adaptation of teacher’s explanation, the change of concept—
application of “graphic” method of teaching…), time allocation, and so on. 
Other changes were made within several last years (2009 – 2012) gradually. They were differing in nature and 
scope. From theoretical viewpoint there were changes in sequence of themes (it is known that the sequence of 
themes matters); the exclusion of some topics of teaching; change of the way of teaching themes kept. The change 
of the way of teaching has been made also from practical viewpoint (described later). Changing the teaching took 
place in several different ways. At first, it was influenced by change of the order of topics considerably (students 
had the first touch with different knowledge in different order). This was a necessary change. In close connection 
with that, the teacher looked for a suitable way how to adopt the way of expressing itself during explanation, 
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because most of students (as we mentioned) were in a position of beginners. In opposite to that, the teacher tried to 
keep the professional level of the explanation. Finding such compromises requires longer collecting of experience. 
Practical examples used during lectures and exercises have been transformed markedly, as well. It was mainly 
connected to the change of way of teaching, i.e. transition to teaching through a graphical robot (Figure 2.) Some 
kinds of examples were clearly unsuitable for the use in the classroom by teaching using robot, but finding 
equivalents for algorithmic problems that we used before and translate them into a graphical form for teaching 
introductory programming using robot, takes as much time (and/or intellectual energy) that everything has not been 
transformed immediately. Several examples must be kept provisionally in the older (verified) form. Transformation 
from the computationally/algebraically (“mathematically”) based jobs to the visually/graphically (“geometrically”) 
based jobs is time-consuming task, which also requires a long-term collecting of experience and searching the 
information and inspiration in a broader context. However, our experience shows that the application of these 







    randomLocation(); 
    fillCircle(3); 
} 




while (distanceFrom(0, 0) < 180) 
{ 
    randomDirection(); 
    forward(15); 
}   
Figure 2. Example of new way of teaching  
(the source code left; and the result right) 
The method of teaching introductory programming where the results are not given numerically but visually, gives 
to the students a higher level of motivation. This was confirmed by random interviews with students. Ultimately, 
students have to deal with curriculum discussed, as well as their peers, whose did not learn the introductory 
programming in this way. But fall into the environment of a formal expressing and strict syntax is milder, when 
programming is though (at least in the very beginning) by use of graphical robot, where student can directly see the 
graphical results of his effort… 
Other changes are related to time range of teaching introductory programming. By opening the propaedeutic of 
programming course the weekly time allocation of introductory programming increases for two hours. Also the 
homework was declared mandatory. This encourages students to work more at home. 
5. Conclusion 
The new model of introductory programming course teaching was designed before the start of the academic year 
2011/2012. After first run, there were several changes made before the start of the academic year 2012/2013. 
Currently, the project is in final phase of the implementation and verification the new model. In the designed model, 
following changes were addressed as solutions for issues identified in the first introductory phase of the project: 
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• a change in the method of teaching, which included: simplification of the teacher’s interpretation, better 
visualization of the curriculum, giving more scope for the problem analysis presented to the class, 
• the curriculum revision (reduction and transformation of some areas), 
• development of the group of Java classes called Graphical Robot (described in [13] and [15]), 
• creation of electronic learning materials for the introductory programming course, 
• giving more emphasis on the homework, providing several programs for self-analysis and modification, 
• compulsory introduction quick quizzes at the start of (almost each) lesson, 
• constantly encouraging students to work together in learning programming. 
After finishing this phase, the project will still continue. The plan is to gradually prepare and then transform the 
introductory programming course to Object-First teaching. 
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