Health assessment tools (treatment standardization guidelines, risk evaluation scales, disease burden estimations, and patient's perceptions questionnaires, among others) are very similar in format to a software specification, although targeted to humans. As in any document written in natural language, such medical approaches are prone to errors and misunderstandings caused by ambiguities, omissions, or inconsistencies thus reducing the applicability and efficacy of these tools. The verification of health assessment tools is an important step for standardization but it is still a manual and ad-hoc process in the medical community. This work proposes the use of a formal approach for the verification of health assessment tools. We apply and evaluate a methodology originally proposed for the verification of Use Cases to a specific medical standardization guideline. Preliminary results show that formal verification of these medical artifacts can be a cost-effective mechanism to validate and qualify health approaches.
Introduction
A treatment standardization guideline is a common tool used in a medical research protocol to ensure that all data collected meet certain requirements, allowing further comparative analysis. For instance, when a new drug is developed and tested in humans, guidelines for its application are defined as part of the research protocol. Training of the technical personnel to follow the defined standard may be necessary, not only during a trial, but also for approved treatments. Hence, it is important that this medical artefact is not only technically correct, but also clear and complete for its target audience. The focus of this work is the quality of health assessment documents that describe standardized procedures in the medical field.
A health assessment tool is a document written in natural language and is very similar in goal to a software specification document. As such, this artefact is prone to the same type of faults of a software specification, such as omission and ambiguities. In the medical community, one is mostly concerned with the validation of the assessment tool, which means, in that context, how effective is the proposed standard as well as the level of adherence to its proposal [3, 5] . The verification of the document that describes the standard procedure with respect to its clarity is performed indirectly as part of the validation process. The first step in the validation process is performed through revision meetings. Such meetings involve experts in the medical procedure or disease related to the standard and their goal is to provide an overall evaluation of the proposed standard, and is mainly focused on the correctness from the medical point of view. In a second moment, validation in the field is performed, that is, the proposed procedure is used in a controlled environment and one evaluates the response of the health workers to the new method. In this phase, checklists are typically used to assess the acceptance of the proposed health assessment tool and the overall clarity of the document and instructions is typically evaluated in this moment. The verification of the guideline text using this process has two main problems. First, it is well known that manual inspection, despite following a defined methodology, is an informal process where all steps are based on aspects intuitively identified by observers from their previous knowledge and individual experience with the object in question. For example, experts on the object in question may rely on tacit knowledge and ignore the need of making this knowledge explicit in the document. Second, faults detected during later validation phases (on-field) incur additional cost and re-work and may, in the worst case, invalidate a whole research protocol.
This work proposes the use of formal methods to verify health assessment tools described in natural language. We apply the verification methodology based on Graph Transformations (GT) proposed in [6] to a new standardization guideline proposed for the treatment of Cutaneous Leishmaniasis (CL). Our preliminary results show that formal verification of this artefact can early pinpoint a number of issues that would otherwise remain unknown and might compromise the applicability of this health tool. In this paper we i) detail the verification methodology, explaining the type of error detected at each step; ii) detail the application of the methodology to the CL treatment guideline by discussing the problems raised during the verification process and explaining the evolution of the artefact throghout the analysis.
The paper is organized as follows: Section 2 describes the case study. Section 3 gives an overview of the GT-based verification methodology. Section 4 presents more details on the verification methodology while describing its application to the health standardization guideline as well as the issues raised during this process. Section 5 discusses the results of the proposed approach.
Case Study: Standard Guideline for Leishmaniasis Treatment
Cutaneous Leishmaniasis (CL) is a disease caused by parasites and characterized by skin ulcers. Treatment evidence for this type of Leishmaniasis is still poor and object of active research [1] . The treatment of CL is still a challenge not only because of the scarcity of effective drugs and the high toxicity of the drug of first choice -antimonial derivatives -but also because of the lack of cost-effectiveness studies comparing traditional and new treatments. Such an analysis is crucial for this disease specifically because of its prevalence on poor countries and neglected populations. An important part of cost-effectiveness analysis is based on experimental data that can be collected as part of a research protocol. This means data must be collected following strict standardized procedures that allow further comparison and analysis over different locations and scenarios. René Rachou Research Center (Fiocruz-MG) is currently developing a standardization treatment guideline for a specific procedure for CL treatment. This guideline has been subject of informal revision by medical experts and is now under the process of validation (applicability and acceptance analysis). The goal of the CL treatment guideline is to standardize the infiltration procedure of a new drug. Indeed, if this procedure is not standardized, each physician may perform this infiltration in a distinct manner, which may affect the results. For instance, the location of the infiltration in the ulcer may vary, as well as the volume of medication used or the evaluation of the treatment outcome. With so many possible variations, one cannot assess the effectiveness of the new drug as divergences in the treatment outcome may have multiple causes. Thus, the proposed CL treatment guideline aims at defining the complete infiltration procedure, including preparation, anesthesia, position for infiltration, definition of possible outcomes, etc. The guideline is a onepage document composed of 4 preparation steps, 8 steps that define the standard procedure, and 3 final observations that may affect the intervention, as shown in Figure 2 (in portuguese). Each step of the procedure contains several instructions and information to be considered.
Once the guideline is validated in a controlled environment, a cost-effectiveness analysis will be performed. A research protocol for a multi-center evaluation will be defined and data about this specific treatment will be collected. This means the standard will be disseminated among different medical centers to be used by untrained personnel in an uncontrolled environment. Nonetheless, one must trust that all data is collected following the same infiltration procedure, so that costeffectiveness analysis can be carried out. Thus, it is crucial that guideline's instructions are simple, clear and complete, to minimize the risk of collecting misleading data. 
Verification Methodology
We have proposed in [6] a verification methodology for software specification documents described as Use Cases (UC). The methodology consists of constructing a Graph Transformation (GT) model using the entities and actions described in the contents of a UC, and performing some analysis over this graph to detect issues such as inconsistencies and ambiguity in the text. Considering the similarities we identified between a software specification artefact and a health assessment tool we propose to use our GT-based verification approach to formally verify the CL treatment guideline proposed by FIOCRUZ-MG. In this section we review the main concepts of the verification methodology, before applying it to the problem in hand.
Background
The formalism of Graph Transformations (GT) [7, 4] is based on defining states of a system as graphs and state changes as rules that transform these graphs. Due to space limitations, in this section, we only provide an informal overview of the notions used in this paper. For formal definitions, see e.g. [7] . Examples of graphs, rules and their analysis are presented in the following sections.
Graphs are structures that consist of a set of nodes and a set of edges. Each edge connects two nodes of the graph, one representing a source and another representing a target. A total homomorphism between graphs is a mapping of nodes and edges that is compatible with sources and targets of edges. Intuitively, a total homomorphism from a graph G1 to a graph G2 means that all items (nodes and edges) of G1 can be found in G2 (but distinct nodes/edges of G1 are not necessarily distinct in G2 ). If we have a graph, say TG, that represents all possible (graphical) types that are needed to describe a system, a total homomorphism h from any graph G to TG would associate a (graphical) type to each item of G. We call this triple G, h, TG a typed graph, and TG is called a type graph (that is, nodes of TG describe all possible types of nodes of a system, and edges of TG describe possible relationships between these types).
A Graph Rule describes a relationship between two graphs. It consists of: a left-hand side (LHS), which describes items that must be present for this rule to be applied; a right-hand side (RHS), describing items that will be present after the application of the rule; and a mapping from LHS to RHS, which describes items that will be preserved by the application of the rule. This mapping must be compatible with the structure of the graphs (i.e., a morphism between typed graphs) and may be partial. Items that are in the LHS and are not mapped to the RHS are deleted, whereas items that are in the RHS and are not in the image of the mapping from the LHS are created. We also assume that rules do not merge items, that is, they are injective.
A GT System consists of a type graph, specifying the (graphical) types of the system, and a set of rules over this type graph that define the system behavior. The application of a rule r to a graph G is possible if an image of the LHS of r is found in G (that is, there is a total typed-graph morphism from the LHS of r to G). The result of a rule application deletes from G all items that are not mapped in r and adds the ones created by r.
Our analysis of GTs is based on concurrent rules and critical pairs, two methods of analysis independent from the initial state of the system and, thus, they are complementary to any other verification strategy based on initial states (such as testing), detailed further ahead.
UC Formalization and Verification Strategy
A Use Case (UC) defines a contract between stakeholders of a system, describing part of the system behavior [2] . The main purpose of a UC description is the documentation of the expected system behavior and to ease the communication between stakeholders, often including non-technical people, about required system functionalities. For this reason, the most usual UC description is the textual form. A general format of a UC contains a set of sequential steps describing the successful interaction between the primary actor and the system towards the primary goal. A sequence of alternative steps are often included to represent exception flows. Preand post-conditions are also listed to indicate, respectively, conditions that must hold before and after the UC execution. Figure 2 summarizes the UC formalization and verification strategy proposed in [6] , which is divided into four main phases:
The issues found during the methodology application are annotated as open issues (OIs) along with possible solutions (when applicable) to be confirmed and solved later by the analyst (see table 1 for the complete list of Open Issues that can be raised). With this approach, any design decision made over an OI can be documented and traced back to the original document. Through analysis, it is possible to verify whether the pre-and post-conditions were correctly included in the model, whether there are conflicting and/or dependent rules, what is the semantics of a detected conflict or dependency, and whether these results were expected or not. One important point is that, during the process of representing the document in the formal model, clarifications and decisions about the semantics of the textual description must be made. Annotated OIs force the stakeholders to be more precise and explicit about tacit knowledge and unexpressed assumptions about system invariants and expected behavior.
Open issues are classified according to their severity level: code Yellow ( ) indicates a warning, meaning a minor problem that can probably be solved by a single person; code Orange ( ) indicates a problem that requires more attention and probably a definition/confirmation from the stakeholders; code Red ( ) indicates a serious issue that requires a modification in the UC description. Below, we describe the steps of the methodology while applying it over the medical guideline as an UC. 
Applying the verification approach to a treatment guideline
The CL treatment guideline proposed by FIOCRUZ-MG consists of a series of instructions that must be followed by a physician. Since the target user of the guideline is a human being, its text is much more dense and follows no pre-defined notation or format. Indeed, several actions are included in a single step of the original guideline. Thus, we first translated the original document to a typical UC notation where one can clearly identify a set of pre and post conditions, and each step contains a single (or a small set of) action(s). In this first translation, the same words and actions present in the original document were kept, but split into more focused steps. Fig. 3 shows the UC derived from the standard guideline. Hereafter we refer to this UC as the original representation of the standard guideline under verification.
Due to space limitations, we present the verification process applied only to the main scenario of the UC. For the same reason, we included in Fig. 3 the modifications that resulted from the UC analysis (text in bold italic in the figure), which will be discussed along the paper.
The application of each step of the verification methodology in the medical guideline is described in detail in the following.
Step 1: Identification of entities
The first step consists in manually identifying the entities that appear in the medical standardization guideline. This is a very simple step to accomplish in any document written in natural language given that entities in a document are usually represented by nouns or noun phrases. 
Step 2: Identification of actions
Once the entities used in the document were listed, the next step is to construct a Table of Actions (see table 2 ) by manually identifying the actions that have to be performed as well as the actors involved, the conditions for each action to be applied and the effects of applying the actions. Actions are usually represented in a document by the verbs and verb phrases.
Example: The actions found in the example were summarized as: (1) calculate volume, (2) divide volume, (3) aspire lidocaine, (4) inject lidocaine, (5) aspirate glucantime, (6) discard needle, (7) couple new needle, (8) insert needle in anaesthetics buttons, (9) administer glucantime, (10) observe saturated injury, (11) observe not saturated injury, (12) administer more glucantime.

Step 3: Characterization of conditions and effects as states
After we extracted the entities and actions of the guideline, we define graphical representations for each one of the conditions and effects listed in the Table of Actions, as well as the pre-and post-conditions of the UC if any. 
Example: Consider the action "calculate volume of the medicine". Two conditions must hold for this action to execute: "The area of the injury is known" and "Patient meets criteria" (the preconditions of the guideline). This action has also one effect: "MD knows the estimated volume of the medicine". We represent the phrase "The area of the injury is known" using the entities physician (MD) and area of injury, and a relationship indicating that the MD knows the injury's area, as shown in
Step 4: Construction of type graph
Having the graph representations of all elements of the guideline, we build a type graph that is a graph containing all types of elements that may appear in the UC. First we add all entities identified in Step 1: these will be the vertices of the type graph; and then we add the relationships created in Step 3: these are the arrows of the type graph. In addition to the entities and relationships, the type graph also represents the multiplicities, i. e. how many instances of one entity/relationship can exist in some state. Example: The type graph constructed for the example can be seen in Figure 5 .
Step 5: Construction of rules
This step consists in creating transition rules for each action listed in Step 2. A rule for an action is modeled as a transition between two states, where the state in the Left Hand Side (LHS) of the rule represents the conditions that must be true for this action to occur and the one in the Right Hand Side (RHS) represents the The application of a rule r : LHS → RHS has following effect:
(i) items in the LHS that do not appear in the RHS are deleted;
(ii) items in the LHS that appear in RHS are preserved;
(iii) items in the RHS that do not appear in the LHS are created.
Example: Figure 6 shows the action calculateVolume modeled as a rule using the graphical types defined in Step 3. It is important to notice that one effect of applying the rule in Fig. 6 In short, the construction of a rule for an action can be summarized as:
1 Add the conditions of the action in the LHS of the rule and the effects in the RHS.
2 Check whether there are any elements in the LHS that are not in the RHS but should not be destroyed and add them to the RHS as well.
3 Check if the entire LHS is preserved in the RHS and, if needed, create a NAC to avoid the rule to be indefinitely applicable over itself.
Step 6: Analysis
Having all those artefacts built in the previous steps, we performed a series of automatic analysis using the AGG tool [9] to detect problems in the guideline. The analysis threw Open Issues (OIs) regarding either some aspect of the guideline or the modeling. In the first case we have an indication of where to improve the guideline text. In the second one, an indication to change the model of the guideline. The complete list of possible OIs can be seen at table 1. Currently, three kinds of analysis are provided:
Conflict analysis: This type of analysis technique tells us which steps are mutually exclusive, that is, it highlights the choice points of the system by showing which rules are disabled once another one is applied. The result of the conflict (critical-pair) analysis can be seen as a graph, shown in Fig. 9 , where conflicts between UC steps are depicted as solid red arrows.
Dependency analysis:
Similarly to conflict analysis, (potential) dependency analysis identifies relationships between rules (which rules become applicable after some other rule has been applied) and can be used to check whether the dependencies that are intuitively expected to occur are actually there. In Figure  9 , dependencies are shown as blue dashed arrows.
Concurrent rule:
To build a concurrent rule, we first define a rule sequence (RS) for each execution path of the UC, where a RS represents the order of execution of all steps of a path. Based on the RS, we build a single rule, called concurrent rule, which shows the effect of the whole UC in one step. This concurrent rule allows to check whether the overall effect is really the desired one. Fig. 10 shows the concurrent rule obtained from the execution of the example UC.
Some of the more remarkable OIs in our guideline example were found on dependency analysis and concurrent rules analysis. We would expect to find dependencies between these rules in such a way that it is necessary to apply action 5 in order to apply action 6 and it would be also necessary to apply action 6 in order of action 7 to happen. However, no dependencies were found. The problem in this case is that three entities Glucantime, medication and medicine represent the same object in real world, therefore they are synonyms and only one of them should be used in the text to avoid misunderstandings. We threw an OI and updated both the guideline and the modeling. Running dependency analysis once again, no problems were found regarding these actions. In Fig. 10 
Evolution of the Treatment guideline
In summary, after a first round of analysis of the CL treatment model, a total of 13 issues were raised and required modifications in the model and/or in the guideline. Many of these first issues were related to ambiguities present in the text of the original script, as detailed in the previous section. After a second verification round, 7 new issues were raised and the original script was modified accordingly once again. Most issues raised in this round were related to omission of information. Those issues were resolved by the authors of the guideline, since they are related to technical knowledge. In most cases, errors of omission occur because a certain tacit or technical knowledge is assumed in the document. However, such omissions can lead to problems when this assumption is frustrated, which can happen with less experienced physicians or health agents working under pressure. After the second round of analysis, the text of the guideline became clearer and the verification process raised issues more related to the procedure itself. Thus, for instance, the original guideline assumes a typical CL ulcer which has an oval shape. The model analysis raised a question about possible different scenarios such as different ulcer sizes and shapes. Even though a physician is supposed to identify and adjust the procedure accordingly, leaving these scenarios out of the scope of the guideline results in non-determinism in the application of the procedure, which goes against the proposed standardization. The modified script was revised by its authors and, based on their feedback about some of the issues raised during the third round of the verification process, the original 1-page guideline was transformed into a more detailed script composed of four parts: 1) Initial procedure: lesion analysis; 2) Basic procedure: infiltration in small lesions (≤1cm); 3) Basic procedure: infiltration in large lesions (>1cm); and 4) Additional procedure: additional infiltration in case of non-saturated lesions. This modified guideline is now being re-modeled and re-verified. Thus, after 3 verification rounds, we achieved a more detailed treatment guideline that covers many possible scenarios that can be faced by the physician during the intervention. For each scenario, the standard procedure is clearly described leaving very small room for variation.
Conclusions
In this paper, we presented the application of a methodology based on GT formalism for the verification of a medical standardization guideline. A UC generated from the medical guideline was first modeled as a graph transformation system and submitted to a series of analysis and then updated according to the results. The results were considered promising, since it was possible to identify a considerable number of problems that could otherwise remain unknown and might compromise the applicability of the guideline. The formal verification lead to an updated UC that is less ambiguous than the original one, increasing its reliability. Thus, this work shows that the methodology has great versatility and may be used in other fields outside software engineering.
The methodology has also the potential to decrease costs and prevent accidents because a number of problems can be detected very early, rather than in later phases phases such as development or validation. In the context of the medical guideline, it prevents the misunderstanding of the guideline and the possible misapplication of the treatment which might invalidate the whole trial and cause damage to the patients.
This work has also enhanced the reliability of the methodology as all the Open Issues found were accepted as problems by Fiocruz and corrected to improve the guideline. An interesting future work is to develop a software tool to automate the steps of the methodology. This will help the designer of the UC (or any other UClike document) to build a formal model. Such tool would increase the scope of use of this process to other fields, allowing the methodology to be tested and improved by the users.
Appendices
A Rules for the success scenario of the UC 
