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1.1 Η ανάγκθ τθσ υλοποίθςθσ 
Οι δίςκοι ςτερεάσ κατάςταςθσ καταλαμβάνουν ολοζνα και μεγαλφτερο κομμάτι τθσ αγοράσ 
των μζςων αποκικευςθσ. Ζχουν γίνει τόςο δθμοφιλείσ γιατί ςε ςχζςθ με τουσ προκατόχουσ 
τουσ προςφζρουν μεγάλεσ ταχφτθτεσ εγγραφισ και ανάγνωςθσ δεδομζνων κακϊσ και 
αυξθμζνθ αξιοπιςτία. Οι δίςκοι αυτοί παρουςιάηουν όμωσ κάποιεσ ιδιομορφίεσ. Ζχουν 
μεγαλφτερθ ταχφτθτα ανάγνωςθσ από ότι εγγραφισ και ακόμα μικρότερθ ταχφτθτα 
διαγραφισ. Ζχουν και ςυγκεκριμζνο αρικμό διαγραφϊν για κάκε μπλοκ και αν ξεπεραςτεί 
ο αρικμόσ αυτόσ φκείρονται και καταςτρζφονται.  Τα χαρακτθριςτικά αυτά οφείλονται ςτα 
χαρακτθριςτικά των μνθμϊν φλασ που αποτελοφν το βαςικό ςτοιχείο τθσ δομισ των 
δίςκων αυτϊν. Είναι απαραίτθτο λοιπόν οι παραδοςιακζσ δομζσ που ζχουν  καταςκευαςτεί 
για τουσ κλαςςικοφσ ςκλθροφσ δίςκουσ να τροποποιθκοφν κατάλλθλα ϊςτε να λαμβάνουν 
υπόψθ τισ προαναφερκείςεσ  ιδιαιτερότθτεσ. Η υλοποίθςθ μιασ τζτοιασ τροποποιθμζνθσ 
δομισ αποτελεί και το βαςικό κομμάτι τθσ εργαςίασ αυτισ. Ρρόκειται για μια παραλλαγι 
τθσ πολυδιάςτατθσ δομισ R-δζντρο[1], ϊςτε αυτι να ςυμβαδίηει με τα χαρακτθριςτικά των 
δίςκων ςτερεάσ κατάςταςθσ. 
 
1.2 Η διάκρωςθ τθσ εργαςίασ 
Η εργαςία νοθτά χωρίηεται ςε τρείσ κφριεσ ενότθτεσ. Η πρϊτθ ενότθτα περιζχει τα 
κεφάλαια 2 και 3 και παρζχει όλο το απαραίτθτο κεωρθτικό υπόβακρο. Στο κεφάλαιο 2 
γίνεται παρουςίαςθ των χαρακτθριςτικϊν και τθσ δομισ των δίςκων ςτερεάσ κατάςταςθσ 
ενϊ ςτο κεφάλαιο 3 γίνεται μια αναλυτικι παρουςίαςθ του R-δζντρου. Η δεφτερθ ενότθτα 
που περιζχει το κεφάλαιο 4 αποτελεί τθν παρουςίαςθ τθσ μελζτθσ πάνω ςτθν οποία 
ςτθρίηεται θ εν λόγω υλοποίθςθ του R-δζντρου και μια ςφντομθ αναφορά ςε ςχετικζσ 
υλοποιιςεισ.
Τζλοσ θ τρίτθ ενότθτα αποτελεί τθν περιγραφι τθσ υλοποίθςθσ που πραγματοποιικθκε 
κακϊσ και τθν παρουςίαςθ των πειραματικϊν αποτελεςμάτων. Κεφάλαια 5 και 6 
αντίςτοιχα.
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Χαρακτθριςτικά και Δομι των Δίςκων Στερεάσ Κατάςταςθσ 
 
2.1 Η αποκικευςθ δεδομζνων μζςα ςτο χρόνο 
Η ζννοια τθσ αποκικευςθσ δεδομζνων είναι κεμελιϊδθσ ςτθν επιςτιμθ των υπολογιςτϊν. 
Αφορά από τθν αποκικευςθ του λειτουργικοφ ςυςτιματοσ του Η/Υ μζχρι εντελϊσ 
προςωπικϊν δεδομζνων όπωσ εικόνεσ, μουςικι και ζγγραφα. Τα μζςα αποκικευςθσ 
δεδομζνων[2] είναι ςυςκευζσ  που χρθςιμοποιοφνται για τθν αποκικευςθ δεδομζνων και 
πλθροφοριϊν και κεωροφνται θ δευτερεφουςα μνιμθ του Η/Υ. Είναι ςθμαντικό να 
προςφζρουν αςφάλεια και γριγορθ προςπζλαςθ. Ζχουν ςθμειϊςει τεράςτια πρόοδο από 
τθν πρϊτθ τουσ εμφάνιςθ και είναι άρρθκτα ςυνδεδεμζνα με τθ γενικότερθ εξζλιξθ τθσ 
επιςτιμθσ των υπολογιςτϊν. Η αρχαιότερθ γνωςτι μορφι αποκθκευτικοφ μζςου είναι θ 
διάτρθτθ κάρτα όπου χρονολογείται ςτο 1725 . Το 1864 ειςιχκθ για πρϊτθ φορά θ 
διάτρθτθ ταινία θ οποία ιταν αναδιπλοφμενθ και κάκε γραμμι αντιπροςϊπευε ζνα 
χαρακτιρα. To 1946 θ RCA (Radio Corporation of America) ξεκίνθςε τθν ανάπτυξθ τθσ 
λυχνίασ (selectron tube), μια προγενζςτερθ μορφι μνιμθσ υπολογιςτι με μζγιςτο μζγεκοσ 
10 ίντςεσ και μζγιςτθ χωρθτικότθτα 4.096 bits.  Ραρόλα αυτά δεν βρικε ανταπόκριςθ λόγω 
του μεγάλου κόςτουσ των λυχνιϊν τθν εποχι εκείνθ. Στισ αρχζσ τθσ δεκαετίασ του 1950, 
μαγνθτικζσ ταινίεσ χρθςιμοποιικθκαν από τθν IBM για αποκικευςθ δεδομζνων. Ο 
αποκθκευτικόσ χϊροσ των μαγνθτικϊν ταινιϊν ιταν 10.000 φορζσ μεγαλφτεροσ των 
καρτϊν. Το 1956 IBM παρουςίαςε τον πρϊτο Η/Υ με ςκλθρό δίςκο. Είχε αποκθκευτικό 
χϊρο τθσ τάξεωσ των 4,4 MB (5 εκατομμφρια χαρακτιρεσ), μζγεκοσ τεράςτιο για εκείνθ τθν 
εποχι. Τα δεδομζνα αποκθκεφονταν ςε 50 μαγνθτικοφσ δίςκουσ των 24 ιντςϊν. Οι 
ςφγχρονοι ςκλθροί δίςκοι φτάνουν ςε μζγεκοσ τουλάχιςτον τα 3TB ζχουν χρόνο 
προςπζλαςθσ 11,5 ms - 4,16ms και ρυκμό μεταφοράσ δεδομζνων 1,5Gbps - 6Gbps. Τζλοσ 
από τα μζςα τθσ δεκαετίασ του 90’ μια νζα μορφι δίςκων ζκανε τθν εμφάνιςι τθσ. Οι 
δίςκοι ςτερεάσ κατάςταςθσ (SSD).Ο χρόνοσ προςπζλαςθσ είναι κάτω των 100μs ενϊ ο 
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2.2  SSD vs. HDD 
 
Στον παρακάτω πίνακα παρουςιάηονται μερικά από τα κφρια χαρακτθριςτικά ενόσ δίςκου 




Χαρακτθριςτικό   Solid State Drive Hard Disk Drive 
Χρόνοσ εκκίνθςθσ : Ουςιαςτικά μθδαμινόσ Μερικά δευτερόλεπτα 
Χρόνοσ τυχαίασ 
προςπζλαςθσ : 
Λιγότερο των 100μs Μεταξφ 3-12ms 
Ρυκμόσ μεταφοράσ 
δεδομζνων : 
Από 100MB/s ζωσ 
600ΜΒ//s 
Μζχρι 140ΜΒ/s 
Θόρυβοσ :  Ακόρυβοσ Ρροκαλείται από τθν 
κίνθςθ των μθχανικϊν 
μερϊν. 
Θερμοκραςία : Ανεπθρζαςτοσ Ράνω από τουσ 55C είναι 
αναξιόπιςτοσ. 
Μζγεκοσ : Μιασ κυκλωματικισ 
πλακζτασ 
2.5-3.5 ίντςεσ 
Αξιοπιςτία : Μεγάλθ Μζτρια-Εξαρτάται από 
μθχανικά μζρθ  
Διάρκεια ηωισ : Ζχει περιοριςμζνο αρικμό 
εγγραφϊν 
Θεωρθτικά 10 χρόνια 
Κόςτοσ προσ 
χωρθτικότθτα: 
0.59$ ανά GB 0.075 ανά GB 
Χωρθτικότθτα 
αποκικευςθσ : 
Ζωσ 2ΤΒ Ζωσ 4ΤΒ(εςωτερικόσ) 
Κατανάλωςθ ενζργειασ :  Το 1/6 των HDD Ζωσ 20 watts 





Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 03:29:05 EET - 137.108.70.7





2.3 Χαρακτθριςτικά μνιμθσ φλασ  
Οι δίςκοι ςτερεάσ κατάςταςθσ είναι βαςιςμζνοι ςτθν τεχνολογία των μνθμϊν τφπου φλασ. 
Γι’ αυτό  είναι ςκόπιμο να αναφερκοφν και να αναλυκοφν τα χαρακτθριςτικά των μνθμϊν 
αυτϊν  αφοφ ςτθν ουςία αποτελοφν χαρακτθριςτικά των SSD. 
 Είναι μια θλεκτρονικά μθ ευμετάβλθτθ μνιμθ που μπορεί να διαγραφεί και να 
επαναπρογραμματιςτεί θλεκτρικά. 
 Δεν περιζχει μθχανικά μζρθ με αποτζλεςμα να είναι ανκεκτικι ςε κραδαςμοφσ 
κακιςτϊντασ τθν ζτςι ζνα πιο αςφαλζσ αποκθκευτικό μζςο. 
 Χαρακτθρίηεται από δυςαρμονία ςτισ ταχφτθτεσ ανάγνωςθσ και  εγγραφισ. Οι 
αναγνϊςεισ είναι ςθμαντικά ταχφτερεσ από τισ εγγραφζσ. 
 Διακζτει όριο ςτον αρικμό των εγγραφϊν. Το όριο αυτό αφορά από 10.000 ωσ και 
1.000.000 εγγραφζσ και αν ξεπεραςτεί τότε θ μνιμθ αρχίηει να φκείρεται.  
 Σϊηει τα δεδομζνα ςε ζνα πίνακα από κελιά μνιμθσ αποτελοφμενα από 
τρανηίςτορ[3]. Χωρίηεται ςε single-level cell όπου ςε κάκε κελί ςϊηεται μόνο ζνα bit 
πλθροφορίασ και ςε multi-level cell όπου ςε κάκε κελί μπορεί να αποκθκευτεί 
πλθροφορία περιςςότερων bit.  
 Ζχει εντυπωςιακζσ επιδόςεισ ςτον τομζα τθσ ενεργειακισ κατανάλωςθσ. 
 
2.4 Τφποι μνιμθσ φλασ 
Η μνιμθ φλασ χωρίηεται ςε δυο μεγάλεσ κατθγορίεσ. Στισ NOR και ςτισ NAND μνιμεσ φλασ. 
Ρρογενζςτερθ ιταν από θ μνιμθ τφπου NOR. Η μνιμθ αυτι παρζχει τυχαία προςπζλαςθ 
ενϊ διευκυνςιοδοτείται ςε επίπεδο byte με αποτζλεςμα να προςφζρει και δυνατότθτασ 
εγγραφισ ςε αυτό το επίπεδο. Η μνιμθ αυτι προςφζρει υψθλοφσ χρόνουσ προςπζλαςθσ 
και χρθςιμοποιείται κυρίωσ για τθν αποκικευςθ κϊδικα.  
Στθ ςυνζχεια ζκανε τθν εμφάνιςθ τθσ θ NAND μνιμθ φλασ. Η διευκυνςιοδότθςθ τθσ 
μνιμθσ αυτισ γίνεται ςε επίπεδο ςελίδασ. Κάκε NAND φλασ αποτελείται από ζνα αρικμό 
μπλοκ κακζνα από τα οποία περιζχει ζνα αρικμό ςελίδων. Τα δεδομζνα γράφονται ςτισ 
ςελίδεσ αυτζσ. Χαρακτθρίηεται από υψθλι πυκνότθτα και χρθςιμοποιείται για τθν 
αποκικευςθ δεδομζνων.
Στον παρακάτω πίνακα παρουςιάηεται μια ςφγκριςθ μεταξφ των δφο παραπάνω τφπων τθσ 
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Χαρακτθριςτικό  NOR NAND 
Προςπζλαςθ : Τυχαία Ανά ςελίδα 
Αξιοπιςτία : Μεγαλφτερθ Μικρότερθ 
Σαχφτθτα διαγραφών : Μικρότερθ Μεγαλφτερθ 
Ανάγνωςθ :  Ταχφτερθ τυχαία Ταχφτερθ ςε ροι 
Πυκνότθτα : Χαμθλότερθ Υψθλότερθ 
Αποκικευςθ : Κϊδικα Δεδομζνα 
Διάρκεια ηωισ :  Μεγαλφτερθ Μικρότερθ 
Πίνακασ 2.1 ΢φγκριςθ μνθμών Nand και Nor 
 
 2.5 Αρχιτεκτονικι των Δίςκων Στερεάσ Κατάςταςθσ 
Ππωσ ζχει αναφερκεί παραπάνω οι δίςκοι ςτερεάσ κατάςταςθσ ανικουν ςτθν οικογζνεια 
τθσ μνιμθσ φλάσ θ οποία αποτελεί ςτθν ουςία το βαςικό κομμάτι τθσ δομισ τουσ. Η 
ακριβισ δομι ενόσ τζτοιου δίςκου εμφανίηεται ςτο ςχιμα που ακολουκεί : 
 
 
Εικόνα 2.1  Η δομι ενόσ SSD 
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Από το ςχιμα προκφπτει πωσ υπάρχουν τρία διακριτά μζρθ ςτθ δομι αυτι.Μια NAND 
μνιμθ όμοια με αυτι που ζχει περιγραφεί, το FTL  και το File System. 
Το File System[4] μπορεί ναι είναι οποιοδιποτε. Τα Log-structured ςυςτιματα αρχείων 
περιζχουν όλα τα επικυμθτά χαρακτθριςτικά για τα φλασ ςυςτιματα. Τα ςθμαντικότερα 
είναι τα JFFS (Journaling Flash File System) και YAFFS (Yet Another Flash File System). 
 
Το FTL ι πιο ολοκλθρωμζνα Flash Translation Layer αποτελεί ουςιαςτικά ζνα ςτρϊμα που 
προςφζρει ζνα interface ςε επίπεδο μπλοκ ςτισ φλασ ςυςκευζσ. Αντιςτοιχίηει τθσ λογικζσ 
διευκφνςεισ ςε φυςικζσ, διαχειρίηεται τθ ςυλλογι απορριμμάτων[5] και εξιςορροπεί τα 
επίπεδα φκοράσ τθσ μνιμθσ φλασ. Ουςιαςτικά αυτό που επιτυγχάνει είναι να προςφζρει 
τθ δυνατότθτα ςε ςυςτιματα αρχείων ςχεδιαςμζνα για HDD δίςκουσ να μποροφν να 
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Πολυδιάςτατεσ δομζσ δεδομζνων και R-δζντρα 
 
Οι δομζσ δεδομζνων ευρετθρίου είναι πολφ δθμοφιλείσ ςτθν οργάνωςθ δεδομζνων των 
ςκλθρϊν δίςκων. Ραρόλα αυτά απλζσ τζτοιεσ δομζσ δεν είναι κατάλλθλεσ ϊςτε να 
εξυπθρετιςουν εφαρμογζσ που καταγράφουν γεωγραφικά δεδομζνα. Για τθν καταγραφι 
τζτοιου είδουσ δεδομζνων απαιτοφνται πολυδιάςτατεσ δομζσ 
ευρετθρίου(multidimensional indexes). Αυτοφ του είδουσ οι δομζσ περιζχουν τουλάχιςτον 
δφο διαςτάςεισ που προςδιορίηουν τα φυςικά όρια των χαρακτθριςτικϊν που 
αντιπροςωπεφονται από το ευρετιριο. Η παραδοςιακότερθ πολυδιάςτατθ δομι 
ευρετθρίου είναι το R-δζντρο. 
 
3.1Χαρακτθριςτικά και δομι του R-δζντρου 
Ρρόκειται για ζνα ιςοηυγιςμζνο(balanced) δζντρο. Οι καταχωριςεισ ευρετθρίου 
αποκθκεφονται μόνο ςτουσ κόμβουσ φφλλα ενϊ οι εςωτερικοί κόμβοι περιζχουν μόνο 
δείκτεσ ϊςτε να ςυγκροτοφν ςυνδεδεμζνθ τθ δομι. Το R-δζντρο είναι ςχεδιαςμζνο ζτςι 
ϊςτε θ αναηιτθςθ ενόσ ςτοιχείου να απαιτεί τθν επίςκεψθ μικροφ αρικμϊν κόμβων. Είναι 
δυναμικι δομι και μπορεί να υποςτθρίξει αναμεμιγμζνεσ  πράξεισ ειςαγωγισ ,διαγραφισ 
και αναηιτθςθσ χωρίσ να απαιτεί αναδιάταξθ. Τα δεδομζνα ειςάγονται ςτο δζντρο με τθ 
μορφι πλειάδων. Κάκε καταχϊρθςθ ζχει μορφι :  (παραλλθλόγραμμο διάςταςθσ n, 
αναγνωριςτικό πλειάδασ).Το αναγνωριςτικό τθσ κάκε πλειάδασ είναι μοναδικό ενϊ το 
παραλλθλόγραμμο διάςταςθσ n περιζχει όλα τα παραλλθλόγραμμα των κόμβων παιδιϊν 
του. Στο ςχιμα που ακολουκεί απεικονίηεται ζνα R-δζντρο με ρίηα root,εςωτερικοφσ 
κόμβουσ Α και Β και κόμβουσ φφλλα τουσ a, b, c και d. Το δεξί μζροσ τθσ εικόνασ αποτελεί 
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Εικόνα 3.1 Απεικονίςεισ R-δζντρου 
 
Κάκε κόμβοσ μπορεί να ζχει ζνα μζγιςτο αρικμό παιδιϊν ίςο με Μ και ελάχιςτο αρικμό 
παιδιϊν ίςο με m<=Μ/2. Οπότε ζνασ εςωτερικόσ κόμβοσ κα ζχει από m ζωσ Μ κόμβουσ 
παιδιά ενϊ ζνασ κόμβοσ φφλλο από m ζωσ Μ καταχωριςεισ ευρετθρίου. Εκτόσ αν είναι 
κόμβοσ ρίηα.Ο κόμβοσ ρίηα πρζπει να ζχει τουλάχιςτον δφο παιδιά εκτόσ αν είναι κόμβοσ 
φφλλο. Τζλοσ, όλοι οι κόμβοι φφλλα πρζπει να βρίςκονται ςτο ίδιο επίπεδο. 
 
3.2 Πράξεισ ςτο R-δζντρο 
Οι βαςικζσ πράξεισ που υποςτθρίηονται είναι θ αναηιτθςθ, θ ειςαγωγι, θ διαγραφι και θ 
ανανζωςθ ενόσ ςτοιχείου. 
Ο αλγόρικμοσ αναηιτθςθσ ςτοιχείου ξεκινά από τθ ρίηα του δζντρου και κατευκφνεται 
προσ τα φφλλα. Η είςοδοσ είναι ζνα παραλλθλόγραμμο. Ξεκινϊντασ από τθ ρίηα και θ 
αναηιτθςθ κατευκφνεται ςτουσ εςωτερικοφσ κόμβουσ που περιζχουν ζνα ςφνολο 
παραλλθλογράμμων και δεικτϊν προσ τα παιδιά τουσ. Για κάκε τζτοιο κόμβο πρζπει να 
αποφαςιςτεί αν επικαλφπτει το δοκζν παραλλθλόγραμμο ι όχι. Αν ναι τότε θ αναηιτθςθ 
ςυνεχίηεται με όμοιο τρόπο αναδρομικά ςτουσ κόμβουσ παιδιά. Πταν θ αναηιτθςθ φτάςει 
ςε κάποιο κόμβο φφλλο τότε εξετάηεται αν υπάρχει κάποια καταχϊριςθ που περιζχει το 
παραλλθλόγραμμο τθσ ειςόδου. Αν υπάρχει τότε θ καταχϊριςθ αυτι ειςάγεται ςτο ςφνολο 
των αποτελεςμάτων. Πταν εξεταςτοφν όςοι  κόμβοι χρειαςτεί με βάςθ τθ παραπάνω 
διαδικαςία τότε ο αλγόρικμοσ ολοκλθρϊνεται και το ςφνολο των αποτελεςμάτων αποτελεί 
τθν ζξοδο του αλγορίκμου αναηιτθςθσ.   
 
 
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 03:29:05 EET - 137.108.70.7






Ο αλγόρικμοσ ειςαγωγισ ςτοιχείου διαςχίηει το δζντρο αναδρομικά ξεκινϊντασ από τθ 
ρίηα. Η ειςαγωγι του ςτοιχείου γίνεται πάντα ςε κόμβο φφλλο και αν κόμβοσ υπερχειλίςει 
τότε γίνεται διάςπαςθ του κόμβου αυτοφ. Αν χρειαςτεί θ διάςπαςθ μεταφζρεται και ςτα 
πιο πάνω επίπεδα.  Η είςοδοσ του αλγορίκμου είναι μια νζα καταχϊριςθ για τθ δομι του 
ευρετθρίου. Αρχικά ενεργοποιείται ειδικόσ αλγόρικμοσ που ξεκινά από τθ ρίηα και 
εντοπίηει τον κόμβο φφλλο που κα χρειαςτεί τθ μικρότερθ διεφρυνςθ ϊςτε να ειςαχκεί ςε 
αυτόν θ νζα εγγραφι. Στθ ςυνζχεια ειςάγεται θ καταχϊριςθ. Αν ο κόμβοσ φφλλο ζχει τϊρα 
πάνω από Μ(μζγιςτοσ αρικμόσ καταχωρίςεων – παιδιϊν) καταχωρίςεισ τότε ο κόμβοσ 
αυτόσ κα υποςτεί διάςπαςθ. Οι Μ+1 καταχωρίςεισ πλζον κα μοιραςτοφν ςε δφο κόμβουσ. 
Στθν ουςία κα αφαιρεκοφν κάποιεσ εγγραφζσ από τον παλιό υπερχειλιςμζνο κόμβο και κα 
προςτεκοφν ςτο νζο που κα δθμιουργθκεί.  Η διαδικαςία αυτι δεν γίνεται τυχαία. Η 
διάςπαςθ πρζπει να γίνει με αποδοτικό τρόπο και να μθ χρειαςτεί να επιςκεφκοφν και οι 
δυο κόμβοι ςε μελλοντικζσ αναηθτιςεισ. Υπάρχει πλικοσ αλγορίκμων που επιτυγχάνουν 
αποδοτικζσ διαςπάςεισ. Η διάςπαςθ κόμβων φφλλων κα αυξιςει των αρικμό των παιδιϊν 
του πατρικοφ τουσ κόμβου. Αν αυτόσ γίνει μεγαλφτεροσ του Μ τότε κα χρειαςτεί να 
διαςπαςτεί και ο πατρικόσ κόμβοσ. Υπάρχει περίπτωςθ να προκλθκοφν διαςπάςεισ ςε όλα 
τα επίπεδα μζχρι και ςτθν ίδια τθ ρίηα. Οι διαςπάςεισ αυτζσ πραγματοποιοφνται με όμοιο 
τρόπο με αυτόν των φφλλων. Ο αλγόρικμοσ ολοκλθρϊνεται όταν πραγματοποιθκεί θ 
εγγραφι του νζου ςτοιχείου και ολοκλθρωκοφν οι όποιεσ διαςπάςεισ κόμβων μπορεί να 
προκφψουν. 
 
Ο αλγόρικμοσ διαγραφισ ςτοιχείου είναι κατά κάποιο τρόπο ο αντίκετοσ αυτοφ τθσ 
ειςαγωγισ. Ζχει κατεφκυνςθ από τθ ρίηα προσ τα φφλλα, καλεί αλγόρικμο ϊςτε να 
εντοπίςει το ςτοιχείο προσ διαγραφι και μετά τθ διαγραφι αν ο κόμβοσ ζχει μικρό αρικμό 
εγγραφϊν(δθλαδι μικρότερο ι ίςο του Μ/2) τότε διαγράφεται ολόκλθροσ ο κόμβοσ και οι 




Η είςοδοσ ςτον αλγόρικμο είναι μια καταχϊριςθ ςαν να αυτζσ που ζχουν ειςαχκεί ςτο 
δζντρο. Καλείται αλγόρικμοσ που εντοπίηει τον κόμβο φφλλο που περιζχει τθν προσ 
διαγραφι καταχϊρθςθ. Αν δεν εντοπιςτεί τότε τερματίηεται ο αλγόρικμοσ διαγραφισ. 
Αν βρεκεί θ καταχϊριςθ τότε αυτι διαγράφεται από τον κόμβο φφλλο. Ζπειτα εφαρμόηεται 
αλγόρικμοσ που εξετάηει αν ο κόμβοσ φφλλο που υπζςτθ διαγραφι ςτοιχείου ζχει αρικμό 
εγγραφϊν m<=Μ. Αν ναι τότε κα πρζπει ο κόμβοσ αυτόσ να εξαλειφκεί και οι καταχωρίςεισ 
να ειςαχκοφν ςε άλλουσ κόμβουσ. 
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Η ειςαγωγι των καταχωρίςεων γίνεται με βάςθ τον αλγόρικμο ειςαγωγισ ςτοιχείου που 
ζχει περιγραφεί παραπάνω. Οι απαλοιφζσ κόμβων μπορεί να μεταφερκοφν και ςτα πιο 
πάνω επίπεδα όπωσ ςυνζβαινε και με τισ διαςπάςεισ κόμβων  ςτον αλγόρικμο ειςαγωγισ. 
Τζλοσ αν ο κόμβοσ ρίηα ζχει μόλισ ζνα παιδί μετά τθν ολοκλιρωςθ όλων των 
παραπάνω τότε κζτουμε το παιδί ωσ ρίηα του δζντρου. Αυτό ονομάηεται μείωςθ φψουσ του 
δζντρου. Ο αλγόρικμοσ ολοκλθρϊνεται όταν εκτελεςτοφν όςα από τα παραπάνω βιματα 
κρικοφν απαραίτθτα κατά τθν εκτζλεςθ του.   
 
Η ανανζωςθ ςτοιχείου πρόκειται για ςυνδυαςμό διαγραφισ και ειςαγωγισ. Αν ζνα 
ςτοιχείο ανανεωκεί δθλαδι διαφοροποιθκεί το παραλλθλόγραμμο του τότε θ αντίςτοιχθ 
καταχϊριςθ του δζντρου πρζπει να διαγραφεί, να ανανεωκεί και ανανεωμζνθ πλζον να 
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Μια αποδοτικι υλοποίθςθ του R-δζντρου πάνω από το FTL 
 
Στο κεφάλαιο αυτό παρουςιάηεται θ μελζτθ και υλοποίθςθ[6] ενόσ R-δζντρου τζτοιο ϊςτε 
να αποτελεί κατάλλθλθ μορφι για μνιμεσ τφπου φλασ και κατ’επζκταςθ για δίςκουσ 
ςτερεάσ κατάςταςθσ. 
 
4.1 Ανάγκεσ για μια αποδοτικι υλοποίθςθ του R-δζντρου 
Ζςτω ότι πρόκειται να ειςαχκοφν ζξι νζα ςτοιχεία ςε ζνα R-δζντρο όπωσ φαίνεται ςτο 
παρακάτω ςχιμα :  
 
 
Εικόνα 4.1  Ζνα R-δζντρο  
 
Επίςθσ ζςτω πωσ κάκε κόμβοσ γράφεται ακριβϊσ ςε μια ςελίδα ςτο δίςκο. Ζτςι, για να 
ειςαχκοφν τα ζξι νζα ςτοιχεία ςτουσ κόμβουσ φφλλα a, b, c, d κα χρειαςτοφν ζξι ανανεϊςει.
Στισ ανανεϊςεισ αυτζσ ακόμα και αν  μεταβλθκεί ζνα μικρό μζροσ του κόμβου κα πρζπει ο 
κόμβοσ αυτόσ να διαγραφεί και να ειςαχκεί ξανά. Δθλαδι θ ςελίδα που ιταν γραμμζνοσ κα 
γίνει μθ ζγκυρθ και κα αναηθτθκεί μια νζα ςελίδα για τον κόμβο αυτό. Αυτό  κα ζχει ωσ 
αποτζλεςμα να καταναλϊνονται γριγορα οι ελεφκερεσ ςελίδεσ και να ενεργοποιείται 
ςυχνά ο μθχανιςμόσ ςυλλογισ απορριμμάτων. Ο μθχανιςμόσ αυτόσ προκαλεί αφξθςθ τθσ 
απαιτοφμενθσ ενζργειασ αφοφ οι ειςαγωγζσ και διαγραφζσ είναι ςθμαντικά πιο 
ενεργοβόρεσ από τισ αναγνϊςεισ. 
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 Επίςθσ οι πολλζσ διαγραφζσ φκείρουν τθ μνιμθ φλασ και μειϊνουν τθν αξιοπιςτία τθσ.  
 
Η υλοποίθςθ που παρουςιάηεται παρακάτω ζχει ωσ ςτόχο να βελτιϊςει  τθν απόδοςθ, να 
προφυλάξει τθ μνιμθ φλασ και να μειϊςει τθν κατανάλωςθ ενζργειασ. 
 
4.2  Η Υλοποίθςθ 
 
Η υλοποίθςθ αυτι είναι ανεξάρτθτθ των εφαρμογϊν και του FTL. Το βαςικό γνϊριςμά τθσ 
είναι πωσ αυξάνει τον αρικμό αναγνϊςεων οι οποίεσ όμωσ είναι γριγορεσ και με χαμθλι 
κατανάλωςθ ενζργειασ ενϊ αντίκετα μειϊνει δραςτικά τον αρικμό των εγγραφϊν οι οποίεσ 
ζχουν μεγάλο κόςτοσ τόςο ςε χρόνο όςο και ςε ενζργεια. 
Πταν καλείται μια πράξθ ειςαγωγισ ι διαγραφισ ςτο δζντρο αυτι δεν εφαρμόηεται 
αμζςωσ αλλά διατθρείται ςτθ κφρια μνιμθ ςε ζνα πίνακα που λζγεται Reservation Buffer. 
Οι πράξεισ ςϊηονται ςτο Reservation Buffer με τθν μορφι αντικειμζνων. Κάκε αντικείμενο 
περιζχει το είδοσ τθσ πράξθσ δθλαδι αν είναι ειςαγωγι ι διαγραφι κακϊσ και τα 
δεδομζνα που είναι προσ ειςαγωγι ι αφαίρεςθ. Το ίδιο ςυμβαίνει και για τισ επόμενεσ 
πράξεισ μζχρι να γεμίςει ο Reservation Buffer. Τότε μόνο γίνεται θ εγγραφι των δεδομζνων 
ςτο δίςκο. Πταν γίνεται θ εγγραφι ςτο δίςκο τότε δθμιουργείται μια νζα δομι που 
ονομάηεται index unit. Στθν ουςία αυτι είναι που εγγράφεται. Η δομι αυτι τοποκετείται 
ςε ζνα τομζα ςτο δίςκο όπου τομζασ είναι μια λογικι ςελίδα. Σε ζνα τομζα πακετάρονται 
index units που ανικουν ςε διαφορετικοφσ κόμβουσ του R-δζντρου. Ζτςι για να 
καταςκευαςτεί κάποιοσ κόμβοσ του δζντρου απαιτείται και μια τρίτθ δομι που κα 
υποδεικνφει ςε ποιουσ τομείσ βρίςκονται τα index units αυτοφ του κόμβου. Αυτι θ δομι 
ονομάηεται Node Translation Table. 
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Εικόνα 4.2  Η αρχιτεκτονικι του ςυςτιματοσ 
 
Τα αντικείμενα 10, 11, 12, 13, 14, 15 που πρόκειται να ειςαχκοφν ςτο R-δζντρο αρχικά 
ςυγκεντρϊνονται ςτον Reservation Buffer, ζπειτα δθμιουργοφνται τα index units I1, I2, I3, 
I4, I5 και I6 τα οποία πακετάρονται ςε δφο τομείσ τουσ Sector34 και Sector35. 
Μετά ο Node Translation Table κρατά τισ απαραίτθτεσ αντιςτοιχίςεισ κόμβου και τομζα και 
τα δεδομζνα γράφονται τελικά ςτθ μνιμθ φλασ.  
Ππωσ φαίνεται και από το ςχιμα όλθ αυτι θ διαδικαςία πραγματοποιείται πάνω από το 
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4.3 Δομζσ Δεδομζνων  
 Reservation Buffer: Ρρόκειται για μια δομι που βρίςκεται ςτθν κφρια μνιμθ. Στθν 
ουςία μπορεί να χαρακτθριςτεί ςαν ζνα είδοσ αποκικθσ που διατθρεί όλεσ τισ 
πράξεισ που καλοφνται για εφαρμογι ςτο R-δζντρο. 
Διακζτει προκακοριςμζνο μζγεκοσ και όταν ο αρικμόσ των ειςαχκζντων ς’αυτόν 
ςτοιχείων γίνει ίςοσ με το μζγεκοσ αυτό τότε αδειάηει και μεταφζρει τα ςτοιχεία για 
εγγραφι ςτο δίςκο. Πταν καλείται μια πράξθ  για το R-δζντρο τότε δθμιουργείται 
ζνα αντικείμενο-object που είναι αυτό που ςϊηεται ςτον Reservation Buffer. Ζτςι 
ςτθν ουςία τα αντικείμενα ςτο Buffer αναπαριςτοφν πράξεισ που δεν ζχουν ακόμα 
εφαρμοςτεί ςτο δζντρο. 
 
 Index Units: Στθν υλοποίθςθ αυτι του R-δζντρου, θ φυςικι αναπαράςταςθ κάκε 
κόμβου αποτελείται από ζνα ςφνολο από index units. Κάκε index unit 
καταςκευάηεται όταν ζνα αντικείμενο από το Reservation Buffer περνά μζςα ςτθ 
δομι του R-δζντρου. Το Index unit περιζχει ζνα ςφνολο μετά-δεδομζνων που 
δθλϊνουν τισ μεταβολζσ που ζχουν γίνει ςε κάποιο κόμβο του δζντρου. Ριο 
ςυγκεκριμζνα περιζχει ζνα δείκτθ προσ τον κόμβο πατζρα, ζνα προσ τον κόμβο 
παιδί, ζνα δείκτθ προσ τα δεδομζνα, μια μεταβλθτι που ςυγκρατεί τθν 
πράξθ(πρόςκεςθ, διαγραφι κτλ), το ελάχιςτο επικαλφπτον παραλλθλόγραμμο και 
το id του κόμβου. Πςον αφορά τθ μεταβλθτι op_flag δθλαδι αυτι που διατθρεί τθν 
πράξθ παίρνει τιμι ‘i’  για ειςαγωγι, ‘d’ για διαγραφι και ‘u’ για ανανζωςθ. 
Ζνασ προκακοριςμζνοσ αρικμόσ από index units πακετάρεται κάκε φορά ςε κάποιο 
τομζα και αποκθκεφεται ςτο δίςκο. Ζτςι ςε μια ςελίδα τϊρα δεν αποκθκεφεται 
μόνο μια πράξθ άλλα ζνα ςφνολο από index units που ςτθν ουςία ιςοδυναμοφν με 
πράξεισ. Επίςθσ δεν διαγράφονται ςελίδεσ απλά οι πράξεισ διαγραφισ γράφονται 
και αυτζσ ωσ index units ςτο δίςκο.  
 
 Node Translation Table: Ο “πίνακασ” αυτόσ δθμιουργικθκε για να διατθρεί μια 
αντιςτοίχθςθ μεταξφ ενόσ κόμβου και τον index units που αναφζρονται ςτον κόμβο 
αυτό. Το πακετάριςμα index units διαφορετικϊν κόμβων μζςα ςτο ίδιο sector και ο 
διαμεριςμόσ των index units  ςε πολλά sectors ζκανε επιτακτικι τθν ανάγκθ 
δθμιουργίασ τθσ δομισ αυτισ. Πταν ζνασ κόμβοσ κζλει να ανακαταςκευαςτεί 
διατρζχει ςτο Node Translation Table και βρίςκει ςε ποια sectors ςτο δίςκο 
υπάρχουν index units δικά τουσ κακϊσ επίςθσ και ςε ποιο ςθμείο μζςα ςτο sector 
βρίςκονται αυτά. Η υλοποίθςθ του Node Translation Table γίνεται από ζνα πίνακα 
αποτελοφμενο απo λίςτεσ. Κάκε ςτοιχείου του πίνακα αντιςτοιχεί ςε ζνα κόμβο του 
δζντρου και περιζχει μια λίςτα που κάκε ςτοιχείο τθσ είναι ζνασ δείκτθσ ςε κάποιο 
sector. 
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Στο παρακάτω ςχιμα αναπαρίςταται ζνα R-δζντρο και  ακριβϊσ από κάτω του ο 
Node Translation Table. Ζχουμε από αριςτερά προσ τα δεξιά τθν περιγραφι τθσ 
αρχικισ κατάςταςθσ, τθν ειςαγωγι 6 index units ςε δφο sectors και τζλοσ τθν τελικι 





Εικόνα 4.3  Η κατάςταςθ μετά τθν εγγραφι του Reservation Buffer
 
4.4 Το πακετάριςμα των Index Units  
Ππωσ ζχει αναφερκεί τα index units πακετάρονται ςε τομείσ όπου κάκε τομζασ αντιςτοιχεί 
ςε μια ςελίδα. Στο παραπάνω παράδειγμα φαίνεται πωσ ςε κάκε τομζα τοποκετοφνται 
τρία index units.  Ο ςτόχοσ τθσ υλοποίθςθσ αυτισ είναι να ελαχιςτοποιιςει τον αρικμό των 
τομζων που κα γραφοφν τελικά ςτθ μνιμθ φλασ. 
Ζτςι το πρόβλθμα ςτο πακετάριςμα των Index units διατυπϊνεται ωσ εξισ: 
“Δοκζντοσ ενόσ ςυνόλου Τ από ξζνα index units, μια χωρθτικότθτα C κάκε τομζα και ενόσ 
κετικοφ ακεραίου Ι κα πρζπει να βρεκεί μια διαμζριςθ του Τ ςε ομάδεσ τζτοια ϊςτε ο 
αρικμόσ των index units  ςτισ ομάδεσ αυτζσ να μθν ξεπερνά το C ενϊ ο αρικμόσ των 
ομάδων να μθν ξεπερνά το Ι.” 
Το πρόβλθμα αυτό μπορεί να αναχκεί ςτο Bin Packing Problem[7]. Ζτςι αν υπάρχει λφςθ 
για το πακετάριςμα των index units αυτι κα μπορεί να δοκεί από το Bin Packing Problem. 
Το πρόβλθμα αυτό είναι NP-Hard[8]. 
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4.5 Συμπίεςθ των κόμβων του R-δζντρου 
Κάκε κόμβοσ του R-δζντρου απαρτίηεται από ζνα ςφνολο index units διαςκορπιςμζνα ςε 
διάφορουσ τομείσ. Ο Node Translation Table κρατά τθν αντιςτοίχθςθ κόμβων και τομζων 
διατθρϊντασ μια λίςτα για κάκε κόμβο. Πμωσ αν ςε ζνα κόμβο γίνουν πολλζσ ειςαγωγζσ 
και διαγραφζσ τότε θ λίςτα αυτι κα γίνει υπερβολικά μεγάλθ. Δθμιουργείται ζτςι θ ανάγκθ 
για ςυμπίεςθ τθσ λίςτασ αν αυτι ξεπεράςει ζνα ςυγκεκριμζνο αρικμό w. Η ςυμπίεςθ 
πραγματοποιείται όταν εντοπιςκοφν ςτθ λίςτα δυο πράξεισ που θ μία να αναιρεί τθν άλλθ. 
Δθλαδι αν υπάρχει μια πράξθ ειςαγωγισ ςε ζνα κόμβο και υπάρχει και μια πράξθ 
διαγραφισ ςτον ίδιο κόμβο με όμοιο id και ελάχιςτο επικαλφπτον παραλλθλόγραμμο τότε 
αυτζσ οι δυο πράξεισ μποροφν να ςβθςτοφν από το Node Translation Table. Ζτςι μειϊνεται 
το μικοσ των λιςτϊν του και οι αντίςτοιχοι κόμβοι ςυμπιζηονται.  Το αποτζλεςμα τθσ 
ςυμπίεςθσ αυτισ είναι διπλό. Από τθ μία μειϊνει το μζγεκοσ του Node Translation Table 
και από τθν άλλθ μειϊνει ςθμαντικά τον αρικμό των πράξεων που εφαρμόηονται ςτο 
δζντρο άςκοπα ςε κάκε ανακαταςκευι  ενόσ κόμβου.
 
Στο παρακάτω ςχιμα απεικονίηεται μια τζτοια ςυμπίεςθ: 
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4.6 Ανάλυςθ Πολυπλοκότθτασ 
Ζςτω ζνα R-δζντρο με φψοσ Η, ςτο οποίο κα ειςαχκοφν n ςτοιχεία με διαφορετικά ελάχιςτα 
παραλλθλόγραμμα. Κάκε κόμβοσ αποκθκεφεται ςε μια ςελίδα ςτο δίςκο ενϊ m είναι ο 
αρικμόσ των ςτοιχείων που προχπάρχουν ςτο δζντρο(δθλαδι πριν τθν ειςαγωγι των 
επόμενων n ςτοιχείων). Το φψοσ Η οριοκετείται από τθ ςχζςθ O(logfan_out(m+n)). 
Ο αρικμόσ των αναγνϊςεων για τισ n ειςαγωγζσ είναι  RR = O(n*H). 
Ενϊ ο αρικμόσ των αντίςτοιχων εγγραφϊν είναι WR = O(n+3*NSplits) όπου NSplits  είναι ο 
αρικμόσ των διαςπάςεων που προκαλοφνται κατά τθν ειςαγωγι των n ςτοιχείων. 
Πλα τα παραπάνω αφοροφν τθν υλοποίθςθ του  κλαςςικοφ R-δζντρου. Στθν προτεινόμενθ 
υλοποίθςθ του R-δζντρου ο αρικμόσ των αναγνώςεων είναι  
RPR = O(n*H*w), όπου w ο μζγιςτοσ αρικμόσ ςτοιχείων τθσ λίςτασ ςτο Node Translation 
Table. Ο αρικμόσ αυτόσ προκφπτει φυςιολογικά αφοφ κάκε φορά που χτίηεται ζνασ κόμβοσ 
γίνεται επίςκεψθ ςτθ λίςτα με μζγιςτο μζγεκοσ w. Συγκρίνοντασ τουσ RR , RPR  φαίνεται πωσ 
ο αρικμόσ των αναγνϊςεων ςτθν προτεινόμενθ υλοποίθςθ είναι μεγαλφτεροσ από τον 
αντίςτοιχο τθσ κλαςςικισ. 
Ο υπολογιςμόσ του αρικμοφ των εγγραφών τθσ προτεινόμενθσ υλοποίθςθσ είναι 
δυςκολότεροσ και τα βαςικά ςθμεία του υπολογιςμοφ είναι τα ακόλουκα: 
 
 Αν b το μζγεκοσ του Reservation Buffer τότε αυτόσ κα εγγραφεί το λιγότερο n/b  
φορζσ. 
 Σε κάκε εγγραφι του Reservation Buffer προκφπτουν (b +NSplits*(fanout-1)+ NSplits*2) 
Index Units. Τα προθγοφμενα προκφπτουν από το ότι κάκε διάςπαςθ κα επιφζρει 
αλλαγζσ ςε δφο κόμβουσ ενϊ ο αρικμόσ των Index Units ςτουσ δφο αυτοφσ κόμβουσ 
κα είναι fanout-1. To 2*fanout είναι θ χειρότερθ περίπτωςθ. 
 Λ = fanout-1 
Τελικά προκφπτει πωσ ο WPR = Ο(2*(
x/b b/Λ  )+ NSplits)  = O((2*n)/Λ + NSplits ) 
Από τα παραπάνω προκφπτει πωσ ο αρικμόσ εγγραφϊν WPR  τθσ νζασ υλοποίθςθσ είναι 
ςθμαντικά μικρότεροσ από τον WR  τθσ κλαςςικισ. 
Τζλοσ θ προςπάκεια για ςυμπίεςθ ςτο Node Translation Table μπορεί να προςφζρει μια 
αφξθςθ του χρόνου τρεξίματοσ κακϊσ κα ειςάγει επιπλζον κακυςτεριςεισ που εξαρτϊνται 
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4.7 Πειραματικά Αποτελζςματα 
 
Τα πειράματα εκτελζςτθκαν ςε ζνα ςφςτθμα εφοδιαςμζνο με 4MB NAND μνιμθ φλασ και 
αφοροφςαν δρόμουσ και κτίρια ςτθν Ταϊπζι . Ο Reservation Buffer είχε μζγεκοσ 80 ςτοιχεία 
και το fan-out ιταν 16. 
Τα ςθμαντικότερα αποτελζςματα απεικονίηονται ςτα διαγράμματα που ακολουκοφν(PR θ 
παροφςα υλοποίθςθ και R θ κλαςςικι): 
 
 
Εικόνα 4.5  Αποτελζςματα τθσ καταςκευισ του R-δζντρου 
 
Στα παραπάνω ςχιματα φαίνεται πωσ θ προτεινόμενθ υλοποίθςθ μείωςε ςθμαντικά το 
χρόνο απόκριςθσ κατά τθν καταςκευι του δζντρου ενϊ ςχεδόν εξαφάνιςε τον αρικμό 
ςελίδων που εγγράφονται.  Σε αντίκεςθ όμωσ με τα παραπάνω αφξθςε τον αρικμό των 
αναγνϊςεων. Ραρόλα αυτά θ αφξθςθ αυτι είναι πολφ μικρι ςε ςχζςθ με τον αρικμό 
αναγνϊςεων του παραδοςιακοφ R-δζντρου.  
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Ρζρα αυτϊν των πειραμάτων που αφοροφςαν τθ καταςκευι του αρχείου των κτιρίων και 




Εικόνα 4.6  Η απόδοςθ του ςυςτιματοσ ςε μεταβολζσ 
 
Τα αποτελζςματα είναι εντελϊσ όμοια με αυτά τθσ περίπτωςθσ του “χτιςίματοσ” του 
αρχείου. Μείωςθ του χρόνου απόκριςθσ και του αρικμοφ εγγραφϊν και μικρι αφξθςθ του 
αρικμοφ των αναγνϊςεων. 
Τζλοσ όςον αφορά τθν ενεργειακι κατανάλωςθ ιταν απαραίτθτθ θ εφρεςθ ενόσ 
κατάλλθλου Reservation Buffer. Κακϊσ αν το μζγεκοσ του ιταν αρκετά μεγάλο αυτό κα 
αφξανε τισ ενεργειακζσ απαιτιςεισ.  Τελικά θ κατανάλωςθ ςτο PR ιταν μικρότερθ 
ςυγκριτικά με το R όπωσ φαίνεται και ςτον ακόλουκο πίνακα. Το ςφςτθμα που 
χρθςιμοποιικθκε είναι όμοιο με των υπόλοιπων πειραμάτων. 
 
Πίνακασ 4.1  Η ενεργειακι κατανάλωςθ
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4.8 Συγγενείσ Μελζτεσ και Υλοποιιςεισ 
LCR-Tree( Log-Compact R-Tree)[9] 
Βαςικι ιδζα αποτελεί το γεγονόσ ότι ςυγκεντρϊνει όλα τα logs που αφοροφν ζναν κόμβο 
και τα τοποκετεί ςε μια ςελίδα που ονομάηεται compact log. Η ςελίδα αυτι βρίςκεται ςε 
μια ςυνεχόμενθ περιοχι ςτο δίςκο. Επιπροςκζτωσ, όπου είναι εφικτό, ςυγχωνεφει τα 
compact logs που αφοροφν διαφορετικοφσ κόμβουσ ςε μία ςελίδα. 
 
 
Εικόνα 4.7  ΢φγκριςθ LCR-δζντρου με R-δζντρο 
 
 
Το LCR-Tree αποτελείται από δφο μζρθ: το  tree και το log. Το tree μζροσ είναι ζνα τυπικό 
R-Tree ςτο οποίο βρίςκονται όλα τα δεδομζνα του R-Tree. Στο log τμιμα καταγράφονται οι 
ενθμερϊςεισ των κόμβων του δζνδρου προκειμζνου να μειωκοφν οι τυχαίεσ εγγραφζσ ςτθ 
δομι. Πταν το log τμιμα γεμίςει, ςυγχωνεφεται ςτο R-Tree. Στθν κφρια μνιμθ διατθρείται 
ζνασ πίνακασ αντιςτοιχίςεων προσ διευκόλυνςθ τθσ εφρεςθσ των log ενόσ κόμβου. Πταν 
γίνεται μία ενθμζρωςθ κόμβου, διαβάηεται το ιδθ υπάρχον log και ςυγχωνεφεται με τθν 
ενθμζρωςθ αυτι(compact log). Επιςθμαίνεται πωσ για να λάβει κανείσ ενθμζρωςθ για 
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5.1 Η βάςθ τθσ υλοποίθςθσ 
Η υλοποίθςθ τθσ παροφςασ εργαςίασ ςτθρίηεται ςτον κϊδικα του R-δζντρου που πρϊτοσ 
ανζπτυξε ο κ.Greg Douglas το 2004 και ζπειτα επεξεργάςτθκε το 2011 ο κ. Yariv Barkan. 
Στθν ουςία ζχει χρθςιμοποιθκεί θ επεξεργαςμζνθ υλοποίθςθ του δεφτερου. 
Ρρόκειται  για μια υλοποίθςθ ςε γλϊςςα C++ και πιο ςυγκεκριμζνα είναι templated [10]. 
Υποςτθρίηει διςδιάςτατεσ και τριςδιάςτατεσ δομζσ ευρετθρίου και ο τφποσ των δεδομζνων 
προσ εγγραφι μπορεί να κακοριςτεί από το χριςτθ κατά τθ δθμιουργία του δζντρου. 
Οι πράξεισ που μπορεί να εκτελζςει ο χριςτθσ είναι θ ειςαγωγι και θ διαγραφι μιασ 
εγγραφισ κακϊσ και θ αναηιτθςθ των εγγραφϊν που περιζχονται ςε ζνα ςυγκεκριμζνο 
επικαλφπτον παραλλθλόγραμμο.  
 
 
 5.2 Παραδοχζσ και ςυμβάςεισ 
 Η παραλλαγι του R-δζντρου  κα καλείται ωσ RFTL. 
 Το RFTL όπωσ και το αρχικό R-δζντρο δεν διακζτουν πρόβλεψθ για ακατάλλθλθ 
είςοδο από το χριςτθ και τερματίηουν αιφνιδίωσ. 
 Το μζγεκοσ του εγγράψιμου μπλοκ ςτο δίςκο ζχει οριςτεί ςτο 1K. 
 Η υλοποίθςθ του RFTL ςτθρίηεται ςτθ μελζτθ του προθγοφμενου κεφαλαίου. 
 Βαςικι διαφορά είναι πωσ το RFTL υιοκετεί τα χαρακτθριςτικά τθσ μελζτθσ μόνο για 
τουσ κόμβουσ φφλλα ςτουσ οποίουσ γίνονται ουςιαςτικά όλεσ οι πράξεισ που  
αφοροφν δεδομζνα. 
 Για τουσ εςωτερικοφσ κόμβουσ διατθρείται θ δομι του R-δζντρου. 
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5.3 Λεπτομζρειεσ τθσ υλοποίθςθσ 
Στθν ενότθτα αυτι παρουςιάηονται τα βαςικότερα ςτοιχεία τθσ υλοποίθςθσ που αφοροφν 
δομζσ δεδομζνων και ςυναρτιςεισ.
 
Δομζσ Δεδομζνων: 
1. O ResBuffer πρόκειται για τθ δομι που αποκθκεφει τισ πράξεισ που επρόκειτο να 
εφαρμοςτοφν ςτο RFTL. Ζχεισ υλοποιθκεί ωσ μια δομι-struct με πεδία τα 
ορκογϊνια παραλλθλόγραμμα(min&max), το id του ςτοιχείου που αφορά θ πράξθ 
κακϊσ και μια μεταβλθτι(op) που περιζχει το είδοσ τθσ πράξθσ. Αν είναι δθλαδι 
ειςαγωγι ι διαγραφι. Τζλοσ περιζχει και μια ςυνάρτθςθ μζλοσ(FillResBuffer) που 
ουςιαςτικά ςυμπλθρϊνει το ResBuffer.  
 
2. Η δομι IndexUnit δθμιουργείται μόλισ μια πράξθ που είναι αποκθκευμζνθ ςτο 
ResBuffer εφαρμοςτεί ςτο RFTL. Ρεριζχει αντίςτοιχα πεδία με τον ResBuffer ςυν ζνα 
πεδίο που περιζχει τον κόμβο ςτον οποίο αναφζρεται θ πράξθ ςτο IndexUnit. Μόλισ 
ςυμπλθρωκοφν όλα τα πεδία του ειςάγεται ςε μια λίςτα. Η ειςαγωγι ςτθ λίςτα 
γίνεται με first fit αλγόρικμο. Πταν το μικοσ τθσ λίςτασ φτάςει ςε ζνα κακοριςμζνο 
αρικμό(IUNITPACKAGE) τότε αυτι εγγράφεται ςτο δίςκο. 
 
3. Πταν ζνα ςφνολο από IndexUnits εγγράφεται ςτο δίςκο τότε το ςφνολο αυτό 
αποτελεί μια νζα ειςαγωγι ςτο NodeTransTable. Ο πίνακασ αυτόσ ζχει υλοποιθκεί 
ωσ μια δομι multimap[11]. Το κλειδί(key) τθσ δομισ αποτελεί ζνα ακζραιοσ που 
είναι το αναγνωριςτικό του κόμβου που αφοροφν οι πράξεισ ςτα IndexUnits ενϊ ωσ 
τιμζσ περιζχει ζνα ηευγάρι ακεραίων. Ο πρϊτοσ ακζραιοσ είναι θ απόςταςθ του 
ςυνόλου των IndexUnits από τθν αρχι του αρχείου ενϊ ο δεφτεροσ κζςθ ενόσ 




1. Η ςυνάρτθςθ Save εγγράφει ςτο δίςκο τθ λίςτα με τα IndexUnits που δζχεται ωσ 
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Algorithm 1 Save (list IndexUnits) 
1. Open File 
2. Buffer[PAGESIZE] 
3. For each IndexUnit in list 
4.       Write Node_name  to Buffer 
5.       Write id to Buffer 
6.       Write Rectangle to Buffer 
7.       Write operation to Buffer 
8.       First Table value = page_id 
9.      Second Table value = iterator 
10.       Insert (key=Node_name ,T value =( First Table value, Second Table value))  
      to  NodeTransTable 
11.       Iterator++ 
12.  End for 
13. Seek = page_id * PAGESIZE 
14.  Page_id++ 
15. Move for page_id from File beginning  
16.  Write buffer to File 




2. Πταν ο χριςτθσ καλεί τισ Insert και Remove τότε αυτζσ οι πράξεισ δεν εκτελοφνται 
άμεςα αλλά αποκθκεφονται ςτο ResBuffer. Πταν αυτόσ γεμίςει τότε κα εκτελεςτοφν 
οι πράξεισ με τθ ςειρά καλϊντασ αντίςτοιχα τισ InsertRect και RemoveRect. Επειδι 
οι διαγραφζσ αντιμετωπίηονται ςτο RFTL ωσ ειςαγωγζσ αρκεί να παρουςιαςτεί θ 
InsertRect και πιο ςυγκεκριμζνα θ InsertRectRec που καλείται αναδρομικά από τθ 
πρϊτθ και  ειςάγει μια εγγραφι ςτο δζντρο. Αν είναι ειςαγωγι μιασ νζασ εγγραφισ 
τότε απλά αρκεί να βρεκεί αναδρομικά ο κόμβοσ φφλλο που κα ειςαχκεί ϊςτε ο 
κόμβοσ αυτόσ να εγγραφι ςτο τρζχον IndexUnit. Αν είναι όμωσ ειςαγωγι εγγραφισ 
από κάποιο κόμβο που ζχει διαγραφι εξαιτίασ λίγων εγγραφϊν τότε πρζπει να 
αλλαχκοφν οι εγγραφζσ ςτο NodeTransTable για το κόμβο αυτό.  
 
 
Algorithm 2 InsertRectRec(rectangle, id, node, newnode, level, iucount, interval) 
 
1. If  node->level > level 
2.        Call InsertRectRec recursively  because node isn’t leaf 
3. End If 
4. Else If  node->level == level 
5.        If is a user insert 
6.            ++counter for IndexUnit inside list 
7.            Read Node_name 
8.       Else If is a reinsertion 
9.             Open File 
10.             Read NodeTransTable elements for key == interval 
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11.             For Each of these elements 
12.                 If element.rectangle == currentbranch.rectangle  
                  && element.id ==   currentbranch.id 
13.                     Erase this element from NodeTransTable 
14.                     Insert this element in NodeTransTable with key = node 
15.                     Find element in NodeTransTable is true 
16.                End If 
17.            End for 
18.            If don’t find element search it in IndexUnits list 
19.               Listcounter = 1 
20.               For Each IndexUnit in list 
21.                    If Listcounter ==  counter for currentbranch 
22.                       Make IndexUnit id = newnode id 
23.                       Find element in list is true 
24.                   End if 
25.                  Listcounter++ 
26.              End for 
27.           End if 
28.           If didn’t find element && is a user insertion 
29.              Node_name = newnode name 
30.          End if 
31.       End else if 
32.      Close File 
33.   End else if 





3. Πταν ζνασ κόμβοσ αποκτιςει παραπάνω από MAXNODES εγγραφζσ τότε κα πρζπει 
να διαςπαςτεί και κάποιεσ από τισ εγγραφζσ του να ειςαχκοφν ςτο νζο κόμβο που 
δθμιουργείται. Ζτςι κα πρζπει να αλλαχκοφν οι αντίςτοιχεσ εγγραφζσ ςτο 
NodeTransTable και ςτα μθ αποκθκευμζνα IndexUnits ςτθ λίςτα. 
  
Algorithm 3 SplitNode( node, branch, newnode) 
 
1. Get branches of node 
2. Choose Partition of node branches 
3. Load branches  
4. If node is Leaf 
5.    Open File 
6.    For each branch 
7.        If branch belongs to newnode 
8.             Read NodeTransTable elements for key == node id 
9.             For Each of these elements 
10.                 If element.rectangle == currentbranch.rectangle  
                  && element.id ==   currentbranch.id 
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11.                     Erase this element from NodeTransTable 
12.                     Insert this element in NodeTransTable with key = newnode 
13.                     Find element in NodeTransTable is true 
14.                 End If 
15.              End for 
16.              If don’t find element search it in IndexUnits list 
17.               Listcounter = 1 
18.               For Each IndexUnit in list 
19.                    If Listcounter ==  counter for currentbranch 
20.                       Make IndexUnit id = newnode id 
21.                       Find element in list is true 
22.                   End if 
23.                  Listcounter++ 
24.              End for 
25.            End if 
26.            If didn’t find element  
27.              Node_name = newnode name 
28.           End if 
29.        End if 
30.      End for 
31.     Close File 






4. Πταν ηθτθκοφν οι εγγραφζσ ενόσ κόμβου φφλλο τότε καλείται θ ςυνάρτθςθ 
ConstactNode θ οποία διαβάηει τισ εγγραφζσ που υπάρχουν για το κόμβο αυτό ςτο 
NodeTransTable κακϊσ και ςτθ λίςτα των IndexUnits που δεν ζχουν ακόμθ 
αποκθκευτεί και δθμιουργεί τον κόμβο. 
 
Algorithm 4 ConstractNode( node_to_constract, node id) 
 
1. Open File 
2. Read NodeTransTable elements for key == node id 
3. For each of this elements 
4.      If operation = insert 
5.         Put element to Insertion list 
6.     End if 
7.     Else if operation = remove 
8.         Put element to remove list 
9.     End else if 
10.  End for 
11.  For each element in IndexUnits list 
12.      If element id == node id 
13.         If operation = insert 
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14.            Put element to insert list 
15.        End if 
16.       Else if operation == remove 
17.                  Put element to remove  list 
18.       End else if 
19.     End if 
20.   End for 
21.   For each element in remove list 
22.        For each element in insert list 
23.            If insert element == remove element 
24.               Delete insert element 
25.           End if 
26.       End for 
27.   End for 
28.   For each element in insert list 
29.       Write this element to node_to_constract 
30.   End for 
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6.1 Προδιαγραφζσ ςυςτιματοσ και πειραμάτων 
Τα πειράματα εκτελζςτθκαν ςε ςφςτθμα με τα ακόλουκα χαρακτθριςτικά: 
 Επεξεργαςτισ : Intel Core2 Quad Q8200 2.33GHz 
 Μνιμθ Ram : 8GB DDR3 ςυχνότθτασ 1333 MHz 
 Λειτουργικό Σφςτθμα : Windows 8 32-bit 
 Σκλθρόσ Δίςκοσ : SSD OCZ Agility 3 120GB με ταχφτθτα ανάγνωςθσ ζωσ 525MB/s και 
ταχφτθτασ εγγραφισ ζωσ 500MB/s 
Οι παράμετροι του RFTL αφοροφςαν το μζγεκοσ του ResBuffer να είναι 10 , τον αρικμό των 
IndexUnits που κα αποκθκεφεται ςε ζνα μπλοκ ςτο δίςκο να είναι 5, το μζγιςτο αρικμό 
παιδιϊν ι fan-out ενόσ κόμβου να είναι 8 ενϊ δεν ζχει λθφκεί κάποιοσ περιοριςμόσ για το 
μικοσ τθσ λίςτασ των ςτοιχείων ςτο NodeTransTable. 
Τα δεδομζνα ειςάγονται ι αφαιροφνται με τθ μορφι πλειάδων. Κάκε πλειάδα είναι τθσ 
μορφισ :  ((xmin , ymin, xmax, ymax), id)  όπου τα x,y δίνουν τισ διαςτάςεισ του ορκογωνίου 
παραλλθλογράμμου και το id αναφζρεται ςτο αναγνωριςτικό τθσ εγγραφισ. 
Οι διαςτάςεισ ζχουν δθμιουργθκεί  τυχαία τθρϊντασ μόνο τισ ςυνκικεσ  xmin < xmax  και   
ymin < ymax . To id δίνεται ςειριακά κακϊσ καλοφνται πράξεισ ειςαγωγισ και διαγραφισ 
μζςα από ςε κάποια δομι επανάλθψθσ. Το αρχείο με τισ εγγραφζσ που χρθςιμοποιικθκε 




Στο πείραμα αυτό πραγματοποιείται θ καταςκευι του δζντρου με τθν ειςαγωγι 1000 
εγγραφϊν. Τα αποτελζςματα απεικονίηονται ςτο επόμενο διάγραμμα: 
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Ρείραμα 2ο :  
Στο πείραμα αυτό πραγματοποιικθκαν αρχικά οι 1000 εγγραφζσ του πειράματοσ 1 και 
προςτζκθκαν αναμεμειγμζνεσ 400 διαγραφζσ και 90 ειςαγωγζσ ςτο δζντρο που είχε 
καταςκευαςτεί ςτο πείραμα 1. 
 
Τα αποτελζςματα ιταν: 
 
Εικόνα 6.3 Ο αρικμόσ ςελίδων του δίςκου που διαβάςτθκαν ςτο Πείραμα 2
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Εικόνα 6.5 Ο αρικμόσ ςελίδων του δίςκου που διαγράφθκαν ςτο Πείραμα 2 
 
Ρείραμα 3ο :  
Στο πείραμα αυτό απλά φορτϊκθκε ολόκλθρο το δζντρο που δθμιουργικθκε ςτο δεφτερο 
πείραμα. 
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Από τα παραπάνω διαγράμματα φαίνεται πωσ ο αρικμόσ των εγγραφϊν ςτο RFTL είναι 
ςθμαντικά μικρότεροσ από τον αντίςτοιχο του Rtree όπωσ ιταν επικυμθτό. Μάλιςτα είναι 7 
φορζσ μικρότεροσ ενϊ ςτθν υλοποίθςθ του κεφαλαίου 4 είναι 5 με 6 φορζσ. Επίςθσ ο 
αρικμόσ των διαγραφϊν είναι μθδενικόσ ςτο RFTL όπωσ αναμενόταν. Ραρόλα αυτά όμωσ 
παρατθρείται  μεγάλθ αφξθςθ ςτον αρικμό των αναγνϊςεων ςε ςχζςθ με το αρχικό Rtree. 
Αυτό οφείλεται κυρίωσ ςτο ότι ςτθν υλοποίθςθ  του RFTL δεν ζχει λθφκεί περίπτωςθ για 
ςφμπτυξθ τθσ λίςτασ ςτισ εγγραφζσ του Node Translation Table όπωσ ζχει γίνει ςτθν 
προτεινόμενθ υλοποίθςθ του κεφαλαίου 4. Επίςθσ ςε ςχζςθ με τθν υλοποίθςθ του 
κεφαλαίου 4 υπάρχουν αρκετζσ διαφορζσ ςτθν διεξαγωγι των πειραμάτων που αφοροφν 
διαφορετικό αρχικό R-δζντρο, διαφορετικό fan-out, διαφορετικό μζγεκοσ του ResBuffer και 
διαφορετικι βάςθ εγγραφϊν που ειςάγονται ςτο δζντρο.   
Ριο αναλυτικά όςον αφορά τον αρικμό ςελίδων που διαβάηονται από το δίςκο ςτθν 
προτεινόμενθ υλοποίθςθ του κεφαλαίου 4 αυτόσ μπορεί να είναι ζωσ και 1.5 φορζσ 
μεγαλφτεροσ από ότι ςτο R-δζντρο. Στο RFTL ο αρικμόσ αυτόσ κυμαίνεται μεταξφ 3 και 3.5. 
Δθλαδι το RFTL πραγματοποιεί λίγο παραπάνω από 2 φορζσ περιςςότερεσ αναγνϊςεισ 
από ότι θ αντίςτοιχθ υλοποίθςθ του κεφαλαίου 4.  Ππωσ ζχει αναφερκεί και παραπάνω 
αυτι θ διαφοροποίθςθ οφείλεται ςτθν απουςία λειτουργίασ ςφμπτυξθσ ςτο RFTL. Η 
απουςία τθσ λειτουργίασ αυτισ οδθγεί το RFTL ςτθν ανάγνωςθ 4 με 5 ςελίδων ςτο δίςκο 
κατά μζςο όρο για τθν καταςκευι ενόσ κόμβου ενϊ αντίςτοιχα θ υλοποίθςθ ςτο κεφάλαιο 
4 πραγματοποιεί 2 με 3 αναγνϊςεισ ςελίδων. Δθλαδι κατά μζςο όρο κάτι λιγότερο από 2 
φορζσ ςε ςφγκριςθ με το RFTL. Φαίνεται λοιπόν πωσ θ διαφορά μεταξφ των δυο 
υλοποιιςεων ζγκειται κυρίωσ ςτθν απουςία ι μθ τθσ λειτουργίασ ςφμπτυξθσ. Για να 
τεκμθριωκεί το ςυμπζραςμα αυτό πραγματοποιικθκε ζνα ακόμα πείραμα(Ρείραμα 4ο) ςτο 
οποίο αυξικθκε ςθμαντικά ο αρικμόσ των εγγραφϊν που ειςάγονται ςτο δζντρο και  




Στο πείραμα αυτό πραγματοποιείται  ειςαγωγι 7000 ςτοιχείων ςτο δζντρο. Τα γραφιματα 
που προκφπτουν είναι ανάλογα με αυτά του πειράματοσ 1 και καταδεικνφουν μια ςτακερι 
απόδοςθ από το RFTL. 
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Τζλοσ ςτο πείραμα 4 μετρικθκαν και οι χρόνοι των δυο υλοποιιςεων για τθν καταςκευι 
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Βαςικζσ Συναρτιςεισ ςε C++ 
 
Save: 
//save an index unit structure to disk and make the insertion to NodeTransTable 
  void  Save(std::list<IndexUnit> &mylist) 




 char buffer[PAGESIZE]; 
 int IUtotalsize = 6*sizeof(ELEMTYPE)+sizeof(char);  
 memset(buffer,'0',PAGESIZE); 
 int i = 0; 
 int_2 table ; 
 int flag = 0; 
 int count =0; 
 int list_count = 1; 
 int *temp; 
  
 
 for(std::list<IndexUnit>::iterator list_it=mylist.begin(); 
list_it!=mylist.end(); ++list_it) 
 { 
   
    temp = (int*)list_it->iu_id; 
 
    memcpy(buffer+(i*IUtotalsize),&list_it->id,sizeof(int)); 
    memcpy(buffer+(i*IUtotalsize)+sizeof(ELEMTYPE),&list_it-
>minimal_bounding_box.m_min[0],sizeof(ELEMTYPE)); 
    memcpy(buffer+(i*IUtotalsize)+2*sizeof(ELEMTYPE),&list_it-
>minimal_bounding_box.m_min[1],sizeof(ELEMTYPE)); 
    memcpy(buffer+(i*IUtotalsize)+3*sizeof(ELEMTYPE),&list_it-
>minimal_bounding_box.m_max[0],sizeof(ELEMTYPE));  
    memcpy(buffer+(i*IUtotalsize)+4*sizeof(ELEMTYPE),&list_it-
>minimal_bounding_box.m_max[1],sizeof(ELEMTYPE)); 
    memcpy(buffer+(i*IUtotalsize)+5*sizeof(ELEMTYPE),&list_it-
>op_flag,sizeof(char)); 
  
    list_count++; 
  
    
memcpy(buffer+(i*IUtotalsize)+5*sizeof(ELEMTYPE)+sizeof(char),&temp,sizeof(int)); 
  
    table.i_0 = page_id; 
    table.i_1 = i; 
    NodeTransTable.insert(std::pair<int,int_2>((const int) temp,table)); 
 
  ++i; 
  } 
   
  update_flag = 0; 
  int seek = page_id*PAGESIZE; 
 
  ++page_id; 
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     mfile.seekp(seek,std::ios_base::beg); 
     mfile.write (buffer, PAGESIZE); 
  
  if (mfile.fail()){ 
   
  mfile.clear(); 
  mfile.write (buffer, PAGESIZE); 
  } 
 
     mfile.flush(); 
 
     if(mfile) 
     { 
    mfile.close(); 
     } 
 




// Inserts a new data rectangle into the index structure. 
// Recursively descends tree, propagates splits back up. 
// Returns 0 if node was not split.  Old node updated. 
// If node was split, returns 1 and sets the pointer pointed to by 
// new_node to point to the new node.  Old node updated to become one of two. 
// The level argument specifies the number of steps up from the leaf 
// level to insert; e.g. a data rectangle goes in at level = 0. 
// If is an internal insertion then make the changes in NodeTransTable and IndexUnit 
list 
RTREE_TEMPLATE 
bool RTREE_QUAL::InsertRectRec(Rect* a_rect, const DATATYPE& a_id, Node* a_node, 
Node** a_newNode, int a_level, int iucount, int interval) 
{ 
  ASSERT(a_rect && a_node && a_newNode); 
  ASSERT(a_level >= 0 && a_level <= a_node->m_level); 
 
  int index = 0; 
  Branch branch; 
  Node* otherNode; 
   
  // Still above level for insertion, go down tree recursively 
  if(a_node->m_level > a_level) 
  { 
    index = PickBranch(a_rect, a_node); 
 
    if (!InsertRectRec(a_rect, a_id, a_node->m_branch[index].m_child, &otherNode, 
a_level, iucount, interval)) 
    { 
      // Child was not split 
      a_node->m_branch[index].m_rect = CombineRect(a_rect, &(a_node-
>m_branch[index].m_rect)); 
  
      return false; 
    } 
 
    else // Child was split 
    { 
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      a_node->m_branch[index].m_rect = NodeCover(a_node->m_branch[index].m_child); 
      branch.m_child = otherNode; 
      branch.m_rect = NodeCover(otherNode); 
  
   bool res = AddBranch(&branch, a_node, a_newNode); 
 
      return res; 
 
    } 
  } 
  else if(a_node->m_level == a_level) // Have reached level for insertion. Add rect, 
split if necessary 
  { 
    branch.m_rect = *a_rect; 
    branch.m_child = (Node*) a_id; 
  
 if(a_node->unique_id < 0) 
   { 
  a_node->unique_id = ++UniqueId;     




  branch.iu_count = ++IUcount; 
  nodebuffer[1] = a_node;  
 } 
 
 else if(interval > 0) 
 { 
 
  branch.iu_count = iucount; 
 
  char buffer[PAGESIZE]; 
  mfile.open("savefile", ios::in|ios:: out|std::ios::binary);  
  int IUtotalsize = 5*sizeof(ELEMTYPE)+sizeof(int)+sizeof(char); 
  int flag = 0; 
  memset(buffer,'0',PAGESIZE); 
  int_2 table ; 
  pair<multimap <int,int_2>::iterator, multimap <int,int_2>::iterator > 
map_it ; 
  map_it = NodeTransTable.equal_range(interval); 
 
  for (std::multimap <int, int_2>::iterator it2 = map_it.first; it2 != 
map_it.second;) 
  { 
   int seek = (*it2).second.i_0*PAGESIZE; 
   mfile.seekg(seek,std::ios_base::beg);  
   mfile.read ((char*)buffer, sizeof(buffer));   
 
   ELEMTYPE load_temp[4]; 
   int load_id; 
   int newid=-1; 
  
   memcpy(&load_id,buffer+((*it2).second.i_1* 
IUtotalsize),sizeof(int)); 
   memcpy(&load_temp[0],buffer+((*it2).second.i_1* 
IUtotalsize)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&load_temp[1],buffer+((*it2).second.i_1* 
IUtotalsize)+sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&load_temp[2],buffer+((*it2).second.i_1* 
IUtotalsize)+2*sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
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   memcpy(&load_temp[3],buffer+((*it2).second.i_1* 
IUtotalsize)+3*sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
 
   if((load_temp[0] == branch.m_rect.m_min[0])&&(load_temp[1] == 
branch.m_rect.m_min[1]) 
    &&(load_temp[2] ==  branch.m_rect.m_max[0])&&(load_temp[3] 
==  branch.m_rect.m_max[1])&&(load_id == branch.m_data)) 
   { 
    table.i_0 = (*it2).second.i_0; 
    table.i_1 = (*it2).second.i_1;  
    std::multimap <int, int_2>::iterator itcopy = it2; 
    itcopy++; 
      
    NodeTransTable.erase(it2); 
    it2=itcopy; 
    NodeTransTable.insert(std::pair<int,int_2>((a_node)-
>unique_id,table)); 
    flag=1; 
    
    break;                                                      
   } 
 
   else ++it2;   
  } 
 
   
  if(flag==0) 
  {  
    
    int list_count = 1; 
    std::list<int_2>::iterator s_it; 
 
    for(std::list<IndexUnit>::iterator list_it=mylist.begin(); 
list_it!=mylist.end(); ++list_it) 
    { 
     if(list_count == branch.iu_count) 
     { 
      list_it->iu_id = (int)(*a_newNode)-
>unique_id; 
      flag=2; 
      break; 
      
     } 
     list_count++; 
    } 
    
  } 
 
  if((flag == 0)&&(interval==0)) 
  { 
   nodebuffer[1] = (*a_newNode); 
  } 
 
 
  if(mfile) 
  { 
  mfile.close(); 




 bool res_else = AddBranch(&branch, a_node, a_newNode); 
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  else 
  { 
    // Should never occur 
    ASSERT(0); 
    return false; 




// Split a node. 
// Divides the nodes branches and the extra one between two nodes. 
// Old node is one of the new ones, and one really new one is created. 
// Tries more than one method for choosing a partition, uses best result. 
// Make changes to NodeTransTable and Index units list 
RTREE_TEMPLATE 
void RTREE_QUAL::SplitNode(Node* a_node, Branch* a_branch, Node** a_newNode) 
{ 
  ASSERT(a_node); 
  ASSERT(a_branch); 
 
  // Could just use local here, but member or external is faster since it is reused 
  PartitionVars localVars; 
  PartitionVars* parVars = &localVars; 
  int level; 
  // Load all the branches into a buffer, initialize old node 
  level = a_node->m_level; 
  GetBranches(a_node, a_branch, parVars);                              
 
  // Find partition 
  ChoosePartition(parVars, MINNODES); 
 
  // Put branches from buffer into 2 nodes according to chosen partition 
  *a_newNode = AllocNode(); 
  (*a_newNode)->m_level = a_node->m_level = level; 
  (*a_newNode)->unique_id = ++UniqueId; 
    
  LoadNodes(a_node, *a_newNode, parVars); 
 
  if(a_node->IsLeaf()) 
  { 
  mfile.open("savefile", ios::in|ios:: out|std::ios::binary);  
  int IUtotalsize = 5*sizeof(ELEMTYPE)+sizeof(int)+sizeof(char); 
  char buffer[PAGESIZE]; 
  int flag = 0; 
  char op_flag; 
  memset(buffer,'0',PAGESIZE); 
  int_2 table ; 
  std::list<int> splitNodes; 
  splitNodes.push_back(a_node->unique_id); 
  splitNodes.push_back((*a_newNode)->unique_id); 
     std::list<int> split_it; 
  update_flag = 1; 
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  int j_count=0; 
  ELEMTYPE load_temp[4]; 
  int load_id; 
 
 pair<multimap <int,int_2>::iterator, multimap <int,int_2>::iterator > map_it 
;//= map_it.second; 
 
 for(int index=0; index < parVars->m_total; ++index) 
 { 
   
 map_it = NodeTransTable.equal_range(a_node->unique_id); 
   
 if(parVars->m_partition[index] == 1) 
 { 
    
  flag=0;   
  for (std::multimap <int, int_2>::iterator it2 = map_it.first; it2 != 
map_it.second;) 
  { 
   
   int seek = (*it2).second.i_0*PAGESIZE; 
   mfile.seekg(seek,std::ios_base::beg);  
   mfile.read ((char*)buffer, sizeof(buffer)); 
  
   memcpy(&load_id,buffer+((*it2).second.i_1* 
IUtotalsize),sizeof(int)); 
   memcpy(&load_temp[0],buffer+((*it2).second.i_1* 
IUtotalsize)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&load_temp[1],buffer+((*it2).second.i_1* 
IUtotalsize)+sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&load_temp[2],buffer+((*it2).second.i_1* 
IUtotalsize)+2*sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&load_temp[3],buffer+((*it2).second.i_1* 
IUtotalsize)+3*sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&op_flag,buffer+((*it2).second.i_1* 
IUtotalsize)+4*sizeof(ELEMTYPE)+sizeof(int),sizeof(char)); 
    
   if((load_temp[0] == parVars-
>m_branchBuf[index].m_rect.m_min[0])&&(load_temp[1] == parVars-
>m_branchBuf[index].m_rect.m_min[1]) 
    &&(load_temp[2] == parVars-
>m_branchBuf[index].m_rect.m_max[0])&&(load_temp[3] == parVars-
>m_branchBuf[index].m_rect.m_max[1])&&(load_id==parVars->m_branchBuf[index].m_data)) 
   { 
    
    table.i_0 = (*it2).second.i_0; 
    table.i_1 = (*it2).second.i_1;  
     
    split_it.remove(index); 
    
    std::multimap <int, int_2>::iterator itcopy = it2; 
    itcopy++; 
      
    NodeTransTable.erase(it2); 
    it2=itcopy; 
     
    NodeTransTable.insert(std::pair<int,int_2>((*a_newNode)-
>unique_id,table)); 
     
    flag=1; 
    break;                                                        
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   } 
     
   else ++it2; 
  } 
  
    
  if(flag==0) 
  {  
    
    int list_count = 1; 
    std::list<int_2>::iterator s_it; 
 
    for(std::list<IndexUnit>::iterator list_it=mylist.begin(); 
list_it!=mylist.end(); ++list_it) 
    { 
      
     if(list_count == parVars-
>m_branchBuf[index].iu_count)  
     { 
    
      list_it->iu_id = (int)(*a_newNode)-
>unique_id; 
      flag=2; 
      break; 
      
     } 
     list_count++; 
     
    } 
     
   
      
  } 
  if(flag == 0) 
  { 
   
   nodebuffer[1] = (*a_newNode); 




  j_count = 0; 
 
  }  
 
   
 
   if(mfile) 
   { 
  mfile.close(); 
    } 
  
  } 
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void RTREE_QUAL::ConstractNode(Node **a_node, int node_id) 
{ 
  mfile.open("savefile",ios::out|ios::in|std::ios::binary);   
     
  if(!mfile) 
    { 
    mfile.clear(); 
    } 
 
    *a_node = AllocNode(); 
    (*a_node)->m_level = 0; 
    (*a_node)->m_count = 0; 
    (*a_node)->unique_id = node_id; 
    char buffer[PAGESIZE]; 
 
    struct tempbranch 
    {            
     int t_id; 
     ELEMTYPE t_min[2]; 
     ELEMTYPE t_max[2]; 
     char t_flag; 
     int t_iucount; 
    }; 
 
    std::list< tempbranch> mylist_i;   //list for inserts 
    std::list< tempbranch> mylist_r;   //list for removes 
 
    tempbranch ins; 
    tempbranch rem; 
    int i=1; 
    int IUtotalsize = 5*sizeof(ELEMTYPE)+sizeof(int)+sizeof(char); 
    int flag = 0; 
    memset(buffer,'0',PAGESIZE); 
   
    pair<multimap <int,int_2>::iterator, multimap <int,int_2>::iterator > map_it 
; 
    map_it = NodeTransTable.equal_range(node_id); 
 
      int index = 0; 
      char op; 
   
      for (multimap <int, int_2>::iterator it2 = map_it.first; it2 != map_it.second; 
++it2) 
   { 
  int seek = (*it2).second.i_0*PAGESIZE; 
 
  mfile.seekg(seek,std::ios_base::beg);  
  mfile.read ((char*)buffer, sizeof(buffer)); 
   
  if (mfile.fail()) 
  { 
            mfile.clear(); 
   mfile.seekg(seek,std::ios_base::beg); 
            mfile.read ((char*)buffer, sizeof(buffer)); 
         } 
 
  flag=1; 
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  memcpy(&op,buffer+((*it2).second.i_1* 
IUtotalsize)+5*sizeof(int),sizeof(char)); 
  
  if(op=='i') 
  { 
   memcpy(&ins.t_id,buffer+((*it2).second.i_1* 
IUtotalsize),sizeof(int)); 
   memcpy(&ins.t_min[0],buffer+((*it2).second.i_1* 
IUtotalsize)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&ins.t_min[1],buffer+((*it2).second.i_1* 
IUtotalsize)+sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&ins.t_max[0],buffer+((*it2).second.i_1* 
IUtotalsize)+2*sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&ins.t_max[1],buffer+((*it2).second.i_1* 
IUtotalsize)+3*sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   ins.t_flag = op; 
   mylist_i.push_back(ins); 
  } 
 
  if(op=='r') 
  { 
   memcpy(&rem.t_id,buffer+((*it2).second.i_1* 
IUtotalsize),sizeof(int)); 
   memcpy(&rem.t_min[0],buffer+((*it2).second.i_1* 
IUtotalsize)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&rem.t_min[1],buffer+((*it2).second.i_1* 
IUtotalsize)+sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&rem.t_max[0],buffer+((*it2).second.i_1* 
IUtotalsize)+2*sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   memcpy(&rem.t_max[1],buffer+((*it2).second.i_1* 
IUtotalsize)+3*sizeof(ELEMTYPE)+sizeof(int),sizeof(ELEMTYPE)); 
   rem.t_flag = op; 
   mylist_r.push_back(rem); 
   
  } 
 
  index++; 
  
   } 
  
   for(std::list<IndexUnit>::iterator list_it=mylist.begin(); 
list_it!=mylist.end(); ++list_it) 
   { 
    
    if(list_it->IUNode->unique_id ==  (*a_node)->unique_id) 
    { 
     if((char)list_it->op_flag == 'i') 
     { 
      ins.t_id = (int)list_it->id; 
      ins.t_min[0] = list_it->minimal_bounding_box.m_min[0]; 
      ins.t_min[1] = list_it->minimal_bounding_box.m_min[1]; 
      ins.t_max[0] = list_it->minimal_bounding_box.m_max[0]; 
      ins.t_max[1] = list_it->minimal_bounding_box.m_max[1]; 
      ins.t_flag = 'i'; 
      ins.t_iucount = i; 
      mylist_i.push_back(ins); 
     
     } 
 
     else if((char)list_it->op_flag == 'r') 
     { 
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      rem.t_id = (int)list_it->id; 
      rem.t_min[0] = list_it->minimal_bounding_box.m_min[0]; 
      rem.t_min[1] = list_it->minimal_bounding_box.m_min[1]; 
      rem.t_max[0] = list_it->minimal_bounding_box.m_max[0]; 
      rem.t_max[1] = list_it->minimal_bounding_box.m_max[1]; 
      rem.t_flag = 'r'; 
      rem.t_iucount = i; 
      mylist_r.push_back(rem); 
      
     } 
    } 
    
   ++i; 
   } 
 
  std::list<tempbranch>::iterator i_it; 
  std::list<tempbranch>::iterator r_it; 
 




  for(std::list<tempbranch>::iterator i_it=mylist_i.begin(); 
i_it!=mylist_i.end(); ++i_it) 
  { 
   if((r_it->t_id == i_it->t_id)&&(r_it->t_min[0]==i_it-
>t_min[0])&&(r_it->t_min[1]==i_it->t_min[1]) 
    &&(r_it->t_max[0]==i_it->t_max[0])&&(r_it->t_max[1]==i_it-
>t_max[1])) 
   {  
    std::list<tempbranch>::iterator itcopy = i_it; 
    
    itcopy++; 
    mylist_i.erase(i_it); 
    i_it=itcopy; 
    break;    
   } 
  } 
  } 
 
 index = 0; 
  




  (*a_node)->m_branch[index].iu_count = i_it->t_iucount; 
  (*a_node)->m_branch[index].m_data = i_it->t_id; 
  (*a_node)->m_branch[index].m_rect.m_min[0] = i_it->t_min[0]; 
  (*a_node)->m_branch[index].m_rect.m_min[1] = i_it->t_min[1]; 
  (*a_node)->m_branch[index].m_rect.m_max[0] = i_it->t_max[0]; 
  (*a_node)->m_branch[index].m_rect.m_max[1] = i_it->t_max[1]; 
  (*a_node)->m_count++; 
  index++; 
 } 
 if(mfile) 
    { 
  mfile.close(); 
    } 
  
} 
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