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V diplomi je predstavljena LIN komunikacija, uporabljena strojna in programska oprema za 
vzpostavitev le-te med dvema elektronskima vezjema z Microchip 18F procesorjema. Opisani 
so zapisi nastavitev v njim namenjenih zbirkah, vsi načini vpisovanja nastavitev, seznami 
vseh zahtevanih datotek, oziroma knjižnic, ter z diagrami poteka podkrepljen opis izvajanja 













The diploma thesis contains presentation of LIN communication and description of used 
hardware. A developed software was written for LIN communication between two electronic 
circuits based on Microchip 18F microprocessors. A descriptions of settings, saved in two-
dimensional arrays, types of settings modes, lists of all required files, libraries,… are also 
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1. Uvod 
V vozilih se pojavljajo vedno večje zahteve po prenosu podatkov s strani uporabnikov, kot 
tudi sistemov. Zahteve se večajo zaradi vedno novih funkcionalnosti, kot tudi zaradi 
razširjanja že starih. Komunikacija v vozilu je začela rasti, ko je prišlo do želje po 
povezovanju elektronskih modulov med seboj. Če bi posamezne komponente povezali med 
sabo neposredno, bi bilo to nepregledno, zahtevno, kar pa je najbolj pomembno, ne bi bilo 
enako za vsa vozila. Odstopanja bi se pojavila že pri različni opremljenosti vozila z dodatno 
opremo. Ta problem se reši z omrežjem. Komponente se nato priklaplja na to omrežje tako, da 
lahko komunicirajo med sabo. Ta način je enostavnejši, cenejši, hkrati pa omogoča 
priklapljanje in odklapljanje komponent brez medsebojnega vpliva. Da pa se ti elektronski 
elementi razumejo med seboj, mora biti prisoten enak komunikacijski protokol. V istem 
vozilu se lahko nahaja več različnih komunikacijskih protokolov, ki pokrivajo svoja področja 
in so največkrat  med seboj tudi povezana. Zaradi posebnih zahtev, se uporabljajo manj znani 
omrežni protokoli. Zahteve so po čim večji odpornosti na napake pri prenosu sporočil, 
zagotovljenost ne nasprotujočih si sporočil, zagotovljen čas prenosa, čim nižji stroški, 
odpornost na elektromagnetno polje, nepotrebna preusmerjanja,... [1]  
Komunikacija v avtomobilih se lahko deli na več razredov. Glavne lastnosti razredov sta cena 
in hitrost, ki sta medsebojno povezana parametra.  
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Kot eden izmed cenejših, preprostih komunikacijskih protokolov, se v avtomobilih čedalje 
bolj uveljavlja LIN komunikacija. Čeprav slednja ni več tako mlada, je pa precej nepoznana. 
Razlog bi lahko bil v ozkem področju uporabe.  
Cilj diplomske naloge je vzpostavitev LIN komunikacije med dvema PIC mikrokrmilnikoma. 
Spisati je potrebno program, oziroma prenosljive knjižnice, ki skrbijo za prenos podatkov. 
Uporabiti je potrebno tudi dodatni LIN pretvornik, ki USART protokol pretvori v LIN. Koda 
naj čim bolj sledi predpisanim obsežnim specifikacijam in zajame čim več različnih tipov 
sporočil. Želja je tudi doseči enostaven, jasen način nastavljanja sporočil in vstavljanja samih 
komunikacijskih knjižnic in funkcij k ostali kodi, ki ni domena LIN komunikacije.   
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2. Osnove LIN protokola 
LIN (lokalno povezano omrežje) protokol je bil razvit s strani LIN konzorcija, ustanovljenega 
proti koncu devetdesetih let prejšnjega stoletja. Konzorcij so ustanovili naslednji avtomobilski 
proizvajalci: BMW, Volkswagen skupina, Volvo in Mercedes-Benz. Tehnološko je bil podprt s 
strani Motorole in Volcano Automotive Group. Namen razvoja tega protokola je bila 
vzpostavitev skupne komunikacije za manj zahtevne aplikacije [3]. 
Spada med serijske komunikacijske protokole, ki dopolnjujejo bolj kompleksna omrežja v 
vozilu. Vodilo je napajano z 12 V in ima prisotno samo 1 žico, kar narekuje asinhronski 
prenos podatkov. Neoklopljena žica, katere maksimalna dolžina je 40 metrov, prenaša podatke 
v obe smeri (prejemanje in oddajanje) do hitrosti 20 kbit/s, vendar ne istočasno. V uporabi so 
standardne hitrosti, recimo: 2400, 9600, 19200 bitov na sekundo. Hitrost je omejena, da je v 
skladu z EMC, oziroma elektromagnetno združljivostjo, ter zaradi potrebne sinhronizacije 
takta za prenos podatkov pri podrejenih enotah.  
LIN omrežje sestavlja ena nadrejena enota in največ 16 podrejenih enot, ki pa imajo lahko 
tudi vmesnike za druga komunikacijska vodila. Podrejene enote se lahko poljubno priklaplja 
na žico, brez da bi to imelo vpliv na ostale komponente. Vodilo s priključenimi enotami 
prikazuje spodnja slika. Potrebno je le programsko spremeniti nadrejeno enoto.    
 
Slika 2: Lin omrežje [11]. 
Specifikacije LIN komunikacije se še razvijajo, kar bi se lahko štelo za slabost. Vendar pa jo 
je pred kratkim pod drobnogled vzel ISO, kar bi lahko pomenilo, da se je razvila do neke 
končne oblike. Po prvi verziji LIN specifikacije (1.0), ki je bila spisana leta 1999 so do sedaj 
sledile naslednje verzije: 1.1, 1.2, 1.3, 2.0, 2.1, 2.2, in 2.2A. Največja sprememba, oziroma 
nadgradnja specifikacije se je pojavila z verzijo 2.0. Pri razvoju verzije 2.1 je bil poudarek na 
vzpostavitvi združljivosti med enotami z različnimi verzijami LIN specifikacije. V tem 
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primeru mora nadrejena enota podpirati novejšo verzijo. Obenem mora poznati verzijo 
specifikacije podrejene enote in vse funkcionalnosti, ki jih ta vsebuje. Kadar nadrejena enota 
podpira LIN komunikacijo verzije 2.0, lahko komunicira s podrejeno enoto, ki vsebuje verzijo 
2.2. Pogoj je, da je podrejena enota predhodno že skonfigurirana. Verziji 2.1 in 2.2 sta med 
seboj popolnoma združljivi. [7] 
Lin protokol je osnovan na UART/SCI protokolu. To pomeni, da so na tem protokolu 
osnovana tudi sporočila. Vsa so sestavljena iz bajtov, razen sinhronizacijske prekinitve. Bajt 
pa je sestavljen iz 8 bitov; enega začetnega bita „0“ in enega končnega „1“. Torej ko 
govorimo o pošiljanju enega polja, se pošlje 10 bitov. Pošljejo se najprej manj pomembni biti, 
torej najprej bit z oznako 0, zadnji pa z oznako 7. Nezasedeni biti zavzamejo nedominanten 
položaj, torej vrednost „1“. Vrednost „1“ je nedominantna zato, ker so izhodne stopnje LIN 
pretvornikov tipa „open collector“. To pomeni, da kadar katerakoli enota pošlje bit z logično 
vrednostjo „0“, pade napetost na vodilu na vrednost 0 V. Vodilo ostane na napajalni napetosti, 
kadar na vodilu ni komunikacije, oziroma kadar se prenaša bit logične vrednosti „1“. Torej, če 
sta na vodilu oba logična stanja, prevlada logična vrednost „0“. Več pa je razvidno iz slike 11 
v poglavju Strojna oprema.   
 
  
Slika 3: Sestava osnovnega dela sporočila UART. 
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2.1. Uporaba LIN protokola 
LIN se večinoma uporablja v avtomobilih in je največkrat podomrežje vodilu CAN. Mesta 
uporabe so sledeča: pri gumbih za sedeže, na vratih, pomičnih strehah, obvolanskih stikalih, 
pri ostalih različnih stikalih v kabinskem prostoru, pri raznih manjših senzorjih, električnih 
motorčkih v motornem prostoru,... Na spletu je možno zaslediti, da se v prihodnosti cilja na 
njegovo uporabo tudi pri pralnih strojih, hladilnikih, pečeh, pečicah, opremi za 
proizvodnjo,...[4][5]. 
 
2.2. Zgradba sporočila 
Glava sporočila vsebuje sinhronizacijsko prekinitev, ki ji sledi delimeter (presledek) dolžine 
vsaj 1 bit. Ta služi kot zakasnitev, da se podrejena enota lahko pripravi na sinhronizacijski 
bajt, ki mu sledi. Naslednji je identifikacijski bajt.  
 
Slika 4: Prikaz uporabe Lin komunikacije v avtomobilu[5]. 
Slika 5: Sestava LIN sporočila. 
Osnove LIN protokola  
 
Damjan Brudar Stran 5 
 
Drugi del sporočila se imenuje odziv. V odzivu so zbrani podatkovni bajti, katerim sledi 
nadzorna vsota. Glavo sporočila pošlje samo nadrejena enota in jo hkrati prejemajo vse 
podrejene enote. Odziv sporočila pa lahko pošlje nadrejena ali podrejena enota. Slednja le v 
primeru uspešno prejete glave sporočila in pod pogojem, da ima za pridobljen identifikacijski 
bajt pripisan signal. V normalnem (brezpogojnem) režimu delovanja, lahko odgovor pošlje 
samo ena podrejena enota, prejme pa ga ali nadrejena enota, ali druga podrejena enota. 
2.2.1. Sinhronizacijska prekinitev 
Sinhronizacijska prekinitev, ki jo sestavlja 13 bitov logične vrednost 0, nakazuje na začetek 
sporočila, hkrati pa služi tudi za pripravo podrejenih enot. Po LIN specifikacijah gredo 
podrejene enote po 4 do 10 sekundah neaktivnosti vodila, oziroma po zahtevi s strani 
nadrejene enote, v režim spanja. Moduli prenosa podatkov vseh enot morajo biti relativno 
dobro sinhronizirani s hitrostjo prenosa podatkov (ang. baudrate). Ker so ti moduli odvisni od 
njihovih oscilatorjev, se njihovi takti ne smejo preveč razlikovati. Standard jasno veleva, da 
morajo podrejene enote prebrati vsaj 11 zaporednih ničel sinhronizacijske prekinitve. Ker LIN 
temelji na UART protokolu, se mora hitrost prenosa povečati za faktor 1,5, da se pošlje vseh 
13 ničel. Na podrejenih enotah pa se mora hitrost prenosa podatkov znižati za faktor 0,5, da 
prejme vseh 13 bitov. Nekateri proizvajalci pa imajo te zahteve elegantno rešene z že 
napisanimi funkcijami, ki  omogočajo pošiljanje in prejemanje sinhronizacijske prekinitve. 
2.2.2. Sinhronizacijski bajt 
Sinhronizacijski bajt je zaporedje enic in ničel, ki v šestnajstiškem formatu predstavlja 
vrednost 0x55.   
 
 
Slika 6: Primer uspešne in neuspešne (malo okno) samodejne sinhronizacije prenosa. 
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Namen sinhronizacijskega bajta je sinhronizacija hitrosti prenosa podrejenih enot. Slednje se 
sinhronizirajo za vsako sporočilo posebej. Zato za vir takta pri podrejenih enotah ni potreben 
kvarčni ali keramični oscilator, dovolj je RC člen. Največje dovoljeno odstopanje urinega 
takta je ±14%. Na toleranco bitne hitrosti med drugim vpliva temperatura, nihanje napetosti,...  
Zaželeno je, da podrejena enota zazna zaporedje sinhronizacijske prekinitve in 
sinhronizacijskega bajta tudi v primeru, da pričakuje druge bajte, kot so identifikacijski, 
podatkovni ali bajt nadzorne vsote.  
2.2.3. Identifikacijski bajt 
Slednji bajt vsebuje identifikacijo sporočila. Komunikacija med enotami ni neposredna (ang. 
direct communication), temveč je sporočilno osnovana (ang. message-based communication). 
Zato identifikacijski bajt vsebuje naslov sporočila in ne neposredno naslov podrejene enote, 
kateri je sporočilo namenjeno. Vsaka podrejena enota ima zato svoj seznam identifikacijskih 
bajtov. Če podrejena enota vsebuje v svojem seznamu prejet ID naslov, je na to sporočilo 
naročena in se mora ustrezno odzvati. V tem seznamu je za vsako sporočilo določeno število 
podatkovnih bajtov, način računanja nadzorne vsote, ter kako naj se podrejena enota odzove. 
Identifikacijski bajt je sestavljen iz dveh paritetnih bitov, ki predstavljata paritetno vrednost 
ostalih šestih bitov tega dela sporočila. Prek paritetnih bitov se tako ugotovi napako zaradi 
pošiljanja, poleg tega pa poskrbita, da identifikacijski bajt nikoli ne zavzame vrednosti 0xFF 
in 0x00. Izračun prvega paritetnega bita prikazuje enačba (1.1), drugega pa enačba (1.2): 
    P0 = ID0 ⊕ ID1 ⊕ ID2 ⊕ ID4      (1.1) 
P1 = ID1 ⊕ ID3 ⊕ ID4 ⊕ ID5      (1.2) 
pri čemer so vrednosti IDx, biti v identifikacijskem bajtu [6]. Pri specifikaciji LIN 1.1 sta bila 
ta dva bita uporabljena za določanje števila podatkovnih bajtov.  
Vsaka podrejena enota ima lahko več naslovov. Ti naslovi so lahko enaki za več naprav, 
vendar imajo lahko drugačno funkcijo. Primer je neposredno pošiljanje podatkov iz ene 
podrejene enote v drugo, prav tako podrejeno. Uporabniku je namenjenih 60 naslovov, od 0 
do 59.  Rezervirani diagnostični naslov, za katerega odzivni del poskrbi nadrejena enota, ima 
vrednost ID 60. Rezerviran identifikator za odgovor podrejene enote na servisno zahtevo pa 
ima ID 61. Naslova 62 in 63 sta rezervirana za razširjen LIN format nadaljnjih različic LIN 
specifikacij. Pri specifikaciji 1.1 je identifikator ID 62 omogočal pošiljanje uporabniško 
definirane oblike sporočil [7]. 
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2.2.4. Podatkovni bajti 
V odzivnem delu sporočila, se lahko pošlje od 1 do 8 podatkovnih bajtov. Število podatkov 
naj bo znano tako na strani podrejene, kot na strani nadrejene enote.  Prenos bajtov poteka 
tako, da se pošiljajo od manj pomembnih do najbolj pomembnih (od LSB do MSB).  
2.2.5. Nadzorna vsota 
Nadzorna vsota se pošlje v zadnjem bajtu in je negirana vsota vseh poslanih podatkovnih 
bajtov. Pri tem se mora paziti, da se vsakič, ko je vsota večja ali enaka vrednosti 256, od nje 
odšteje vrednost 255. V primeru razširjene nadzorne vsote pa se vsoti poslanih podatkovnih 
bajtov prišteje še identifikacijski bajt. Razširjena nadzorna vsota se uporablja pri enotah, ki so 
v skladu z LIN specifikacijo od verzije 2.0 naprej. Sporočila z ID vrednostmi 60 (0x3C) in 61 
(0x3D) naj vedno uporabljajo navadno nadzorno vsoto. 
2.3. Časovni poteki in časovne vrednosti 
Vsak prenos sporočila začne nadrejena enota. Začne ga s pošiljanjem glave sporočila. 
Sporočila se prenašajo ena za drugo po vnaprej določenem vrstnem redu. Vrstni red določa 
seznam, v katerem vsak prenos predstavlja eno sporočilo. Le pri tipu občasnih sporočil je 
lahko znotraj enega vnosa zapisanih več sporočil. Prenos sporočil določenim s tem seznamom 
je časovno odvisen, zato se bo ta seznam v nadaljevanju imenoval urnik. Urnik preprečuje 
nezaželene trke sporočil (ang. collision), narekuje periodičnost prenosa sporočil in preprečuje 
preobremenjenost vodila. Ko se prenesejo vsa sporočila definirana v urniku, se ta začne 
izvajati od začetka. Urnikov je lahko več, preklopi med njimi pa so poljubni. Ob dodajanju 
nove podrejene enote se mora urnik spremeniti. Seveda, če ni naloga nove podrejene enote le 
prejemanje podatkov, ki so namenjeni tudi ostalim podrejenim enotam. Naknadnemu 
spreminjanju urnika se je moč izogniti tudi takrat, ko je ta že v naprej narejen. Tako bo 
komunikacija s podrejeno enoto mogoča takoj, ko se pojavi na vodilu. 
Vnos urnika se začne vedno ob začetku časovne baze, ki je najmanjša časovna enota z 
vrednostjo 5 ali 10 ms. Za vsako sporočilo urnik določa čas za prenos. Čas med začetkoma 
dveh sporočil je definiran kot čas vnosa urnika. Ta ni nujno enak za vsa sporočila, saj je 
odvisen od hitrosti prenosa in dolžine sporočila. Definiran je kot produkt časovne baze in 
pozitivnega celega števila, ter mora biti daljši od najdaljšega časa, zahtevanega za prenos 
celotnega sporočila. Včasih je želeno, da je čas med posameznimi poslanimi sporočili daljši, z 
namenom da se lahko izvedejo še ostala opravila na procesni enoti. Pri realno časovnih 
zahtevah pa je želeno, da je ta čas čim krajši.  
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Trepetanje (ang Jitter) je ime za pojav, ki je posledica nestabilnega urinega takta. Pri glavi 
sporočila, je definiran kot razlika med največjo in najmanjšo zakasnitvijo, ki se pojavi med 
začetkom časovne baze in začetkom sinhronizacijske prekinitve. Pri odzivnem delu sporočila, 
pa je definiran kot razlika med najdaljšim in najkrajšim časom, ki poteče, da se odzivni del 
prenese za glavo sporočila [7]. 
2.3.1. Dolžina sporočila 
Nominalna dolžina sporočila, preko katere se izračuna zahtevan čas za prenos, se natančno 
ujema s številom poslanih bitov. Upošteva se tudi delimeter, presledke med bajti pa ne. Za 
pokritje morebitnih časovnih zakasnitev, ki se pojavljajo od začetka do konca prenesenega 
sporočila je po LIN specifikaciji uveden tudi varnostni faktor. Ta je enak vrednosti 0,4 in 
podaljša nominalno dolžino sporočila za 40 odstotkov. Na ta način pridobljen dodaten čas je 
lahko namenjen tudi za izvajanje ostale programske kode. 
 
 
Zadnja točka, ko lahko aplikacija še vpisuje podatke za pošiljanje, je odvisna od tipa enote. 
Pri nadrejeni enoti je zadnji dovoljen čas za vpisovanje, pred začetkom prenosa sporočila. Pri 
podrejeni enoti pa šele, ko je prejeto identifikacijsko polje. 
Tabela 1: Izračun najdaljšega zahtevanega časa za prenos sporočil. 
Bajt  Število bitov 
Sinhronizacijska prekinitev + delimeter 14 
Sinhronizacijski, identifikacijski, nadzorna vsota (8 + začetni + končni) * 3 = 30 
Podatkovni min: 1 bajt = 10 max: 8 bajtov = 80 
Celotna vsota min: 54 max: 124 
Najkrajši čas prenosa sporočila:  Nbit  / hitrost prenosa = Tbit * Nbit                                     (1.3) 
Najdaljši čas (z upoštevanjem varnostnega faktorja 40 %) = 1,4 * Tbit * Nbit                    (1.4) 
Pri tem spremenljivka Nbit predstavlja število bitov, Tbit pa čas za prenos enega bita. 
Slika 7: Časovni potek sporočil in zakasnitve. 
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Signal pri nadrejeni enoti je obravnavan kot prejet in na voljo za uporabo aplikaciji šele ob 
začetku pošiljanja naslednjega sporočila, torej po koncu aktualnega vnosa urnika. Podrejena 
enota pa lahko prejeti signal uporabi takoj po njegovem uspešnem prejetju. 
 
2.4. Tipi sporočil 
Nekateri tipi sporočil so uporabljeni samo za določene namene. Enoti, oziroma skupini enot, 
ni treba izpolnjevati vseh pogojev za vse tipe sporočil. Vsi aktualni tipi sporočil so opisani v 
naslednjih podpoglavjih. 
2.4.1. Brezpogojna sporočila 
Brezpogojna sporočila se izvedejo, ko pride v urniku do vnosa, ki predstavlja posamezno 
sporočilo. V primeru, da za odgovor poskrbi nadrejena enota (s podrejenim opravilom), naj 
podrejene enote, naročene na to sporočilo, le-tega prejmejo. Naslednja možnost je, da 
podrejena enota pošlje odzivni del sporočila nadrejeni enoti. Pri zadnji možnosti pa nadrejena 
enota pošlje glavo sporočila, nato pa podrejena enota pošlje odziv drugi podrejeni enoti. 
Katera podrejena enota oddaja in katera posluša, je odvisno od interpretacije 
identifikacijskega bajta. Vsaka podrejena enota si ga mora v tem primeru razlagati drugače. 
2.4.2. Dogodkovno prožena sporočila 
S tem tipom sporočil se poveča odzivnost LIN skupine, oziroma skrajša čas izvajanja urnika. 
Ideja je, da se več podrejenih enot hkrati povprašuje z istim ID naslovom po stanju identične 
zahteve. Posledično pa se lahko odzove ena, ali več enot. Vendar le, če je na podrejeni enoti 
prišlo do spremembe signala, na katerega se nanaša ta ID naslov. Pri tem se računa, da se ta 
zahteva v večini primerov ne izpolni hkrati na večih podrejenih enotah. Pri izpolnitvi zahteve 
pri samo eni enoti, nadrejena enota pridobi odziv samo te. V primeru odgovora večih, pa pride 
do trka podatkov, kar se zazna kot napaka dolžine bajta (framing error). Trk mora nadrejena 
enota prepoznati in takoj preiti iz urnika za brezpogojna sporočila na urnik za reševanje trka 
podatkov. V tem urniku naj bodo za vsako podrejeno enoto zapisana brezpogojna sporočila z 
unikatnimi ID naslovi in dogodkovno proženemu sporočilu enakimi parametri. Ta obvezna, 
nadomestna sporočila, sedaj od vsake udeležene podrejene enote ločeno prenašajo omenjeno 
vrednost zahteve. Pri slednjih je odgovor vedno pričakovan, ne glede na prisotno spremembo 
signala. Doda pa se jim lahko še druga dodatna brezpogojna sporočila, ki imajo lahko različne 
dolžine in smeri prenosa. Ko se prenesejo vsi vnosi urnika reševanja trkov, se samodejno 
preklopi nazaj na urnik sporočil in nadaljuje se z izvajanjem naslednjega vnosa. Toliko kot je 
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dogodkovno proženih sporočil, toliko je tudi urnikov za reševanje njihovih podatkov v 
primeru trka. Prehod na urnik za reševanje trka in njegovo izvajanje prikazuje naslednja slika. 
 
 
Slika 8: Prikaz trka in reševanje podatkov. 
Primer uporabe je centralno zaklepanje avtomobilskih vrat. S tipom dogodkovno proženih 
sporočil se povprašuje o stanju gumba za zaklepanje. Do trka podatkov pa lahko recimo pride, 
ko se več potnikov hkrati odloči zakleniti vrata. 
2.4.3. Občasna sporočila 
Občasna sporočila so termin za skupino brezpogojnih sporočil, ki imajo skupen vnos v urniku. 
Ko so na vrsti za pošiljanje, se preveri, če ima katero izmed njih novo vrednost podatkov. V 
primeru, da so vrednosti enega ali več podatkov v istem sporočilu urnika posodobljene, se to 
sporočilo pošlje. Pri posodobljenih signalih znotraj večih brezpogojnih sporočil, se pošlje 
sporočilo, ki ima najvišjo prioriteto v skupini občasnih sporočil. Ostala sporočila so enako, po 
prioriteti poslana pri naslednjem obravnavanju vnosa urnika, ampak zopet samo po eno 
sporočilo  naenkrat. To se ponavlja, dokler se ne pošlje vseh sporočil. Seveda pa se lahko 
pojavijo nove posodobitve. Edini pošiljatelj občasnih sporočil je nadrejena enota. 
2.4.4. Diagnostična sporočila 
Diagnostika je v protokol LIN prišla šele s specifikacijo 2.0. Izvaja se s pomočjo diagnostične 
naprave in z diagnostičnimi sporočili, ki so definirani v standardu ISO 15765-2. Diagnostične 
naprave jih največkrat prenašajo po CAN vodilu. Obstajajo trije diagnostični razredi. Pri 
diagnostičnem razredu III je možna neposredna povezava diagnostične naprave s podrejeno 
enoto. Pri tem mora ta enota dodatno podpirati ustrezno komunikacijsko vodilo. Pri 
razredoma I in II pa je med diagnostično napravo in podrejenimi enotami nadrejena enota. 
Služi kot vmesni člen, oziroma kot posrednik. V tem primeru ima ustrezno dodatno 
komunikacijsko vodilo samo nadrejena enota. Njena naloga je, da ta sporočila pred 
posredovanjem podrejenim enotam ustrezno zapakirati v odzivni del sporočila. Procedura je 
obratna, kadar nadrejena enota prejeta diagnostična sporočila podrejenih enot posreduje 
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diagnostični napravi. Diagnostika se izvaja s posebnim urnikom, imenovanim diagnostični 
urnik. Dolžine zapakiranih sporočil so poljubne, od osem bajtov, v katerih je 5 podatkovnih, 
pa vse do 4096 bajtov. Pet podatkovnih bajtov se pošlje s pomočjo sporočila, označenega kot 
SF (ang Single Frame). Več podatkovnih bajtov pa se pošlje z več sporočili, sestavljenimi v 
enega. Pri tem je prvo sporočilo označeno s FF (ang First Frame), vsa naslednja pa s CF (ang 
Countinious Frame). Nadrejena enota ta sporočila k podrejenimi enotami pošilja z ID 
naslovom 0x3C, od njih pa jih prejema z ID naslovom 0x3D. V odzivnem delu sporočila se 
poleg nadzorne vsote nahaja še osem bajtov. Prvemu bajtu z naslovom podrejene enote 
(NAD) sledi bajt z imenom PCI (ang Protocol Control Information), ki sporoči dolžino 
sporočila. Naslednji bajt SID (ang Service Identifier)/ RSID (ang Response Service Identifier) 
pa označuje tip servisne zahteve / tip servisnega povpraševanja. Njegove vrednosti od 0x00 
do 0xAF in od 0xB8 do 0xFE so uporabljene za diagnostiko. Vrednosti od 0xB0 do 0xB7 pa 
se uporabljajo za konfiguracijo LIN enot.  
2.4.5. Rezervirana sporočila 
Ta sporočila niso namenjena uporabi na enotah, ki so v skladu s specifikacijo 2.x. Namenjena 
so nadaljnjim verzijam. 
2.5. Posebni režimi stanja vodila 
2.5.1. Režim spanja LIN enot 
LIN enote lahko gredo v režim spanja v primeru, da trenutno ni potrebe po njihovem 
delovanju. S tem se zmanjša poraba energije. V režim spanja se lahko po določenem času 
postavijo same. Omenjeni čas naj znaša od 4 do 10 sekund. V režim spanja jih lahko postavi 
tudi nadrejena enota z diagnostičnim identifikacijskim bajtom ID 60. V odzivnem delu 
sporočila se nahaja prvi podatkovni bajt z vrednostjo 0x00 in naslednjih sedem z vrednostjo 
0xFF. Podrejene enote lahko ukaz za spanje ignorirajo, lahko pa ga izvedejo. 
2.5.2. Vzpostavljanje vodila iz režima spanja v stanje pripravljenosti  
Vsaka podrejena enota lahko s pošiljanjem signala za vzpostavitev stanja pripravljenosti 
zahteva, da vodilo preide iz spečega stanja v aktivno. Signal je sestavljen iz niza ničel, 
katerega trajanje je v mejah od 250 µs do 5 ms. Kot signal za vzpostavitev stanja 
pripravljenosti se lahko zato uporabi sinhronizacijska prekinitev. Nadrejena enota naj ta signal 
zazna in začne s pošiljanjem sporočil po vrstnem redu, določenem v urniku. V primeru, da se 
nadrejena enota ne odzove na ta signal v predvidenem času, naj ga podrejena enota ponovno 
pošlje. Omejitve kolikokrat naj podrejena enota poskuša ni, vendar je po LIN specifikaciji 
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priporočeno, da se za vsak dogodek ki sproži željo po vzpostavitvi stanja pripravljenosti, 








Slika 9: Časovni potek signalov zbujanja Lin vodila. 
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3. Strojna oprema 
Za razvoj je bila uporabljena strojna oprema, sestavljena iz ene nadrejene in ene podrejene 
enote. Ti sta med sabo povezani z LIN protokolom. Nadrejena enota je dodatno povezana še z 
računalnikom, s pomočjo RS232 komunikacije s hitrostjo prenosa 9600 bit/s. Nadrejeno enoto 
predstavlja plošča EVB 18F8527, ki vsebuje procesor PIC18F8527 proizvajalca Microchip. 
Prav tako je Microchip proizvajalec procesorja PIC18F4520, ki se nahaja na plošči PIC demo 
board, namenjeni podrejeni enoti.  
 
Slika 10: Podrejena in nadrejena enota povezani z LIN vodilom. 
V tabeli 2 je zapisanih nekaj pomembnih lastnosti obeh procesorjev.  
Tabela 2: Lastnosti obeh uporabljenih mikrokrmilnikov [9],[10]. 
PIC18F8527 PIC18F4520 
 Hitrost oscilatorja do 40 MHz 
 2x EUSART 
 Modul za serijsko komunikacijo 
 5 časovnikov 
 5 primerjalnih, PŠM, zajemalnih 
modulov 
 29 virov prekinitev 
 1024 bajtov EEPROM-a 
 3936 bajtov podatkovnega spomina 
 16 vhodov signalov 10 bitnega AD 
modula 
 73 vhodov/izhodov 
 2 nivoja prekinitev 
 Hitrost oscilatorja do 40 MHz 
 1x EUSART 
 Modul za serijsko komunikacijo 
 4 časovniki 
 2 primerjalna, PŠM, zajemalna 
modula 
 19 virov prekinitev 
 256 bajtov EEPROM-a 
 1536 bajtov podatkovnega spomina 
 13 vhodov signalov 10 bitnega AD 
modula 
 40 vhodov/izhodov 
 2 nivoja prekinitev 
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Tako kot procesorja, se razlikujeta tudi plošči, ki sta bili predhodno načrtovani in izdelani. 
Plošča podrejene enote ima že vključenih nekaj elementov. Med njimi so trije potenciometri, 
nekaj LED indikatorjev, tipk, temperaturni senzor,... Nadrejena enota pa ima samo priključke, 
za dodajanje različnih komponent. Obe plošči imata še RS232 modula, nadrejena celo dva. 
Ker je LIN komunikacija osnovana na UART protokolu in so signali sestavljeni iz bajtov, se 
lahko uporabi EUSART modul. EUSART je kratica za Enhanced Universal Synchronous 
Asynchronous Receiver Transmitter, oziroma razširjen univerzalni sinhronski asinhronski 
sprejemnik oddajnik. Ta uporablja za vsako smer prenosa svojo žico. Da pa se signal pretvori 
za prenos po eni žici, je treba uporabiti pretvornik. Pretvornik je potreben na obeh enotah. 
Nekateri mikroprocesorji, tudi od proizvajalca Microchip, imajo tak pretvornik že vgrajen. 
Sam sem uporabil Microchipov pretvornik MCP2021.  
 
 
Slika 11: Shema pretvornika za Lin komunikacijo [11]. 
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Poleg vhoda za prejemanje (RXD) in izhoda za oddajanje (TXD) za povezavo z modulom 
USART in poleg povezave z LIN vodilom, ima pretvornik še 5 vhodov / izhodov. Pretvornik 
se napaja (VBB) z 12 V, vgrajen pa ima tudi 5 voltni linearni regulator napetosti (VREG), ki se 
ga lahko uporabi za napajanje mikrokrmilnika in ostalih komponent. Preko CS/LWAKE 
vhoda se pretvornik omogoči. To se lahko stori s pomočjo izhodnega signala mikrokrmilnika, 
ali pa s stikalom, ki je preko upora vezan na napajanje. Izhod za oddajanje podatkov 
pretvornika po LIN vodilu se onemogoči z ustrezno vrednostjo preko dvosmernega priključka 
FAULT/TXE. Nadaljnje je lahko uporabljen kot izhod, da mikrokrmilnik obvešča o možnih 
napakah pretvornika. Vrsto napake se določi preko stanj naslednjih treh vrat: FAULT/TXE, 
RXD in TXD. Razbereta se lahko dva razloga napake. Prvi je kratek stik LIN vodila z 
napajalno napetostjo, drugi razlog pa je termična preobremenitev. Pri slednji se pretvornik 
sam vrne v operativno stanje, ko temperatura pade pod določeno vrednost [5]. 
V programu, pri obeh tipih enot, ugotavljanje vzroka napake ni izvedeno. Preverja se samo 
prisotnost napake. Če je ta prisotna, se prenašanje sporočil ne izvaja. Preverjanje napake pri 
podrejeni enoti je izvedeno preko vhoda RC4, pri nadrejeni pa preko RB2. Da se pretvornik 
omogoči, se v inicializaciji postavi izhod RC5 pri podrejeni in RD0 pri nadrejeni enoti na 
logično vrednost »1«. Ploščici, kjer se nahajata LIN pretvornika sta identični, razen dveh 
razlik. Za nadrejeno enoto sta zahtevana še dioda in upor v vrednosti 1 kΩ, ki sta zaporedno 
vezana med napajalno napetostjo in LIN vodilom. Druga razlika pa je razvidna v različnem 
načinu povezave. Na podrejene enote se ploščico vstavi neposredno s pomočjo priključkov. 
Te povezave do procesorja, so postavljene ena zraven druge po sledečem vrstnem redu: RXD, 
TXD, CS/LWAKE, FAULT/TXE. Ploščica nadrejene enote pa je sestavljena tako, da ni 
možen neposreden dostop do vhoda, oziroma izhoda EUSART modula. Zato je treba z žicama 
povezati ploščico LIN pretvornika s podnožjem, ki je drugače namenjeno MAX232 
pretvorniku. Dejanska povezava dveh pretvornikov potrebuje še eno dodatno žico, da se 
zagotovi skupno ozemljitev. Ta v avtomobilu ne bi bila potrebna, saj je tam skupna ozemljitev 
izvedena preko karoserije. Natančna povezava priključkov in vseh zahtevanih elementov je 
razvidna iz sheme, ki se nahaja v poglavju Priloge. 
En EUSART modul je bil uporabljen za LIN komunikacijo, drugi pa za nastavljanje preko 
nastavitvenega programa na računalniku. Ker neposredna povezava med računalnikom in 
mikrokrmilnikom ni mogoča, je treba uporabiti pretvornik. Pretvornik pretvori signal iz USB 
priključka na RS232 signal mikrokrmilnika. S spremembo programa nadrejene enote bi bila 
možna uporaba samo enega EUSART modula. Najbolj enostavna bi bila uporaba elektronske 
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plošče, ki ima po dva priključka za vhod in za izhod EUSART modula. Tak način povezave je 
izveden na plošči podrejene enote. Ta ima vhod za prejemanje in izhod za oddajanje povezan 
tako z RS232 pretvornikom, kot tudi z dodatnima priključkoma, na katerem se nahaja LIN 
pretvornik. Da se nebi nastavitveni signal, prejet preko RS2323 modula, pojavil na LIN 
vodilu, bi bilo treba predhodno izklopiti LIN pretvornik nadrejene enote. Izklop bi se lahko 
dosegel preko stikala, vezanega na priključek CS/L_WAKE. Možna rešitev bi bila tudi s 
samim nastavitvenim signalom. Njegov začetek bi moral biti definiran tako, da bi ga 
nadrejena enota prepoznala in takoj izklopila pretvornik. Seveda bi ta začetek preko LIN 
vodila prejele tudi podrejene enote. Zato bi signal moral biti tak, da bi ga te ignorirale.  
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4. Programska oprema 
 
4.1. MPLAB IDE 
Programa mikrokrmilnikov sta bila napisana v razvojnem okolju MPLAB IDE verzije 8.90, ki 
vsebuje vsa potrebna orodja za razvoj aplikacij Microchip-ovih mikrokrmilnikov in njihovih 
digitalnih signalnih mikrokrmilnikov (dspPIC). Njegov urejevalnik kode je bil s pomočjo 
programskega jezika C uporabljen za pisanje, branje in popravljanje programa. S pomočjo 
razhroščevalnika pa se je preverjala koda. Razhroščevalnik omogoča izvajanje kode po 
korakih, oziroma izvajanje samo del nje, vmesno spremljanje in spreminjanje vrednosti 
spremenljivk, vpogled v registre,… Prisoten je tudi simulator, oziroma drugače rečeno 
programski razhroščevalnik, ki omogoča tudi simuliranje vrednosti vhodnih podatkov. 
Njegova zelo uporabna funkcija je merjenje časa izvajanja določenega dela kode. Razvojno 
okolje poskrbi tudi za pretvorbo programske kode v strojno kodo in jo s programatorjem 
zapiše v pomnilniška območja mikrokrmilnika.  
4.2. Programski oprema Visual Studio 
Nastavitveni program je bil razvit s pomočjo Microsoft-ovim programom Visual Studio 2010. 
Tudi to razvojno okolje omogoča urejanje kode, vsebuje prevajalnik, razhroščevalnik in ostala 
orodja. Uporabljen je bil z objektno orientiranim programskim jezikom C#, ki je kombinacija 
programskih jezikov C++, Visual Basic in Jave. Temelj objektnega programiranja so objekti, 
ki komunicirajo med seboj. Ti vsebujejo spremenljivke in programsko kodo, ki razvijalca 
programa ne zanima. Do objektov se lahko dostopa preko funkcij, imenovanih metode, ki jih 
razvijalec programa povezuje s pomočjo lastne kode. Programski jezik temelji na .NET 
platformi, ki omogoča enostavnejši razvoj projektov. Predstavlja ogrodje za vsa orodja, ki se 
uporabljajo za razvoj aplikacij za različne naprave. Ogrodje vsebuje veliko pripomočkov, med 
njimi so pripomočki za ustvarjanje uporabniškega vmesnika, matematične funkcije, 
dostopanje do podatkov,… [12],[13]. 
S pomočjo Visual Designer-ja, se lahko oblikuje uporabniški vmesnik, ki je osnovan na tako 
imenovanih obrazcih. Na slednje se vstavlja gradnike, kot so gumbi, besedilna polja, oznake, 
označevalna polja, polja slik,… Tem gradnikom se lahko določi tako lastnosti, kot tudi 
dogodke, ob katerih se izvede določen del kode. Program nato sam ustvari kodo (kodni 
pogled), ki sovpada ustvarjenemu vmesniku (oblikovni pogled). 
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5. Nastavitve LIN komunikacije 
 
Po specifikacijah je priporočeno enote nastavljati preko programskega orodja za ustvarjanje 
LIN skupine. Vhodni podatki programa so datoteke, ki vsebujejo lastnosti in konfiguracijo 
podrejenih enot (Node Capability Files). Program nato ustvari datoteko s funkcijami, 
povezanimi z LIN komunikacijo na način, da ne pride do nesoglasij. To datoteko se lahko 
naprej uporabi za razhroščevanje LIN omrežja in za generiranje datoteke z nastavitvami za 
nadrejeno in podrejene enote. Datoteke z lastnostmi in konfiguracijo podrejenih enot morajo 
vsebovati tudi identifikacijo LIN produkta. Identifikacijo sestavljajo trije parametri. Prvi je ID 
naslov ponudnika enote, ki mu ga določi LIN konzorcij, naslednji je funkcijski ID, preko 
katerega je določena funkcija podrejene enote in kot zadnji, t.i. variant ID, ki se spremeni ob 
vsaki spremembi na enoti. Za nastavljanje, oziroma spreminjanje nastavitev posamezne 
podrejene enote poskrbi nadrejena enota z glavo sporočila, ki vsebuje ID naslov 0x3C. Ta 
naslov predstavlja diagnostično sporočilo na katerega so naročene vse podrejene enote. V 
odzivnem delu ki mu sledi, pa se nahaja konfiguracijsko sporočilo in na koncu nadzorna 
vsota. Dolžina odzivnega dela je skupaj z nadzorno vsoto vedno 9 bajtov. 
 
Znotraj konfiguracijskega sporočila se pod prvim bajtom nahaja naslov NAD. Ta ne 
predstavlja naslov sporočila, temveč dejanski naslov podrejene enote (ang Node Address 
Diagnostics). NAD naslov je unikaten za vsako podrejeno enoto posebej. Kot že ime pove, so 
ti naslovi namenjeni tudi za diagnostiko podrejenih naprav. Uporabljeni naslovi so od 
vrednosti 1 do vrednosti 125. Naslov NAD 0 je namenjen postavitvi LIN omrežja v režim 
spanja, naslovi od 128 do 255 pa so namenjeni prosti uporabi. Naslovu podrejene enote 
(NAD) sledi PCI bajt, ki nosi informacijo o dolžini sporočila in število uporabnih bajtov 
znotraj njega. Naslednji bajt z imenom SID, poda tip servisnega sporočila. V trenutni verziji 
specifikacije so aktualni nastavitveni ukazi zbrani v naslednji tabeli. 
  
Slika 12: Konfiguracijsko sporočilo. 
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Tabela 3: Vsi aktualni servisni ukazi. 
 
Ostali bajti znotraj konfiguracijskega sporočila so ustrezno zapolnjeni glede na tip sporočila. 
Vsebujejo ustrezne nastavitvene parametre, ali pa kot neuporabljeni zavzamejo vrednost 
0xFF.  
 
Sam sem se lotil nastavljanja komunikacije na drugačen način. Od zgornjih tipov 
konfiguracijskih sporočil sem zato uporabil nastavitve proizvajalca, kjer je možna poljubna 
vsebina v preostalih petih bajtih. Uporabil sem tudi možnost shranjevanja konfiguracije. Ker 
pa nista bila uporabljena oba obvezna signala konfiguracije: branje identifikacije LIN in 
določevanje območja ID naslovov, sem za naslove podrejenih enot (NAD) uporabil vrednosti 
od 128 do 255, ki so namenjeni prosti uporabi. Tako sem se izognil napakam pri uporabi 
servisnega ID naslova pri napravah, ki dobesedno sledijo specifikacijam LIN konzorcija.  
5.1. Potek nastavitev LIN komunikacije na napravah 
Nastavljanje LIN komunikacije se lahko izvede ročno preko okna »Watch«, z vpisovanjem 
nastavitev v spremenljivke in tabele. Takšno nastavljanje je lahko pri določenih tipih sporočil 
precej zapleteno, zato se naj princip uporablja samo za preverjanje že vpisanih nastavitev. 
Enostavnejše nastavljanje je izvedljivo s pomočjo funkcij, ki se kličejo znotraj glavne 
programske zanke. Nastavitve se lahko enostavno vpisuje tudi s pomočjo programa, spisanega 
v Visual Studio. Pri nastavljanju s programom lahko pride do napak, katere bom opisal in 
hkrati podal načine njihovega odpravljanja. Shemo povezave tega načina nastavljanja kaže 
slika 13. Črka N predstavlja nadrejeno enoto, črke P pa podrejene.  
SID Ime naslova Opis 
0xB0 Določi NAD Spreminjanje naslovov podrejenih enot. 
0xB2 Branje 
identifikacije  
Branje identitete proizvajalca in ostalih lastnosti. 
0xB3 Pogojna 
sprememba NAD 




Dodelitev konfiguracije podane s strani proizvajalca. 
0xB6 Shranjevanje 
konfiguracije 
Shranjevanje trenutne konfiguracije v trajni pomnilnik. 
0xB7 Dodelitev območja 
ID naslovov 
Določitev, zamenjava, onemogočanje zaščitenih ID naslovov 
posameznim, v naprej določenim sporočilom. 
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Poteki nastavitev bodo za vse načine nastavljanja zapisani v naslednjih podpoglavjih. 
Nastavitve je možno po koncu vpisovanja shraniti v EEPROM pomnilnik in jih ob 
naslednjem zagonu programa prebrati in uporabiti. To je izvedljivo tako na podrejenih enotah, 




Najprej je treba vključiti vse zahtevane .c in .h datoteke. Čeprav so nekatera imena datotek za 
podrejeno in nadrejeno enoto enaka, se njihova vsebina zelo razlikuje. Vse zahtevane datoteke 
so zapisane v tabeli 4 in 5. Poleg omenjenih datotek, je za vsako enoto glede na ime 
procesorja, zahtevana še .lkr datoteka, oziroma drugače rečeno povezovalna datoteka. Z njeno 
pomočjo program MPLAB IDE strojno kodo poveže in ji določi pomnilniško lokacijo v 
procesorju.  
Poleg definiranja knjižnic, se za vse tipe nastavljanja v glavno zanko, ki se nahaja v datoteki 
main.c, vstavi funkcijo INIT_Lin(). Njena naloga je inicializacija vseh potrebnih parametrov 
za LIN komunikacijo. Mesta klicev se za ostale funkcije, ki se nahajajo znotraj glavne zanke, 
razlikujejo glede na način nastavljanja in tip enote. Zato bo njihov opis in mesto klica podan 
pri naslednjih podpoglavjih.   
Pri nastavljanju se vsakemu želenemu signalu pripiše ID naslov, število bajtov, smer prenosa 
in način računanja nadzorne vsote. Pri nadrejeni enoti, se v primeru želenega posredovanja 
nastavitev, vpiše še naslove podrejenih enot. Način pripisovanja ID naslovov se pri vseh tipih 
nastavitev razlikuje od predpisanega v standardu. Tam se podrejeni enoti pošlje ID naslove, ta 
pa jih razporedi podatkom s parametri. Razporedi jih po vrstnem redu, določenim s 
seznamom. 
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5.1.1. Nadrejena enota 
Tabela 4: Zahtevane datoteke nadrejene enote. 
Sledi spreminjanje parametrov in vrednosti v teh datotekah, oziroma knjižnicah. Prilagoditi je 
potrebno registre časovnika, registre USART modula za prenos podatkov in vrednosti 
nekaterih ostalih konstant in parametrov, ki so odvisni od želje posameznika. Preračuni in 
določitve vrednosti za časovnik, ki proži prenos sporočil in za oba USART modula, se lahko 
določijo s pomočjo navodil za posamezen procesor. Lahko se uporabi nastavitveni program, 
kjer se pod zavihkom »Računi« vstavi zahtevane parametre. Program nato izpiše vrednosti, ki 
se naj ustrezno vstavijo v knjižnice. V datoteki define.h se tako pod konstanto BAUDR vpiše 
hitrost prenosa, pod konstanto F_OSC hitrost oscilatorja v MHz, in pod konstanto ST_CAS 
množilnik periode časovnika. Ta množilnik naj osnovno časovno periodo pomnoži tako, da je 
rezultat enak zahtevani časovni bazi LIN komunikacije. V nastavitvenem programu je 
določeno, da je ta časovna baza enaka 10 ms, lahko pa se jo spremeni, če se označi bližnji 
okenček in vpiše poljuben čas. Za zakasnitev izvajanja prenosa podatkov po posredovanem 
signalu za shranjevanje v EEPROM pomnilnik, se pod konstanto EE_ST_BAJT vpiše še 
največje število bajtov nastavitev za shranjevanje. Ostali parametri se zapišejo v datoteki 
INIT_Usart.c in INIT_Timer.c. V datoteki main.c je treba v inicializaciji definirati naslednje 
knjižnice: datoteko procesorja (primer: #define "p18f8527.h"), define.h, global.h, INIT_Lin.h 
in knjižnici prekinitev isr_high.h, ter isr_low.h. Pri datoteki procesorja je treba razširiti en 
pomnilniški sektor. Razširi se ga tako, da se več sektorjev združi v enega samega. V glavni 
zanki se poleg inicializacijske funkcije nahajajo še nekatere obvezne in neobvezne funkcije. 
Pri nastavljanju s programom se v neskončni zanki po prejetem signalu za konec nastavitev 
oziroma po branju iz EEPROM pomnilnika, kliče še funkcija za določitev kazalcev. Slednja 
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ID naslovom pripiše podatke, oziroma njihove lokacije v pomnilniku. Poleg se nahaja še 
funkcija za določitev njihovih začetnih vrednoti. Vse to se pri vpisovanju nastavitev s 
funkcijami nahaja poleg njih, takoj za funkcijo inicializacije. Pri slednjem nastavljanju, je 
nujen še klic funkcije za zagon komunikacije. Dodatne funkcije, ki se nahajajo na poljubnem 
mestu, so še: izklop prekinitev LIN komunikacije, oziroma njen izklop, ponoven zagon in 
funkcija za režim spanja LIN omrežja. Slednja ustavi izvajanje urnika, prekinitev prejemanja 
pa postane aktivna. 
5.1.1.1. Zapis nastavitev nadrejene enote 
Parametri sporočil, ki se prenašajo, so shranjeni v dvodimenzionalni zbirki N_ID[60][4]. Pri 
brezpogojnih sporočilih je v vsaki vrstici pod prvim indeksom shranjen ID naslov, sledi mu 
bajt, pri katerem je v njegovi zgornji polovici shranjeno število podatkov, v spodnji pa način 
računanja nadzorne vsote in smer prenosa. Pod tretjim in četrtim pa so shranjeni zakodirani 
naslovi podrejenih enot. Dejanski naslovi so shranjeni v zbirki L_naslovi[16]. Ti naslovi so 
namenjeni samo pošiljanju vrednosti ID naslovov in njihovih parametrov podrejenim enotam. 










 N_ID[0][0]: ID  naslov sporočila. 
 N_ID[0][1]: Prva polovica bajta določa število podatkov, v drugi polovici pa 3. in 2. 
bit nakazujeta prisotnost razširjene nadzorne vsote. Pri vrednosti 00 se uporablja 
nerazširjeno nadzorno vsoto, pri 01 pa razširjeno. Naslednja bita zastopata smer 
prenosa. Vrednost 01 nakazuje, da nadrejena enota podatke prejema, podrejena pa 
pošilja. Pri vrednosti 02, nadrejena enota pošilja in podrejene prejemajo. Ob zadnji 
Slika 14: Prikaz zapisa brezpogojnih sporočil na nadrejeni enoti. 
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možnosti z vrednostjo 03, pa se izvede prenos med podrejenimi enotami. Nadrejena 
enota odzivnega dela ne pošilja, oziroma prejema.                
 N_ID[0][3]: Pod tem vnosom se nahajajo indeksi zgornjega dela zbirke L_naslovi[16], 
kjer se nahajajo NAD naslovi, za katere je lahko to sporočilo določeno. Torej, če je tu 
vpisana vrednost 1, je sporočilo namenjeno NAD naslovu, ki se nahaja pod indeksom 
8 v zbirki L_naslovi[16].  
 N_ID[0][0]: Indeks spodnjega dela zbirke L_naslovi[16], kjer se nahaja NAD naslov. 
Eno sporočilo je lahko namenjen večim podrejenim enotam. Torej, če je tu vpisana 
vrednost 3, je sporočilo za NAD naslova, ki se nahajata pod indeksom 0 in 1 v zbirki z 
naslovi (primer N_ID[1][3]). 
Naslovi so zapisani kot rezultat zamika števila ena za toliko mest, kolikor je vrednost indeksa, 
pod katero je shranjen naslov. Torej, če je naslov v zbirki L_naslovi[16] shranjen pod 
indeksom 3, je naslov v zbirki N_ID[60][4] zakodiran kot število 8 (2
3
) pod zadnjim vnosom 
vrstice dvodimenzionalne zbirke. Če pa ima indeks vrednost večjo od 7, pa se od njega najprej 
odšteje vrednost 8, nato pa se z razliko izvede operacija potenciranja, oziroma zamika. 
Recimo, da je naslov pod indeksom 10. Potem se ta shrani v zbirko pod vnos N_ID[x][2], z 
vrednostjo 4 (2
(10-8)
). Na ta način se lahko v dva bajta shrani vseh 16 možnih naslovov.  
Za prenos med podrejenimi enotami se v zbirki N_ID[60][4] nahaja popolnoma enak zapis 
kot za brezpogojna sporočila, le smer prenosa je zapisana kot 03. Da pa se ugotovi, katera 
enota pošilja in katera prejema, je za dodatne informacije uporabljena zbirka id2x[15]. V njej 
se nahajajo trije zaporedni vnosi. Pod prvim se nahaja naš ID naslov, pod drugim število 
podatkov in skupaj z načinom računanja nadzorne vsote, smer prenosa. V tretjem vnosu se 
nahaja naslov podrejene enote. Ta je zapisan drugače kot v zbirki N_ID[60][4]. Ker je tu 
dovoljen samo en naslov, je vpisan kar kot indeks, pod katerim se naslov nahaja v zbirki 



















V primeru, da gre za sporočila, ki se izvajajo po zaznanem trku dogodkovno proženih 
sporočil, je nastavitev drugačna. Sledi zgled zapisa, skupaj s sliko 15. 
 N_ID[5][0]: ID naslov dogodkovno proženega sporočila, ki je s pomočjo ali operacije 
maskiran z vrednostjo 0x80. Maska pove, da gre za sporočilo, ki se prenese po trku 
podatkov dogodkovno proženega sporočila s tem nemaskiranim ID naslovom. 
 N_ID[5][1]: Bajt predstavlja parametre sporočila, ki so zapisani enako, kot pri 
brezpogojnih sporočilih. 
 N_ID[5][2]: Nova, nadomestna vrednost ID naslova, namenjena za urnik, ki se izvaja 
po trku podatkov dogodkovno proženega sporočila. Sedmi bit pod tem indeksom, 
skupaj z naslednjim naslovom sporoča, kje v zbirki z naslovi se nahaja NAD naslov. 
Torej, če ima 7. bit vednost ena, se NAD naslov nahaja v zgornji polovici zbirke z 
naslovi, drugače pa v spodnji. 
 N_ID[5][3]: Indeks, pod katerim se nahaja naslov NAD v zbirki L_naslovi[16]. 
Kombiniran je skupaj s 7. bitom bajta nadomestnega ID naslova. Maskiranje slednjega 






Slika 15: Prikaz zapisa nastavitev sporočil za prenos med 
podrejenimi enotami. 
Slika 16: Primer zapisa nastavitev dogodkovno proženih  
sporočil pri nadrejeni enoti. 
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Za prenos občasnih sporočil, ki jih nadrejena enota pošlje le v primeru, če je prišlo do 
spremembe vsaj dela signalov ki jih prenašajo, ni dodane funkcije. Rešitev bi bila v dodanem 
delu kode v datoteki ID_racun.c, v kateri se najprej v vnosu občasnih sporočil preveri, če se 
trenutna vrednost signala razlikuje od prejšnje vrednosti. Oziroma, če je prišlo do posodobitve 
signala. To pomeni, da bi bila potrebna še ena zbirka za vsako skupino. Namenjena bi bila 
shranjevanju zadnje poslane vrednosti, za vsako občasno sporočilo posebej. Pred vpisovanjem 
novih podatkov bi se preverilo, če se ti razlikujejo od prejšnje vrednoti in se to ustrezno 
označilo. Seveda, pa bi bilo potrebno tudi občasna sporočila nekako ločiti od navadnih 
sporočil in sporočil, ki se izvajajo v primeru trka podatkov dogodkovno proženega sporočila. 
Nekako bi se določilo še njihovo prioriteto v skupini. Najlažje z upoštevanjem vrstnega reda 
zapisa v zbirki. 
Nezapolnjeni vnosi v tabeli N_ID[60][4] se pojavijo, kadar je vpisanih manj sporočil, kot je 
možnih vnosov (60). Takrat naj prvi element vsake nezasedene vrstice v zbirki zavzame 
vrednost 0x7F, ostali elementi pa vrednost 0. Prvi element ne sme zavzeti vrednosti 0, saj se 
jo interpretira kot ID naslov z najmanjšo možno vrednostjo. 
Pri nadrejeni enoti so vrednosti signalov shranjene v zbirki ID[60][9]. Pod prvim elementom 
v vsaki vrstici je shranjen ID naslov, sledijo pa mu podatkovni bajti.  
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5.1.2. Podrejena enota 
Tudi pri podrejeni enoti se mora vključiti vse zahtevane datoteke. Seznam datotek je zapisan v 
naslednji tabeli. 
Tabela 5: Zahtevane datoteke podrejene enote. 
Tudi tu se zahteva spremembo določenih parametrov, ki so največkrat odvisni od želene 
hitrosti prejemanja in od hitrosti oscilatorja. Tudi za podrejene enote se lahko za določevanje 
teh parametrov pomaga s programom, ali pa se vrednosti izračuna s pomočjo navodil za 
določen procesor. V datoteki define.h se pod konstanto NAD vpiše naslov podrejene enote. 
Pod konstanto ST_CAS1 pa se vpiše množilnik časovnika 2 za časovni presledek, ki traja 240 
ms. Slednji je prisoten med dvema zbujalnima signaloma, v času zbujanja vodila. H konstanti 
ST_CAS2 pa se vpiše množilnik časa, ki poskrbi, da se časovna perioda skalira na zahtevanih 
1,5 s. Ta vrednost se nahaja za poslanim nizom treh zbujalnih signalov. Da se določi vrednosti 
za ti dve časovni konstanti, se v nastavitvenem programu obkljuka okenček s pripisom »Ostali 
časi« in se v okno poleg njega vpiše želeno vrednost. Ostale parametre se vpiše v datoteki 
INIT_Usart.c ali INIT_Timer.c. V datoteko main.c, se mora definirati istoimenske knjižnice 
kot za nadrejeno enoto. Vendar morajo slednje pripadati podrejenim enotam. Tudi tu se v 
glavni programski zanki kliče funkcijo INIT_Lin(), za inicializacijo LIN komunikacije. 
Podobno kot pri nadrejeni enoti, so tudi v tej glavni zanki dodatne funkcije. Te poskrbijo za 
vpis nastavitev, določitev kazalcev za zapisovanje vrednosti v podatkovne bajte, shranjevanje 
nastavitev v EEPROM pomnilnik in zapis začetnih vrednosti podatkovnih bajtov. Kadar pa se 
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nastavitve prejeme s strani nadrejene enote, pa se zadnje tri funkcije kličejo v neskončni 
zanki, po prejetju signala za konec nastavitev. Pri podrejenih enotah se ob določenem pogoju 
ne pošlje vodila v režim spanja, ampak se kliče funkcijo L_wake_rq(), ki poskrbi za zbujanje 
spečega LIN omrežja. Zaradi obsežnih nastavitvenih zbirk, je potrebno tudi na tem tipu enot v 
datoteki procesorja razširiti pomnilniški sektor. 
5.1.2.1. Zapis nastavitev podrejene enote 
Parametri sporočil, ki se prenašajo, so shranjeni v dvodimenzionalni zbirki ID_0[30][10]. 
Shranjeni so malenkost drugače kot pri zbirki N_ID[60][4] nadrejene enote. Tu so poleg ID 
naslovov in parametrov za njihova sporočila zbrani tudi njim pripadajoči signali, ki so bili ali 
prejeti, ali pa so namenjeni pošiljanju. V vsaki vrstici je pod prvim indeksom shranjen ID 
naslov, pod naslednjim je shranjen bajt, v katerem je v zgornji polovici shranjeno število 
podatkov, v spodnji pa način računanja nadzorne vsote in smer prenosa. Ti nastavitveni 
parametri so zapisani identično, kot pri nadrejeni enoti. Naslovi tu niso potrebni, jih pa 
nadomestijo podatkovni bajti.  
 
Dogodkovno prožena sporočila so podobna občasnim sporočilom. Če občasna sporočila 
pošilja ob spremembi podatkovnih bajtov nadrejena enota, dogodkovno prožena ob nekem 
pogoju pošilja podrejena enota. Ker ima načeloma  več podrejenih enot enak ID naslov za 
dogodkovno proženo sporočilo, lahko več podrejenih enot odgovori hkrati in posledica je trk 
podatkov. Podrejena enota mora pred pošiljanjem preveriti, če je prišlo po prejšnjem 
Slika 17: Primer zapisa nastavitev brezpogojnih 
sporočil pri podrejeni enoti. 
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povpraševanju do spremembe vsaj enega podatkovnega bajta tega sporočila. To program 
preveri z zbirko L_dps[3][10]. Za vsako podrejeno enoto je tako na voljo zapis treh 
dogodkovno proženih sporočil. Zbirko je možno glede na potrebe razširiti, vendar na največ 8 
sporočil. Za več je potrebno spremeniti funkcijo za shranjevanje v EEPROM pomnilnik. Pri 
vsaki razširitvi je potrebno spremeniti tudi parametre pri raznih zankah (recimo for). Dodatna 
nadomestna sporočila se shranijo v zbirko ID_0[30][10]. Prvo dimenzijo zbirke L_dps[3][10] 
tako sestavlja 10 bajtov. Prvi bajt vsebuje s šestnajstiško vrednostjo 0x80 maskiran ID naslov, 
pri katerem je prišlo do trka podatkov. Naslednji bajt vsebuje ID naslov, s katerim nadrejena 
enota povprašuje po trku podatkov določeno podrejeno enoto. V naslednjih osem bajtov se 
shrani zadnja poslana vrednost za detekcijo spremembe vrednosti podatkovnih bajtov ob 




5.1.3. Program za nastavljanje 
Izdelan program ima štiri zavihke. Zavihku z opisom poteka nastavitev sledi zavihek za 
pošiljanje nastavitev, temu pa zavihek za izračun zahtevanih vrednosti za vzpostavitev 
komunikacije. Pod zadnjim je opisana sama komunikacija. Sledi podroben opis vsakega 
izmed njih. 
Slika 18: Primer zapisa dogodkovno proženih in njihovih 
nadomestnih sporočil pri podrejeni enoti. 
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 Pod prvim zavihkom se nahaja opis poteka nastavljanja in preverjanja vpisa nastavitev 
na dejanskih napravah. Vsebuje povzetek zgornjega besedila. Ob pritisku na modro 
obarvano besedilo, se odpre novo okno, kjer je slikovno nakazan primer nastavitve 
konfiguracijskih bitov za procesor. Ob pritisku na gumb »Nastavljanje/preverjanje 
nadrejene enote«, se prikaže besedilo s slikami, ki opisuje ročno nastavljanje in 
preverjanje zapisa nastavitev za nadrejeno enoto. Enako velja za podrejeno enoto, le 
da je za to potrebno pritisniti gumb »Nastavljanje/preverjanje podrejene enote«. S 
pritiskom na enega izmed obeh gumbov se ostalo besedilo skrije in s ponovnim 
klikom na isti gumb se zopet prikaže opis osnovnih nastavitev.   
 
 Pod drugim zavihkom z imenom »Nastavitve« se nastavlja nadrejeno enoto in 
posredno podrejene enote. Za začetek se ustrezno izbere vrata računalnika za 
komunikacijo z nadrejeno enoto. Ta poteka preko RS232 modula s prednastavljeno 
hitrostjo 9600 bitov na sekundo. Kot je že bilo omenjeno, je uporabljen pretvornik, za 
pretvorbo iz USB na zahtevani modul. Na katera vrata je priklopljen vmesnik, se 
ugotovi po naslednjih navodilih: Start → Control panel → Administrative Tools → 
Computer management → Device Manager → Ports(COM&LPT).  Nato se lahko ta 
komunikacijska vrata računalnika odpre s klikom na gumb »Odpri vrata«. V 
sporočilnem oknu, ki se nahaja pod gumbom »Odpri vrata« in oknom kamor se vpiše 
Slika 19: Zavihek nastavitvenega programa z opisom poteka nastavitev. 
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ime vrat (primer: COM4), se pojavi besedilo. V primeru besedila »Vrata so zasedena«, 
se komunikacijska vrata niso odprla. Razlog je lahko v napačno izbranih vratih, 
oziroma vrata uporablja že drug program. Napako se odpravi z izbiro pravih vrat, ali 
pa se trenutno izbrana vrata sprosti. Če pa se sporočilo glasi »Vrata so odprta«, se je 
komunikacija uspešno vzpostavila. V tem primeru postaneta gumba za pošiljanje 
naslovov in nastavitev sporočil aktivna. Ob zaprtju programa se sprostijo tudi 
uporabljena vrata za nadaljnjo uporabo s strani ostalih programov.  
 
Sledi vpisovanje (NAD) naslovov uporabljenih podrejenih enot v desno tabelo. Ta ima 
16 vnosov, kolikor podrejenih enot dovoljuje tudi LIN specifikacija. Kot je že 
nakazano v pripisanem tekstu, naj bodo naslovi od 128 pa vse do 255, vključno s 
skrajnima vrednostima. Naslove se vstavlja poljubno. Vsakič, ko se jih pošlje, se lahko 
stari naslovi pobrišejo, oziroma zamenjajo z novimi. Zato se vse vpisuje hkrati. 
Vrednosti na levi strani tabele nakazujejo, kakšno vrednost zavzame naslov v zbirki 
N_ID[60][4]. Sedaj se lahko za vsako podrejeno enoto posebej določi parametre  
sporočil. Najprej se vpiše naslov podrejene enote, za katero se nastavitve sporočil 
nanašajo. Naenkrat se pošlje parametre za 5 sporočil. Naslednje pa z nadaljnjim 
pošiljanjem, le naslov podrejene enote mora ostati enak. Pošljejo se samo tiste 
nastavitve, pri katerih je na začetku vsake vrstice označen okvirček z besedo »ID«. Za 
Slika 20: Zavihek nastavitvenega programa za posredovanje nastavitev. 
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vsako sporočilo se še določi ID naslov, način računanja nadzorne vsote in število 
prenesenih podatkovnih bajtov. Smer prenosa se gleda s strani podrejene enote. 
Število bajtov za prenos pa je na voljo od 1 do 8, kakor je določeno v specifikacijah.  
Če je želja po brisanju starih nastavitev, se klikne na gumb »Brisanje ostalih ID-jev«. 
Pobrišeta se celotni zbirka N_ID[60][4] in L_id2x[15]. Kadar se želi izbrisati 
nastavitve samo za določeno enoto, se pred pritiskom na gumb »Brisanje nastavitev«, 
obkljuka okno, ki se nahaja pred tem gumbom. V oknu za NAD naslov, pa vpiše njen 
naslov. Po kliku se pošlje ukaz, ki predstavlja zahtevo brisanja nastavitev, ki so vezana 
samo na eno podrejeno enoto. V programu nadrejene enote se nahajata dve funkciji z 
enakim imenom. Ena izmed njiju je onemogočena. Pri prvem primeru istoimenske 
funkcije se pobrišejo vse nastavitve za želeno podrejeno enoto. Poleg tega se pobrišejo 
še nastavitve ostalih enot, ki so vezane na nastavitve podrejene enote, za katero je 
izdan ukaz brisanja. Tako se na primer pobrišejo vse nastavitve za prenašanje med 
podrejenimi enotami, če izbrana podrejena enota pošilja. Drugi primer funkcije pa 
pobriše samo nastavitve želene podrejene enote, ostale pa pusti nedotaknjene. Tako 
lahko druga podrejena enota prevzame njeno mesto. 
V primeru želje po spremembi tudi NAD naslovov, se v desno tabelo zapiše nove 
naslove.     
Za vsa brezpogojna sporočila se ID naslovi med podrejenimi enotami ne ponavljajo 
razen, če dve ali več podrejenih enot hkrati prejema podatke s strani nadrejene enote. 
Parametri, skupaj z ID naslovom, morajo biti enaki, različen je le naslov NAD. Če je 
želja po določitvi ID naslova za prenos med podrejenimi enotami, se nastavi smer 
prenosa tako, da podatke pošilja samo ena enota, ostale pa jih prejemajo. Preostali 
parametri skupaj z ID naslovom ostanejo enaki. Pri dogodkovno proženih sporočilih je 
je smer prenašanja podatkov vedno iz smeri podrejenih enot k nadrejeni. V primeru, 
da nadrejena enota v času prejemanja nastavitev zazna omenjen tip sporočila, mora 
poiskati proste ID naslove za vsako podrejeno enoto posebej. Uporabljene vrednosti se 
izpiše v sporočilnem oknu, ki se nahaja pod nastavitvami sporočil. Tako se prepreči 
njihova nadaljnja uporaba. Kadar se vseeno uporabi te ID naslove, program te 
nastavitve ne zapiše. 
Na koncu nastavitev se s pritiskom gumba »Konec nastavitev« nadrejeni enoti javi, da 
lahko zapiše vrednosti v EEPROM, pošlje nastavitve vsem podrejenim enotam in 
začne z LIN komunikacijo. Priporočeno je, da se pred zapisovanjem v EEPROM 
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postavi prekinitveno točko in se v t.i. Watch window preveri, če so nastavitve pravilno 
vpisane. 
Pošiljanje nastavitev poteka po RS232 modulu, vendar ni podprto z nobenim 
komunikacijskim protokolom. Naenkrat se pošlje 11 bajtov. Da procesor razlikuje 
med ukazom in nastavitvami, je pred signali za ukaze in sporočili za nastavljanje 
naslovov NAD določena sekvenca bajtov. Vrednosti te sekvence se z bajti, ki nosijo 
nastavitve LIN sporočil, ne da nikoli doseči. Tako lahko procesor loči med prejetimi 
NAD naslovi, ukazi za brisanje nastavitev, ukazom za konec nastavljanja in prejetimi 
nastavitvami. Na koncu sledi nadzorna vsota vseh poslanih bajtov. Ta se računa po 
enakem principu, kot pri LIN komunikaciji. Ko nadrejena enota prejme vseh 11 
bajtov, preračuna njihovo nadzorno vsoto. Izvzet je samo prejeti bajt z nadzorno vsoto, 
s katerim na koncu preveri svojo izračunano in negirano vrednost. Glede na pravilnost 
nadzorne vsote pošlje niz treh bajtov, katere program za nastavljanje ustrezno 
interpretira in javi uspešnost prenosa v črnem sporočilnem oknu. Tako se za uspešno 
prejeto nastavitev prenosa za NAD naslove dvakrat pojavita besedili: »Uspešno 
poslano«. V sporočilno okno se zapišejo tudi vse poslane nastavitve. Kadar program 
ne zna razložiti prejetega ukaza, sporočilno okno zapiše niz bajtov, ki jih je prejel. 
Največkrat je to napaka v zapisu registra prejemanja. Register prejemanja, ki naenkrat 
sprejme tri bajte, se lahko izprazni z gumbom »Pobriši zaslon«. Istočasno se, kot pove 
že ime gumba, pobriše tudi sporočilno okno. Pod tem sporočilnim oknom se nahaja še 
eno manjše, ki s pomočjo barv sporoča stanje prenosa. Če je zelene barve, so se 
nastavitve uspešno prenesle. Lahko pa nakazuje, da je program v stanju pripravljenosti 
za nadaljnja pošiljanja. Rumena barva sporoča, da se pošiljanje še izvaja, oziroma da 
ni odgovora s strani nadrejene enote. Najpogostejši razlog, da nadrejena enota ne 
odgovori, je neizvajanje programa na njej. Rdeča barva ponazarja napako v nadzorni 
vsoti. Običajno je razlog v spremenljivki programa nadrejene enote, ki niza prejete 
bajte enega za drugim v zbirko, dokler jih ne zbere 11. Potem se vrednost te 
spremenljivke postavi ponovno na vrednost 0. Kadar na začetku prejemanja sporočila 
vrednost spremenljivke ni enaka 0, nadzorna vsota ni pravilna, saj se eno sporočilo 
razdeli na dva dela in spremenljivka ponovno ni enaka 0. Za odpravo napake se v 
registru to spremenljivko postaviti na 0. Trajna rešitev problema bi bila postavitev niza 
bajtov za vsa sporočila, ki bi nakazovala na začetek prenosa podatkov. Napaka se 
največkrat pojavi med pošiljanjem nastavitev v času izvajanja LIN komunikacije, 
razlog pa tiči v omejenem številu nivojev prekinitev. Do napake ne pride, če se 
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upošteva specifikacije. Te naročajo, da se nastavitve, ki niso del standarda, izvedejo na 
začetku izvajanja programa, ko LIN komunikacija še ni v teku. 
 
 Sledi zavihek z imenom Računi, ki ima dva preračuna, enega za časovnik 2, drugega 
za nastavitev USART modula. Program je trenutno zapisan tako, da se za prenos 
podatkov med nadrejeno enoto in računalnikom uporablja USART modul 1, za LIN 
komunikacijo pa nadrejena enota uporablja USART modul 2. Podrejena enota ima 
samo en USART modul, zato ni številsko označen. Preračun poda vrednosti, ki se 
lahko uporabijo za oba modula nadrejene enote in prav tako za modul podrejene enote. 
Za drugi modul naj število 1 v imenih registrov nadomesti število 2. Pri podrejenih 
enotah z enim USART modulom pa se število 1 v imenu odstrani. Račun zahteva dva 
parametra: hitrost oscilatorja in hitrost prenosa. V primeru programsko pomnoženega 
urinega takta, se označi okno s pripisom HSPLL. Prisotnost množilnika urinega takta 
se za vsako enoto posebej razbere v programu MPLAB. Nahaja se pod možnostjo 
»Configuration bits«. Vrednost se lahko tam tudi spremeni, vendar mora biti okenček 
»Configuration bits set in code« neoznačen. Če je konfiguracija določena v kodi, ki se 
nahaja v datoteki main.c, pa se množilnik tam ustrezno prebere ali določi na slednji 





Slika 21: Zavihek nastavitvenega programa za izračun zahtevanih parametrov. 
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Osnovni namen preračunov časovnika je določitev vseh potrebnih vrednosti za 
časovno bazo komunikacije LIN. Privzeta vrednost je 10 ms. Če se preračun uporablja 
za druge čase, se označi okenček »Ostali časi« in v okvirček poleg njega vpiše željen 
čas. Za nastavitev časovnika je potrebno vpisati hitrost oscilatorja in označiti okvirček 
HSPLL, če je prisoten množilnik oscilatorja.  
Kadar se izpusti pomemben parameter oziroma se njegova vrednost ne ujema s 
pričakovano, program javi napako. Pod napačno vrednost se razume, da je vpisana 
vrednost izven dovoljenih meja, oziroma da je namesto številke vpisana kakšna beseda 






 V zadnjem zavihku »O LIN protokolu« je kratka predstavitev  LIN komunikacije. 
Predstavitev je kratek povzetek prvega poglavja. Ob pritisku na gumb »Naprej« se 












Slika 22: Javljanje napake pri nastavitvenem programu. 
Slika 23: Zadnji zavihek nastavitvenega programa z osnovnimi informacijami o Lin komunikaciji. 
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5.1.4. Nastavljanje s pomočjo funkcij 
Naslednja možnost vpisovanja nastavitev sporočil ne potrebuje nastavitvenega programa 
računalnika. Pri slednjem načinu je možno hkrati vpisati nastavitve samo za eno sporočilo. 
Pripisovanje ID naslovov določenim podatkom in določevanje njihovih začetnih vrednosti se 
izvede pred vstopom v neskončno zanko. Klica funkcij se malenkost razlikujeta za nadrejeno 
in podrejene enote, zato bom to poglavje razdelil na dva dela. Funkcija temelji na principu 
prejemanja nastavitev s strani nastavitvenega programa. Če se pri nastavljanju s programom, 
v zbirke s prejetimi nastavitvami, vpišejo prejete nastavitve, jih tu preko vhodnih parametrov 
vpiše funkcija. Klic funkcije za določevanje začetne vrednosti signalov je identičen, zato bo 
opisan na začetku. 
Pri enotah, kjer se nastavitve vpisuje ročno, oziroma s pomočjo funkcij, se lahko poleg teh 
doda še funkcije L_podatki_vpis(kazalec, p1, p2, p3, p4, p5, p6, p7, p8), za vpis začetnih 
vrednosti podatkovnih bajtov. Vstavi se jih pred začetkom izvajanja neskončne zanke v 
datoteki main.c.  Pri nastavljanju z nastavitvenim programom, pa se jih doda funkcijam za 
določitev kazalcev signalom, v neskončno glavno zanko. Izvedejo naj se samo enkrat, po 
signalu za konec nastavitev.  
Začetne vrednosti signalov se določi in vpiše, ker njihove podatkovne zbirke na začetku 
zavzamejo poljubne vrednosti. To pomeni, da lahko na začetku enota, ki prejme te podatke, 
dobi nezaželeno vrednost. Začetne vrednosti se vpišejo popolnoma enako pri vseh tipih enot. 
Funkcija uporabi 9 vhodnih podatkov, konča pa se brez vračanja izhodnih vrednosti. Pod prvi 
vhodni podatek se vpiše ime kazalca, ki se uporablja za vpisovanje, oziroma za branje 
podatkov v podatkovni zbirki. Naslednje vhodne vrednosti pa so želene vrednosti signala. Pri 
sporočilih, ki prenašajo manj kot 8 podatkovnih bajtov, lahko ostali vhodni parametri funkcije 
zavzamejo poljubne vrednosti.  
5.1.4.1. Nadrejena enota 
Ob klicu funkcije L_nastavi(NAD_nasl, ID_nasl, stevilo_pod, smer_prenosa, dps), se 
preberejo parametri in se ustrezno vpišejo v zbirko za prejemanje nastavitev. Nastavitve se 
nato po klicu prekinitvene funkcije prejemanja vpišejo v ustrezne zbirke. Ker funkcija na 
koncu vrne vrednost kazalca, s katerim se vpisujejo / berejo podatki za določen ID naslov, je 
potrebno funkcijo enačiti s kazalcem, ki se uporablja izven LIN komunikacije. Pri tem 
nastavljanju je možno vpisati enake tipe sporočil, kot pri nastavitvenem programu. Težava je 
edino pri podatkovno proženih sporočilih, saj ni moč videti dodeljenega nadomestnega ID 
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naslova. V specifikacijah LIN konzorcija je zapisano, da se lahko v urniku reševanja trka 
podatkov poleg obveznih sporočil z unikatnimi ID naslovi, doda še ostala sporočila. Lahko se 
uporabijo tudi brezpogojna sporočila, ki se drugače že uporabljajo v urniku. Teh dodatnih 
sporočil z nastavitvenim programom ni mogoče vpisati. V kolikor je vrednost vhodne 
spremenljivke dps večja od 0, funkcija predpostavlja, da obravnava vpis dodatnega 
nadomestnega ID naslova, ki se izvede po trku določenega dogodkovno proženega sporočila. 
Unikaten ali že uporabljen naslov se tako zapiše pod vhodni parameter dps. Prav tako je 
zahtevano pripisati še vse njegove nastavitve, njegov naslov in pod vhodni podatek ID_nasl, 
naslov dogodkovno proženega sporočila. V nasprotju z obveznim nadomestnim naslovom, ki 
ga nadrejena enota določi sama, se lahko nastavitve dodatnih sporočil razlikujejo od 
nastavitev dogodkovno proženega sporočila. Ta dodatna sporočila za urnik trka podatkov je 
priporočeno vpisati šele na koncu nastavitev. Ostali tipi sporočil se vpisujejo po enakem 
principu kot pri nastavljanju z nastavitvenim programom. Na koncu je potrebno še zagnati 
urnik za prenos sporočil. Če se na podrejenih enotah ne nahajajo nastavitve, jim te lahko 
posreduje nadrejena enota. Pred izvajanjem neskončne zanke se kliče funkcijo 
L_prenos_nast(). Ko nadrejena enota konča s posredovanjem nastavitev, se samodejno začne 
izvajanje prenosa podatkovnih sporočil. Pri že vpisanih nastavitvah na strani podrejenih enot 
preko funkcije za vpis ali z branjem trajnega spomina, se lahko na istem mestu kliče funkcijo 
L_int_en(), ki takoj začne s prenosom podatkovnih sporočil. Izvajanje urnika se lahko na 
poljubnem mestu kadarkoli prekine s klicom funkcije L_int_dis(). Recimo za primer uporabe 
nastavitvenega programa pri samo enem EUSART modulu. Ideja je opisana na koncu 
poglavja Strojna oprema. 
5.1.4.2. Podrejena enota 
Funkcija za vpisovanje nastavitev na podrejenih enotah je z nekaj razlikami podobna funkciji 
za nadrejeno enoto. Klic funkcije za oba tipa prikazuje naslednji zgled: ptr_ad = 
L_nastavi(ID_naslov, stevilo_podatkov, smer_prenosa, dps). Kot je razvidno, tu ni zahtevan 
naslov podrejene enote. Pri zapisu v zbirko za prejemanje nastavitev se zato vpiše lastni NAD 
naslov, zahtevana parametra sta še PCI in SID bajta. V naslednja vnosa omenjene zbirke se 
vpišeta še z vhodnimi parametri določena ID naslov in nastavitve sporočila. Na koncu pa je 
tako kot pri nadrejeni enoti potrebna še nadzorna vsota. Nastavitve se nato ob klicu funkcije 
L_nastavitve() vpišejo v zbirke. Tudi tu se ob vrednosti vhodne spremenljivke dps, večje od 0, 
določa nadomestna sporočila dogodkovno proženim sporočilom. Če se je pri nadrejeni enoti 
tako določevalo dodatna nadomestna sporočila, pa se tu določa samo obvezna. Za vsako 
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dogodkovno proženo sporočilo po eno. Zato sta tu zahtevana samo dva vhodna parametra. 
Pod vhodno spremenljivko ID_nasl se vpiše naslov sporočila, za katerega je dovoljen trk 
podatkov, pod dps pa obvezen nadomestni naslov. V tem primeru funkcija ne vrne nobene 
izhodne vrednosti, zato je pripisovanje funkcije kazalcem tu brezpredmetno. Vpis ostalih 
dodatnih sporočil za primer trka podatkov poteka tako, kot vpis običajnih brezpogojnih 
sporočil. Zagon komunikacije ni potreben, saj jo proži le nadrejena enota. Se pa lahko po 
nastavljanju kliče funkcija za zapis v trajni pomnilnik. Enako velja za nadrejeno enoto.   
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6. Izvajanje programa 
Izvajanje programa je na začetku, ko poteka vključevanje zahtevanih knjižnic in inicializacije, 
enako tako za podrejeno kot tudi za nadrejeno enoto. Pri nastavljanju s funkcijami, se tudi te 
nahajajo tu. Opisane so v prejšnjem poglavju. Neskončna zanka znotraj glavne zanke 
podrejenih enot se z nekaj dodatnimi funkcijami razlikuje od zanke nadrejene enote. Prehodi 
med njimi in podrobnejše informacije so vidne v poglavju Priloge. Funkcije, za katere je 
poskrbel proizvajalec mikrokrmilnika tam niso omenjene. Katere knjižnice, funkcije oziroma 
datoteke je treba izbrati za določen tip enote, pa je zapisano v poglavju Nastavitve.  
Glavna programska zanka se izvaja neprestano, prekinejo jo lahko samo prekinitve. Pri 
podrejenih enotah sta prisotna dva vira prekinitev. Prekinitev visoke prioritete proži prejetje 
podatka s strani LIN vodila. Nizko prioritetno prekinitev pa proži časovnik 2, ki teče v času 
prenosa signala zbujanja in za čas merjenja neaktivnosti vodila. Pri nadrejeni enoti je dodana 
še ena prekinitev visoke prioritete. Prva prekinitev visoke prioritete služi prejemanju 
nastavitev s strani programa, druga pa prejemanju podatkov, ki jih pošiljajo podrejene enote. 
Edina prekinitev nizke prioritete je prekinitev časovnika 2, ki proži začetek pošiljanja 
sporočil. 
 
Slika 25 kaže diagram poteka funkcije INIT_Lin(). Funkcija poleg prekinitev, inicializira še 
vnaprej določene parametre za komunikacijo in časovnik. Definirajo se tudi vhodi in izhodi za 
pravilno delovanje LIN pretvornika. Ob vsaki izvedbi razhroščevanja in nalaganja programa 
se spremenljivkam določijo poljubne pomnilniške lokacije, ki lahko že vsebujejo podatke. 
Zato se morajo predhodno pobrisati vse tabele za nastavitve. Če je želja in so nastavitve 
zapisane v EEPROM pomnilniku procesorja, se jih lahko uporabi. Temu sledi še postavitev 
Slika 24: Zagon programa in njegovo izvajanje. 
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spremenljivke za inicializacijo kazalcev podatkov. Nato se lahko začne komunicirati po LIN 
vodilu. V primeru, da ni želje po uporabi nastavitev, zapisanih v EEPROM pomnilniku, se 
zakomentira klic funkcije rd_eeprom(). Takrat se dodelitev pomnilniških naslovov kazalcem 
ne izvede. Preko kazalcev se dostopa do lokacij, kjer so shranjeni prejeti podatki, oziroma se 
tam zapisuje podatke, namenjene pošiljanju. Za naslavljanje kazalcev se kliče funkcijo 
Doloci_ID, kamor se vstavi želeno vrednost ID naslova, kateremu se pripiše signal na tej 
pomnilniški lokaciji. Primer določitve pomnilniškega naslova kazalcu v datoteki main.c: 
ptr_ad = Doloci_ID(0x04);. Ob nastavljanju s funkcijo L_nastavi, se določevanje podatkovnih 
kazalcev izvede znotraj nje, zato je klic funkcije Doloci_ID znotraj neskončne zanke 
nepotreben. Funkcija Doloci_ID poišče med nastavitvami ID naslov in mu dodeli lokacijo v 
pomnilniku za podatke. V primeru, da ID naslova ne najde, se kazalcu določi naslov zbirke 
L_dump[8], ki je namenjena vsem kazalcem, katerih ID naslovi niso bili najdeni v zbirki 
N_ID[60][4]. Težava nastane, kadar se pričakuje branje podatkov s kazalcem, kateremu ni bil 
uspešno določen naslov. Takrat le ta bere podatke iz zbirke, kamor prejete podatke 
zapisujejo/berejo tudi ostali neuspešno naslovljeni kazalci. Zato se v primeru, da kazalec kaže 
na zbirko za shranjevanje/branje podatkov neznanih ID naslovov, podatkov ne prebere. Pri 
nastavljanju z nastavitvenim programom, se v neskončni zanki podrejenih enot izvede še 













Slika 25: Potek inicializacije Lin komunikacije. 
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Ker se nadaljnji poteki med podrejeno in nadrejeno enoto razlikujejo, bom njihov kratek opis 
razdelil v dve podpoglavji. 
6.1. Podrejena enota  
Prekinitev časovnika 2, oziroma nastavljanje njegovih parametrov je delno omenjeno že v 
enem izmed prejšnjih poglavij. Časovnik ima dve nalogi. Najprej mora spremljati dejavnost 
LIN komunikacije. Če je nekaj minut nedejavna, jo postavi v režim spanja. Temu režimu se je 
moč izogniti, če se onemogoči časovnik 2 v datoteki INIT_Timer.c in se spremeni vrednost 
spremenljivke L_var.L_sleep v datoteki global.c iz vrednosti »1« na »0«.  Druga naloga 
časovne prekinitve je zagotovitev zahtevane časovne zakasnitve med zbujalnimi sekvencami, 
ki jih pošilja podrejena enota nadrejeni.  
Prekinitev prejemanja se izvede ob prejetem bajtu. V funkciji se najprej preveri, če podrejena 
enota vodilo zbuja. V tem primeru se postavi spremenljivko, ki po koncu funkcije prekinitve 
ustavi zbujanje vodila.   
 
Slika 26: Diagram poteka prekinitve prejemanja (1/5). 
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Nato se preveri, če je bila prejeta sinhronizacijska prekinitev. Ta za podrejene enote pomeni 
začetek novega sporočila. V primeru, da ga prejmejo ob še nekončanem prenosu prejšnjega 
sporočila, to sporočilo zavržejo in nadaljujejo s preverjanjem nadaljevanja glave sporočila, ki 
naj bi sledila sinhronizacijski prekinitvi. Proizvajalec Microchip ponuja zaznavanje 
sinhronizacijske prekinitve s pomočjo funkcije, katero se omogoči s postavitvijo bita za 
omogočanje zbujanja (WUE: wake-up enable). Ob omogočeni slednji funkciji pa ni možno 
prejemati podatkov, ki ustrezajo USART protokolu. Posledično se ne more v poljubnem času 
zaznati začetka sporočila. Prav tako je iz istega razloga nemogoče prejemanje 
sinhronizacijske prekinitve s pomočjo povišanje hitrosti prejemanja podatkov. V programu se 
sinhronizacijska prekinitev preverja z napako prejetja niza, sestavljenega iz več kot 8 bitov. 
Pri tem morajo vsi biti zavzeti vrednost 0. Tako se zazna 9 ničel. Funkcija WUE pa je zelo 
uporabna, kadar je procesor v režimu spanja. Takrat namreč viri urinih pulzov niso v 
obratovanju, vendar pa je moč s to funkcijo zaznati sinhronizacijsko prekinitev in zbuditi 
podrejeno enoto. V primeru napake se ob vsakem nadaljnjem prejetju bajta njegovo vrednost 
zavrže, razen v primeru prejetja sinhronizacijske prekinitve. Takrat se v funkciji prekinitve 
prejemanja vedno pobriše spremenljivka, ki sporoča, da je prišlo do napake pri prenosu 
sporočila. Hkrati se omogoči funkcijo samodejnega zaznavanja hitrosti prenosa (ABRT) in 
spremeni vrednost spremenljivke (zastavice) položaja. Ta spremenljivka nakazuje kateri del 
sporočila se prenaša, lahko pa javlja tudi napako v prenosu. Sledi izhod iz prekinitvene 
funkcije. Ob naslednji prekinitvi prejemanja se pričakuje, da bo prejeta šestnajstiška vrednost 
0x55, s pomočjo katere procesor določi hitrost prenosa podatkov.  
 
Slika 27: Diagram poteka prekinitve prejemanja (2/5). 
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Merjenje sinhronizacijskega bajta se izvaja s pomočjo štetja števca, ki se povečuje z  urinim 
taktom sprejemne enote. Urin takt ima v času merjenja znižano frekvenco. Merjenje se prične 
po prvem bitu in se konča po koncu zadnjega. Vrednost hitrosti prenosa se nato dobi z 
deljenjem števca s številom 8 (število bitov) [10]. 
Če je določevanje hitrosti prenosa uspešno, se vrednost spremenljivke položaja (zastavice) 
poveča, drugače pa se postavi spremenljivka za napake.   
 
Slika 28: Diagram poteka prekinitve prejemanja (3/5). 
Ob ponovni prekinitvi prejemanja, pridobimo ID naslov sporočila. Najprej se preveri njegova 
vrednost. Kadar je ID naslov servisni, se vrednost spremenljivke položaja postavi na 
šestnajstiško vrednost 0x44. Kadar pa se zahteva servisni odgovor, podrejena enota priskrbi 
nadrejeni informacijo o uspešnosti prenosa in vpisa nastavitev. Nastavitev, ki jih je nadrejena 
posredovala podrejeni enoti v prejšnjem sporočilu. Tako preverjanje se izvede za vsako 
preneseno nastavitveno sporočilo. Za ID naslove, ki so v območju od vrednosti 0 pa do 59 se 
kliče funkcijo Lin_ID(), ki najprej preračuna pariteto tega bajta in jo preveri s paritetnima 
bitoma. Če je pariteta pravilna, začne iskati prejeti ID naslov v zbirki z nastavitvami. Pri 
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predhodno zaznanem trku podatkov dogodkovno proženega sporočila, nadrejena enota 
ponovno povprašuje vse udeležene podrejene enote, ampak vsako z unikatnim ID naslovom. 
Ko podrejena enota s pomočjo zbirke L_dps[3][10], zazna unikaten nadomestni naslov 
dogodkovno proženega sporočila, ga zamenja z izvirnim naslovom. Pred tem pa njegovo 
vrednost zapiše pod prvi podatkovni bajt namenjen pošiljanju. V naslednje pa pripadajoče 
podatke.  
Kadar ni zaznan nadomestni ID naslov, sledi iskanje ID naslova v zbirki z nastavitvami. Če ga 
podrejena enota ne najde, odzivnega dela sporočila ne sme sprejemati, oziroma oddajati. 
Postavi se spremenljivka napake in zapusti funkcijo. V primeru, da je najden, najprej preveri 
če gre za dogodkovno proženo sporočilo, saj se le to pošlje le v primeru spremembe signala. 
Nadalje se določi parametre sporočila, kot so smer prenosa, število podatkov,…  
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 Slika 29: Diagram poteka funkcije za določevanje parametrov sporočil. 
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Če mora ta podrejena enota priskrbeti odzivni del sporočila, se izvajanje programa po izhodu 
iz funkcije LIN_ID() nadaljuje v funkciji prekinitve prejemanja. Podrejena enota tako pošlje 
vse podatkovne bajte in na koncu nadzorno vsoto. V primeru prejemanja odzivnega dela 
sporočila se funkcijo prekinitve prejemanja takoj zapusti. Nadaljnje se jo kliče ob vsakem 
prejetju podatkovnih bajtov in na koncu ob prejetju bajta nadzorne vsote.   
 
Slika 30: Diagram poteka prekinitve prejemanja (4/5). 
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Tako kot pri nadrejeni, se tudi pri podrejeni enoti računa nadzorna vsota. S primerjavo prejete 
in izračunane nadzorne vsote, se preveri pravilnost podatkov. Če so prejeti podatki pravilni, se 
lahko zapišejo v podatkovno zbirko za kasnejšo uporabo v programu. Pri pošiljanju odzivnega 
dela se na koncu pošilje negirano nadzorno vsoto. Prav tako se negira prejeta negirana 
nadzorna vsota, da se lahko primerja z izračunano. Primerjalo bi se lahko tudi s seštevanjem, 






















Slika 31: Diagram poteka prekinitve prejemanja (5/5). 
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Pred vsakim izstopom iz funkcije prekinitve prejemanja se vklopi časovnik 2, ki spremlja čas 
neaktivnosti LIN vodila.  
V primeru prejetja servisnega ID naslova (0x3C), postavi spremenljivka zastavice na vrednost 
0x44. Posledično se ob vsakem prejetju bajta v funkciji prekinitve prejemanja preide v 
funkcijo Lin_nastavitve(), ki prebere nastavitve in jih ustrezno shrani v zbirko z nastavitvami. 
Če se naslov NAD ujema z naslovom podrejene enote, mora prebrati osem podatkovnih 
bajtov in nadzorno vsoto. Nato se kot pri prejetih podatkovnih sporočilih preveri pravilnost 
prejetih podatkov. V primeru, da je prejet nastavitveni ukaz, se le-ta izvede. Ukazi so 
naslednji: brisanje starih nastavitev, konec nastavitev in shranjevanje trenutne konfiguracije. 
Kadar ni želje po shranjevanju nastavitev v trajni pomnilnik EEPROM se zakomentira klic 
funkcije L_wr_eeprom(). Zapisovanje v pomnilnik EEPROM zavzame veliko več časa, kot 
ostale operacije. Po specifikacijah naj podrejena enota najprej odgovori na servisno 
povpraševanje, šele nato naj začne s shranjevanjem v trajni pomnilnik. Zato se funkcijo za 
zapis kliče v neskončni zanki po koncu nastavitev. V času zapisovanja posameznega bajta se 
onemogočijo prekinitve, da ne pride do napake pri shranjevanju. Čas shranjevanja pa je 
seveda odvisen od števila prisotnih nastavitvenih parametrov. 
Eno nastavitveno sporočilo lahko vsebuje največ dve nastavitvi. Nastavitev je sestavljena ali 
iz ID naslova in parametrov, kot so število podatkov, smer prenosa in način računanja 
nadzorne vsote, ali pa iz maskiranega ID naslova za dogodkovno proženo sporočilo in 
njegovega nadomestnega ID naslova. V funkciji se najprej preveri, če je zahtevan ID naslov 
že vpisan. Takrat se parametre samo posodobi. V nasprotnem primeru se ga skupaj s 
parametri zapiše v prazen vnos v zbirki. Nadomestne naslove dogodkovno proženih sporočil 
se posodobi oziroma vpiše po enakem principu z razliko, da se tu ne vpiše parametrov, 
temveč nadomestni ID naslov. Zapiše se jih v zbirko L_dps[3][10]. Le podrejena enota, ki je 
zadnja dobila servisno sporočilo, se mora odzvati na servisno povpraševanje. Odzove se na 
glavo sporočila, katere ID naslov zavzame vrednost 0x3D. Odziv je sestavljen iz osmih 
bajtov, uporabne vrednosti pa največkrat vsebujejo le prvi trije. Prvi bajt vsebuje NAD 
naslov, drugi vrednosti PCI, ki sporoča dolžino sporočila in število uporabljenih bajtov, ter 
tretji RSID. RSID oziroma odziv na servisni ID naslov je vsota 0x40 in vrednosti SID, ki 
predstavlja tip nastavitvenega sporočila, ki ga je podrejena enota pridobila v predhodnem 
sporočilu. Vrednost PCI je največkrat enaka 1, torej se poleg teh treh bajtov pošlje še pet s 
šestnajstiško vrednostjo 0xFF, ki nakazujejo na neuporabljene vrednosti. Na koncu jim sledi 
le še nadzorna vsota. Po standardu je vrednost PCI večja od števila ena le ob servisnem 
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povpraševanju, imenovanem »Branje identifikacije«, ki v mojem programu ni uporabljen. Pri 
tem tipu sporočila so različne tudi vrednosti omenjenih zadnjih petih bajtov. 
 
Slika 32: Diagram poteka funkcije za shranjevanje nastavitev. 
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6.2. Nadrejena enota 
Program na nadrejeni enoti se začne z inicializacijo LIN komunikacije v glavni programski 
zanki. Če klic funkcije za branje iz EEPROM pomnilnika ni zakomentiran in so hkrati v njem 
zapisane nastavitve, se lahko prenos sporočil začne. Začne se lahko tudi po obdelavi 
nastavitvenih funkcij, ki se nahajajo pred neskončno zanko. Kadar pa se nastavitve in 
nastavitveni ukazi prejmejo preko nastavitvenega programa, jih nadrejena enota čaka med 
izvajanjem ostalih operacij.  
Prejemanje nastavitev s strani nastavitvenega programa se izvede s pomočjo prekinitvene 
funkcije prejemanja. Klic funkcije irrq_Receive() lahko prožita prekinitvi EUSART1 in 
EUSART2 sprejemnika. Funkcija se po klicu razdeli na dva dela, odvisno kateri sprejemnik jo 
je prožil. Prejeti podatki s strani prvega sprejemnika vsebujejo nastavitve in nastavitvene 
ukaze. Podatki, prejeti preko drugega sprejemnika, pa vsebujejo odzive podrejenih enot, 
povezanih na LIN vodilo. Del funkcije, namenjen prejemanju nastavitev, ob vsaki prekinitvi 
prebere podatek in njegovo vrednost prišteje bajtu za nadzorno vsoto. Zadnji, enajsti bajt se k 
tej vsoti ne prišteje, saj predstavlja prejeto nadzorno vsoto, ki se primerja z izračunano. 
Nadrejena enota nato na podlagi primerjave nadzornih vsot obvesti nastavitveni program o 
uspešnosti posredovanja nastavitev. V primeru uspešnega prenosa podatkov sledi njihova 
obdelava. Najprej se preveri, če je bil prejet seznam NAD naslovov podrejenih enot, katerim 
se kasneje preko LIN komunikacije posreduje ustrezne nastavitve. Vseh 16 naslovov se 
prejme v dveh paketih, ki se vpišejo v zbirko L_naslovi[16], po prejetem vrstnem redu. 
Neuporabljena mesta zavzamejo vrednost 0. Če je pri vpisu med dvema vpisanima naslovoma 
neuporabljeno mesto, predstavljeno z vrednostjo 0, se le to pri shranjevanju ohrani. Pri 
naknadnih nastavitvah se lahko to mesto uporabi za naslov na novo dodane podrejene enote. 
Kadar med prejetimi podatki niso naslovi, se preveri, če je bil prejet eden izmed naslednjih 
ukazov: »Brisanje nastavitev vseh podrejenih enot«, »Brisanje nastavitev ene podrejene 
enote«, ali ukaz »Konec nastavitev«. Slednji zapiše trenutno konfiguracijo nastavitev v trajni 
pomnilnik EEPROM, postavi spremenljivko za inicializacijo podatkovnih kazalcev v glavni 
programski zanki in vklopi časovnik 2 za izvajanje LIN komunikacije. V pomnilnik 
EEPROM se zapišejo zbirke L_naslovi[16], L_id2x[15] in zbirka N_ID[60][4]. Pri prvi se 
zapiše celotna zbirka, pri zadnjih dveh pa samo tisti vnosi, ki vsebujejo nastavitve. 
Zapisovanje v trajni pomnilnik traja nekaj časa, saj se za zapis enega bajta porabi 4 ms. Zaradi 
te zakasnitve se pri nadrejeni enoti za čas zapisovanja onemogočijo vse prekinitve. Prav tako 
potrebujejo nekaj časa tudi podrejene enote. Zato nadrejena enota po pošiljanju zahteve za 
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konec nastavitev in po prejetem odzivu na servisno povpraševanje nekaj časa počaka, preden 
začne s prenosom podatkov. Ta čas bi se lahko imenoval največji predviden čas shranjevanja 
in je odvisen od števila vseh bajtov, ki jih je možno shraniti na eni podrejeni enoti. Izbere se 
podrejeno enoto, ki lahko shrani največ nastavitev. Primer izračuna nakazuje naslednji zgled. 
Če ima zbirka podrejene enote za shranjevanje nastavitev dimenzijo 30 x 10 in zbirka za 
dogodkovno prožena sporočila 3 x 10, je potrebno shraniti 66 bajtov. To vrednost se vpiše 
pod konstanto EE_ST_BAJT v datoteki define.h nadrejene enote. Nadrejena enota nato sama 
preračuna zahtevan čas preden začne z izvajanjem urnika za LIN komunikacijo. Pri izračunu 
se ne upošteva, da ima prva podrejena enota, ki prejme ukaz za konec nastavitev, več časa za 
shranjevanje, kot zadnja. Ob prisotnosti štirih naprav in ob predvidenem času prenosa znotraj 
časovne baze 10 ms ima prva enota na voljo za shranjevanje dodatnih 60 ms.  
 
Slika 33: Diagram poteka prekinitvene funkcije za prejemanje nastavitev (1/3). 
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Ukaz »Brisanje vseh podrejenih enot« kliče funkcijo, ki izprazni zbirki L_id2x[15] in 
N_ID[60][4]. Na koncu se postavi spremenljivka, da se zahteva za brisanje nastavitev preko 
Lin komunikacije kasneje pošlje vsem podrejenim enotam. Ob prejetju slednjega ukaza, 
podrejene enote tudi same izpraznijo nastavitvene zbirke. V njihovem primeru sta to zbirki 
L_dps[3][10] in ID_0[30][10]. Pri prejetem ukazu za brisanje nastavitev ene podrejene enote, 
se podobno kot pri prejšnjem ukazu kliče funkcijo za brisanje. Kot pove že ime, se pobrišejo 
nastavitve samo za eno podrejeno enoto. Prav tako se tudi samo njej posreduje ukaz za 
brisanje vseh nastavitev.   
 
Slika 34: Diagram poteka prekinitvene funkcije za prejemanje nastavitev (2/3) 
V kolikor ni izpolnjen noben izmed zgornjih pogojev, so bile prejete dejanske nastavitve 
sporočil. V enem prejetem sporočilu so lahko prisotni parametri za največ 5 LIN sporočil. 
Funkcija najprej preveri, če je prejeti naslov sploh vpisan v zbirko z naslovi. V kolikor ni, to 
sporoči nastavitvenemu programu. Izvajanje funkcije se nadaljuje le, če je naslov podrejene 
enote zapisan. Začne se iskanje prejetega ID naslova v zbirki z nastavitvami N_ID[60][4]. Če 
še ni vpisan, funkcija poišče prost vnos v omenjeni zbirki in zapiše ID naslov, skupaj s 
parametri in zakodiranim NAD naslovom. Podrobnejši opis vpisa nastavitve je opisan v 
poglavju Nastavitve. Možnih vnosov v tabelo z nastavitvami je ravno 60, kolikor je tudi 
možnih ID naslovov. Ob že vpisanem ID naslovu, se začne preverjanje tipa sporočila. Med 
seboj se preverja že shranjene parametre s tistimi, ki so bili prejeti. Indikacija dogodkovno 
proženega sporočila je ujemanje tako ID naslova, kot vseh ostalih parametrov. Hkrati je smer 
prenosa podatkov od podrejene k nadrejeni enoti. Takrat del funkcije preveri, če so obvezni 
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nadomestni ID naslovi za vse udeležene podrejene enote že vpisani. Nevpisani nadomestni 
naslovi, ki se izvajajo v urniku trka, se vpišejo. Pred vpisovanjem je potrebno poiskati 
neuporabljen ID naslov, ter seveda nezaseden vnos v zbirki z nastavitvami. Po vpisu, 
nadrejena enota javi nastavitvenemu programu, kateri ID naslovi so bili izbrani za 
nadomestna sporočila, ki se izvajajo po trku. Pri drugih načinih nastavljanja, se vnos preveri v 
oknu »Watch window«. Primer zapisa takega vnosa je prikazan v poglavju Nastavitve. Kadar 
veljajo vsi pogoji za podatkovno proženo sporočilo, razlika je le v smeri prenosa, vse 
podrejene enote podatke prejemajo. Tu se na koncu funkcije zakodiran NAD naslov samo 
doda v enega izmed zadnjih dveh vnosov vrstice v zbirki. Naslednji tip sporočila je lahko 
prenos med podrejenimi enotami. Indikator tega tipa je ujemanje v ID naslovu, v enakih 
parametrih, le smer prenosa je različna. Da se določi katera enota prejema in katera oddaja, se 
vnos vpiše še v zbirko L_id2x[15]. Najprej se preveri, če se prejeta smer prenosa ujema z 
zapisano v nastavitveni zbirki. Ob neujemanju, se v nastavitveno zbirko na koncu doda samo 
zakodiran naslov in pripiše še drugo smer prenosa podatkov. Celotna prejeta nastavitev se, 
skupaj z ID naslovom, vpiše še v zbirko L_id2x[15]. Seveda pod pogojem, če še ni vpisana, 
oziroma, če zbirka ni zapolnjena. Nadrejena enota prezapolnjenost tabele javi kot napako 
nastavitvenemu programu. 
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Slika 35: Diagram poteka prekinitvene funkcije za prejemanje nastavitev (3/3). 
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Pri vseh nastavitvah, kjer se ID naslov ponovi, se zapišejo vsi pripadajoči zakodirani naslovi 
podrejenih enot. Opisani način preverjanja in vpisovanja nastavitev se ponavlja, dokler niso 
pregledane vse prejete nastavitve, v vsakem uspešno prejetem nastavitvenem sporočilu. Po 
prejetju vseh nastavitev, po inicializaciji podatkovnih kazalcev in zagonu časovnika 2, se 
lahko začne LIN komunikacija. Prekinitev časovnika 2 se izvede, ko preteče čas, definiran s 
vpisanimi parametri v funkciji za inicializacijo časovnikov. Časovnik poskrbi za periodične 
prenose sporočil, saj se ob vsaki njegovi prekinitvi začne prenos naslednjega vnosa v urniku. 
Seveda, če je potekel predviden čas prenosa prejšnjega sporočila. Slednjo zahtevo se spremlja 
preko vrednosti množilnika časovnika 2. Množilnik je nujen, ker sam časovnik ne zmore 
meriti tako dolgega časa. Kadar je vrednost množilnika enaka 0, naj bi bilo LIN vodilo prosto.  
Slika 36: Diagram poteka prekinitve časovnika 2. 
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Množilnik je uporabljen tudi za zakasnitev zagona LIN komunikacije pri nastavljanju z 
nastavitvenim programom. Tako lahko podrejene enote svoje nastavitve nemoteno zapišejo v 
svoj EEPROM pomnilnik. 
Pred vsakim novim prenosom se ob postavljeni spremenljivki za branje podatkov kliče 
funkcija, ki prebere uspešno prejete podatke predhodnega sporočila. Branje pred prenosom 
naslednjega sporočila je predpisano s strani LIN konzorcija. Sledi postavitev spremenljivke 
položaja na vrednost 0. Spremenljivka položaja se imenuje zastavice in se uporablja za 
identifikacijo dela sporočila, ki se trenutno prenaša. Funkcijo prekinitve časovnika, oziroma 
začetek prenosa sporočila lahko prekine zaznana napaka na LIN pretvorniku. Več o LIN 
pretvorniku in njegovih možnih napakah je zapisano v poglavju Strojna oprema. Kadar se 
izvajanje funkcije zaradi napake ne prekine, se kliče funkcijo ID_racun(), ki pripravi vse 
potrebne vrednosti za uspešen prenos sporočila. Obrazložitev te funkcije sledi v nadaljevanju. 
Po klicu funkcije ID_racun() se kliče funkcija Prenos(), ki poskrbi za prenos sporočil. Po 
uspešnem prenosu podatkov se to funkcijo zapusti. Izhod iz funkcije za prenos podatkov 
lahko povzročijo tudi pretečen predviden čas prenosa sporočila in ostale napake. V tem 
primeru se v funkciji Prenos() postavi spremenljivka za napako. Preko te spremenljivke, ki se 
preveri na koncu funkcije prekinitve časovnika 2, se začne izvajanje dela programa, ki 
ustrezno poskrbi za napake. Kadar je napaka prišla pri prenosu sporočila servisnega 
povpraševanja z ID naslovom 0x3D, nadrejena enota javi napako nastavitvenemu programu. 
Pri ostalih tipih sporočil pa se v tem delu funkcije zapiše samo mesto, pri katerem je prišlo do 
napake. Mesto napake se določi s pomočjo vrednosti spremenljivke položaja. Pri uspešnem 
prenosu podatkov lahko vrednost množilnika časovnika 2 ostane večja od 0. Naloga časovne 
prekinitve je, da to vrednost zmanjša in se vrne v funkcijo, v kateri se je nahajala pred klicem 
prekinitvene funkcije. Zmanjšuje jo toliko časa, dokler ta ne zavzame vrednosti 0. Takrat se 
lahko začne prenos novega sporočila. 
ID_racun je funkcija, ki se jo kliče znotraj prekinitvene funkcije časovnika 2. Razdeli se jo 
lahko na tri dele. Prvi del poskrbi za pripravo sporočil, ki prenašajo nastavitve in nastavitvene 
ukaze podrejenim enotam. Drugi del je namenjen izvajanju urnika trka podatkov. Zadnji del 
pa je namenjen prenosu brezpogojnih in dogodkovno proženih sporočil. Ta funkcija vsem 
tipom sporočil dodeli število podatkov, ki se bodo prenesli v odzivnem delu, njihovo smer 
prenosa in način računanja nadzorne vsote. Način računanja nadzorne vsote je opisan v 
poglavju Zgradba sporočila. Pri vseh tipih sporočil se s pomočjo funkcije Racun_cas() določi 
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še predviden čas prenosa sporočila. Glavna spremenljiva faktorja tega časa sta hitrost prenosa 
in število prenesenih bitov, pomnoženih z varnostnim faktorjem. 
Slika 37 ponazarja začetek funkcije ID_racun(), kjer so zajete tudi priprave sporočil, ki 
prenašajo nastavitvene ukaze. Funkcija začne s preverjanjem tipa prejšnjega sporočila. Če je 
le-to bilo servisno, se od trenutnega sporočila pričakuje, da ima ID naslov servisnega 
povpraševanja. Pri tem sporočilu je vsebina odziva vedno pričakovana. Pri uspešno prejetem 
odzivu se v funkciji za branje podatkov v zbirki L_prejeto[8] preveri NAD naslov, bajt ki 
vsebuje PCI vrednost in RSID bajt.  
 
Slika 37: Diagram poteka funkcije za določevanje parametrov sporočila (nastavitveni ukazi) (1/3). 
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Ob zahtevi za pošiljanje sekvence spanja, se določi servisni ID naslov, kateremu sledi 8 
podatkovnih bajtov. Prvi zavzame vrednost 0, ostali pa šestnajstiško vrednost 0xFF. To 
servisno sporočilo je brez NAD naslova, tako da ga prejmejo vse podrejene hkrati. Taka 
poenostavitev pa ni uporabljena kadar se pošlje sekvenca za konec nastavitev in za brisanje 
vseh že vpisanih nastavitev, saj bi se težko pridobili odgovori podrejenih enot na servisno 
povpraševanje. Tako se ti dve zahtevi pošlje za vsako podrejeno enoto posebej. Signal za 
brisanje že vpisanih nastavitev ene enote je popolnoma enak, kot pri zahtevi za vse enote. 
Seveda pa je namenjen samo eni enoti. 
Ob neizpolnjenih zgornjih zahtevah, ki jih funkcija predhodno preveri, preostane preverjanje 
spremenljivke ki sporoča, da ima nadrejena enota posodobljene nastavitve. Z novimi 
nastavitvami se morajo nastaviti oziroma posodobiti tudi vse udeležene podrejene enote. 
 
Slika 38: Diagram poteka funkcije za določevanje parametrov sporočila (nastavitve) (2/3). 
Ko je izpolnjena zahteva za pošiljanje nastavitev, funkcija začne s preverjanjem prvega vnosa 
v dvodimenzionalni zbirki N_ID[60][4]. Preverja prisotnost nastavitev vseh tipov sporočil, ki 
so namenjeni prvo vpisanemu naslovu podrejene enote v zbirki z naslovi. Nastavitve, ki 
ustrezajo temu pogoju, se vpiše v zbirko za pošiljanje. Ta sprejme največ dve nastavitvi, saj je 
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potrebno v osem podatkovnih bajtov zapisati še naslov, število uporabnih podatkov in tip 
servisnega sporočila. Pred določanjem vseh parametrov za pošiljanje sporočila in pred samim 
pošiljanjem se zato shrani pozicijo v tabeli z nastavitvami in trenuten naslov podrejene enote. 
Po poslanem sporočilu in po servisnem povpraševanju se ob ponovnem klicu funkcije 
ID_racun, tako nadaljuje z iskanjem in vpisovanjem na mestu, kjer se je le-to prej zaključilo. 
Po preverjanju vseh 60 vnosov v zbirki se po enakem principu preverja in pošilja še za vse 
ostale naslove podrejenih enot. Ko so pregledani vsi vnosi za vse naslove, se pregleda še 
zbirko, ki vsebuje vnose za prenos podatkov med podrejenimi enotami. Te nastavitve se 
















Slika 39: Diagram poteka funkcije za določanje parametrov sporočila (brezpogojna in dog. prožena 
sporočila) (3/3). 
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Po posredovanju vseh nastavitev podrejenim enotam se prične s prenašanjem podatkovnih 
sporočil, ki jih definirajo že omenjene nastavitve. Vse zahtevane vrednosti za prenos 
podatkovnih sporočil se določi v naslednjem delu funkcije ID_racun. Pred klicem omenjene 
funkcije se v funkciji časovnika 2 poveča vrednost indeksa, da se izvede naslednji vnos v 
urniku. Vnosi so zapisani v zbirki z nastavitvami (N_ID[60][4]). Pri prenosu podatkov se 
naslovi podrejenih enot,  ki so zapisani v slednji zbirki, ne uporabljajo.  
Funkcija nato preveri, če so pod indeksom vpisani parametri sporočila. Ti ne smejo vsebovati 
ID naslovov sporočil, ki se prenašajo po morebitnem trku odzivnih delov dogodkovno 
proženih sporočil. V tem primeru in v primeru praznega vnosa se vrednost indeksa poveča za 
vrednost ena. Ponovno sledi preverjanje vnosa zbirke, na katerega kaže sedaj ta indeks. 
Njegovo povečevanje se nadaljuje, dokler se ne najde ustrezno zapolnjenega vnosa, oziroma 
indeks ne preseže vrednosti 59. Pri vrednosti, večji od 59, se vrednost indeksa postavi na 0 in 
preverjanje se nadaljuje od začetka. V kolikor se najde ustrezen ID naslov s parametri, se iz 
slednjih določi vse zahtevane vrednosti za prenos sporočila. Podobno kot za nastavitveno 
sporočilo, se določi število podatkovnih bajtov, smer prenosa in preračuna se mnogokratnik 
časovne baze. Poleg vseh teh parametrov se določi še naslov kazalca, s katerim se vpiše 
podatke za pošiljanje, oziroma se z njegovo pomočjo prepiše prejete podatke. Podatke se pri 
pošiljanju vpisuje iz zbirke ID[60][9] v zbirko L_poslji[8], pri prejemanju pa se jih v 
podatkovno zbirko vpisuje iz zbirke L_prejeto[8]. 
Če je bil pri prejšnjem prejemanju zaznan trk podatkov dogodkovno proženega sporočila, 
funkcija prekine z izvajanjem zgoraj omenjenega urnika. Po klicu funkcije ID_racun se tokrat 
preide na urnik za reševanje podatkov dogodkovno proženega sporočila. V tem urniku se 
začne z iskanjem nadomestnih ID naslovov, ki so vezani na sporočilo, pri katerem je prišlo do 
trka. Tako nadrejena enota povpraša vse udeležene podrejene enote po vrednosti podatkov, 
tokrat z unikatnimi ID naslovi. Za razliko od dogodkovno proženih sporočil morajo na ta 
povpraševanja podrejene enote odgovoriti, ne glede na to ali je prišlo do posodobitve signala 
ali ne. Vsa obvezna nadomestna sporočila imajo popolnoma enake vrednosti parametrov. 
Poleg tega se lahko izvedejo še druga dogodkovno proženemu sporočilu pripisana sporočila. 
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Funkcija poskrbi za dejansko prenašanje sporočil med nadrejeno in podrejenimi enotami. 
Celotno sporočilo se pošilja po delih. Koliko delov, oziroma kateri del se prenaša, določa 
spremenljivka položaja, imenovana zastavice. Ta spremenljivka, bolje rečeno njena vrednost, 
je tudi glavni parameter while zanke. Zanka se izvaja toliko časa, dokler vrednost te 
spremenljivke ni večja od šestnajstiške vrednosti 0x30. Kadar je vrednost enaka 0x30, se je 
sporočilo uspešno preneslo. Večja vrednost pa ponazarja napako pri prenosu. Ob vrednosti 
0x00, se pošlje sinhronizacijsko prekinitev in vrednost spremenljivke se poveča na 0x01. 
Zanka preveri vrednost spremenljivke in če je potekel predviden čas prenosa. Ta se preverja 
vedno po preverjanju vrednosti spremenljivke zastavice, drugače rečeno, po vsakem poslanem 
delu sporočila. Poleg te spremenljivke je pretečen čas edini razlog za prekinitev izvajanja že 
omenjene zanke. Pri vrednosti spremenljivke 0x01 se pošlje sinhronizacijski bajt takoj za njim 
se ob vrednosti spremenljivke 0x02 pošlje ID naslov, pridobljen s funkcijo ID_racun. 
Vrednost spremenljivke se poveča in sledi izbira smeri prenosa.  
 
Slika 40: Diagram poteka funkcije za prenašanje podatkov (1/3). 
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Slika 41: Diagram poteka funkcije za prenašanje podatkov (2/3). 
Kadar je prisoten prenos med podrejenimi enotami, se izvajanje funkcije Prenos zaključi in se 
merjenje predvidenega časa nadaljuje z zmanjševanjem vrednosti mnogokratnika ob časovnih 
prekinitvah. Pri prenosu odzivnega dela sporočila eni ali večim podrejenim enotam, program 
najprej preveri način računanja nadzorne vsote in ustrezno ukrepa. Funkcija nato pošlje vse 
podatke, enega za drugim, sproti pa njihovo vrednost prišteva k nadzorni vsoti. Na koncu 
uspešnega pošiljanja podatkovnih bajtov spremenljivka zastavice zavzame vrednost 0x14. 
Sledi pošiljanja izračunane in negirane nadzorne vsote. Kadar se odzivni del sporočila 
prejema, se takoj preveri, če je bilo prejemanje že inicializirano. Inicializacija se izvede samo 
enkrat in sicer ob začetku prejemanja. Tu se določi tip nadzorne vsote, omogoči se prejemanje 
in prekinitev prejemanja. Funkcija nato nadaljuje z izvajanjem v zanki, kjer se preverja le 
vrednost spremenljivke zastavice in predviden čas. To zanko lahko sedaj začasno prekine 
funkcija prekinitve prejemanja, ki ima najvišjo prioriteto. V tej funkciji, opisani malo kasneje, 
se izvaja prejemanje podatkovnih bajtov in na koncu se prejme nadzorna vsota. V tem času, 
oziroma na koncu prejemanja, se lahko vrednost spremenljivke zastavice tudi spremeni. Po 
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koncu uspešnega prejemanja, spremenljivka zasede vrednost 0x24, kar privede do primerjanja 
izračunane in negirane prejete nadzorne vsote. Če se le-ti ujemata, se vrednost spremenljivke 
spremeni na vrednost 0x30. Prav tako, to vrednost zavzame po pošiljanju negirane nadzorne 
vsote. Po izhodu iz while zanke se ugotovi razlog izhoda. Pri uspešnem prejemanju, se za 
sporočila z ID naslovom 0x3D takoj prebere podatke. Ob enakem pogoju, pa se za neservisna 
sporočila ustrezno postavi spremenljivka, da se pred naslednjim prenosom preberejo prejeti 
podatki. Tako postanejo dosegljivi ostalim aplikacijam, ki tečejo na dotičnem 
mikrokrmilniku. 
 
Slika 42: Diagram poteka funkcije za prenašanje podatkov (3/3). 
Nadrejena enota pred pričakovanim prejemanjem podatkov omogoči prejemanje in njeno 
prekinitev. Posledično se ob vsakem prejetju bajta na EUSART 2 modulu izvede funkcija 
prekinitve prejemanja. Prikazuje jo slika 43. Ob začetku se preveri, če je bilo vodilo v stanju 
spanja. Takrat se, v kolikor je bil prejet zbujalni signal, ponovno zažene časovnik 2. Pri 
predvidenem prejemanju se (naj) prekinitvena funkcija sproži tolikokrat, kolikor je 
podatkovnih bajtov. Dodatno se mora sprožiti še za prejetje negirane nadzorne vsote. Ob 
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vsakem prejetju podatkovnega bajta se njegova vrednost sproti zapisuje v zbirko L_prejeto[8], 
hkrati pa se prišteva nadzorni vsoti.  
 
Pri vsakem pričakovanem prejetju podatka se po njegovem zapisu preveri, če je prišlo do 
napake predolgega sporočila, oziroma da napake zaradi prezapolnjenosti registrov prejemanja 
EUSART modula. EUSART registri lahko shranijo največ 3 vrednosti. Kadar modul nima več 
prostora za shranjevanje prejetih podatkov, pride do napake prezapolnjenosti registrov. Z 
vsakim branjem se eno mesto v njih sprosti. Kadar pa se namesto prejetja desetih bitov 
USART protokola prejme več, pride do napake predolgega sporočila. V primeru, da se zazna 
eno od napak, se za trenutni ID naslov preveri, če je namenjen dogodkovno proženim 
Slika 43: Diagram poteka prekinitvene funkcije - prejemanje podatkov LIN vodila. 
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sporočilom. Napaka pri tem tipu sporočil povzroči, da se shrani ID naslov in se postavi 
ustrezno spremenljivko. Ta spremenljivka ob naslednjem klicu funkcije ID_racun preklopi iz 
izvajanja navadnega urnika, na izvajanje urnika za reševanje podatkov dogodkovno proženih 
sporočil po njihovem trku. 
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7. Preizkušanje komunikacije 
Preizkušanje delovanja programa je pomemben proces že v času razvijanja kode, saj se na ta 
način napake odkriva dovolj zgodaj. Posledično se jih hitreje odpravi. Odkrivanje razloga, 
oziroma mesta napake, pa je bilo oteženo, zlasti kadar sta bili nadrejena in podrejena enota 
povezani z Lin komunikacijo. Takrat si je bilo najlažje pomagati z osciloskopom. Pomerilo se 
je izhod EUSART modula ene enote, ter vhod EUSART modula druge enote in seveda 
obratno. Tako meritev prikazujeta sliki 43 in 44. Poleg možnega razloga napake v enem 
izmed programov, je bil lahko razlog tudi v strojni opremi, sami povezavi in v pretvorniku.  
Za urin signal je skrbel oscilator s hitrostjo 4 MHz z uporabljenim HSPLL množilnikom. S 
počasnejšim oscilatorjem izvajanje programa ni bilo preizkušeno. Pri počasnejšem oscilatorju 
bi bilo treba preveriti, če izvajanje programa sledi prekinitvam, zlasti pri prejemanju in 
vpisovanju nastavitev, kjer so prisotna obsežnejša pregledovanja zbirk z nastavitvami.   
Preverjalo se je pravilnost prenosa nastavitev iz nastavitvenega programa na nadrejeno enoto 
in posredno preko nje na eno podrejeno enoto. Prenašali so se vsi nastavitveni tipi sporočil, 
prav tako so le-ti bili shranjeni v EEPROM pomnilnik. Pri testiranju prenosa podatkov so se 
največkrat prenašala tri sporočila. Pri prvem se je s strani podrejene enote prenašalo 8 bajtov 
10 bitnega AD pretvornika. Pošiljalo se je samo 8 najpomembnejših bitov vsake pretvorbe. Te 
vrednosti so se nato uporabile pri pulzno-širinski modulaciji nadrejene enote, ki je uravnavala 
svetilnost LED indikatorja.  
Prenos med podrejenima enotama ni bil izveden, ker sem uporabljal samo eno podrejeno 
enoto. Čeprav je bilo izvedeno prenašanje dogodkovno proženih sporočil, pa zaradi ene 
aktivne podrejene enote, ni bil izveden dejanski poizkus trka podatkov, ki se lahko pojavi pri 
tem tipu sporočil. Slednji je bil uspešno izveden preko simulacije, kjer se je trk podatkov 
umetno ustvaril in posledično se je izvedel urnik reševanja podatkov dogodkovno proženih 
sporočil. Po vsakem pošiljanju nastavitev, oziroma nastavitvenega ukaza določeni podrejeni 
enoti, se od  nje po poslani glavi sporočila z ID naslovom servisnega povpraševanja, pričakuje 
odziv. Ostale morajo molčati. Pri pošiljanju nastavitev neobstoječim podrejenim enotam, 
priklopljena enota ni odgovorila na njihova sporočila servisnega povpraševanja. Lahko 
zaključim, da je bil preizkus izveden uspešno. 
Spremljanje napak pri prenosu sporočil je izvedeno s pomočjo strukture, ki jo vsebuje 
nadrejena enota. Prikazuje jo slika 44. Ob napaki je bil za namene testiranja uveden še en 
poizkus, ki pa v specifikaciji ni definiran. Ob zaznani napaki se je tako izvedel ponoven 
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poizkus prenosa sporočila. Napaka se največkrat, vendar redko, pojavi pri prejemanju 
nadzorne vsote in podatkovnih bajtov. Razlog je največkrat v prekratkem predvidenem času 
prenosa sporočila, saj se precej tega časa porabi za pripravo vseh njegovih parametrov. V tem 
primeru bi se lahko napake znebili s hitrejšim oscilatorjem, poenostavitvijo kode, ali pa s 
povečanjem vrednosti množilnika časovne baze. Zadnja rešitev pa ni v skladu z LIN 
specifikacijo.  
 
Tabela 6: Opis spremenljivk napak. 
Spremljanje napak je možno tudi preko 16 bitnega statusnega registra LIN komunikacije. Klic 
funkcije s tem statusnim registrom se izvede pred pošiljanjem novega sporočila. Ko se 
prebere in na podlagi njegovih vrednosti ukrepa, se njegove vrednosti pobrišejo. Kot je 
razvidno iz tabele 7, je tu prisoten še ID naslov. Tako se lahko določi, pri katerih sporočilih 
prihaja do napak. Funkcijo bi se lahko v prihodnje za bolj podrobno spremljanje napak 
dodelalo. Za ta namen bi se lahko razširilo zbirko z nastavitvami  iz N_ID[60][4] na 
N_ID[60][5], ali več. V ta razširjen del pa bi se lahko za vsako sporočilo zapisovale napake.   
Tabela 7: 16 bitni statusni register. 
 
E_SYNC_B   Napaka pošiljanja sinhronizacijske prekinitve. 
E_SYNC_F  Napaka pošiljanja sinhronizacijskega bajta. 
E_ID  Napaka ID signala. 
E_DATA  Napaka prenosa podatkov. 
E_CHK_TR  Napaka nadzorne vsote pošiljanja. 
E_CHK_RC  Napaka pri prejemanju nadzorne vsote. 
E_CHK_RC1  Neujemanje prejete nadzorne vsote z izračunano. 
E_FRAME  Napaka pretečenega časa. 
Št. bita 15 14 13 12 11 10 9 8 
Vrednost Zadnji uporabljen zaščiten ID naslov 

















Slika 44: Zbirka s števci posameznih napak. 
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Slika 45: LIN signal zajet med priključkom prejemanja prvega mikrokrmilnika in priključkom 
oddajanja drugega mikrokrmilnika. 
Slika 46: Povečava signala. 
Zaključek 
 




Cilj diplomske naloge je bil vzpostavitev LIN komunikacije. Koda je bila napisana kot skupek 
knjižnic z namenom, da se jo lahko doda ostalim projektom, kjer bi bil zaželen prenos 
podatkov preko LIN komunikacije.  
V  LIN specifikacijah je omenjeno, da enotam ni treba poznati vseh tipov sporočil, vendar 
sem skušal zajeti čim več tipov sporočil, ki se lahko pojavijo na LIN vodilu. Na žalost sem 
moral zaradi pomanjkanja časa, oziroma zaradi obsežnosti izpustiti diagnostična sporočila, ki 
temeljijo na CAN protokolu. Prav tako sem se izognil občasnim sporočilom, vendar je del 
ideje podan v poglavju Zapis nastavitev nadrejene enote.   
Napisane knjižnice niso popolnoma v skladu z LIN specifikacijami. Razlog je v prevelikem 
odstopanju od standarda pri nastavljanju, oziroma generiranju LIN enote. Zato bi se bilo 
potrebno izogniti nastavljanju sporočil enot preko LIN vodila. Standard pušča proste roke 
glede določenih nastavitev. Ena izmed njih so tudi uporabniku določeni naslovi podrejenih 
enot, uporabniško določen tip nastavitvenega sporočila,… Vse te možnosti so bile, kadar je 
prišlo do odstopanj, pri nastavljanju tudi uporabljene. Tako naj ne bi prišlo do navskrižij z 
enotami v LIN omrežju, ki dobesedno sledijo specifikacijam. Vendar pa bi bila določena 
opravila neizvedljiva (diagnostika, servisna sporočila,…) Oblika signala komunikacije, 
oziroma sama komunikacija dosledno sledi specifikacijam. Preizkus delovanja z ostalimi 
napravami, ki podpirajo LIN komunikacijo ni bil izveden, vendar mislim, da bi z njimi 
delovala tako, kot z napravami z mojo programsko opremo. 
Nastavljanje teh nastavitvenih tabel je možno na tri načine, vendar je ročna nastavitev z 
vpisovanjem v spremenljivke in registre skrajno nepraktična. Drugi način, nastavljanje s 
pomočjo nastavitvenega programa, razvitega z orodjem Visual Studio, je še najbolj pregleden, 
enostaven, hkrati pa podaja tudi povratne informacije. Slabost so občasne napake, ki se 
pojavljajo pri nastavljanju v času izvajanja komunikacije. Pri slednjem načinu je zahtevan tudi 
pretvornik za povezavo računalnika in mikrokrmilnika, ter še ena EUSART vrata. Zadnji 
način nastavljanja, kjer se vse določi na samem začetku s pomočjo enostavnih funkcij, še 
najbolj sledi specifikacijam. V primeru nezahtevne komunikacije pa se lahko vse skupaj 
poenostavi in uporabi izbirni stavek, kateri ima za vsak primer sporočila parametre, kot so: 
smer pošiljanja, najdaljši čas pošiljanja izražen kot večkratnik urine baze, število podatkov, 
način računanja nadzorne vsote ter seveda lokacijo shranjevanja. 
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Uporabljeni način nastavljanja vsebuje zbirke, ki zavzamejo precej prostora v pomnilniku. 
Prostor bi se prihranil, če bi se knjižnice popravilo tako, da bi uporabnik sam določil njihovo 
velikost glede na potrebe. V tem primeru bi se morali spremeniti tudi parametri raznih 
izvajalnih stavkov. Recimo pri for stavkih, ki se izvajajo od začetne vrednosti, do končne. 
Končne vrednosti, ki so v večini primerov enake, bi se glede na velikosti tabel lahko določile 
v datoteki konstant. Čeprav je koda v nekaterih funkcijah  predolga, nepregledna in bi jo zato 
bilo dobro razdrobiti na več manjših delov, so prisotni komentarji, ki poskušajo razložiti 
določene operacije, oziroma dele kode. Pri samem nastavitvenem programu bi se lahko 
izvedlo še branje trenutnih vrednosti nastavitev enot in njihovih vrednosti v trajnih 
pomnilnikih. Te vrednosti in vrednosti, ki se pošljejo, bi se lahko na uporabniškem zaslonu 
nastavitvenega programa zapisale tako, kot je zapisano v samih nastavitvenih tabelah. Prav 
tako bi se lahko nastavitve shranile v recimo tekstovno datoteko, katere vrednosti bi se 
samodejno posredovale pri ponovnem nastavljanju. 
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[13] http://uranic.tsckr.si/VIŠJA ŠOLA/Programiranje I/C%23_ObjektnoSreco.pdf 
[14] http://ww1.microchip.com/downloads/en/AppNotes/00235a.pdf 
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9.1. Drevesa funkcij nadrejene enote 
 
V glavni zanki se izvede inicializacija LIN komunikacije. Znotraj nje se ciklično izvaja while 
zanka, ki lahko vsebuje dodatne funkcije LIN komunikacije. Mesta klicev funkcij se lahko 
razlikujejo glede na način nastavljanja LIN komunikacije. Razvidna so iz slike 46, razlaga 







Slika 47: Funkcije glavne programske zanke. 
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Tabela 8: Opis uporabljenih funkcij v glavni zanki. 
 
 
Sledi grafični prikaz z opisom uporabljenih funkcij, ki se izvedejo ob visoko prioritetni 
prekinitvi LIN vmesnika. 
Ime funkcije Opis funkcije 
INIT_Lin() Funkcija za inicializacijo LIN komunikacije. 
INIT_Usart() Funkcija za inicializacijo USART modulov prenosa. 
INIT_Timer() Funkcija za inicializacijo vseh zahtevanih časovnikov. 
L_nast_reset() Funkcija za izbris vseh trenutnih nastavitev. 
L_rd_eeprom() Funkcija za branje vseh shranjenih nastavitev iz EEPROM 
pomnilnika. 
L_branjeEE(naslov) Funkcija z zahtevano sekvenco za branje iz EEPROM pomnilnika. 
Vhodni podatek je naslov pomnilnika, izhodni pa njegova vrednost. 




Funkcija za vpis nastavitve. Kot vhodne parametre sprejme naslov 
podrejene enote (posredovanje nastavitev), ID naslov sporočila, 
njegovo smer prenosa, nadomestni naslov za primer trka. Izhodna 
vrednost je lokacija pomnilnika za signal. 
irrq_receive() Funkcija prekinitve prejemanja. (USART modul 1 in 2). 
L_podatki_vp( 
L_ptr_vp, p1,…, p2) 
Funkcija za vpis začetnih vrednosti signalov. Vhodni podatki so 
kazalec za zapis/branje za signal. Vrednosti od p1 do p2, pa začetne 
vrednosti. 
L_prenos_nast() Funkcija za zagon komunikacije in posredovanje nastavitev 
podrejenim enotam. 
L_int_en() Funkcija za zagon LIN komunikacije. (Lahko je uporabljena tudi v 
neskončni zanki.) 
L_int_dis() Funkcija za izklop LIN komunikacije. 
Doloci_ID(ID_nasl) Funkcija, ki kazalcem ostalih aplikacij, določi naslov v pomnilniku za 
dostop do podatkov. 
L_goto_sleep() Funkcija, ki poskrbi za prenos signala za spanje in onemogočitev LIN 
komunikacije. 
Slika 48: Drevo funkcij visoke prekinitve. 
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Tabela 9: Opis uporabljenih funkcij pri visoki prekinitvi. 
Ciklično izvajanje zanke while lahko prekine tudi nizko prioritetna prekinitev, ki jo 
prikazuje slika 49. 
 
Slika 49: Drevo funkcij nizke prekinitve. 
 
Tabela 10: Opis uporabljenih funkcij pri nizki prekinitvi. 
Ime funkcije Opis funkcije 
isr_high() Funkcija visoko prioritetne prekinitve. 
irrq_receive() Funkcija prekinitve prejemanja. (USART modul 1 in 2). 
L_nast_reset() Funkcija za izbris vseh trenutnih nastavitev. 
L_wr_eeprom() Funkcija za shranjevanje vseh trenutnih nastavitev v trajni pomnilnik. 
L_pisanjeEE(naslov, 
vrednost) 
Funkcija z zahtevano sekvenco zapisovanja v EEPROM. Vhodna 
podatka sta naslov znotraj EEPROM pomnilnika in podatek za zapis. 
Ime funkcije Opis funkcije 
isr_low() Funkcija nizko prioritetne prekinitve. 
irrq_Timer2() Funkcija prekinitve drugega časovnika. 
L_Read() Funkcija za zapis prejetih podatkov v pomnilnik. 
Read_status() Funkcija za branje statusnega registra. Po branju se vrednosti 
izbrišejo. 
ID_Racun() Funkcija za določitev ID naslova sporočila in ostalih parametrov. 
Prenos() Funkcija za prenašanje sporočil. 
Racun_cas(št. podatkov) Funkcija za izračun okvirnega časa prenosa sporočila. 
Racun_id() Funkcija za izračun paritetnih bitov ID sporočila in inicializacijo 
kazalcev za branje iz, oziroma za pisanje v pomnilnik  podatkov, 
ki se uporabljajo pri trenutnem prenosu. 
Zakasnitev(čas v us) Funkcija za izvedbo zahtevanih zakasnitev. Podprta je s 
funkcijami definiranimi v delays.h 
L_goto_sleep() Funkcija, ki poskrbi za prenos signala za spanje in onemogočitev 
LIN komunikacije. 
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9.2. Drevesa funkcij podrejene enote 
Tudi pri vsaki podrejeni enoti je glavna zanka namenjena pripravi LIN komunikacije. Mesta 
klicev funkcij in njihova razlaga je razvidna iz spodnje slike in tabele.   
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Tabela 11: Opis uporabljenih funkcij glavne zanke. 
 
Nizko prioritetna prekinitev služi za merjenje časa neaktivnosti LIN vodila. Po želji, se 
lahko po nekaj sekundah neaktivnosti podrejeno enoto postavi v režim spanja.  
 
Tabela 12: Uporabljene funkcije nizko prioritetne prekinitve. 
 
Ime funkcije Opis funkcije 
INIT_Lin() Funkcija za inicializacijo LIN komunikacije. 
INIT_Usart() Funkcija za inicializacijo USART modulov prenosa. 
INIT_Timer() Funkcija za inicializacijo vseh zahtevanih časovnikov. 
L_nast_reset() Funkcija za izbris vseh trenutnih nastavitev. 
L_rd_eeprom() Funkcija za branje vseh shranjenih nastavitev iz EEPROM 
pomnilnika. 
L_branjeEE(naslov) Funkcija z zahtevano sekvenco za branje iz EEPROM 
pomnilnika. Vhodni podatek je naslov pomnilnika, izhodni pa 
njegova vrednost. 




Funkcija za vpis nastavitve. Kot vhodne parametre sprejme ID 
naslov sporočila, njegovo smer prenosa, nadomestni naslov za 
primer trka. Izhodna vrednost je lokacija pomnilnika za signal. 
L_podatki_vp(L_ptr_vp, 
p1,…, p2) 
Funkcija za vpis začetnih vrednosti signalov. Vhodni podatki 
so kazalec za zapis/branje za signal, parametri od p1 do p2, pa 
začetne vrednosti. 
Doloci_ID(ID_nasl) Funkcija, ki kazalcem ostalih aplikacij, določi naslov v 
pomnilniku za dostop do podatkov. 




Funkcija z zahtevano sekvenco zapisovanja v EEPROM. 
Vhodna podatka sta naslov znotraj EEPROM pomnilnika in 
podatek za zapis. 
L_wake_rq() Funkcija za zbujanje LIN vodila v režimu spanja. 
Ime funkcije Opis funkcije 
isr_low() Funkcija nizko prioritetne prekinitve. 
irrq_Timer2() Funkcija prekinitve drugega časovnika. 
Sleep() Funkcija, ki postavi podrejeno enoto v režim spanja. 
Slika 51: Drevo funkcij nizke prekinitve. 
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Visoko prioritetna prekinitev poskrbi za prejemanje glave sporočila in prejemanje ali 
oddajanja odzivnega dela sporočila.  
 
Slika 52: Drevo funkcij visoke prekinitve. 
 
Tabela 13: Opis uporabljenih funkcij pri visoki prekinitvi. 
 
Ime funkcije Opis funkcije 
isr_high() Funkcija visoko prioritetne prekinitve. 
irrq_receive() Funkcija prekinitve prejemanja. (USART modul). 
Lin_ID() Funkcija za preverjanje paritete prejetega ID naslova, določitev ostalih 
parametrov sporočila in določitev naslovov kazalcem za branje oziroma 
vpis podatkov prenosa.  
Lin_nastavitve() Funkcija za vpis prejetih nastavitev s strani nadrejene enote. 
L_nast_reset() Funkcija za izbris vseh trenutnih nastavitev. 
L_Read() Funkcija za zapis prejetih podatkov v pomnilnik. 
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9.3. Lin pretvornik 
  
Slika 53: Lin pretvornik z vsemi zahtevanimi elementi. 
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9.4. Slika EEPROM pomnilnika nadrejene enote 
 
 
Slika 54: Zapis nastavitev nadrejene enote v pomnilnik EEPROM. 
 
 
9.5. Slika EEPROM pomnilnika podrejene enote 
 
 
Slika 55: Zapis nastavitev podrejene enote v pomnilnik EEPROM 
 
 
