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Cílem této práce je navrhnout a implementovat vyskorychlostní šifrátor síťového provozu
s propustností 10Gb/s v jednom směru. Implementační platformou je FPGA Xilinx Vir-
tex5vlx155t umístěné na kartě COMBOv2-LXT. Šifrování je založeno na algoritmu AES
s použitím 128 bitového klíče. Zabezpečený protokol je použit ESP pracující nad protoko-
lem IPv4. Design je plně syntetizovatelný nástrojem Xilinx ISE 11.3, bohužel se jej však
nepodařilo prakticky otestovat na reálném hardware. Úspěšné testy byly provedeny v simu-
laci.
Abstract
The aim of this thesis is to draft and implement high-speed encryptor of network trafic with
throughput 10Gb/s in one way. It has been implementated for FPGA Xilinx Virtex5vlx155t
placed on card COMBOv2-LXT. The encryption is based on AES algorithm using 128-
bit key length. The security protokol is ESP in version for protokol IPv4. Design is fully
synthesizable with tool Xilinx ISE 11.3, however it is not tested on real hardware. Tests in
simulation works fine.
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Informační technologie jsou dnes nedílnou součástí našeho každodenního života. Ještě vý-
znamnějšími jsou však pro organizace všeho druhu, zejména komerční a obchodní. Jelikož
výpočetní technika vytváří velmi silný nástroj pro urychlení a zjednodušení správy infor-
mací, začaly být počítače ve velkém měřítku součástí každé firmy již před dvěma až třemi
desítkami let. Logickým důsledkem výskytu výpočetní techniky se stala snaha počítače
propojovat, umožnit jejich komunikaci a interakci a byly tak vytvářeny první počítačové
sítě. S rozvojem technologií se počítačové sítě rozrůstaly na rozměr celého podlaží, budovy,
areálu, až po vytvoření celosvětové sítě Internet. Zde se však vývoj v některých směrech
výrazně zabrzdil. Internet je nehomogenní rozsáhlá síť propojující subjekty, které o své
existenci nemusí jinak vůbec vědět, ale i subjekty, jejichž propojení by si alespoň jedna
strana nejspíše nepřála. Z tohoto důvodu se stal Internet do značné míry propojovacím
médiem vzájemně izolovaných sítí, jejíchž administrátoři se všemožně snaží udržet kontrolu
nad datovým provozem proudícím z jejich sítě, či opačně. Přesto však jsme často postaveni
před požadavek propojit několik důvěryhodných sítí přes Internet. V takovém případě je
nutné oddělit tyto důvěryhodné sítě od ostatních přesto, že sdílí společné přenosové mé-
dium. Do hry tedy vstupují tzv. virtuální privátní sítě (VPN) a přenos dat mezi nimi co
možná nejbezpečnějším způsobem, tedy co možná nejlépe zašifrovaný.
Šifrování přenášených dat na počítačové síti o menších rychlostech lze provozovat na běž-
ném počítači pomocí software bez větších problémů. A to i algoritmy na dnešní technolo-
gické špičce. Se vzrůstajícími přenosovými rychlostmi ovšem toto řešení pro omezený výkon
používaných procesorů přestává dostačovat a tak přichází na scénu hardwarová akcelerace
šifrovacích operací.
Tato práce se věnuje návrhu a implementaci hardwarově akcelerovaného šifrátoru síťo-
vého provozu s propustností 10Gb/s v každém směru. Jako šifrovací algoritmus byl zvolen




Možností, jak skrýt obsah přenášených dat je více. Různé metody mají však své výhody
i nevýhody, případně rizika, kterým se použitím takového řešení vystavujeme.
2.1 Proprietární řešení
Jedna z možností je vytvoření nového, neznámého komunikačního protokolu. Díky obecné
neznalosti konkrétního řešení je obtížnější dešifrovat data, jelikož útočník nemusí vědět, že
data jsou zašifrována, natožpak algoritmus, který byl použit. Nevýhodou může být nemožná
interoperabilita s jiným zařízením, na druhou stranu z konkurenčních důvodů může být tato
vlastnost naopak vítána.
Při navržení nového protokolu je na výběr, zda použít nějaký osvědčený šifrovaný algo-
ritmus, nebo data jednoduše pozměnit, například překrýt heslem použitím operace XOR.
Toto řešení je velmi jednoduché a je možné jej aplikovat i v prostředí velmi malého výpočet-
ního výkonu. Nevýhodou takovýchto řešení je ztráta bezpečnosti ve chvíli, kdy je postup
šifrování odhalen, což uživatel nemusí navíc vůbec vědět.
Další možností je použít osvědčený šifrovací algoritmus. V tomto případě jsou známé
vlastnosti algoritmu i jeho případné nedostatky, zejména časová náročnost prolomení hru-
bou silou, možnosti prolomení urychlit a zejména úspěšné pokusy o jeho prolomení. Díky
tomu je možné vytvořit si představu o bezpečnosti celého řešení i do budoucna. Nevýhodou
oproti jednoduchému překrytí je vyšší výpočetní náročnost, která může být pro požadova-
nou propustnost a použitý hardware příliš vysoká.
2.2 Využití existujícího standardu
Jiný přístup je vytvoření řešení na základě již existujícího standardu. Takové řešení je
nejnáročnější, je však vyzkoušené a interoperabilní. V dnešní době se k takovýmto účelům
používají zejména standardy TLS[13], který provádí zabezpečení nad protokolem TCP a




Tento standard zajišťuje zabezpečení přenosového protokolu IP a je součástí standardu IP
v. 6 [12]. Pro pozvolný nástup IP v. 6 byl však implementován i nad IP verze 4. Součástí
IPSec jsou 2 protokoly: AH (Authentication Header), který zajišťuje autenticitu hlavičky
protokolu IP, a ESP (Encapsulated Security Payload), který šifruje, popřípadě i autentizuje
datovou část rámce IP. Ve své práci se věnuji implementaci spojenou s protokolem IP v.4.
3.1 Security Association
Před započetím samotného přenosu je vytvořena struktura Security Association. Ta ob-
sahuje všechny informace potřebné k přenosu dat jedním směrem, tedy pro vytvoření du-
plexního spojení jsou zapotřebí 2 nezávislé tabulky Security Association. Součástí této
struktury je tedy sdílený klíč, šifrovací algoritmus, hashovací algoritmus a metoda auten-
tizace. Vytváření této tabulky je obstaráno mechanismem Internet Key Exchange (IKE)
[15], popřípadě jeho inovovanou variantou IKEv2 [16].
Protokol IKE slouží k vytvoření sdíleného tajemství, tedy zejména ustanovení šifrova-
cího klíče pro symetrickou kryptografii. Pro vytvoření spojení IKE je využita buď asymet-
rická kryptografie a ověření koncových bodů je zajištěno algoritmem Diffie-Hellman, nebo
symetrická kryptografie s předem dohodnutým klíčem. [15]
3.2 IP Authentication Header (AH)
Tento protokol zajišťuje autenticitu zdroje zprávy a neporušenost hlaviček protokolu IP.
Pole tohoto protokolu se ukládají za aktivní hlavičky IP protokolu, z jehož pohledu jde
o součást dat. Výsledný datagram znázorňuje obrázek 3.1. Strukturu hlaviček protokolu
AH zobrazuje tabulka 3.1.
Obrázek 3.1: Struktura paketu s použitím AH protokolu
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Next Header Payload Len Reserved
Security Parameters Index (SPI)
Sequence Number
Authentication Data
Tabulka 3.1: Struktura hlaviček AH
Next Header První, 8 bitové, pole obsahuje identifikaci protokolu přenášeného v datové
části.
Payload Len Za polem Next Header následuje 8 bitová délka datové části ve 32 bitových
slovech zmenšená o 2. V IP v.6 totiž je AH rozšířenou hlavičkou protokolu IP, které délku
uvádějí v 64 bitových slovech zmenšenou o 1. AH používá 32 bitová slova, proto zmenšuje
o 2.
Reserved Dalších 16 bitů je rezervovaných a musí být nastavené na 0.
Security Parameters Index (SPI) Toto políčko je dlouhé 32 bitů a obsahuje identifi-
kátor Security Association, které obě strany dohodnou na počátku spojení.
Sequence Number Také 32 bitů dlouhé políčko obsahující pořadové číslo paketu. Jeho
význam je zejména v prevenci proti útokům přehráním (replay-attack) Je generováno stále
se zvyšujícím čítačem a jeho generování je povinné i v případě, kdy není cílem zpracovávané.
Authentication Data Jedná se o kontrolní součet hlaviček protokolu IP včetně AH
(položka Authentication Data je nahrazena 0). Kontrolní součet se provádí buď symetrickým
algoritmem, nebo jednocestnou hash. Délka tohoto políčka je proměnlivá dle použitého
algoritmu, musí však být celočíselným násobkem 32 bitů, resp. 64 bitů u IP v.4 . [18]
3.3 Encapsulating Security Payload (ESP)
Tento protokol je určen k zajištění důvěrnosti, autenticity a celistvosti zprávy. Na rozdíl
od protokolu AH zpracovává pouze datovou část (payload) protokolu IP a nijak nepracuje
s hlavičkami protokolu IP.
Strukturu paketu používající ESP protokol znázorňuje obrázek 3.2 a tabulka 3.2 zobra-
zuje strukturu protokolu ESP. [17]
Obrázek 3.2: Struktura paketu s použitím ESP protokolu
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Security Parameters Index (SPI)
Sequence Number
Payload
Padding Padding Length Next Header
Tabulka 3.2: Struktura protokolu ESP
Security Parameters Index (SPI) Políčko o délce 32 bitů identifikující příslušné Secu-
rity Association.
Sequence Number Další 32 bitové políčko obsahující stav čítače paketů. Tento čítač
každým odeslaným paketem zvýší svoji hodnotu a při přetečení je ustanovena nová tabulka
Security Association. Tento postup zabraňuje útokům přehráním (replay-attack). [17]
Padding Zarovnání o délce 0 až 255 bytů. Je určeno k doplnění dat pro blokový šifrovací
algoritmus (například AES pracuje se 128b širokými bloky, proto se data musí zarovnat
na celočíselný násobek 128b). Pokud šifrovací algoritmus nespecifikuje obsah zarovnávacích
bytů, používá se vzestupná sekvence, kdy 1. byte zarovnání má hodnotu 1, druhý 2 atd.
[17]
Padding Length Položka o velikosti 8 bitů udávající délku zarovnání v bytech.
Next Header Osmi bitové políčko udávající číslo vnějšího protokolu přenášeného v da-
tové části.
Integrity Check Value (ICV) Kontrolní součet dle použitého hashovacího algoritmu.
Toto pole není povinné a jeho výskyt záleží na obsahu použité SA (Security Association).
Kontrolní součet je počítán z hlaviček a patiček protokolu ESP a z dat. Hlavičky IP proto-




Jedná se o standard šifrovacího algoritmu, schválený organizací NIST (National Institute
of Standards and Technology) 2. října 2000 a 26. listopadu 2001 publikovaný jako standard
U.S. FIPS PUB 197 [4][10]. Cílem standardizačního procesu bylo vybrat nástupce algoritmu
DES (Data Encription Standard).
Standardizačním procesem prošel algoritmus pojmenovaný Rijndael ve variantách pra-
cujících s šifrovacími klíči o délkách 128, 192 a 256 bitů[4]. Výsledný standard dostal název
AES. Rijndael je symetrický šifrovací algoritmus pracující s pevnou délkou dat 128 bitů
založený na cyklickém aplikování vybraných operací[4].
4.1 Těleso GF(28)
Matematické operace v algoritmu AES (Rijndael) jsou prováděny v tělese označovaném
GF(28) (Galois Field) [4]. Každé číslo je reprezentováno polynomem ve tvaru
. . . b7 · x7 + b6 · x6 + b5 · x5 + b4 · x4 + b3 · x3 + b2 · x2 + b1 · x+ b0
s koeficienty o základu 2 a je na něj aplikována funkce modulo s polynomem m(x)
m(x) = x8 + x4 + x3 + x+ 1
Alternativní zápis je pomocí bitové notace, kdy např.
x5 + x3 + 1 = 00101001
V tomto tělese jsou definovány operace sčítání a násobení. Kdy sčítání je realizováno
součtem odpovídajících koeficientů modulo 2, popř. v binární notaci XOR jednotlivých
bitů operandů. Násobení je definováno násobením polynomů modulo x8+x4+x3+x+1.
Například operace {57} · {83} = {c1}:(
x6 + x4 + x2 + x+ 1
) (
x7 + x+ 1
)
= x13 + x11 + x9 + x8 + x7+
x7 + x5 + x3 + x2 + x+
x6 + x4 + x2 + x+ 1
= x13 + x11 + x9 + x8 + x6 + x5 + x4 + x3 + 1
a
x13 + x11 + x9 + x8 + x6 + x5 + x4 + x3 + 1 modulo x8 + x4 + x3 + x+ 1 = x7 + x6 + 1
= 11000001
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4.2 Polynomy s koeficienty z GF (28)
Jedná se o čtyř-prvkové polynomy ve tvaru:
a(x) = a3x3 + a2x2 + a1x+ a0
Kde koeficienty a3, a2, a1 a a0 jsou hodnoty z tělesa GF (28). Práce s těmito polynomy
je do jisté míry podobná práci s jednotlivými prvky GF (28). Pro ukázku součet dvou
polynomů je prováděn součtem (XOR) odpovídajících si prvků:
a(x) + b(x) = (a3 ⊕ b3)x3 + (a2 ⊕ b2)x2 + (a1 ⊕ b1)x+ (a0 ⊕ b0)
Násobení je prováděno ve dvou krocích. Výraz c(x) = a(x) · b(x) se nejprve rozloží na
c(x) = c6x6 + c5x5 + c4x4 + c3x3 + c2x2 + c1x+ c0
kde
c0 = a0 · b0 c4 = a3 · b1 ⊕ a2 · b2 ⊕ a1 · b3
c1 = a1 · b0 ⊕ a0 · b1 c5 = a3 · b2 ⊕ a2 · b3
c2 = a2 · b0 ⊕ a1 · b1 ⊕ a0 · b2 c6 = a3 · b3
c3 = a3 · b0 ⊕ a2 · b1 ⊕ a1 · b2 ⊕ a0 · b3
Výsledek však není 4 prvkový polynom proto musí být zredukován aplikací funkce modulo
polynomem stupně 4, nebo nižší. Pro algoritmus AES (Rijndael) se k tomuto účelu používá
polynom x4 + 1:
xi mod(x4 + 1) = xi mod 4
Výsledek součinu polynomů a(x) a b(x) zapsaném jako a(x) ⊗ b(x) označme d(x). Je defi-
nován jako:
d(x) = d3x3 + d2x2 + d1x+ d0
kde
d0 = (a0 · b0)⊕ (a3 · b1)⊕ (a2 · b2)⊕ (a1 · b3)
d1 = (a1 · b0)⊕ (a0 · b1)⊕ (a3 · b2)⊕ (a2 · b3)
d2 = (a2 · b0)⊕ (a1 · b1)⊕ (a0 · b2)⊕ (a3 · b3)
d3 = (a3 · b0)⊕ (a2 · b1)⊕ (a1 · b2)⊕ (a0 · b3)







a0 a3 a2 a1
a1 a0 a3 a2
a2 a1 a0 a3









Algoritmus šifruje vstupní data po blocích o pevně dané velikosti 128b, každý chápán jako
matice 4x4 byty. Nad každým blokem dat jsou opakovaně prováděny jednotlivé operace
SubBytes, ShiftRows, MixColumns a AddRoundKey, jejichž princip je vysvětlen níže. Tato
čtveřice je na každý blok dat aplikována opakovaně v cyklech (angl. Round) jejichž počet
závisí na délce použitého šifrovacího klíče. Při použití varianty s klíčem o velikosti 128b,
je počet opakování roven 10. Pro 192 bitový klíč je provedeno 12 cyklů a při použití 256
bitového klíče je počet opakování 14. Zevrubný průběh algoritmu ilustruje obrázek 4.1. [4]
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Obrázek 4.1: Postup šifrování algoritmem AES
4.3.1 Operace ShiftRows
Při této operaci se každý řádek (data jsou zpracovávána jako tabulka 4x4 viz výše) cyklicky
odrotuje vlevo. První o 0 bytů (tedy zůstane stejný), druhý o 1 byte, třetí o 2 byty a čtvrtý
o 3 byty.[4] 
a0,0 a0,1 a0,2 a0,3
a1,0 a1,1 a1,2 a1,3
a2,0 a2,1 a2,2 a2,3
a3,0 a3,1 a3,2 a3,3
 =>

a0,0 a0,1 a0,2 a0,3
a1,1 a1,2 a1,3 a1,0
a1,2 a1,3 a1,0 a1,1
a1,3 a1,0 a1,1 a1,2

4.3.2 Operace MixColumns
Každý sloupec dat je chápán jako čtyř prvkový polynom s koeficienty, které jsou prvky
tělesa GF (28). Tento polynom je vynásoben polynomem a(x) a následně zredukován operací
modulo x4 + 1.
a(x) = {03}x3 + {01}x2 + {01}x+ {02}
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Výsledná transformace je tedy vynásobení vstupního polynomu maticí (v tělese GF(28)







02 03 01 01
01 02 03 01
01 01 02 03








Ve výsledku je tedy každá čtveřice bytů v jednom sloupci nahrazena:
s′0,c = ({02} · s0,c)⊕ ({03} · s1,c)⊕ ({01} · s2,c)⊕ ({01} · s3,c)
s′1,c = ({01} · s0,c)⊕ ({02} · s1,c)⊕ ({03} · s2,c)⊕ ({01} · s3,c)
s′2,c = ({01} · s0,c)⊕ ({01} · s1,c)⊕ ({02} · s2,c)⊕ ({03} · s3,c)
s′3,c = ({03} · s0,c)⊕ ({01} · s1,c)⊕ ({01} · s2,c)⊕ ({02} · s3,c)
Obrázek 4.2: Schématické znázornění operace mixColumns [4]
4.3.3 AddRoundKey
Při této operaci je k celému bloku dat přičten operací XOR rundovní klíč. Každý cyklus
má svůj vlastní 128b klíč vzniklý rozšířením zadaného klíče.[4] Výpočet rundovních klíčů
je popsán v kapitole 4.4.
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4.3.4 Operace SubBytes
Tato operace nahradí všechny byty jinými hodnotami dle pevně dané tabulky 4.1. Vstupní
byte se použije jako adresa do tabulky ze které se vyčte nová hodnota [4].
y
0 1 2 3 4 5 6 7 8 9 a b c d e f
0 63 7c 77 7b f2 6b 6f c5 30 01 67 2b fe d7 ab 76
1 ca 82 c9 7d fa 59 47 f0 ad d4 a2 af 9c a4 72 c0
2 b7 fd 93 26 36 3f f7 cc 34 a5 e5 f1 71 d8 31 15
3 04 c7 23 c3 18 96 05 9a 07 12 80 e2 eb 27 b2 75
4 09 83 2c 1a 1b 6e 5a a0 52 3b d6 b3 29 e3 2f 84
5 53 d1 00 ed 20 fc b1 5b 6a cb be 39 4a 4c 58 cf
6 d0 ef aa fb 43 4d 33 85 45 f9 02 7f 50 3c 9f a8
x 7 51 a3 40 8f 92 9d 38 f5 bc b6 da 21 10 ff f3 d2
8 cd 0c 13 ec 5f 97 44 17 c4 a7 7e 3d 64 5d 19 73
9 60 81 4f dc 22 2a 90 88 46 ee b8 14 de 5e 0b db
a e0 32 3a 0a 49 06 24 5c c2 d3 ac 62 91 95 e4 79
b e7 c8 37 6d 8d d5 4e a9 6c 56 f4 ea 65 7a ae 08
c ba 78 25 2e 1c a6 b4 c6 e8 dd 74 1f 4b bd 8b 8a
d 70 3e b5 66 48 03 f6 0e 61 35 57 b9 86 c1 1d 9e
e e1 f8 98 11 69 d9 8e 94 9b 1e 87 e9 ce 55 28 df
f 8c a1 89 0d bf e6 42 68 41 99 2d 0f b0 54 bb 16
Tabulka 4.1: Substituční tabulka algoritmu AES[4]
4.4 Rozšiřování klíče
Aby každá iterace pracovala s jiným klíčem, je původní klíč rozšířen na potřebnou délku
danou počtem iterací. Každá iterace tedy pracuje s vlastním klíčem. Rozšiřování probíhá
po čtveřicích bytů, tedy po 32 bitových slovech. Postup rozšiřování se mírně liší v závislosti
na délce vstupního klíče. Celou operaci znázorňují obrázek 4.3. První slovo každého cyklu
rozšiřování se generuje z posledního slova předchozího cyklu pomocí funkce f . Tato funkce
provede bitovou rotaci o 8 bitů vlevo, tedy čtveřice bitů [a0, a1, a2, a3] se transformuje
na [a1, a2, a3, a0]. Na výsledek je aplikována bytová substituce dle substituční tabulky 4.1.
K výsledku je operací XOR přičtena konstanta rcon pro daný krok. Tato konstanta je
definována jako [xi−1; 0; 0; 0] (levý byte je nejnižší) v GF (28) (viz 4.1). Nakonec je takto
vzniklé slovo přičteno k prvnímu slovu předchozího klíče, jak znázorňuje obrázek 4.3.
Každé další slovo je vytvořeno součtem předchozího vygenerovaného slova a následují-
cího slova v předchozím klíči operací XOR. Jedinou výjimku tvoří 5. slovo při rozšiřování
256 bitového klíč, kde je předchozí slovo substituováno (dle tabulky 4.1) a až následně
přičteno k odpovídajícímu slovu minulého klíče.
Tímto postupem je vygenerován další klíč o stejné šířce jako vstupní. Operace Add-
RoundKey však pracuje pouze se 128 bity klíče, tedy po jednom kroku rozšiřování 192
bitového klíče je vytvořeno 1,5 rundovního klíče a při rozšiřování 256 bitového klíče jsou
vytvořeny klíče 2. Počet iterací rozšiřování klíče je tedy u širších klíčů menší (9 iterací pro
192 bitový klíč a 7 iterací por 256 bitový klíč). [4] [10]
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Obrázek 4.3: Schématické znázornění rozšiřování klíče [10]
4.5 Postup dešifrování
Algoritmus AES (Rijndael) je symetrický šifrovací algoritmus a k šifrování i dešifrování tedy
slouží jeden sdílený klíč. Navíc je celý algoritmus sestaven z invertibilních operací (ke každé
operaci existuje inverzní operace) s výjimkou operace AddRoundKey, která je inverzní sama
k sobě. Postup dešifrování je tedy velmi podobný šifrování, jednotlivé inverzní operace jsou
skládány v obráceném pořadí a rundovní klíče jsou aplikovány taktéž v opačném pořadí,
jak znázorňuje obrázek 4.4. [4]
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Obrázek 4.4: Postup dešifrování algoritmem AES
4.5.1 Operace InvShiftRows
Inverzní operace k ShiftRows. Provádí bitovou rotaci jednotlivých řádků v obráceném
směru, jak operace ShiftRows, tedy první řádek zůstává nezměněn, druhý rotuje o jeden
byte, třetí o 2 byty, čtvrtý o 3 byty doprava:
a0,0 a0,1 a0,2 a0,3
a1,0 a1,1 a1,2 a1,3
a2,0 a2,1 a2,2 a2,3
a3,0 a3,1 a3,2 a3,3
 =>

a0,0 a0,1 a0,2 a0,3
a1,3 a1,0 a1,1 a1,2
a1,2 a1,3 a1,0 a1,1
a1,1 a1,2 a1,3 a1,0

4.5.2 InvMixColumns
Inverzní operace k MixColumns. Každý sloupec je opět chápán jako čtyř prvkový polynom
s koeficienty z tělesa GF (28). Tento polynom je vynásoben polynomem b(x) a následně
zredukován operací modulo x4 + 1. [4]
b(x) = {0b}x3 + {0d}x2 + {09}x+ {0e}
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Postup je tedy stejný jako u operace MixColumns s rozdílem v použitém polynomu.
Celou transformaci lze tedy opět vyjádřit jako vynásobení vstupního polynomu maticí (opět







0e 0b 0d 09
09 0e 0b 0d
0d 09 0e 0b








Ve výsledku je čtveřice bytů v daném sloupci nahrazena následovně:
s′0,c = ({0e} · s0,c)⊕ ({0b} · s1,c)⊕ ({0d} · s2,c)⊕ ({09} · s3,c)
s′1,c = ({09} · s0,c)⊕ ({0e} · s1,c)⊕ ({0b} · s2,c)⊕ ({0d} · s3,c)
s′2,c = ({0d} · s0,c)⊕ ({09} · s1,c)⊕ ({0e} · s2,c)⊕ ({0b} · s3,c)
s′3,c = ({0b} · s0,c)⊕ ({0d} · s1,c)⊕ ({09} · s2,c)⊕ ({0e} · s3,c)
4.5.3 Operace InvSubBytes
Inverzní operace o subBytes. Jednotlivé byty jsou nahrazovány opět dle substituční tabulky.
Jedná se však o jinou (inverzní) tabulku viz tabulka 4.2.
y
0 1 2 3 4 5 6 7 8 9 a b c d e f
0 52 09 6a d5 30 36 a5 38 bf 40 a3 9e 81 f3 d7 fb
1 7c e3 39 82 9b 2f ff 87 34 8e 43 44 c4 de e9 cb
2 54 7b 94 32 a6 c2 23 3d ee 4c 95 0b 42 fa c3 4e
3 08 2e a1 66 28 d9 24 b2 76 5b a2 49 6d 8b d1 25
4 72 f8 f6 64 86 68 98 16 d4 a4 5c cc 5d 65 b6 92
5 6c 70 48 50 fd ed b9 da 5e 15 46 57 a7 8d 9d 84
6 90 d8 ab 00 8c bc d3 0a f7 e4 58 05 b8 b3 45 06
x 7 d0 2c 1e 8f ca 3f 0f 02 c1 af bd 03 01 13 8a 6b
8 3a 91 11 41 4f 67 dc ea 97 f2 cf ce f0 b4 e6 73
9 96 ac 74 22 e7 ad 35 85 e2 f9 37 e8 1c 75 df 6e
a 47 f1 1a 71 1d 29 c5 89 6f b7 62 0e aa 18 be 1b
b fc 56 3e 4b c6 d2 79 20 9a db c0 fe 78 cd 5a f4
c 1f dd a8 33 88 07 c7 31 b1 12 10 59 27 80 ec 5f
d 60 51 7f a9 19 b5 4a 0d 2d e5 7a 9f 93 c9 9c ef
e a0 e0 3b 4d ae 2a f5 b0 c8 eb bb 3c 83 53 99 61
f 17 2b 04 7e ba 77 d6 26 e1 69 14 63 55 21 0c 7d




Tento projekt je vyvíjen pro čip FPGA Xilinx Virtex5 umístěný na kartě Combov2-LXT
ve spolupráci s hardwarovou platformou NetCOPE.
5.1 FPGA
Pro hardwarovou akceleraci stejně jako pro implementaci samostatných hardwarových struk-
tur je dnes možné kromě platformy ASIC (neboli vytvoření samotného čipu) využít pro-
gramovatelné čipy FPGA. Tyto čipy se v dnešní podobě sestávají z logických bloků ozna-
čovaných CLB. Na čipech FPGA od firmy Xilinx je CLB rozdělen na několik podbloků
označovaných slice složených z tzv. LUT tabulek, multiplexorů a flip-flop registrů. Základ-
ním prvkem jsou tabulky LUT (look-up table, vyhledávací tabulka), které jsou schopny
realizovat libovolnou funkci s daným počtem vstupů a výstupů. Starší čipy Virtex (a Spar-
tan, obojí od firmy Xilinx) obsahovaly LUT schopné realizovat logické funkce o 4 vstupech
a 1 výstupem. Nové čipy Virtex5 firmy Xilinx obsahují LUT schopné realizovat funkci o 6
vstupech s 2 výstupy, nebo 2 nezávislé funkce o 5 vstupech a 1 výstupem [9]. Tabulka LUT
také umožňuje pracovat jako 64 bitová paměť RAM, nebo 32 prvkový posuvný registr [9].
Každá LUT má za sebou multiplexor a flip-flop register. Strukturu jednoho slice v čipu
Virtex5 zobrazuje obrázek 5.1.
Tabulky LUT jsou konfigurovány pomocí pamětí RAM, díky čemuž je nutné čip napro-
gramovat po každém připojení elektrického proudu. Naproti tomu umožňují libovolný počet
reprogramování a jsou tedy vhodné pro vyvíjení nových technologií stejně jako pro tvorbu
zařízení v malých sériích, kde se nevyplatí vyrábět samostatné obvody ASIC.
5.2 Projekt NetCOPE
Celá architektura je tvořena jako aplikace projektu NetCOPE [21]. Jedná se o projekt,
mající za cíl odstínit vývoj síťových aplikací od hardware karty. Uživatelský modul ap-
plication.vhd obsahuje pouze porty s rozhraním frame-link, rozhraní pro práci s časovými
značkami a sběrnici Local Bus, nebo z ní vytvořenou MI32. Základní aplikací nad vrst-
vou NetCOPE je síťová karta, neboli NIC. Tento projekt vychází právě z aplikace NIC
pro 2 portovou 10Gb kartu, konkrétně s větve označené 05 05. Rozhraní projektu jsou tedy
2 vstupní a 2 výstupní porty s protokolem frame-link a jeden port MI 32.
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5.3 Karty COMBOv2
Tento projekt je směřován na karty COMBOv2. Jedná se o karty vyvinuté v rámci projektu
Liberouter. Skládají se ze 2 karet, kdy první se vkládá do slotu PCI-Express a obsahuje
FPGA čip Xilinx Virtex5vlx155t a druhá se zasouvá do konektorů karty LXT a obsahuje
síťová rozhraní. V tomto projektu je pro síťová rozhraní použita karta COMBOI-10G2
obsahující 2 optické síťové porty o rychlosti 10Gb/s. [8]




V této kapitole se budu věnovat návrhu a vlastní implementaci šifrátoru na kartě COMBOv2-
LXT s kartou rozhraní COMBOI-10G2. Celý systém se skládá ze 2 modulů. Jeden určený
pro šifrování a 2. pro dešifrování. Každý modul pracuje zcela transparentně, zachovává
adresy 2. i 3. vrstvy ISO-OSI. Šifrátor nepodporuje routování, umožňuje šifrovanou i nešif-
rovanou komunikaci.
6.1 Způsob šifrování komunikace
Šifrovaná komunikace probíhá mezi 2, či více prvky, které lze nastavit pomocí IP adresy
a masky (CIDR adresace). Komunikace mezi ostatními prvky sítě může být buď zahazována,
nebo přeposílána nešifrovaně. Každý modul šifrátoru lze nastavit, aby kontroloval zdrojové
a cílové MAC a IP adresy, dešifrovací modul může kontrolovat vnitřní protokol (zda se
jedná o ESP).
Šifrátory lze umístit buď na dedikovaný spoj mezi 2 síťové prvky identifikovatelné po-
mocí MAC nebo IP adres, nebo do 2 různých sítí, kde budou zajišťovat šifrovanou komu-
nikace mezi těmito sítěmi. Takové zapojení znázorňuje obrázek 6.1.
Obrázek 6.1: Zapojení šifrátoru pro šifrování provozu mezi sítěmi
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6.2 Průchod paketu systémem
Každý paket je analyzován a na základě získaných informací zahozen, nebo poslán jednou
ze 2 cest. Jedna cesta provádí šifrování, druhá paket pouze přepošle. Na konci jsou cesty
spojeny v jeden výstup. Zvolení cesty je prováděno pamětmi FIFO se schopností zahodit
transakci. Schéma systému znázorňuje obrázek 6.2.
Obrázek 6.2: Možnosti průchodu paketu systémem
6.3 Top-level entita APPLICATION
Šifrovací i dešifrovací modul je spojen v entitě APPLICATION. Její funkce krom obalení
obou modulů spočívá v jejich napojení na vrstvu NetCOPE. Oba šifrovací moduly oče-
kávají na svém vstupu ethernetový rámec, zatímco NetCOPE poskytuje data ve formátu
PCAP. Data v tomto formátu jsou rozšířena o PCAP hlavičky obsahující zejména časové
značky příchodu paketu. Tyto informace nejsou využity a proto je před funkčními moduly
instancována komponenta FL TRIMMER, která PCAP hlavičku odstraní. Dále kompo-
nenta obsahuje MI SPLITTER, který rozdvojí sběrnici MI 32 do obou modulů. Architek-
turu komponenty znázorňuje obrázek 6.3. Komunikace mezi jednotlivými komponentami je
prováděna protokolem frame-link (viz 6.4)
6.4 Protokol Frame-Link
Jedná se o komunikační protokol určený k předávání dat mezi jednotlivými komponentami
v hardware. Skládá se z datové cesty, čtyř kontrolních signálů (start of frame (SOF), start
of part (SOP), end of frame (EOF), end of part (EOP)) aktivních v logické 0 (označují se
tedy SOF N, SOP N, EOF N a EOP N). Signály SOP N a EOP N ohraničují jednotlivé
části transakce. Žádná data nesmí být přenášena mimo nějaký rámec, ani mimo část rámce
(po aktivním signálu EOF či EOP). První část začíná se začátkem rámce a poslední končí
s koncem rámce, signál SOF N je tedy vždy aktivní se signálem SOP N a signál EOF N je
vždy aktivní spolu s EOP N (ale SOP N i EOP N nemusí být doprovázeny SOF N, resp.
EOF N). Poslední signál protokolu frame-link je signál REM. Ten má šířku log2(šířka dat/8)
a obsahuje binárně zakódovanou pozici posledního platného byte v části. Jeho hodnota se
bere v úvahu pouze při aktivním signálu EOP N.
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Obrázek 6.3: Top-level entita APPLICATION
6.5 MI32
Jedná se o 32b duplexní rozhraní k lokální sběrnici. Používá se k přístupu hlavního proce-
soru počítače do registrů přídavné karty. Obsahuje 2 datové porty, jeden adresní a několik
kontrolních signálů:
DWR Jedná se o 32b port používaný k zápisu dat do lokálních registrů. Tedy z hlediska
komponenty o vstupní datový port.
DRD Druhý 32b datový port určený pro vyčítání dat z lokálních registrů, tedy výstupní
port.
ADDR Tento 32b vstupní port je použit k přenosu adres k výběru lokáního registru, ať
již pro zápis, nebo vyčítání.
RD Jednobitový řídící signál oznamující komponentě požadavek na čtení z registru.
WR Další jednobitový řídící signál oznamující požadavek na zápis do registru.
BE Čtyř bitový port Byte Enable určující, které byty v čtecí, či zápisové transakci jsou
platné.
DRDY Kontrolní výstupní signál, kterým komponenta oznamuje, že na portu DRD jsou
validní data.
ARDY Jednobitový kontrolní signál oznamující připravenost číst a zapisovat registry.
20
6.6 Šifrovací modul
Celý systém tvoří jednu pipeline, několik pamětí pro uchování extrahovaných dat a cesta
pro pakety neurčené k šifrování. První komponenta v pipeline je HPU (viz 6.6.5) následo-
vaná 2 pamětmi DFIFO (viz 6.6.6), jedna pro šifrovanou a jedna pro nešifrovanou cestu,
která jde mimo zbytek procesní pipeline až do koncového binderu. Komponenta HPU je při-
pojena na několik distribuovaných pamětí, do kterých uloží extrahované zdrojové a cílové
adresy a také délku IP datagramu. Tyto paměti jsou adresované ID transakce.
6.6.1 Příprava transakce na šifrování
Po zpracování hlaviček je nutno odstranit hlavičky protokolu Ethernet. Jedná se o 112b
dat, tedy méně, než jedno slovo. Pro tento účel proto postačí komponenta FL SHIFT (viz
6.6.8) s nastavenou hodnotou posouvání 14. Následuje odstranění všech dat za IP datagra-
mem. K tomu je využita komponenta FL CUT LEN (viz 6.6.9), na níž je připojena paměť
obsahující délky IP datagramů extrahované z hlaviček.
Po tomto ořezání zůstane pouze datagram IP, který je komponentou FL ESP PAD (viz
6.6.10) zarovnán a doplněn o patičky ESP. Takováto transakce je odeslána AES šifrátoru,
neboli komponentě AES ENC. Schéma této části architektury znázorňuje obrázek 6.4.
Obrázek 6.4: Přední část architektury šifrátoru
6.6.2 Rozšíření transakce o hlavičky
Nejprve je spočtena délka dat komponentou FL LEN CNT (viz 6.12) a data uložena do bu-
fferu DFIFO. Toto je z důvodu potřeby délky již na začátku transakce a při delších paketech
by v potřebnou dobu nebyla délka známa. Následuje vložení 3 prázdných slov na začátek
transakce (hlavičky protokolu ethernet 112b, hlavičky IP 160b a hlavičky ESP 64b což je do-
hromady 336b). Tři přidaná slova obsahují ale 384b, následuje tedy komponenta FL SHIFT,
která celou transakci posune o 6 bytů. Tímto je přidáno přesně tolik bitů, kolik zabírají
všechny přidávané hlavičky. Následuje komponenta HDR GEN (viz 6.6.14), která přidané
bity nahradí skutečnými hlavičkami. Poslední komponentou je FL BINDER (viz [1]), který
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spojí šifrovaný a nešifrovaný tok (se zachováním atomicity transakcí) a výsledek je odeslán
vrstvě NetCOPE. Schéma této části architektury znázorňuje obrázek 6.5.
Obrázek 6.5: Zadní část architektury šifrátoru
6.6.3 Řízení modulu
Důležitou částí celého modulu je jeho konfigurace a řízení. Řízení modulu obstarává konečný
stavový automat, rozlišující stavy, idle, zančící vypnutý modul (přijímání je blokováno), init
(probíhá inicializace, tedy zejména generování rundovních klíčů), ready (inicializace hotova)
a working (systém běží). Příkazy jsou uchovávány v paměti FIFO, která zajistí provedení
příkazu i při aktuální zaneprázdněnosti (například stav init).
Konfigurace sestává z několika registrů obsahujících referenční hodnoty pro úvodní zpra-
cování hlaviček a registr příkazu pro modul. Adresy jednotlivých registrů obsahuje tabulka
6.1. Příkazy řídí činnost automatu a jsou následující:
CMD INIT Tento příkaz má hodnotu 0x1 a oznamuje modulu platný klíč v registrech,
tedy, že může začít inicializaci.
CMD START Tento příkaz má hodnotu 0x2 a oznamuje modulu, začátek běhu, tedy
spouští šifrovací proces. Od této doby modul propouští pakety.
CMD STOP Tento příkaz s hodnotu 0x3 přepíná automat do stavu idle, tedy zastavuje
přenos.
Všechny registry pracují s daty, jako s čísly ve formátu little-endian. Klíč se považuje
také jako 128 bitové číslo, kde 1. byte je nejnižší a má tedy index 7:0, druhý byte je
indexován 15:8 atd. Může být tedy nutné při ukládání klíče pořadí bytů obrátit. Totéž




Klíč, bit 0 - 31 0x00100004
Klíč, bit 32 - 63 0x00100008
Klíč, bit 64 - 95 0x0010000C
Klíč, bit 96 - 127 0x00100010
Zdrojová IP adresa 0x00100040
Zdrojová IP maska 0x00100044
Cílová IP adresa 0x00100048
Cílová IP maska 0x0010004C
Zdrojová MAC, bity 31:0 0x00100080
Zdrojová MAC, bity 47:32 0x00100084
Cílová MAC, bity 31:0 0x00100088
Cílová MAC, bity 47:32 0x0010008C
Registr stavu 0x00100090
Funcion Enabler 0x00100100
Tabulka 6.1: Adresový prostor kodéru
Registr Function Enabler obsahuje bitové pole které nastavuje kontrolu požek v hlavičkách
a nezašifrovanou cestu. Význam jednotlivých bitů je uveden v tabulce 6.2. V případě zapnutí
kontroly cílové IP adresy a její neshody, může být paket propuštěn nezašifrovanou cestou,
pokud je ta povolena.
Bit Význam
0 Kontrola zdrojové IP
1 Kontrola cílové IP
2 Kontrola zdrojové MAC
3 Kontrola cílové MAC
4 Rezervováno (musí být 0)
5 Povolení nezašifrované cesty
31:6 Nevyužito
Tabulka 6.2: Jednotlivé bity registru Function Enabler
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6.6.4 Identifikátory transakce
Každá transakce dostane na začátku ID, které je jedinečné v rámci celé pipeline. Jedná se
o číselnou hodnotu o nastavené šířce (aktuálně je nastavena šířka 7 bitů, což dostatečně
pokryje všechny stupně pipeline (kterých je několik desítek) a zanechá i dostatečnou re-
zervu). Tento identifikátor je použit k zachování kontextu transakce, zejména aby vyčtená
data na začátku pipeline byla posléze zpracována se stejnou transakcí bez nutnosti tato
data připojovat k samotné transakci, což by výrazně zvyšovalo množství přenášených dat
zejména u krátkých paketů. Navíc tyto identifikátory umožní rozlišovat jednotlivé pakety
pro případné další rozšíření, které by přidávalo paralelní jednotky a bylo by tedy nutné data
připojit ke správné transakci. Příklad takového rozšíření je výpočet HMAC pro autentizaci
odesílatele (viz kapitola 9.2). Celá práce s identifikátory je podobná předávání ukazatelů
na strukturu v programovacím jazyce C.
Správa identifikátorů je realizována komponentou ID FIFO, která se po resetu naplní
čítačem a následně se chová jako obyčejné FIFO, kdy výběr je prováděn při příchodu nové
transakce a zápis při opouštění transakce pipeline. Během kontroly hlaviček může být ovšem
transakce zahozena. Aby nedocházelo ke ztrátám identifikátorů, ani ke zbytečné zátěži pi-
peline (v případě, že by se transakce zahodila až na konci), obsahuje komponenta ID FIFO
dva porty pro navrácení identifikátorů. První je na konci pipeline a vrací identifikátor ko-
rektně odeslané transakce. Druhý port je připojen hned za komponentu HPU a jsou na něj
posílány identifikátory zahozených transakcí.
Spojení těchto 2 portů je prováděno pomocnou pamětí FIFO, která je určena pro zaho-
zené transakce. Toto druhé FIFO je pouze 16 prvkové a jeho obsah je přeposílán do hlav-
ního FIFa kdykoli do něj není požadován zápis. Pokud má tedy korektní transakce více,
než 1 slovo (což je vždy pravda, opačný případ ukazuje na chybu v designu, minimální délka
korektní transakce jsou 4 128b slova), je tedy čas na uložení jednoho, či více identifikátorů
do hlavního FIFa.
Celý návrh komponenty ID FIFO zajišťuje jedinečnost každého ID transakce v rámci
celé pipeline. Schéma této komponenty je zakresleno v obrázku 6.6.
Obrázek 6.6: Komponenta ID FIFO
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6.6.5 Header Processing Unit (HPU)
Jedná se o extraktor potřebných hlaviček, který se zároveň stará o jejich kontrolu, resp.
porovnání s referenčními (především cílová IP). Jednotka je schopna kontrolovat zdrojové
a cílové MAC a IP adresy (maskované), vnitřně kontroluje cílový protokol (v tomto případě
ESP). Kontrola jednotlivých políček lze vypnout (například kontrolovat výstupní MAC
je pravděpodobně zbytečné, v ojedinělých případech však může být užitečné). Na základě
zjištěných skutečností se nastavují 2 signály DISCARD, které určují, zda je tento tok platný.
Tyto signály jsou zpracovány 2 komponentami DFIFO, viz kap. 6.6.6. Signál DISCARD
označuje nesplnění podmínek pro šifrovanou cestu. Signál DISCARD 2 značí nesplnění
podmínek pro nešifrovanou cestu. Ty jsou pevněji stanoveny a jedná se zejména o kont-
rolu, zda cílová (při dešifrování zdrojová) IP odpovídá adrese, s kterou probíhá šifrovaná
komunikace, a vnitřní protokol je ESP.
Extrakce probíhá vyčítáním políček z toku dat na základě počítání jednotlivých 128 bi-
tových slov. Extrahované položky jsou převedeny do formátu little-endian a uloženy do re-
gistru. Z registrů jsou data následně poslány na výstupní rozhraní, kde je očekávána paměť
pro jejich uložení. Jednotlivé položky paměti jsou adresovány pomocí ID transakce. Schéma
komponenty znázorňuje obrázek 6.7
Obrázek 6.7: Komponenta Header Processing Unit
25
6.6.6 Komponenta DFIFO
Jedná se o malou paměť FIFO s rozhraním frame-link (viz 6.4) s možností zahodit přijímaný
rámec. Komponenta přijímá frame-linkový rámec, ale na rozdíl od běžné FIFO paměti
jej neposílá na výstup až do chvíle, kdy jej úspěšně načte celý. Celou transakci čeká, že
může dojít signál DISCARD, po kterém se celý rámec zneplatní. Tato vlastnost je zde
využita na několika místech. První je možnost zahodit vstupní rámec během zpracovávání
hlaviček, další využívají schopnost nepřeposílání načítaného rámce (například při počítání
délky rámce, která musí být po té vložena na začátek, je rámec touto komponentou pozdržen
viz 6.12). Schéma komponenty zobrazuje obrázek 6.8
Obrázek 6.8: Komponenta DFIFO
6.6.7 Komponenta FL CUT FIRST
Jedná se o drobnou komponentu, která zajišťuje odstranění několika prvních slov frame-
linkového rámce. Komponenta nepracuje s jednotlivými částmi rámce protokolu frame-link,
zahazováno je vždy n prvních slov rámce. Počet odstraněných slov je pro vyšší efektivitu
nastavován konstantně v sekci generic a je odečítán v čítači. Po dobu běhu čítače je výstupní
signál OUT SRC RDY N v logické 1 (neaktivní), zatímco vstupní signál IN DST RDY N je
v logické 0. Tím jsou jednotlivá slova zahazovány. V okamžiku, kdy čítač dosáhne hodnoty 0
jsou nastaveny signály OUT SOF N a OUT SOP N a zbytek signálů je přeposílán. V dalších
slovech až do konce rámce jsou přeposílány všechny signály. Toto je řízeno jednoduchým
stavovým automatem se stavy cutting a forwarding. Schéma komponenty viz obrázek 6.9.
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Obrázek 6.9: Komponenta FL CUT FIRST
6.6.8 Komponenta FL SHIFT
Svým významem doplňuje komponentu FL CUT FIRST, protože odstraňuje zadaný počet
bytů v prvním slově a následně přeuspořádá zbytek dat v celém rámci. Počet odstraněných
bytů je nastavován genericky, může však dojít k několika různým situacím, proto je činnosti
komponenty rozdělena do 3 stupňů pipeline, v kódu označených jako stage. Dokud kompo-
nenta neobdrží konec rámce, data jednoduše přeposílá, jen je posunuje o daný počet bytů.
První byty každého slova jsou přesunuty na konec slova předchozího. Řídící signály vyjma
DST RDY N jsou ukládány též v registrech a prochází pipeline spolu s daty. Společně s daty
je také přeposíláno ID transakce.
Stage 1 Ve fázi stage 1 se provede dekódování hodnoty signálu REM na pole bitů ozna-
čujících validitu každého bytu ve slově. Dokud není obdržen signál EOF (resp. EOP) je
toto pole naplněno samými 1 (všechny byty jsou validní).
Stage 2 V této fázi se data pouze uloží do dalšího stupně, protože v příštím se bude
pracovat s oběma stupni naráz.
Stage 3 Další fáze ve které dochází k vlastnímu posunu. Spodní část dat je vyčtena z fáze
2 a vrchní (podtečená data) z fáze 1. Stejný postup je aplikován na pole validních bitů.
Final Poslední fáze která slouží k předčasnému ukončení rámce v případě, že posunutí
přesně odpovídalo počtu platných bytů v posledním slově rámce. V takovém případě by
poslední slovo po posunutí bylo prázdné, což je nevalidní stav. V tomto případě je nastaven
signál empty word který způsobí vyčtení kontrolních signálů ze stage 2 místo stage 3 a jejich
připojení k datům ve stage 3 (podtečení kontrolních signálů). Tento signál také zneplatní
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příští data ve stage 3 (prázdné slovo). V této fázi je opět zakódováno posunuté pole validních
bitů do dvojkového čísla a připojeno na výstupní signál REM. Zevrubné schéma komponenty
znázorňuje obrázek 6.10.
Obrázek 6.10: Komponenta FL SHIFT
6.6.9 Komponenta FL CUT LEN
Tato komponenta je podobná FL CUT FIRST (viz 6.9), ovšem pracuje inverzně, tedy prv-
ních x slov propouští a zbytek zahodí. Počet propouštěných slov je proměnlivý, není tedy
nastaven genericky, ale je přijímán na vstupním portu pass n words. Tato hodnota je v čítači
odečítána, než dosáhne hodnoty 1, od kterého jsou další slova zahazována.
V případě použití protokolu frame-link s datovou cestou o šířce rovné celočíselné moc-
nině 2 je možné komponentu FL CUT LEN použít k omezení počtu přenesených bytů.
K takové funkci je možné dojít, když se připojí nižší bity na signál REM a vyšší bity na sig-
nál pass n words. Funkce však takto není přesná. Signál REM označuje poslední platný
byte, tedy jeho hodnota musí být o 1 menší, navíc se musí přenést potřebný počet slov a až
následně poslední slovo omezené hodnotou REM. Ve výsledku je tedy přenesen počet bytů
menší o jedno slovo mínus jedna. Je tedy možné předem přičíst tuto konstantu k počtu
přenesených bytů (například pro 128 bitovou datovou cestu přičíst hodnotu 15). Po korekci
funguje komponenta FL CUT LEN pro daný účel korektně.
6.6.10 Komponenta FL ESP PAD
Komponenta zajišťující poslední úpravu před zpracováním toku AES šifrátorem. Algorit-
mus AES pracuje s bloky dat o velikosti právě 128 bitů [4]. Poslední slovo je tedy nutné
na tuto velikost zarovnat. Navíc protokol ESP definuje patičky umístěné na konci šifrova-
ných dat obsahující délku zarovnání a typ vnořeného protokolu (viz 3.3). Díky skutečnosti,
že potřebná datová šířka pro požadovanou propustnost je 128 bitů stejně, jako šířka jed-
noho bloku dat pro algoritmus AES je návrh této jednotky značně zjednodušený, ovšem je
nutné ošetřit několik možných situací. Protokol ESP navíc definuje obsah jednotlivých bytů
zarovnání dle jejich pořadí (viz 3.3).
Vzhledem k nutnosti vložit 2 byty na konec zarovnaných dat mohou mohou nastat 2
situace. První možností je, že se celých 16b patičky vejde za poslední platný byte posled-
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ního slova. Prostor mezi posledním platným bytem a patičkou je nastaven na předepsanou
hodnotu. Druhou možností je, že se patička do slova nevejde. V tomto případě je nastaven
celý zbytek slova a je nutné přidat slovo nové, prázdné, na konci obsahující 16b patičky.
Další komplikací je požadavek na obsah zarovnávacích bytů. Ty mají být nastaveny sek-
venčně na 1,2,3,4.. . od prvního do posledního, což přináší problém s přesouváním jednotli-
vých bytů na požadovanou pozici. Tento problém je řešen malou pamětí ROM obsahující 16
bytů zarovnání posunuté o odpovídající počet bytů dle adresy. Tato paměť je následována
multiplexory, který spojí odpovídající část vstupního slova s tímto zarovnáním. Pro případ
přidaného byte je instancována ještě jedna paměť ROM pro toto slovo, obsahující odpo-
vídající sekvence zarovnání (navazující na první slovo). Tato druhá paměť má však jen 2
nenulové hodnoty pro případy s 15 a 16 platnými byty v posledním slově.
Vlastní architektura celé jednotky je rozdělena do 2 stupňů pipeline označených jako
stage1 a stage2. Architekturu celé komponenty zobrazuje obrázek 6.12.
Stage1 V této fázi je provedeno dekódování vstupního signálu REM na pole validních
bitů. kterými je jsou nastavovány multiplexory předpřipravující zarovnané slovo. Takto je
připraveno upravené poslední slovo naplněním bytů nad hodnotou REM i přidané slovo
pro případné použití. Na základě signálu EOF je zvoleno zarovnané, nebo nezarovnané
slovo, které je uloženo na konec do registru.
Stage2 Tato fáze je řízena dvoustavovým automatem, který přepíná mezi přeposíláním
dat a vkládáním přídavného slova. Data jsou v této fázi obohacena o patičky ESP a multiple-
xována na výsledný port (upravený vs. neupravený). Multiplexory jsou nastaveny na základě
uložených signálů EOF a nutnosti vložit další slovo (zarovnávací byty jsou vloženy již ve
stage1).
Obrázek 6.11: Komponenta FL ESP PAD
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6.6.11 Komponenta AES ENC
Jedná se o vlastní šifrovací komponentu, které je věnována kapitola 7. Tato komponenta ne-
používá rozhraní frame-link, ale rozhraní s ním kompatibilní ovšem bez negovaných signálů.
Součástí rozhraní komponenty AES ENC je též přeposílání ID transakce.
6.6.12 Komponenta FL LEN CNT
Jednoduchá komponenta, jejíž hlavní částí je čítač slov protokolu frame-link v jedné trans-
akci. V praxi to znamená počet taktů od příchodu platného signálu SOF N do příchodu
platného signálu EOF N, kdy byly signály SRC RDY N a DST RDY N v logické 0. Do pře-
nášených signálů komponenta nijak nezasahuje, vstupní signály jsou přímo připojeny na vý-
stupní (přeposílané) a výstupní DST RDY N na vstupní DST RDY N. Z tohoto důvodu
jsou výstupní signály pojmenovány přeposílané a označeny prefixem FWD místo obvyklého
OUT. Skutečné výstupní rozhraní (označené prefixem OUT) je v tomto případě rozhraní
k paměti. Výstupní signál OUT DATA obsahuje počet přenesených slov s připojeným sig-
nálem REM celé snížené o 1, neboť hodnota REM je počítána od 0. Výstupní adresou je
ID transakce a validním bitem negovaný platný signál EOF N.
Obrázek 6.12: Komponenta FL LEN CNT
6.6.13 Komponenta FL INJECT FIRST
Význam této komponenty je vložení prázných slov na začátek každé transakce. Jednodu-
chou implementací by mohlo být zapsat daný počet slov hned po ukončení resetu a po
každé ukončené transakci. Problém takového chování je vždy nedokončená transakce (i ne-
existující) s možným nepředvídatelným chováním. V tomto projektu je využit koncept od-
lišný, lépe zachovávající integritu protokolu. Komponenta je řízena stavovým automatem
se stavy idle, inject a forward s implicitním stavem idle. V okamžiku příchodu signálu
IN SRC RDY N je započata nová transakce a na výstup zapsáno první slovo s nastave-
ným signálem SOF N. Dále je spuštěn čítač a automat přepnut do stavu inject. V tomto
stavu je odeslán zbytek vkládaných slov a následně se automat přepne do stavu forward
a přenese příchozí transakci bez úvodního signálu SOF N a SOP N. Stavový automat této
komponenty znázorňuje obrázek 6.13
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Obrázek 6.13: Stavový automat FL INJECT FIRST
6.6.14 Komponenta Header Generator (HDR GEN)
Tato komponenta zajišťuje nastavení hlaviček přenášených dat. Sama o sobě neumí přidávat
data, pouze vyplní odpovídající položky hodnotami. Proto musí být předcházena kompo-
nentami FL INJECT FIRST (viz 6.6.13) a FL SHIFT (viz 6.6.8). Komponenta obsahuje
několik vstupních portů pro volitelné položky. Jedná se o zdrojovou a cílovou IP adresu,
délku dat, identifikátor SA (Secure Association) a sériové číslo transakce ESP. Všechny
položky jsou přijímány ve formátu little-endian a při vkládání do dat je endianita změněna
na big-endian. Zbytek hlaviček komponenta generuje sama. Komponenta mění první 3 128b
slova, Přičemž poslední slovo není plně nahrazeno, ale obsahuje již část přenášených dat.
Výpočetně nejnáročnější částí je počítání kontrolního součtu hlavičky. Jedná se o 16b
součet všech hlaviček protokolu IP, počítán jako jedničkový doplněk (viz [22] a [11]). Ten
definuje záporná čísla jako negaci kladných. V tomto formátu čísel vzniká nepříjemnost





Což je nesprávný výsledek, korektní výsledek obdržíme, když přičteme k výsledku bit
carry, neboli přetečení. Což ale vyžaduje sčítání navíc. V teto práci je tento požadavek
eliminován akumulací přetečených hodnot a jejich přičtení najednou.
Pro co nejnižší požadavky na množství spotřebované logiky čipu a zároveň maxima-
lizaci dosažitelné frekvence je výpočet kontrolního součtu rozložen do 3 stupňů pipeline
označených jako stage.
stage1 V první fázi jsou sečteny vždy 4 16b slova rozšířené na 18b pro zachycení přetečení.
Takto vzniknou 3 18b výsledky, které jsou uloženy do registru.
stage2 Tyto 3 výsledky jsou rozšířeny na 20b a sečteny. Výsledek je opět uložen do re-
gistru.
final V poslední fázi je výsledek ze stage2 rozdělen na část o šířce 16b a zbytek (hod-
noty carry). Tyto 2 hodnoty jsou sečteny a vznikne 16b kontrolního součtu v jedničkovém
doplňku. Tento výsledek je vložen na odpovídající místo v hlavičkách.
Pro ilustraci tohoto postupu, spočteme 160b (odpovídá délce hlaviček IP) naplněné
samými 1 (pro extrémní případ):
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Nejprve sekvenčně (celkem 9x):
1111111111111111 + 1111111111111111 = 1 + 1111111111111110 = 1111111111111111
...
1111111111111111 + 1111111111111111 = 1 + 1111111111111110 = 1111111111111111
Výsledkem je tedy 1111111111111111.
Nyní redukovaně: Nejprve sečteme vždy 4 sousedy dohromady, 160/(4 · 16) = 2, 5,
























Druhý modul, který má na starosti dešifrování paketů. Jeho struktura je velmi podobná
šifrovacímu modulu, rozdíly jsou převážně v nastavení přeuspořádávání jednotlivých slov
a instancování komponenty AES DEC, která provádí dešifrování algoritmem AES. První
komponentou je opět HPU, ovšem genericky nastavená na dešifrování. Rozdíl je v nastavo-
vání signálu discard 2, který je generován na základě zdrojové adresy.
6.7.1 Příprava transakce
Po zpracování hlaviček je opět nutné transakci upravit. V tomto případě jsou odstraněny
hlavičky nejen protokolu ethernet, ale i IP. Užitečná data jsou totiž uložena až v datové
části protokolu IP.
Odstraněno tedy musí být 112b ethernetové hlavičky a 160b hlavičky IP. Dohromady
tedy 272b. Vzhledem k tomu, že data jsou předávány po 128 bitových slovech se tedy
jedná o zahození 2 celých slov a dalších 2B. Komponenta FL CUT FIRST je tedy nasta-
vena na zahazování 2 prvních slov. Za ní následující komponenta FL SHIFT je genericky
nastavena na zahození 2B a následné přeuspořádání datového toku.
Následuje odstranění zbytku dat po konci IP datagramu. Tuto činnost opět zajišťuje
komponenta FL CUT LEN, ovšem vzniká problém s již odstraněnou IP hlavičkou. Aby ne-
bylo nutné odstraňovat hlavičky protokolu ethernet a IP zvlášť (IP až po odstranění konce)
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je počet přenesených bytů snížen o 20, neboli o velikost IP hlavičky. Toto odečtení je prová-
děno ještě před uložením hodnoty do paměti RAM z důvodu minimalizace kombinační cesty.
Další sčítačka by totiž znamenala citelné snížení dosažitelné frekvence, zatímco kombinační
cesta z HPU obsahuje pouze malé množství logiky.
Obrázek 6.14: Přední část architektury dešifrátoru
6.7.2 Restaurace IP datagramu a generování hlaviček
Po dešifrování dat je nutné odstranit zarovnání včetně patiček protokolu ESP. V případě ne-
dodržení kompatibility s protokolem ESP by bylo možné odstranit poslední byty pomocí sig-
nálu REM, popř. odstranit jedno slovo, protože šifrovací modul víc nepřidává. Tento projekt
je ale směřován k plné kompatibilitě s protokolem ESP, proto komponenta FL CUT PAD
je složitější a je schopna odstranit jakkoli dlouhé zarovnání. Tato komponenta obsahuje
vyrovnávací paměť DFIFO, které má nastavenou délku jako ostatní vyrovnávací paměti,
proto není instancované další vyrovnávací FIFO.
Následuje rozšíření o hlavičky. Jelikož IP datagram je restaurován z přenášených dat,
jsou generovány pouze hlavičky protokolu ethernet. Komponentou FL INJECT FIRST je
přidáno jedno slovo, které je následně komponentou FL SHIFT zmenšeno o 2B. Násle-
duje komponenta HDR GEN DEC která je pouze zjednodušená verze HDR GEN generující
pouze adresy MAC a identifikátor přenášeného protokolu. Takto vzniklý rámec je odeslán
do vrstvy NetCOPE.
33
Obrázek 6.15: Zadní část architektury dešifrátoru
6.7.3 FL CUT PAD
Tato komponenta obstarává odstranění zarovnání přidané při šifrování. Komponenta je
složená ze tří komponent FL LEN CNT která spočítá délku transakce, která je uložena
do distribuované paměti. Před uložením je odečtena délka zarovnání vyčtená z posledního
slova.Následuje komponenta DFIFO, která pozdrží transakci, než bude délka spočtena.
Poslední komponentou je FL CUT LEN, která odstraní zarovnání. Strukturu komponenty
znázorňuje obrázek 6.16.
Obrázek 6.16: Komponenta FL CUT PAD
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6.7.4 Řízení modulu
Celý dešifrovací modul je řízen stejně, jako šifrovací (viz 6.6.3). Základem je tedy konečný
stavový automat se stavy idle, init, ready a a working. Příkazy pro modul jsou také předá-
vány pomocí malé paměti FIFO, díky čemuž se při zaneprázdnění neztrácí příkazy.
I zde je několik konfiguračních registrů které svoji činností většinou rovněž odpovídají
šifrovacímu modulu. Adresy jednotlivých registrů obsahuje tabulka 6.1.
Registr Adresa
Příkaz 0x00101000
Klíč, bit 0 - 31 0x00101004
Klíč, bit 32 - 63 0x00101008
Klíč, bit 64 - 95 0x0010100C
Klíč, bit 96 - 127 0x00101010
Zdrojová IP adresa 0x00101040
Zdrojová IP maska 0x00101044
Cílová IP adresa 0x00101048
Cílová IP maska 0x0010104C
Zdrojová MAC, bity 31:0 0x00101080
Zdrojová MAC, bity 47:32 0x00101084
Cílová MAC, bity 31:0 0x00101088
Cílová MAC, bity 47:32 0x0010108C
Registr stavu 0x00101090
Funcion Enabler 0x00101100
Tabulka 6.3: Adresový prostor dekodéru
Všechny registry pracují s daty ve formátu little-endian stejně, jak je popsáno v sekci vě-
nující se šifrovacímu modulu. Registr check reg je mírně odlišný od šifrovacího modulu. Zde
je důležitá kontrola zdrojové IP adresy a protokolu, což při neshodě způsobí přijetí bez dešif-
rování, pokud je nešifrovaná cesta zapnuta. Dalším rozdílem je bit 4, který umožňuje kon-
trolu zabaleného protokolu (viz tabulka 6.4).
Bit Význam
0 Kontrola zdrojové IP
1 Kontrola cílové IP
2 Kontrola zdrojové MAC
3 Kontrola cílové MAC
4 Kontrola protokolu v hlavičce IP (protokol ESP)
5 Povolení nezašifrované cesty
31:6 Nevyužito
Tabulka 6.4: Jednotlivé bity registru Function Enabler pro dešifrátor
35
6.8 Nevlastní využité komponenty
Při implementaci projektu je využito několika komponent vytvořených v rámci projektu
Liberouter, které se nacházejí ve stromu zdrojových kódů NetCOPE. Jedná se o následující
komponenty: FIFO, neboli generická paměť FIFO, FL DFIFO, jež je popsána v kapitole
6.6.6. Autorem komponenty FL DFIFO jsem já (v rámci mé práce v projektu Liberouter),
nic méně je ponechána ve stromu NetCOPE. Dále se jedná o komponentu MI SPLITTER,
která rozdvojí sběrnici MI 32 do dvou samostatných MI 32 portů, FL PIPE (viz [2]) a kom-




Při vlastní realizaci šifrovací komponenty jsem vycházel z diplomové práce [20]. Má práce
je ovšem směřována na mnohem vyšší propustnost, proto jsem se rozhodl implementovat
šifrovací komponentu sám. Dle zkušeností jsem předpokládal dosažitelnou frekvenci celého
designu na 100-150MHz, což znamená pro propustnost 10Gb/s nutnost zpracovat 128b dat
v každém taktu. Algoritmus AES zpracovává data právě po 128 bitových blocích ovšem
pro úsporu místa je v [20] použito cyklické zpracování stejnými komponentami. Pro do-
končení jednoho 128 bitového slova v každém taktu je ale nutné použít schématu s plným
zřetězením.
Jednotlivé podkomponenty provádějící transformace jsou tedy vyskládány za sebou (pro
128 bitový klíč tedy 10x4, tedy 40 podkomponent) a každá podkomponenta má generický
parametr PIPELINE, který aktivuje registr na výstupu podkomponenty. Tímto parametrem
je tedy možné nastavit délku pipeline a vložit či odstranit registr z kterékoli části řetězu
podkomponent. Jednotlivé cykly algoritmu jsou generovány konstrukcí for . . . generate,
která je syntetizátorem rozbalena do potřebného počtu komponent. Výsledné schéma je
velmi podobné definici algoritmu (viz obrázek 4.1).
Vzhledem k faktu, že celý design pracuje s čísly ve formátu little-endian, je i imple-
mentace AES vytvořena jako little-endian. Bohužel tento algoritmus je definován spíše jako
big-endian, proto ve vlastní implementaci jsou jednotlivé byty uloženy v obráceném pořadí,
než bývá uvedeno například v [4]. Indexy jsou ovšem stejné (první byte je uložen na nej-
nižších bitech).
7.1 Šifrování
Je realizováno komponentou AES ENC, která obsahuje šifrovací pipeline a podkomponentu
KeySchedule pro generování rundovních klíčů. Ty jsou vygenerovány před započetím šifro-
vání a jsou nahrány do distribuovaných pamětí, odkud jsou čteny komponentou AddRound-
Key.
7.1.1 Podkomponenta KeySchedule
Tato podkomponenta obstarává rozšíření 128 bitového klíče na 10 128b klíčů pro každou
iteraci algoritmu AES. Operace rozšiřování klíče je prováděna pouze jednou a jednotlivé
128b rundovní klíče jsou uloženy do distribuovaných pamětí. Z tohoto důvodu není kom-
ponenta KeySchedule psána s důrazem na vysokou rychlost. její práce je sekvenční, ovšem
s minimalizací kombinačních cest, aby nesnižovala maximální frekvenci designu.
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Nejsložitější částí rozšiřování klíče je výpočet prvních 32 bitů každého klíče. Ty jsou
spočteny rotací prvních 32 bitů předchozího klíče o 8b vpravo (směrem k začátku slova),














Tabulka 7.1: Použité hodnoty rcon ve formátu little-endian
Další operací je substituce, která probíhá sekvenčně každý byte zvlášť za pomoci jedné
instance substituční tabulky. Výsledek je akumulován a následně jsou provedeny obě ope-
race XOR (rcon a předchozí první slovo předchozího klíče). Schéma architektury funkce f
(generování prvního slova) znázorňuje obrázek 7.1 Další 3 slova jsou vytvořeny postupným
sečtením (operací XOR) předchozího slova s odpovídajícím slovem předchozího klíče. Tato
operace je též prováděna sekvenčně, tedy v dalších 3 taktech.
Obrázek 7.1: Funkce f generující první slovo každého rundovního klíče
7.1.2 Podkomponenta MP MEM
Jedná se o multiportovou paměť. Komponenta KeySchedule ji naplní rundovními klíči
a k výstupním portům jsou připojeny komponenty AddRoundKey. Celá komponenta je




Tato podkomponenta provádí jednoduché přičtení rundovního klíče k přenášeným datům
pomocí operace XOR. Přičteny jsou jednotlivé byty dle indexu. S daty pracuje ve formátu
little-endian.
7.1.4 Podkomponenta SubBytes
Komponenta provádějící nahrazení jednotlivých bytů dle tabulky 4.1. Nahrazení je prove-
deno paralelně v jednom taktu. Je tedy instancováno 16 paralelních substitučních tabulek.
7.1.5 Podkomponenta MixColumns
Nejsložitější transformace, která je implementována dle [20]. Pro tuto transformaci musí
být data rozdělena do sloupců (AES pracuje s daty jako s maticí 4x4 byty) a každý sloupec
je zpracován nezávisle na ostatních. Implementace udržuje data v podobě 128 bitového
vektoru, proto jsou data data rozdělena do čtveřic, kde první čtveřici tvoří 1., 5., 9. a 13.
byte, druhou čtveřici 2., 6., 10. a 14. byte a stejně třetí a čtvrtou čtveřici. Tím se vstupní
data rozloží na čtyři čtveřice odpovídající jednotlivým sloupcům.
Každá čtveřice je zpracována další podkomponentou mulvec která provede vynásobení
vektoru s vektorem [{02} ; {01} ; {01} ; {03}] v GF (28). Architektura operace je navržena
dle [20] a znázorňuje ji obrázek 7.2.
Obrázek 7.2: Architektura násobení vektoru v GF (28) pro operaci MixColumns [20]
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Operace násobení s {02} v GF (28) je provedena operací xtime, kterou znázorňuje obrá-
zek 7.3.
Obrázek 7.3: Schéma operace xtime [20]
7.1.6 Podkomponenta ShiftRows
Provádí transformaci posunutí jednotlivých řádků. Byty na nejnižších indexech zůstávají
nezměněny, vyšší byty jsou odrotovány o 1 byte doprava, následující o 2 a nejvyšší o 3.
Vzhledem k tomu že je s daty pracováno jako s little-endian je tedy rotace opačná než jak
je definována v [4], jelikož data jsou zapsána jako [a3; a2; a1; a0], zatímco [4] definuje tuto
operaci nad daty [a0; a1; a2; a3] a rotace je definována jako rotace doleva:
a0,3 a0,2 a0,1 a0,0
a1,3 a1,2 a1,1 a1,0
a2,3 a2,2 a2,1 a2,0
a3,3 a3,2 a3,1 a3,0
 =>

a0,3 a0,2 a0,1 a0,0
a1,0 a1,3 a1,2 a1,1
a2,1 a2,0 a2,3 a2,2
a3,2 a3,1 a3,0 a3,3

7.2 Dešifrování
Je zcela nezávislé na šifrování a je realizováno komponentou AES DEC. Nezávislost na šifro-
vací komponentě je dána zejména simplexním charakterem komunikace při použití protokolu
ESP. Komponenta AES DEC obsahuje také vlastní instanci KeySchedule. Celá pipeline je
velmi podobná šifrování, ale je složená z inverzních transformací poskládaných v obráce-
ném pořadí. Komponenta AddRoundKey je instancovaná stejná jako v šifrátoru (je inverzní
sama k sobě). Všechny komponenty jsou také volitelně zakončené registrem pro nastavení
počtu stupňů pipeline.
7.2.1 Podkomponenta InvSubBytes
Inverzní transformace k SubBytes, její architektura je schodná, ale používá inverzní substi-
tuční tabulku (viz 4.2).
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7.2.2 Podkomponenta InvShiftRows
Tato komponenta provádí rotaci jednotlivých řádků v opačném směru než komponenta
ShiftRows. Rotace tedy probíhá směrem k vyšším bytům slova, v tomto případě vlevo.
První řádek tedy zůstává nezměněn, druhý posunut o jeden byte vlevo, třetí o 2 a čtvrtý
o 3 byty vlevo: 
a0,3 a0,2 a0,1 a0,0
a1,3 a1,2 a1,1 a1,0
a2,3 a2,2 a2,1 a2,0
a3,3 a3,2 a3,1 a3,0
 =>

a0,3 a0,2 a0,1 a0,0
a1,2 a1,1 a1,0 a1,3
a2,1 a2,0 a2,3 a2,2
a3,0 a3,3 a3,2 a3,1

7.2.3 Podkomponenta InvMixColumns
Realizuje stejnojmennou transformaci a je částečně navržena dle [20]. Stejně jako u komm-
ponenty MixColumns je nutné vektor dat rozdělit na čtyři části odpovídající jednotlivým
sloupcům matice dat. Toto rozdělení je stejné jako u komponenty MixColumns, tedy první
čtveřice trovří 1., 5., 9. a 13. byte, druhou 2., 6., 10. a 14. byte atd.
Vzhledem k tomu, že s každou čtveřicích bytů je prováděna stejná operace, je ta imple-
mentována také ve vlastní podkomponentě mulvec inv. Jedná se o vynásobení vektoru dat
s vektorem [{0b} ; {0d} ; {09} ; {0e}] v tělese GF (28) Architektura této podkomponenty je
znázorněna na obrázku 7.4 (koncové XOR jsou pro přehlednost znázorněny obdélníky).
Obrázek 7.4: Architektura násobení vektoru v GF (28) v operaci InvMixColumns
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Operace {02}, {04} a {08} jsou realizovány opakovanou aplikací operace xtime (viz
obrázek 7.3), jak znázorňuje obrázek 7.5




Tato kapitola je věnována testování celého designu, syntéze a dosažených výsledků.
8.1 Syntéza
Jako syntetizační nástroj byl použit systém ISE 11.3 od firmy Xilinx. Odhadované frekvence
a zabrané zdroje po syntéze jsou zapsány v tabulce 8.1
Komponenta Zpoždění Frekvence LUT/FF párů BlockRAM
ID FIFO 4,033ns 248MHz 138 0
HPU 2,822ns 354MHz 247 0
FL CUT FIRST 3,579ns 279MHz 13 0
FL SHIFT 4,394ns 227MHz 390 0
FL CUT LEN 2,915ns 343MHz 17 0
FL ESP PAD 1,889ns 529MHz 278 0
FL INJECT FIRST 2,863ns 349MHz 146 0
FL CNT LEN 2,039ns 490MHz 40 0
HDR GEN 2,764ns 361MHz 447 0
HDR GEN DEC 1,524ns 656MHz 118 0
FL CUT PAD 5,718ns 174MHz 483 0
AES ENC 4,669ns 214MHz 13150 0
AES DEC 4,567ns 214MHz 14913 0
top enc 6,195ns 161MHz 19268 4
top dec 6,728ns 148MHz 21652 12
APPLICATION 6.306ns 158MHz 42606 16
COMBOv2 CORE 5.247ns 190MHz 52733 16
Tabulka 8.1: Zabrané zdroje a frekvence jednotlivých komponent po syntéze XST
Celý design byl navržen s ohledem na minimalizaci délek kombinačních cest a výsledný
design se podařilo syntetizovat na velmi pěkných 190MHz. V každém taktu je zpracová-
váno 128 bitů, pomineme-li mírnou ztrátu propustnosti vzniklou doplněním 160b nové IP
hlavičky, při takovéto frekvenci by byla propustnost designu 24Gb/s jedním směrem, což
výrazně předčí očekávání i schopnosti použitého hardware. Bohužel vrstva NetCOPE není
na takovéto frekvence stavěná a také operace map a PaR (Place and Route), které jsou
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prováděny v poslední fázi celé syntézy na čipech Virtex5 obvykle výrazně zvýší zpoždění
kombinační cesty. Po snížení frekvence ICS (část NetCOPE) ze 160 na 125 MHz se po-
dařilo design syntetizovat na 125MHz, což znamená propustnost až 16Gb/s. V protokolu
frame-link však vznikají mezery za posledním platným bytem paketu. Navíc první slovo
každé transakce jsou hlavičky PCAP a ne data. Tato neefektivita způsobuje ztrátu pro-
pustnosti při krátkých paketech. Nejkratší paket protokolu ethernet má délku 64B, což
znamená, že je rozložen přesně na 4 šestnáctibitová slova plus jedno režijní. Kritická délka
paketu je 65 bytů, která zabere dohromady již 6 slov. To znamená 65 bytů za 6 ∗ 8ns.
Tedy 520/48 = 10, 8b/ns. Propustnost je tedy i při nejhorším možném případě dostatečná
a mírně převyšující 10Gb/s, které podporuje karta COMBOv2-10G2. Zabrané zdroje de-
signu po syntéze a operaci map a PaR jsou následující:
Number of RAMB36_EXPs 48 out of 212 22%
Number of LOCed RAMB36_EXPs 4 out of 48 8%
Number of RAMBFIFO18s 1 out of 212 1%
Number of Slice Registers 40310 out of 97280 41%
Number used as Flip Flops 41896
Number used as Latches 14
Number of Slice LUTS 60853 out of 97280 62%
Number of Slice LUT-Flip Flop pairs 71843 out of 97280 73%
8.2 Propustnost v simulaci
V simulačním prostředí programu ModelSim jsem simuloval design na frekvenci 125MHz.
Testovaný design byl zapojen do vlastní smyčky. Vstupní port šifrovaného směru je připojen
ke zdroji dat a výstup je připojen na vstup dešifrátoru. Na obou vstupech i výstupech jsou
umístěny čítače paketů.
Testovanými daty byly zachycené pakety ping localhost a následná odpověď. Délka
jednoho paketu byla 98B a tato dvojce paketů byla za sebou poslána celkem 5000 krát.
Po průchodu paketů šifrováním a dešifrováním jsem je manuálně kontroloval. Výstupní pa-
kety z šifrátoru byly korektně upraveny a výstupní pakety dešifrátoru shodovaly se s původ-
ními. Všechny pakety byly šifrátorem zpracovány a odeslány za 801µs, tedy s propustností
9,78Gb/s na vstupu a 13,68Gb/s na výstupu (Je přidáno 16B nové IP hlavičky, 8B ESP
hlavičky a zarovnání ESP protokolu). Čítače napočítaly na všech portech 10000 paketů,
tedy žádná ztráta.
8.3 Praktické nasazení
Pro nedostatek času a vytíženosti karet COMBOv2 se mi nepodařilo svůj design prakticky
vyzkoušet. Při nahrávání do karty na jediném volném stroji vznikaly problémy v ovlada-
čích. Ty ovšem nastávaly nedeterministicky i při nahrání referenčního designu NIC. Příčinu
tohoto problému se mi nepodařilo zjistit, nemělo by se však jednat o závažnější chybu
v designu a případné opravy by měly být pouze kosmetického rázu.
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8.4 Porovnání s existujícími řešeními
Na trhu existuje mnoho zařízení schopných vytvářet šifrovaná spojení s propustností pohy-
bující se do 100Mb/s. Při hledání zařízení s vyšší propustností jsem našel produkty firmy
CipherOptics dosahující propustnosti 1Gb/s [6]. Dále produkty společnosti Cisco. Nejvý-
konnější zařízení dosahují přenosové rychlosti 8Gb/s s možností seskupit až 10 zařízení
dohromady a získat tak propustnost teoreticky až 80Gb/s [7]. Přestože se jedná o zaří-
zení technologicky vyspělejší, dosažitelný výsledek tohoto designu 10Gb/s v každém směru




Celý projekt je tvořen pro maximální kompatibilitu se standardem IPSec při použití proto-
kolu ESP. Vzhledem k tomu, že možnosti nastavení tohoto protokolu jsou poměrně široké,
nebyly využity všechny vlastnosti tohoto protokolu.
O to víc byl projekt navržen s ohledem na maximální rozšiřitelnost. Mnoho pokroči-
lých vlastností je možné doimplementovat a snadno začlenit do celého projektu. Některá
rozšíření jsou vázána na udržení kontextu každé transakce. Přestože je do jisté míry využit
i pro párování hlaviček, k zachování kontextu transakcí je navržen systém jedinečných ID
přiřazených každé transakci (viz 6.6.4).
9.1 Konfigurační software
Jednou z možností doplnění tohoto šifrátoru je uživatelský software, nebo připojení na exis-
tující systémy. Po praktickém zprovoznění designu je automatické ustanovení spojení s ji-
nými, například softwarovými implementacemi IPSec poslední překážka interpolace s těmito
systémy. Po výměně klíčů je třeba pouze klíč nahrát do registrů karty, nastavit parametry
řízení běhu designu (kontrola hlaviček) a spustit práci designu.
9.2 Autentizace paketů (ICV)
Jak je psáno v kapitole 3.3, protokol ESP umožňuje autentizaci hlaviček pomocí jedno-
směrné hashovací funkce. Nejčastější funkcí (povinně implementovanou [14]) je funkce SHA-
1. Implementaci s dostatečnou propustností jsem však při svém hledání nenašel. Bylo by
tedy nutné využít prostorový paralelismus. V případě dostatku logiky by postačovalo v ka-
ždé hashovací jednotce uchovat ID zpracovávané transakce a bylo by nutné hlavičky ESP
generovat dříve a později připojit k datům pomocí komponenty HDR GEN (stačí nahradit
generování vstupním portem stejně, jako například IP adresy), jelikož jsou součástí hasho-
vaných dat. Výsledný hash by se spároval dle ID s daty. Hash by byla spočtena mnohem
později (po asi 82 taktech) takže by bylo možné výsledek šifrování uložit do dvouportové
paměti adresované ID a stejným ID by byl obsah
”
vyzvednut“ a připojen k hash. Schéma
návrhu zobrazuje obrázek 9.1.
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Obrázek 9.1: Schéma návrhu rozšíření o počítání ICV
9.3 Mód ECB a možnost rozšíření na CBC
Celý AES šifrátor pracuje v módu ECB, tedy neprovádí úpravy vstupních dat na základě již
zašifrovaných dat předchozích. Systém je však navržen pro možnost implementace jiných
módů, zejména CBC (XOR nezašifrovaných dat z předchozími zašifrovanými). V tomto
případě by bylo vhodné omezit délku pipeline odstraněním registrů mezi některými pod-
komponentami. Nejsložitější implementační částí by byl úvodní buffer. Musel by umožňovat
přeskočit další slovo aktuální transakce z důvodu rozpracovanosti slova předchozího. Tento
problém by mohl být řešen seznamem pamětí bufferů (FIFO pamětmi) adresovanými ID
transakce. Toto by bylo možné obstarat jednou pamětí (nejlépe blockRAM) s rezervovaným
místem pro každou transakci. Důležité by bylo správně vybrat transakci, která má alespoň
jedno slovo ve vstupním bufferu, předchozí slovo transakce již bylo zašifrováno (nebo se
jedná o první slovo) a zároveň se jedná o co nejstarší transakci, aby nedocházelo k vy-
hladovění. Toto vše by bylo řešitelné například aplikací algoritmu round robin (cyklické
procházení připravených transakcí).
Obrázek 9.2: Návrh rozšíření o mód CBC
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Podobný seznam bufferů by bylo nutné instancovat i na konci šifrovacího procesu, pro-
tože by bylo paralelně rozpracovaných více transakcí a bylo by nutné zachovat atomicitu
transakce. Dále by bylo nutné instancovat paměť obsahující poslední zašifrované slovo ka-
ždé z rozpracovaných transakcí. Toto slovo je navíc nutné před začátkem nové transakce
naplnit náhodnou hodnotou, bylo by tedy třeba vyřešit kvalitní generování náhodných čí-
sel. Schéma celého návrhu zobrazuje obrázek 9.2. Všechny paměti by byly adresovány ID
transakce.
9.4 Více šifrovaných proudů
Systém šifrování je navržen pro podporu šifrování různými klíči. Díky tomu je možné ve stej-
nou dobu šifrovat různé datové toky určené pro různé šifrované tunely. K implementaci to-
hoto rozšíření by bylo třeba detekovat více možností při zpracování adres příchozího paketu
a vytvořit tabulku ke kterému klíči patří které ID. Dále by bylo třeba upravit adresování
víceportové paměti MP MEM, kde je nyní adresa nastavena pevně, tedy pro každé přičtení





Během návrhu jsem se snažil o jednoduchý, vysoce výkonný a rozšiřitelný šifrátor síťo-
vého provozu, pracující transparentně. Návrh celé architektury byl proveden s ohledem
na rozšíření o další funkce potřebné pro co nejvyšší stupeň zabezpečení a plnou kompatibi-
litu se standardem IPSec. Tato rozšíření byla také lehce navrhnuta a možná implementace
je popsána také v tomto dokumentu. Šifrovací proces je také připraven na současné šifrování
většího množství toků (s různými šifrovacími klíči), díky čemuž vzniká možnost rozšíření
o schopnost vytvoření více různých šifrovaných kanálů.
V implementační části této práce bylo navrženo a implementováno množství komponent
pro úpravu datového toku protokolu frame-link. Tyto komponenty mají jen velmi malou
režii a minimalizovány kombinační cesty. Je-li to nutné, je komponenta rozložena na několik
stupňů pipeline. Dále byla také implementována komponenta zajišťující šifrování a dešifro-
vání algoritmem AES s velmi vysokou propustností. Její frekvence je po syntéze programem
XST až 229MHz pro čip Virtex5vlx155t (speedgrade -1), což by znamenalo teoretickou pro-
pustnost přes 30Gb/s.
Výsledkem mého snažení je implementovaný vysokorychlostní síťový šifrátor s přenoso-
vou rychlostí 10Gb/s v každém směru. Celý projekt je vytvořen dle existujících standardů
a po konfiguraci by měl být kompatibilní s jinými, ať již hardwarovými, či softwarovými im-
plementacemi. Celý systém je navíc navržen s ohledem na co nejlepší rozšiřitelnost a vzhle-
dem k relativnímu dostatku volných zdrojů na čipů jsou tato rozšíření reálně implemento-
vatelná. Projekt se bohužel nepodařilo otestovat na reálném provozu, případné nedostatky
by však měly být pouze kosmetického charakteru. V simulačním prostředí design pracoval
bez nejmenších problémů i při maximální zátěži.
Jednou z výzev do budoucna je tento projekt otestovat proti existujícím implementacím
a připojit tento design k nástrojům projektů jako je KAME nebo Openswan. Po implemen-




Postup sestavení a spuštění
Pro chod celého systému je třeba karta COMBOv2-LXT s čipem Virtex5vlx155t s přídavnou
kartou COMBOI-10G2. Dále jsou třeba zdrojové kódy projektu NetCOPE v provedení
aplikace NIC s označením 05 05. Dále třeba mít nainstalovány jaderné moduly NetCOPE
(combov2.ko a combov2 boot.ko), nástroje pro ovládání karet COMBO (csboot, csid a
csbus), software Xilinx ISE verze 11.3, překladový nástroj GNU make a interpret jazyka
TCL případně další nástroje vyžadované systémem NetCOPE.
Celý projekt je umístěn v adresáři encrypt, který je třeba nahrát do adresáře comp
adresářové struktury NetCOPE. Následně je třeba upravit několik další souborů. Jejich
upravené verze jsou v odpovídajících adresářích uloženy.
pkg/addr space.vhd Je nutné vložit rozmezí adresového prostoru:
constant APP_BASE_ADDR : std_logic_vector := X
’’
00100000‘‘;
constant APP_LIMIT : std_logic_vector := X
’’
00002000‘‘;
pkg/combov2 user const.vhd Nastavit dělič frekvence pro hodiny clk ics a clk user0:
constant CLK_ICS_DIV : integer := 8;
constant CLK_USER0_DIV : integer := 8;


















v adresáři top je spuštěn překlad. Pokud překlad proběhne bez chyby, je vygenerován soubor
combov2 core.mcs (ten je však vygenerován i v případě výskytu chyby, například nesplnění
časování). Dále příkazem
csboot -v -f 0 combov2_core.mcs
je design nahrán do FPGA.
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Nyní je nutné nahrát do registrů karty konfiguraci. Například prostředí:
MAC adresa zdrojového routeru 0x001100110011
MAC adresa dalšího zařízení na síti 0x002200220022
IP adresa zdrojové sítě 0x54000001
IP maska zdrojové sítě 0xFFFFFF00
IP adresa cílové sítě 0x54000101
IP maska cílové sítě 0xFFFFFF00
Klíč 0x00112233445566778899AABBCCDDEEFF
Kontrola zdrojové MAC vypnuta
Kontrola cílové MAC vypnuta
Kontrola zdrojové IP zapnuta
Kontrola cílové IP zapnuta
Nešifrovaná cesta vypnuta
Nejdříve nakonfigurujeme komponenty NetCOPE. Jelikož jsem neměl příležitost prakticky
vyzkoušet zprovoznění designu, je tato část pouze teoretická, dle dokumentace NetCOPE.
Za znaky // uvedu komentář, tyto znaky a text do konce řádku nepatří do příkazu:
csbus 00001038 0x00000000 //Nekontrolovat MAC na portu 0
csbus 00001138 0x00000000 //Nekontrolovat MAC na portu 1
csbus 00001024 0x0000000F //Nastavení kontroly ethernetových
// paketů na portu 0
csbus 00001124 0x0000000F //Nastavení kontroly ethernetových
// paketů na portu 1
csbus 00001080 0x00110011 //Nastaveni Zdrojové MAC
csbus 00001084 0x00000011
csbus 00002024 0x00220022 //Nastaveni cílové MAC
csbus 00002028 0x00000022
csbus 00001020 0x00000001 //Zapnutí vstupu na portu 0
csbus 00001120 0x00000001 //Zapnutí vstupu na portu 1
csbus 00002020 0x00000001 //Zapnutí výstupu na portu 0
csbus 00002120 0x00000001 //Zapnutí výstupu na portu 1
Konfigurace jedné strany šifrátoru je nahrána sérií příkazů:





































Od této chvíle karta přijímá nešifrovaná data, která šifruje a odesílá protější straně. Také
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