Concerns como componentes reutilizáveis em simulações baseadas em agentes de software by Buzin, Josue Filipe Keglevich de
UNIVERSIDADE FEDERAL DO RIO GRANDE DO SUL
INSTITUTO DE INFORMÁTICA
CURSO DE CIÊNCIA DA COMPUTAÇÃO
JOSUÉ FILIPE KEGLEVICH DE BUZIN
Concerns como Componentes Reutilizáveis
em Simulações baseadas em Agentes de
Software
Monografia apresentada como requisito parcial
para a obtenção do grau de Bacharel em Ciência
da Computação
Orientador: Profa. Dra. Ingrid Nunes
Co-orientador: Dr. Fernando Santos
Porto Alegre
2019
UNIVERSIDADE FEDERAL DO RIO GRANDE DO SUL
Reitor: Prof. Rui Vicente Oppermann
Vice-Reitora: Profa Jane Fraga Tutikian
Pró-Reitor de Graduação: Prof. Vladimir Pinheiro do Nascimento
Diretora do Instituto de Informática: Profa Carla Maria Dal Sasso Freitas
Coordenador do Curso de Ciência de Computação: Prof. Sérgio Luis Cechin
Bibliotecária-chefe do Instituto de Informática: Beatriz Regina Bastos Haro
RESUMO
A modelagem e simulação baseada em agentes, ou Agent-based Modeling and Simulation
(ABMS), é um paradigma de simulação que usa agentes simulados para reproduzir e es-
tudar eventos específicos. A partir deste modelo, é possível observar o comportamento de
um agente inserido em um conjunto de indivíduos autônomos. Entre as áreas de aplicação
pode-se citar desastres, gerenciamento ambiental, mobilidade e transporte. Apesar do seu
potencial, muitas ferramentas disponíveis atualmente que suportam ABMS não possuem
recursos para facilitar o reuso dos elementos de uma simulação. Há uma abordagem de
desenvolvimento dirigida a modelos focada em ABMS com potencial para o reuso. Esta
abordagem inclui uma linguagem específica de domínio chamada ABStractLang e a ferra-
menta que implementa a linguagem, denominada ABStractme. Esta monografia propõe a
extensão desta abordagem, a partir do refinamento de um conceito previamente definido -
concern - para a modularização de simulações. Este refinamento visa o reuso de concerns
desenvolvidos em diversas simulações, a partir da definição de sua interface. Por fim,
a ferramenta ABStractme, que dá suporte à abordagem dirigida a modelos, foi evoluída
para incorporar a extensão proposta.
Palavras-chave: Plataforma de Agentes. Modelagem e Simulação baseada em Agentes.
Linguagem Específica de Domínio. UFRGS.
ABSTRACT
Agent-based modeling and simulation (ABMS) is a simulation paradigm where simulated
agents are used to reproduce specific events so that they can be studied. With this model
it is possible to observe the behavior of an agent inserted in a set of autonomous indi-
viduals. Areas of application include disasters, environmental management, mobility and
transportation. Despite its potential, most tools currently available that support ABMS
do not have the capabilities to facilitate the reuse of the elements of a simulation. There
is a model-driven approach to development focused on ABMS with potential for reuse.
This approach includes a domain-specific language called ABStractLang and the tool that
implements the language, called ABStractme. This monograph proposes the extension
of this approach with the refinement of a previously defined concept - emph concern -
for the modularization of simulations. This refinement aims at the reuse of emph con-
cerns developed in several simulations, from the definition of its interface. Also, the tool
ABStractme that supports the model-driven approach has evolved to incorporate the ex-
tension proposed.
Palavras-chave: Agent Platform. Agent-Based Modeling and Simulation. Domain Spe-
cific Language. UFRGS.
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Com o advento da tecnologia da informação, surgiu uma oportunidade para ex-
plorar e entender fenômenos complexos através de abordagens computacionais. Uma das
abordagens é o conceito de simulação, que é a execução de um modelo de fenômeno feito
por software que visa reproduzir um evento real. Uma de suas vantagens é a diminuição
de riscos, tais como a necessidade de observar os eventos in loco e fazer predições a partir
de uma quantidade insuficiente de amostras de dados. Outra vantagem é a possibilidade
de fazer descobertas sobre o comportamento destes eventos sem a necessidade de arcar
com um custo significativo de tempo, em comparação ao tempo de observação necessário
no caso de experimentos feitos in loco.
A modelagem e simulação baseada em agentes, ou Agent-based Modeling and
Simulation (ABMS) (KLÜGL; BAZZAN, 2012), é um paradigma para modelagem de
simulações largamente utilizado no estudo de cenários ou eventos, que são de interesse
para pesquisas. Um agente é uma entidade individual simulada que possui um ou mais
objetivos, atuando de forma autônoma e flexível. No contexto de ABMS, esses agen-
tes estão inseridos em certo ambiente e reagem ao interagir com outros elementos, que
podem ser outros agentes, entidades e o próprio ambiente, por exemplo. Estes outros
elementos influenciam na tomada de decisão do agente. A partir da avaliação do compor-
tamento destes agentes, durante a execução da simulação, é possível estudar um evento
possivelmente análogo a um fenômeno que ocorre no mundo real.
Em uma simulação com agentes, o fenômeno a ser observado emerge a partir
das interações entre os diversos elementos do ambiente. Pode-se exemplificar ABMS
usando uma simulação de presa e predador. Cada agente predador tem a capacidade de
se reproduzir e tem como objetivo consumir os agentes que representam as presas. As
presas se reproduzem e consomem o pasto, que é um atributo do ambiente. O agente
é influenciado pelo ambiente, pois possui um sensor que detecta qual o ponto próximo
no mapa onde se encontra o pasto. Após detectar este ponto, o agente se move para o
mesmo. A partir da execução desta simulação, é possível observar a velocidade com
que os predadores consomem as presas em relação à taxa de reprodução das mesmas.
Neste caso, seria possível prever quando ocorreria um fenômeno de extinção em massa
de indivíduos por superpopulação e falta de alimento para o consumo.
Um dos maiores empecilhos para o uso de ABMS é a necessidade de desenvolver
simulações em que a modelagem de agentes seja feita de forma simples e rápida. Galán
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et al. (2009) avaliaram o processo de modelagem e concluíram que exige do projetista
da simulação um conhecimento prévio de programação para modelar a mesma, o que
leva a um custo de tempo no aprendizado, considerando que muitos especialistas de do-
mínio não possuem experiência na área de programação. Por exemplo, no ambiente de
simulação NetLogo, largamente utilizado, é preciso se familiarizar com a sua linguagem
específica de programação antes de modelar as simulações. Para facilitar o acesso à mo-
delagem de simulações por qualquer pessoa, quer tenha conhecimento em programação
ou não, foi desenvolvida uma abordagem Model-Driven Development (MDD) chamada
MDD4ABMS, que inclui a linguagem específica de domínio ABStractLang (SANTOS,
2018; SANTOS, 2019) e sua implementação na ferramenta ABStractme (MOREIRA et
al., 2017). O objetivo da MDD4ABMS é permitir que o público em geral possa mode-
lar as simulações em um ambiente gráfico, através da movimentação de componentes,
sem a necessidade de aprender a programar. Se o projetista desejar executar a simulação
em uma plataforma como o NetLogo, é possível gerar o código automaticamente para
a execução imediata na plataforma (SANTOS; NUNES; BAZZAN, 2017a; SANTOS;
NUNES; BAZZAN, 2017b; SANTOS; NUNES; BAZZAN, 2017c; SANTOS; NUNES;
BAZZAN, 2017d).
Na abordagem MDD4ABMS, o modelo de simulação foi separado em elementos
denominados concerns, para facilitar a modularização e a escalabilidade. Os concerns
são uma abstração de elementos da simulação que decompõem a mesma em camadas
conceituais. Sua função é agrupar a especificação de parâmetros, entidades, agentes com
seus atributos e sua habilidade para tomar decisões conforme um interesse específico. O
agrupamento ocorre a critério do projetista da simulação. Cada concern tem um diagrama
próprio, que representa uma visão parcial do modelo, para facilitar a escalabilidade.
Simulações diferentes utilizam concerns que podem ser similares, o que leva o
projetista das mesmas a remodelar elementos comuns a diversas simulações. Neste caso,
ocorre um custo de tempo desnecessário na modelagem, pois é preciso modelar nova-
mente estes elementos. Ao permitir o reuso de concerns, é possível reduzir o esforço
na modelagem de simulações. O reuso também aumenta a confiabilidade, visto que os
elementos precisam passar por diversos testes e correções até que possam ser reusáveis.
Apesar da importância do reuso de concerns para reduzir o esforço no desenvolvimento
de simulações, a abordagem MDD4ABMS atualmente não oferece essa possibilidade.
Com base na lacuna apontada com relação ao reuso limitado de concerns em
MDD4ABMS, este trabalho propõe uma extensão do conceito de concerns para viabi-
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lizar o seu reuso em diferentes simulações. As contribuições deste trabalho são: (i) um
estudo de trabalhos voltados à modularidade e reuso de elementos frequentemente utili-
zados em simulações com agentes; (ii) refinamento da definição do concern a partir dos
estudos realizados; (iii) extensão da ABStractLang e a implementação dos concerns reu-
sáveis na ferramenta ABStractme, com a apresentação de uma proposta de alterações na
geração automática de código; e (iv) estudo de caso com duas simulações similares, para
verificar se houve benefícios no reuso de concerns.
A monografia está estruturada da seguinte forma. No Capítulo 2 é apresentada
uma visão geral do paradigma ABMS juntamente com a abordagem escolhida para ser
estendida neste trabalho. No Capítulo 3 é feita uma exploração de trabalhos relaciona-
dos. No Capítulo 4 são apresentadas a definição e a interface dos concerns reutilizáveis.
No Capítulo 5 são apresentadas as modificações feitas na ferramenta ABStractme para
alcançar o objetivo. No Capítulo 6 é mostrado o estudo de caso feito para validar as mo-
dificações propostas na ferramenta ABStractme. Por fim, no Capítulo 7 são apresentadas
as conclusões do trabalho.
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2 FUNDAMENTAÇÃO TEÓRICA
Neste capítulo, apresenta-se uma visão geral da modelagem e simulação baseada
em agentes (ABMS) e plataformas disponíveis no mercado que ajudam na modelagem de
simulações. Também, é feita uma introdução à linguagem específica de domínio ABS-
tractLang e é feito um resumo da ferramenta ABStractme, que são utilizados como base
para este trabalho.
2.1 ABMS
A modelagem e simulação baseada em agentes (ABMS) (KLÜGL; BAZZAN,
2012), é um paradigma para modelagem de simulações que usa agentes autônomos e
sistemas multiagente para reproduzir, analisar, predizer e explorar fenômenos. É usada em
diversas áreas de aplicação. Entre elas pode-se citar desastres, gerenciamento ambiental,
mobilidade e transporte, epidemiologia e economia (MACAL; NORTH, 2014). Conforme
Macal and North (2014), seu uso deve-se ao fato de que pode incorporar explicitamente
a complexidade de comportamentos individuais e interações que existem em cenários do
mundo real, tornando as simulações mais realistas. Além disso, agentes têm a capacidade
para aprender e evoluir conforme mudanças no seu ambiente.
O principal objetivo da ABMS é elucidar o comportamento de sistemas comple-
xos. Conforme Klügl and Bazzan (2012), estes sistemas são compostos de três elementos:
ambiente, agentes e interações entre os agentes e o ambiente. Neste contexto, os agentes
estão situados em um ambiente, que podem perceber e modificar com suas ações. Os
agentes são elementos individuais simulados e autônomos, que possuem sensores e atu-
adores para facilitar a interação com o ambiente. Suas características principais são a
capacidade de ter um ou mais objetivos e poder aprender e evoluir com o tempo. Existem
entidades que, apesar de similares aos agentes, não possuem autonomia e se comportam
como objetos do ambiente, com os quais os agentes podem interagir. Por exemplo, em
uma simulação de desastre ambiental, possíveis entidades são centros de socorro e os
agentes são as pessoas vítimas do desastre que se refugiam nestes centros.
A modelagem da simulação envolve especificar um modelo que representa o sis-
tema complexo que se deseja estudar. Durante a concepção da simulação, é necessária a
contribuição de especialistas do domínio, com conhecimento mais detalhado da área em
que o sistema está inserido, para produzir uma simulação com maiores chances de ser fiel
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à realidade. A simulação em si ocorre ao se executar por certo período o modelo projetado
anteriormente. Durante a execução, ocorrem repetidas interações entre os agentes e as en-
tidades no ambiente. É a partir dos resultados obtidos durante a execução da simulação
que se pode analisar o comportamento dos agentes.
2.2 Plataformas para a Modelagem de Simulações
Existem diversas plataformas que permitem a modelagem de simulações com
agentes. Estas plataformas são brevemente detalhadas a seguir.
Swarm1 é uma linguagem e conjunto de ferramentas para uso em domínios ci-
entíficos. É a primeira plataforma criada para modelagem de simulações (KRAVARI;
BASSILIADES, 2015), possuindo ferramentas que podem ser úteis na modelagem de
qualquer simulação com agentes, mas que não focam em domínios específicos de si-
mulação (RAILSBACK; LYTINEN; JACKSON, 2006). A Swarm permite a construção
de simulações e a coleta de dados das mesmas para análise. Além disso, é preciso sa-
ber programação para usá-la e não há uma representação padrão do ambiente (KLÜGL;
BAZZAN, 2012).
O Recursive Porous Agent Simulation Toolkit, ou Repast2, é focado no domínio
de ciências sociais e inclui ferramentas específicas para tal. Tem o objetivo adicional de
facilitar a modelagem por usuários inexperientes, para isso possui um modelo com in-
terfaces que permitem o uso de menus e código Python para construir modelos (RAILS-
BACK; LYTINEN; JACKSON, 2006). Baseada em Java, esta plataforma disponibiliza
uma biblioteca de classes para as tarefas mais comuns associadas a uma implementação
de simulação (KLÜGL; BAZZAN, 2012).
MASON3 é uma alternativa mais rápida ao Repast, que foca em modelos com alta
demanda computacional, onde é necessária a execução de simulações com uma quanti-
dade significativa de agentes e muitas interações. Possui ferramentas que podem ser úteis
na modelagem de diversas simulações com agentes. Esta plataforma pode ser insuficiente
dependendo do domínio específico de simulação de interesse do projetista (RAILSBACK;






NetLogo4 é um ambiente de desenvolvimento que facilita o processo de modela-
gem e execução de simulações (RAILSBACK; LYTINEN; JACKSON, 2006) e é focado
na facilidade de aprendizado e uso. Por esta razão, apesar da modelagem ser feita por
programação, a linguagem de alto nível do NetLogo possui uma sintaxe própria com alta
abstração de conceitos, o que simplifica a modelagem. O projetista da simulação pode
executar a mesma para observar o comportamento dos elementos após a compilação do
código. A plataforma é versátil pois possui a capacidade para a modelagem de simula-
ções de eventos relativos a diversas áreas de aplicação. Além disso, possui uma extensa
documentação e uma biblioteca com modelos pré-existentes.
Das plataformas apresentadas, Railsback, Lytinen and Jackson (2006) concluíram
que a plataforma NetLogo possui as melhores vantagens no uso em relação às outras.
Entre suas vantagens está o fato de exigir menos conhecimento técnico em programação
do que as outras plataformas mencionadas. Outra vantagem está na possibilidade do
projetista visualizar a simulação em execução, o que pode auxiliar usuários, sem prévio
conhecimento sobre o assunto, a entender o que é e como funciona ABMS. Por estes
motivos, foi escolhida para auxiliar na visualização e execução das simulações a que este
trabalho se refere. A ferramenta ABStractme, descrita a seguir, suporta a geração de
código automática para a plataforma NetLogo, reduzindo assim a necessidade de digitar
código durante a modelagem da simulação.
2.3 ABStractLang e ABStractme
Um dos empecilhos para o uso de ABMS está na complexidade de sua modelagem,
pois envolve vários elementos que interagem entre si. Para o sucesso da modelagem e si-
mulação é preciso que haja a participação de especialistas do domínio, que entendem do
sistema a ser simulado, e de especialistas técnicos, que efetivamente implementam a pro-
posta. É necessário que haja uma comunicação constante entre os diferentes especialistas.
Como resultado, há uma alta complexidade e dificuldades no processo de implementação.
Para diminuir o problema, Santos, Nunes and Bazzan (2017a) propuseram au-
mentar o nível da abstração da ABMS. Desta forma, quem não possui conhecimento em
programação pode modelar simulações sem necessidade do envolvimento constante de
especialistas técnicos. A partir desta proposta foi concebida a linguagem específica de




Uma linguagem específica de domínio, ou DSL (MERNIK; HEERING; SLOANE,
2005), é concebida para facilitar a abstração em um domínio específico. No caso da
ABStractLang, o domínio está nas simulações com agentes, e a função da linguagem
é abstrair os elementos da simulação para que possam ser identificados como módulos
claramente definidos, simplificando a modelagem para que qualquer um possa modelar e
executar o sistema complexo sem ajuda.
O consenso na definição dos modelos da linguagem e do nível de abstração dos
mesmos foi feito a partir do estudo de diversas simulações. Os modelos foram definidos
com base nos padrões identificados nas diferentes simulações estudadas. A linguagem
possui uma sintaxe abstrata e uma concreta (SANTOS, 2018). A sintaxe abstrata é a es-
trutura interna das abstrações de domínio, representada como um metamodelo. A sintaxe
concreta é a representação visual dos modelos. A Figura 2.1 apresenta uma exemplifica-
ção da sintaxe concreta contendo os principais elementos da ABStractLang.
Figura 2.1: Sintaxe concreta da linguagem
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Na ABStractLang, é usado o conceito de concerns para facilitar a modularidade
em ABMS. Concern, de forma similar ao que é definido na orientação a aspectos, é uma
unidade conceitual única. O seu objetivo é modularizar conceitos, separando componen-
tes do todo e agrupando conforme interesses específicos. A Figura 2.1(a) mostra uma
visão parcial do diagrama que representa a visão global da simulação, cujo objetivo é
mostrar o propósito da simulação sendo modelada. No diagrama é possível observar o
título, a descrição da simulação e a pilha de concerns. Cada concern tem o seu diagrama,
como mostrado na Figura 2.1(b)-(d), onde são especificadas as entidades com seus atri-
butos e os parâmetros. A representação visual dos mesmos é análoga aos diagramas de
classes da Linguagem de Modelagem Unificada, ou UML. A Figura 2.1(d) mostra um
exemplo de estrutura suplementar, que pode conter seus próprios atributos.
A ABStractLang faz parte da MDD4ABMS, uma abordagem MDD para ABMS
(SANTOS; NUNES; BAZZAN, 2017b; SANTOS, 2019). A abordagem foca na abstra-
ção dos detalhes de modelos para simplificá-los e reduzir o tempo de desenvolvimento. O
objetivo é aumentar a produtividade, diminuindo a quantidade do código que precisa ser
desenvolvido manualmente para implementar a simulação. Assim, a MDD4ABMS dis-
ponibiliza geradores de código para gerar automaticamente o código fonte dos elementos
do modelo. Para o desenvolvimento da abordagem foi feita uma análise de diferentes
domínios de simulação. A partir desta análise foi concebido o metamodelo da sintaxe
abstrata juntamente com a linguagem, além das transformações de modelo para código.
Para a MDD4ABMS alcançar seu objetivo, a ferramenta ABStractme foi imple-
mentada como suporte para a linguagem ABStractLang (MOREIRA et al., 2017). A visão
geral da ferramenta pode ser vista na Figura 2.2. A ABStractme é um plugin para a IDE
Eclipse5 e possui uma interface gráfica, além de um gerador de código para a plataforma
NetLogo. A ferramenta usa os frameworks Graphiti, um conjunto de bibliotecas voltadas
à criação e manutenção da interface gráfica, e Xpand, que permite a geração de código a
partir dos elementos construídos na interface gráfica.
Na Figura 2.2 é possível visualizar, da esquerda para a direita: (i) aba de explo-
ração do projeto, padrão da IDE Eclipse, onde podem ser observados os arquivos com
os diagramas; (ii) aba do diagrama com a visão global da simulação, com os elementos
definidos na sintaxe concreta da linguagem; (iii) paleta, onde podem ser escolhidos os
elementos para inserir nos diagramas da simulação; e (iv) aba de propriedades padrão da
IDE Eclipse, com os campos para editar o nome e a descrição da simulação.
5<http://www.eclipse.org/>
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Figura 2.2: Visão geral da ferramenta ABStractme
A ferramenta tem suporte para a modelagem dos seguintes elementos de simulação
definidos na ABStractLang: (i) abstração espacial do ambiente onde habitam os agentes,
que é o elemento base da simulação; (ii) concerns; (iii) parâmetros dos concerns, que
são atributos relacionados ao elemento base da simulação; (iv) estruturas suplementares
dos concerns, herdadas da abstração espacial, que podem conter seus próprios atributos;
(v) entidades com seus atributos e relacionamentos; e (vi) agentes com suas diversas
habilidades, que incluem definição de objetivos, movimentar-se, contrair doenças, tomar
decisões e aprender comportamentos. A diferença entre entidades e agentes está no fato
de que entidades são objetos estáticos da simulação, sem autonomia. O agente é uma
entidade que possui a capacidade de ter autonomia para ter objetivos e tomar decisões.
A modelagem da simulação é feita em um diagrama que possui um conjunto de
concerns, como mostrado na Figura 2.2 e cada concern tem seu subdiagrama onde podem
ser inseridos e modificados os agentes, entidades, etc, como mostrado na Figura 2.3. Ao
ser modelados neste diagrama, tanto agentes quanto entidades podem estabelecer cone-
xões entre si no mesmo concern ou entre concerns, e os atributos podem ter uma relação
de dependência com elementos de outros concerns. Como o projetista pode gerar rela-
ções de dependência entre concerns, o reuso dos mesmos é dificultado por causa deste
acoplamento que surge a partir destas relações.
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A principal limitação dos concerns está no fato de que sua definição está limitada
ao agrupamento de elementos contidos no subdiagrama. Estes componentes agrupados
no concern estão unicamente identificados como parte da simulação em geral, não há
uma forma de referenciá-los como parte do concern. Além disso, elementos de um con-
cern podem referenciar elementos de outros concerns sem qualquer restrição. Por causa
da existência dessas lacunas, não é possível reutilizar os elementos definidos no concern
em outra simulação sem ter de criar e configurar os mesmos novamente. Um exemplo
onde o reuso pode ser vantajoso aparece na Figura 2.3, que apresenta um concern que
representa o uso de sinais de trânsito como agentes para o controle do fluxo de veículos
numa simulação de tráfego de automóveis. Este mesmo concern pode ser útil em outro
contexto, como uma simulação de terremoto, onde é necessário monitorar o fluxo de veí-
culos durante a evacuação dos sobreviventes. Para que o reuso deste concern seja viável,
é necessário definir uma interface para os concerns que corrija as lacunas identificadas e
diminua o acoplamento dos mesmos.
Figura 2.3: Diagrama de um concern
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2.4 Considerações Finais
A proposta deste trabalho é estender a definição do concern, que está situado no
contexto de ABMS. As plataformas que o projetista tem ao seu alcance para a modelagem
de sistemas multiagente evidenciam a necessidade de conhecimento técnico no processo
de modelagem e execução das simulações. A proposta da abordagem MDD4ABMS é
facilitar este processo através da linguagem ABStractLang e sua implementação na ferra-
menta ABStractme. Utilizando a linguagem e a ferramenta como base, é possível refinar
a definição do concern para diminuir o seu acoplamento. Como resultado, o concern se
torna reusável e facilita ainda mais o processo de modelagem e execução de simulações.
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3 TRABALHOS RELACIONADOS
O foco deste trabalho é dar suporte ao desenvolvimento de simulações baseadas
em agentes através de técnicas que promovem o reuso de software. Desta forma, neste
capítulo, são apresentadas, discutidas e comparadas abordagens nesta direção, tanto no
contexto de ABMS quanto no de sistemas multiagente em geral. Em relação aos estu-
dos são discutidos os pontos: (i) como é organizado o comportamento dos agentes; (ii)
a possibilidade de usar a solução proposta para construir simulações ou sistemas em di-
versos domínios específicos e, a partir deste ponto, verificar a possibilidade de reusar os
agentes entre estes domínios; (iii) explicitar o nível de conhecimento técnico necessário
para implementar a solução e a facilidade de uso da mesma; e (iv) como foi avaliada a
proposta.
3.1 Modularidade e Reuso em ABMS
Scerri et al. (2010) realizaram um estudo com foco na modelagem de uma simu-
lação que explora a adaptação de uma população a mudanças climáticas. Esta simulação
possui uma alta complexidade pois precisa do envolvimento de especialistas em diferen-
tes domínios. O desenvolvimento da simulação envolve o uso de módulos individuais
reutilizáveis, que podem ser pré-existentes ou implementados em paradigmas diferentes.
Neste caso, cada especialista de domínio implementa os seus módulos separadamente do
resto da simulação.
Um módulo de doença e um módulo de imigração afetam a mesma população,
ou seja, há um compartilhamento de dados. Neste caso, um módulo, além de ser inde-
pendente, não deve ter informações sobre a população diretamente. Para que o comparti-
lhamento seja possível e os módulos continuem independentes, há um nível global onde
estes dados podem ser acessados por diferentes módulos.
A interface para execução das simulações é uma versão modificada do game Ci-
vilization IV1, neste caso a facilidade de uso ocorre somente ao executar a simulação. A
modelagem da simulação necessita de conhecimento técnico e a proposta mostra alguns
algoritmos entretanto não há um foco nos detalhes de como foi feita a implementação.
Apesar do trabalho promover a modularidade em ABMS, reuso de agentes é apenas uma
das consequências da adoção da abordagem proposta e ela não traz detalhes sobre como
1<https://sourceforge.net/projects/civ4mods/>
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seria este reuso. O objetivo principal da abordagem é facilitar o compartilhamento de
variáveis globais em simulações complexas e escaláveis, sem que ocorram conflitos.
Para analisar a eficácia da proposta foi feita uma avaliação de desempenho que
consiste na coleta de dados relativos ao tempo de execução do modelo. Foram comparados
os tempos de execução ao usar todos os agentes num único modelo e ao usar os módulos
individuais apresentados na proposta. Nos resultados o tempo de execução da proposta
foi menor, logo para os autores a mesma é considerada escalável em termos de tempo de
execução.
Com o objetivo similar de facilitar a escalabilidade de simulações a partir da sepa-
ração entre o agente e o resto do sistema, Al-Zinati et al. (2013) propuseram o framework
Dynamic Information Visualization of Agent systems, ou DIVAs, que permite implemen-
tar uma variedade de simulações em diversos domínios de simulação. A arquitetura conta
com uma coleção de classes abstratas e componentes de software reusáveis em Java que
podem ser usados como bibliotecas de código. No caso, o ambiente da simulação é uma
entidade de primeira classe que está desacoplada dos agentes, o que leva a uma separação
clara entre os elementos da simulação que facilita a modularização e a escalabilidade. Um
agente é uma implementação da sua classe abstrata que faz parte do DIVAs.
É possível construir o ambiente usando uma interface gráfica, similar a um editor
de mapas de um video game. A interface gráfica também permite acessar e modificar os
agentes e propriedades do ambiente dinamicamente, sem interromper totalmente a execu-
ção da simulação. Como exemplo, um agente pode parar a sua ação atual e decidir mudar
seu objetivo a partir de uma mudança na opção de editor disponível ao observador. O
projetista da simulação também tem o poder para remover objetos que estão no ambiente
ao pausar a execução da mesma. A facilidade de uso, neste caso, é alta e está relacionada
com a interface gráfica.
É possível usufruir das vantagens no uso das bibliotecas fornecidas se as mesmas
forem o suficiente para modelar a simulação desejada, ou seja, se estas bibliotecas po-
dem prover o tipo de comportamento necessário aos agentes que serão modelados. Neste
caso, a implementação é simplificada e ocorre o reuso a partir da utilização das bibli-
otecas. Caso contrário, será necessário um estudo das bibliotecas e implementação de
diversas mudanças. Neste caso, a complexidade na modelagem da simulação aumenta de
forma significativa e é necessário possuir conhecimento técnico para preencher as lacu-
nas. Desta forma, o reuso dos agentes está sujeito ao domínio específico da simulação
que será modelada.
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Os autores da proposta da DIVAs fizeram uma avaliação com foco no desempenho,
com o objetivo de averiguar a escalabilidade. Foi analisado o tempo de execução de uma
simulação com uma quantidade significativa de agentes e, a partir do resultado, o autores
concluíram que não houveram problemas significativos de desempenho.
Em ABMS, agentes normalmente estão ligados ao ambiente e não podem ser usa-
dos em outros cenários. Apeldoorn (2015) introduz um framework focado no reuso de
agentes em diferentes cenários sem precisar mudar a interface. A proposta ajuda na ob-
servação de como o agente se adapta a problemas diferentes. Ela é baseada na linguagem
de modelagem AbstractSwarm2, que foca em problemas de logística, e, de forma similar
às propostas anteriores, faz separação entre o ambiente e a modelagem do agente.
O framework possui dois componentes básicos: agentes e estações. As estações
são apresentadas como locais onde os agentes podem se encontrar. O cenário é um grafo
onde estações são nodos e as relações entre eles são vértices, sendo que os agentes podem
percorrer por este grafo. A visualização da simulação está no estudo do gráfico criado a
partir de uma interface gráfica, que deixa explícito o comportamento dos agentes e como
se relacionam com as estações e entre si.
A proposta apresenta o caso de uso de um calendário escolar, em que existem
pontos de vista diferentes, definidos como perspectivas na proposta, que no caso são o
pontos de vista diferentes dos professores, classes e salas. Um segundo caso de uso é o de
máquinas que analisam produtos sendo produzidos por trabalhadores numa fábrica, em
que as perspectivas são o ponto de vista dos trabalhadores e dos produtos. Ambos casos
envolvem agendamento, que é feito por agentes que são similares e podem ser reusados,
apesar das simulações estarem em diversos domínios de simulação. Em ambos os casos de
uso foi feita uma avaliação de desempenho que consiste em comparar o tempo de espera
dos agentes até selecionar o alvo com uma implementação em que esta seleção é aleatória.
Na implementação proposta o tempo de espera é menor, logo a política adaptativa dos
agentes proposta é mais efetiva do que uma seleção aleatória.
Entre as vantagens da abordagem estão criar e rodar simulações considerando ape-
nas o cenário e implementação genérica dos agentes para reuso em qualquer cenário mo-
delado. É importante ressaltar que, apesar da linguagem AbstractSwarm possuir uma
implementação, não foi encontrada documentação sobre o seu uso em inglês e também
não é possível averiguar se as simulações são ou não limitadas a problemas de logística.
Sem documentação, o nível de conhecimento técnico necessário para modular e executar
2<https://github.com/dapel/AbstractSwarm>
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as simulações é alto e a facilidade de uso é baixa, sendo necessário um conhecimento
significativo de gráficos e de algoritmos.
Santos, Nunes and Bazzan (2017c) propõem a linguagem específica de domínio
ABStractLang, introduzida no capítulo anterior, cujo objetivo é facilitar a modelagem de
um ambiente simulado. A linguagem foi concebida a partir de abstrações que existem
em comum entre diversas simulações e possui um conjunto completo de componentes
para modelar o ambiente e a simulação. Estas abstrações foram explicadas em detalhes
na seção anterior. A proposta promove a modularidade a partir do uso de modelos que
representam aspectos da simulação. Exemplos de aspectos são a topologia do ambiente ou
técnicas de aprendizado, sendo que os modelos foram concebidos com o objetivo de ser
reusáveis. Na linguagem é usado o conceito de concerns para facilitar a modularidade em
ABMS. Os concerns reduzem a complexidade da simulação que está sendo desenvolvida
e permitem uma separação entre agente e ambiente, como ocorre na proposta de Al-Zinati
et al. (2013).
A avaliação da ABStractLang foi feita a partir de um experimento com usuários
que averiguou o nível de dificuldade para compreender simulações baseadas em agentes
em comparação com a modelagem feita na plataforma NetLogo. A partir do experimento,
os autores concluíram que o uso da linguagem trouxe vantagens em relação ao NetLogo
quanto ao entendimento de ABMS. Um dos pontos que trouxe melhorias no entendimento
foi a facilidade de uso dos modelos. Foi feita outra avaliação após a implementação da
ferramenta ABStractme (SANTOS, 2019), em que os participantes implementaram simu-
lações na plataforma NetLogo e na ferramenta. Esta avaliação evidenciou os benefícios
tanto da linguagem quanto da abordagem MDD como um todo.
3.2 Modularidade e Reuso em Sistemas Multiagente
A seguir estão relacionados os trabalhos inseridos no contexto de sistemas mul-
tiagente que não lidam com simulações. Todas estas propostas utilizam a arquitetura
Belief-Desire-Intention (BDI) (RAO; GEORGEFF, 1995), cujo foco está na implemen-
tação de três conceitos que definem a interação do agente com o ambiente: (i) crenças
(beliefs), que representam o que o agente acredita conhecer sobre o ambiente; (ii) desejos
(desires), que representam a motivação do agente ou os seus objetivos; e (iii) intenções
(intentions), que representam os objetivos que o agente escolheu executar.
Warwas and Klusch (2011) propuseram o reuso de agentes BDI em uma camada
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independente de plataforma em que é usada uma linguagem específica de domínio para
apresentar uma representação dos diversos artefatos. A linguagem, chamada DSML4MAS,
cobre os aspectos centrais de sistemas multiagente, tais como agentes, protocolos de inte-
ração, objetivos e comportamentos. Como exemplo, é feita uma especificação do mapea-
mento entre conceitos da plataforma Jadex3 e a DSML4MAS. A proposta usa engenharia
reversa dirigida a modelos para associar a linguagem à plataforma Jadex.
Na DSML4MAS é necessário que seja implementada uma transformação automá-
tica da linguagem para a plataforma de interesse do projetista, que no exemplo apresen-
tado é a plataforma Jadex. Depois desta transformação é necessário refinar os modelos
manualmente pois alguma informação pode estar ausente, logo é necessário um alto nível
de conhecimento técnico. O modelo dos agentes pode ser reusado em outras plataformas
multiagente com as devidas transformações. Os autores não exploram as possibilidades
de modelagem de diversos sistemas e o reuso dos agentes entre estes sistemas na lingua-
gem DSML4MAS. O foco do trabalho é em demonstrar como integrar a DSML4MAS
a diferentes plataformas multiagente, permitindo o reuso dos elementos da linguagem
nestas plataformas.
Para separar a modelagem do agente das outras partes do sistema de forma similar
às propostas apresentadas na seção anterior, Busetta et al. (2000) introduzem o conceito
de capabilities de agentes, que são componentes dos mesmos que permitem a separação
dos agentes em módulos. As capabilities representam partes funcionais que se repetem
em diferentes agentes. Separar o agente em módulos facilita o desenvolvimento modu-
lar, o reuso de componentes e diminui o retrabalho na modelagem de simulações. Uma
capability pode ser usada da mesma forma que uma classe é usada em uma linguagem
orientada a objetos, pois a mesma pode ter múltiplas instâncias no mesmo agente. A par-
tir do exemplo, foi feita uma implementação em JACK4, um kit para desenvolvimento
comercial de agentes, em que as capabilities são transformadas em classes Java para ser
instanciadas pelos agentes. Estas capabilities podem ser reusadas em agentes que fazem
parte de outros sistemas de domínios específicos, já a facilidade de uso depende de como
o desenvolvedor irá implementar as capabilities no seu sistema.
A partir do conceito de capability (BUSETTA et al., 2000), Nunes (2014) propôs
a possibilidade de relacionamentos entre as capabilities de um agente. A proposta foca
na produção de componentes de software modulares, com baixo acoplamento e alta coe-




anteriormente, possa ser viável desenvolver sistemas multiagente de alta complexidade.
Estes relacionamentos são análogos aos relacionamentos usados no desenvolvimento de
software orientado a objetos, sendo do tipo associação, composição e generalização.
Com relação à software orientado a objetos, as similaridades entre capabilities e
objetos estão nos atributos e nos métodos, que no caso de capabilities são semelhantes,
respectivamente, às crenças e aos planos de ação. A capability também possui objetivos,
que representam os serviços que a capability oferece, e o conjunto de objetivos é a in-
terface da capability. Uma capability pode fornecer serviços a outras, neste caso ocorre
uma relação de associação entre elas para que possam colaborar entre si e alcançar seus
objetivos. O relacionamento de composição ocorre quando duas capabilities precisam
compartilhar conhecimento, neste caso uma capability precisa ter acesso às crenças de
outra capability para executar seus planos, ou seja, elas não são independentes uma da
outra. O relacionamento de herança possui a função de facilitar o reuso, pois generaliza
o comportamento de uma capability. As capabilities podem ser reusadas em agentes de
outros domínios específicos.
Por fim, Ortiz-Hernández et al. (2016) propuseram um modelo de agentes BDI
com foco na modularidade, em que as funcionalidades dos agentes se tornam unidades
de código. De acordo com a proposta, para alcançar a modularidade é necessário: (i)
um mecanismo para evitar colisão de nomes; (ii) satisfazer o princípio de ocultação de
informação, que envolve esconder detalhes de implementação de um elemento de outros
elementos que estão fora do escopo deste elemento; e (iii) no mesmo caminho das propos-
tas descritas anteriormente, prover interfaces modulares. Para satisfazer estes requisitos,
a proposta define dois elementos. O primeiro elemento, denominado módulo, é um con-
junto de crenças, objetivos e planos que satisfaz o terceiro requisito. O segundo elemento,
denominado namespace, é um nome usado para identificar um agrupamento de módulos,
que satisfaz o primeiro e o segundo requisito. A colisão de nomes é evitada pois todos
os identificadores dos elementos que fazem parte do conjunto do módulo são prefixados
com um namespace para torná-los exclusivos ao escopo do namespace. Como o names-
pace pode ser global ou local, é possível satisfazer o princípio de ocultação de informação
usando namespaces locais, que não são acessíveis a outros módulos.
Uma das vantagens no uso de namespaces é que é independente de qualquer lin-
guagem e pode ser implementado em qualquer sistema. Como exemplo, foi feita uma
implementação em Jason para ilustrar o funcionamento da proposta em uma linguagem
específica. No exemplo é feito o desenvolvimento de um sistema multiagente baseado em
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Contract Net Protocol (CNP) (SMITH, 1980), que possui os módulos iniciador e partici-
pante. Os agentes iniciam uma instância de CNP toda vez que forem executar uma tarefa.
Toda instância de CNP usa um namespace diferente para isolar as crenças e eventos de
cada negociação. Foi feita uma avaliação da proposta através de uma comparação entre
duas versões do sistema CNP implementadas em Jason, com e sem o uso de namespaces.
A quantidade de atualizações ao código é comparada depois da inserção das mesmas al-
terações ao código de ambas versões do sistema. A versão sem namespaces precisa de
197 atualizações em relação às 77 atualizações da versão com namespaces. A partir des-
tes dados os autores concluem que a versão com namespaces é mais adequada para lidar
com mudanças. A proposta foca no agrupamento de elementos do agente, cujo reuso em
outros domínios específicos é facilitado graças à modularidade introduzida.
3.3 Comparação dos Trabalhos Relacionados
Com o objetivo de comparar os trabalhos relacionados apresentados anteriormente,
uma série de critérios foram adotados, como explicado a seguir. São oito itens utilizados
para a avaliação, conforme sintetizado na Tabela 3.1. Entre os critérios, está um resumo
do que é proposto para se alcançar a modularidade e reuso. Também é avaliado o escopo
dos artigos, a forma de avaliação da solução utilizada, a arquitetura proposta e qual é o
elemento reusável de cada proposta. Além disso, é verificado se a proposta inclui uma
interface gráfica para facilitar o uso, que pode tornar a solução mais acessível a quem
não tem conhecimento técnico. Destacam-se ainda quais propostas utilizam uma lingua-
gem específica de domínio para permitir a modelagem dos sistemas sem a necessidade
de ter de lidar constantemente com uma linguagem de programação de propósito geral.
Também são incluídos critérios que mostram quais propostas trouxeram facilidade de uso
juntamente com a implementação da solução, para pessoas sem conhecimento técnico.
Por último é possível avaliar como foi o suporte ferramental para cada proposta. Se a
implementação é parcial, há a possibilidade de reusar elementos modelados em outros ce-
nários mas pode ser que a solução não seja totalmente compatível com o cenário desejado,































































































































































































































































































































































































































































































































































































































A partir da comparação entre as propostas estudadas pode-se verificar que a mo-
dularidade está bem difundida na área de sistemas multiagente e o reuso é viável em todos
os casos graças à modularidade apresentada, mas quando há implementação, nem sempre
a possibilidade de reuso está prevista ou há pouca informação sobre esta característica
da implementação. Em todos os casos não é previsto o reuso de um agrupamento de
componentes como está sendo proposto neste trabalho, somente de cada elemento sepa-
radamente.
Com base na avaliação do escopo dos artigos é possível observar que a metade não
lida com simulações. Isto ocorre pois há poucos estudos em ABMS com foco na modu-
laridade e no reuso uma vez que a própria ABMS é uma área de estudo pouco explorada.
Ao observar como foi a avaliação da solução, fica explícito que boa parte das propostas
tem entre seus objetivos facilitar a escalabilidade de sistemas multiagente. A maioria das
avaliações foca em comparações entre versões destes sistemas nas quais o importante é o
tempo de execução ser menor. A exceção está nos casos de Ortiz-Hernández et al. (2016),
em que o objetivo da avaliação é averiguar a facilidade na manutenção e otimização do
software ao usar Namespaces, e de Santos, Nunes and Bazzan (2017c), cujo objetivo foi
facilitar o entendimento de simulações baseadas em agentes.
Metade das soluções tem por base a arquitetura BDI, que tem sido largamente uti-
lizada. As propostas de Scerri et al. (2010), Al-Zinati et al. (2013), Apeldoorn (2015) e
Santos, Nunes and Bazzan (2017c) seguem uma arquitetura reativa padrão para o com-
portamento dos agentes, em que os mesmos percebem o ambiente, decidem e agem a
partir desta percepção. Em relação ao elemento reusável no caso de cada proposta, todos
elementos envolvem todo ou parte do comportamento do agente, sendo que os trabalhos
de Warwas and Klusch (2011), Santos, Nunes and Bazzan (2017c) e Ortiz-Hernández et
al. (2016) são mais genéricos quanto ao reuso mas incluem a possibilidade de reusar o
comportamento dos agentes.
As soluções de Apeldoorn (2015) e Al-Zinati et al. (2013) permitem o reuso em
cenários diferentes se os mesmos estiverem previstos nas classes ou na linguagem im-
plementadas, logo são as que trazem as maiores vantagens neste ponto. Contudo, a di-
ficuldade em encontrar documentação para a proposta de Apeldoorn (2015) torna difícil
averiguar se o reuso está limitado a problemas logísticos, que envolvem a otimização das
atividades de uma organização. Desta forma, pode-se concluir que uma ferramenta ideal
para reuso em sistemas multiagente deve incluir as características da solução de Al-Zinati
et al. (2013): modularidade a partir da separação entre agente e ambiente, facilidade de
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uso e possibilidade de reuso em cenários diferentes. Quando a implementação da solução
é inexistente, o objetivo da proposta é demonstrar a ideia, a possibilidade de reuso está
subentendida a partir da modularidade apresentada. Apesar de estar viabilizado, o reuso
precisa ser uma feature da implementação para que o projetista possa utilizá-lo durante a
modelagem dos sistemas.
A solução de Santos, Nunes and Bazzan (2017c), que é o foco deste trabalho,
utiliza a noção de concerns, que são similares às capabilities (BUSETTA et al., 2000) de
agentes no ponto em que permitem a modularização de elementos usados na modelagem
da simulação, mas ao contrário de capabilities, não permitem o reuso. Como o concern
separa a simulação em módulos, se for possível reusar o mesmo em outra simulação que
tenha módulos similares, haverá uma simplificação na modelagem da simulação e um
reuso do agrupamento de elementos da simulação que não está previsto nas propostas
estudadas.
3.4 Considerações Finais
Uma constante nas propostas comparadas é a necessidade de modularizar os ele-
mentos da simulação, para facilitar a modelagem de sistemas multiagente. O reuso não
é o foco de todos os trabalhos, o mesmo ocorre a partir da alta coesão destes elementos,
que são reusados individualmente e podem ou não estar acoplados uns aos outros. O
conceito de concerns foi introduzido com o objetivo de permitir a modularização de um
agrupamento de componentes e pode facilitar o reuso de conjuntos de elementos, mas na
definição do mesmo há a possibilidade de ocorrer um alto acoplamento. O foco deste tra-
balho é expandir o encapsulamento de concerns para permitir um maior reuso de software
na linguagem proposta por Santos, Nunes and Bazzan (2017c).
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4 CONCERN: UMA ABSTRAÇÃO PARA REUSO EM ABMS
Neste capítulo, é apresentada a proposta deste trabalho, que consiste em um re-
finamento da abstração dos elementos da simulação, com o objetivo de dar suporte ao
desenvolvimento de simulações baseadas em agentes através do reuso de software. Este
refinamento da definição dos concerns introduz uma interface para o concern que o torna
uma unidade conceitual reusável, separando os seus componentes dos elementos que per-
tencem a outras partes da simulação. A partir desta interface é feito o compartilhamento
de dados entre concerns. Também é feita a definição da injeção de dependência entre
concerns.
4.1 Definição
O concern, como estabelecido na abordagem MDD4ABMS apresentada no Capí-
tulo 2, é uma abstração de partes da simulação que visa agrupar elementos relacionados,
conforme o interesse do projetista, para auxiliar na modularidade e escalabilidade em
ABMS. Mais especificamente, a lista dos elementos agrupáveis em um concern pode ser
vista na Tabela 4.1. A principal função desta abstração é permitir uma alta coesão do
sistema, possibilitando o agrupamento de elementos que possuem objetivos em comum
de forma a proporcionar uma separação conceitual destes elementos em relação a outros
que possuem funções diversas.
Cada concern, apesar de representar uma visão parcial do modelo, está altamente
acoplado aos demais elementos de outros concerns do sistema. Assim, os elementos agru-
pados no concern podem fornecer ou depender de dados relacionados a outros concerns.
No caso de uma simulação em que sinais de trânsito fazem o controle do tráfego de veí-
culos, modelada com base no trabalho de Gershenson (2005), o agente que representa o
Tabela 4.1: Partes do concern
Parte Detalhes
Título Nome do Concern, precisa ser único. É necessário para identificar quais
são os elementos contidos em qual concern
Descrição Descrição do concern
Entidades Entidades e agentes com seus atributos
Parâmetros Representam os atributos do concern
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controle de um sinal de trânsito está contido no concern que contém os sinais de trânsito.
Para que este agente esteja localizado na rede de tráfego, o mesmo precisa saber o ponto
de cruzamento da rede de vias onde deve estar situado. Essa informação encontra-se no
concern que representa a rede de autoestradas, mais especificamente a entidade contida
no concern que define a localização dos cruzamentos. Há uma relação de dependência
entre o agente que representa o sinal de trânsito e a entidade que contém a localização
dos cruzamentos. A separação do concern em relação ao resto da simulação é somente
uma forma de aumentar a coesão e permitir a escalabilidade do sistema, não há qualquer
interface ou conjunto de regras que limite o relacionamento entre concerns.
O alto acoplamento é um obstáculo para o reuso destes agrupamentos de elementos
pois não há uma separação conceitual destas partes do resto do sistema para permitir o
seu reuso em outras simulações. Logo, é necessário modificar a definição do concern
de forma a evidenciar uma separação da especificação dos seus parâmetros, entidades e
agentes do resto da simulação.
Assim, na proposta deste trabalho, o concern é definido de forma a separá-lo em
duas partes que representam duas visões diferentes do mesmo: (i) definição dos compo-
nentes do concern, que inclui todos os elementos da sintaxe da linguagem ABStractLang
especificados na Tabela 4.1. Nesta definição, estes componentes estão identificados como
contidos somente no concern e não podem se relacionar diretamente com elementos de
outros concerns. Dessa forma, o concern se torna uma unidade conceitual capaz de encap-
sular os seus elementos, separando-os do resto da simulação e ocultando informações que
não são necessárias para o funcionamento de partes de outros concerns; e (ii) definição da
interface do concern, onde estão evidenciados apenas os elementos contidos no concern
que dependem de ou fornecem algum dado para o ambiente externo ao concern. Nesta
interface, são referenciados os componentes do concern de forma a torná-los acessíveis
ao resto do sistema.
De forma complementar à definição do concern, há uma visão local e global da
simulação. Na visão local se encontram os componentes e a interface do concern. A
visão global é onde estão localizados os relacionamentos definidos entre concerns. Como
exemplo, no caso da simulação do controle de sinais de trânsito sobre o tráfego de veícu-
los, a interface do concern que representa os sinais de trânsito inclui o atributo, contido
no agente de controle de um sinal de trânsito, que define a criação do sinal de trânsito no
cruzamento de estradas. Este atributo está aberto para receber uma dado que define essa
localização no mapa. O concern que representa a rede de autoestradas, por sua vez, possui
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Figura 4.1: Refinamento da definição do concern
o atributo que define a localização dos cruzamentos na rede de vias, que está na sua inter-
face e oferece o dado contido neste atributo para o meio externo ao concern. Em ambos
os casos, há uma abertura no concern em que o mesmo está preparado para receber ou
enviar algum dado, mas não está definida qualquer ligação entre estes concerns. O relaci-
onamento efetivo entre concerns ocorre pela dependência necessária ao funcionamento,
neste caso pela localização. Assim, no exemplo, o agente que representa o controle do
sinal de trânsito recebe a localização de cruzamento de vias do atributo que contém tal
informação, mas que está no concern que representa a rede de autoestradas. Esta depen-
dência especifica qual é o concern que está provendo o dado e qual é o concern que está
recebendo este dado. Uma visão geral do refinamento da definição do concern juntamente
com a definição da dependência entre concerns podem ser vistas na Figura 4.1.
4.2 Interface do Concern
Este estudo propõe um refinamento da definição do concern, que passa a ser com-
posto por seu conjunto de componentes e por sua interface. A definição da interface do
concern, então, é refinada para especificar se a mesma é uma interface requerida ou pro-
vida, para elucidar os pontos em que os elementos contidos no concern dependem de
ou fornecem alguma informação. A interface requerida representa funcionalidades de
partes do concern que precisam ser completadas com dados que estão fora do concern.
Estas partes do concern só poderão exercer sua função através de uma injeção de depen-
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dência. A interface provida, por sua vez, reflete os elementos contidos no concern que
podem fornecer dados para fora do concern. A interface possui um ou mais conectores
onde pode ser injetada a dependência. Nestes pontos são definidas as referências para os
componentes do concern que precisam ser compartilhados na visão global do sistema.
Assim, foi definida uma linguagem que descreve esta interface e permite que se-
jam feitas conexões entre concerns para facilitar o reuso destas unidades conceituais.
Nesta linguagem, é estabelecida a interface requerida e provida do concern, de modo
que o projetista pode controlar o que pode ser compartilhado na visão global do sistema.
Os elementos do concern que não estão especificados dentro desta definição não podem
ser referenciados por elementos que estão fora do concern, pois estes são componentes
internos que não fazem parte da interface. Para facilitar a sua identificação ao ocorrer
o seu reuso em contextos diferentes, as abstrações que podem ser compartilhadas entre
concerns estão descritas claramente como parte do concern e não somente como parte de
todo o sistema. A sintaxe da linguagem está no formato de Definição de Tipo de Docu-
mento, ou Document Type Definition (DTD), e pode ser vista na Figura 4.2. Os detalhes
da linguagem podem ser vistos na Tabela 4.2.
Figura 4.2: Definição da linguagem para os conectores
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Tabela 4.2: Definição da interface requerida e provida
Parte Detalhes
Id Identificação, corresponde ao título do concern definido durante
a sua criação
Description Descrição do concern
Connectors Conectores da interface requerida e provida. Cada conec-
tor, identificado como connector, possui uma identificação para
diferenciá-lo do resto, definida como atributo id. A interface pode
ser de dois tipos, definidos no atributo direction: (i) required, em
que o concern requer dados externos para completar alguma fun-
cionalidade de um elemento interno e (ii) provided, em que o con-
cern oferece algum dado de um elemento interno para ser aces-
sado por outros concerns. O conector da interface pode ser dos
tipos data ou function
InternalElementType O tipo do elemento interno precisa ser fornecido na definição do
conector da interface, para facilitar na sua identificação. Pode ser
dos tipos attribute, entity ou agent
InternalElementId Todo elemento interno que provê ou requer um dado precisa ter o
seu identificador explicitado na definição do conector da interface
ElementTypes Detalhes complementares dos elementos internos identificados
nos conectores da interface que precisam ficar visíveis para outros
concerns. Inclui a lista de elementos internos referenciados nos
conectores da interface com o seu identificador, que podem ser do
tipo attribute, entity ou agent. Todo atributo possui name, type,
cardinality, initSource, updateSource, capability e entity, que de-
vem ser preenchidos conforme a definição do mesmo na mode-
lagem do concern. No caso em que houver referências a um ou
mais atributos contidos em uma entidade ou agente, é necessário
fornecer o nome desta entidade ou agente
4.3 Injeção de Dependência
A interface apresentada somente deixa claro o que pode ser conectado entre os
concerns, a injeção de dependência em si representa a forma como o vínculo entre con-
cerns é criado e descreve a dependência de uma interface requerida em relação a uma
interface provida. Esta conexão está no nível global do sistema e possui sua própria lin-
guagem em que é descrita a injeção do componente provido no elemento requerido. A
sintaxe desta linguagem também está no formato DTD e pode ser vista na Figura 4.3. Os
detalhes da linguagem podem ser vistos na Tabela 4.3. O mesmo concern pode estar co-
nectado a outros através de múltiplas conexões mas cada concern possui o seu conjunto de
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Figura 4.3: Definição da linguagem para a injeção de dependência
Tabela 4.3: Definição da injeção de dependência entre concerns
Parte Detalhes
Title Título para identificar a injeção de dependência entre con-
cerns
Type Tipo de dependência. Pode ser de dados ou funções
RequringConcern Identificação do concern que requer os dados, cujo nome está
no atributo title, juntamente com a identificação do conec-
tor da interface requerida e do elemento interno do concern
referido no conector da interface, ambos definidos como os
atributos id e internalElementId do connector
ProvidingConcern Identificação do concern que está provendo o dado, cujo
nome está no atributo title, para o elemento do concern que
requer estes dados juntamente com a identificação do conec-
tor da interface provida, definida como o atributo id do con-
nector
interfaces requeridas e providas. A partir destas definições, é possível reusar os concerns,
juntamente com todas as entidades e parâmetros que estão encapsulados nos mesmos. O
reuso se aplica para os concerns e para suas interfaces, as dependências entre concerns
são específicas para cada simulação.
4.4 Considerações Finais
A partir do refinamento da definição do concern, que inclui a sua separação em
componentes e interface, é possível definir um encapsulamento para esta abstração de ele-
mentos. No detalhamento da interface, são apresentadas as interfaces do tipo requerida e
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provida, que esclarecem quais são os elementos do concern que dependem de ou forne-
cem dados externos ao concern. O concern se torna um elemento reusável a partir deste
refinamento de sua definição, juntamente com a descrição das injeções de dependência
que definem o fluxo de dados entre concerns na visão global da simulação.
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5 EXTENSÃO DA ABSTRACTME PARA REUSO DE CONCERNS
Neste capítulo, são descritas as extensões implementadas na ferramenta de mode-
lagem ABStractme para suportar o refinamento da definição do concern descrito anteri-
ormente. A extensão introduz conectores para interfaces requerida e provida, injeção de
dependência entre concerns e importação de concerns reusáveis.
5.1 Concern e suas Interfaces
Conforme o refinamento da definição do concern como uma unidade conceitual
reusável, a ferramenta ABStractme foi estendida para permitir a especificação dos conec-
tores da interface do concern. Esta especificação foi feita a partir da definição de um
arquivo no formato XML, em que a linguagem definida anteriormente foi usada para des-
crever estes conectores. Cada concern possui o seu descritor de conectores que especifica
onde pode ser feita uma injeção de dependência entre concerns. Um exemplo de arquivo
descritor de conectores pode ser visto na Figura 5.1.
Na figura é possível visualizar: (i) título e descrição do concern; (ii) conjunto de
conectores do concern, cada um com seu identificador, direção para definir se a interface
é do tipo requerida ou provida e tipo de dado compartilhado; (iii) tipo e identificador do
elemento interno do concern que está sendo compartilhado; e (iv) dados detalhados do
Figura 5.1: Descritor dos conectores da interface do concern
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Figura 5.2: Conectores da interface provida do concern
elemento interno do concern que requer ou fornece os dados, conforme a necessidade.
A ferramenta ABStractme foi estendida para permitir a observação dos conectores
da interface provida descritos no arquivo, como no exemplo que aparece na Figura 5.2.
Neste exemplo, pode-se ver as propriedades da IDE Eclipse onde é possível editar os da-
dos do concern. Ao selecionar a aba para visualizar os conectores da interface provida,
chamada Provided Section, é apresentada ao projetista uma tabela que descreve todos os
conectores do concern em que ocorre o fornecimento de dados para o resto do sistema,
conforme o arquivo descritor dos conectores da interface do concern. A função desta
tabela é facilitar a visualização dos conectores, os mesmos são editados somente pelo ar-
quivo descritor. Em cada coluna é possível observar: (i) a identificação dos conectores do
concern que fornecem dados; (ii) tipo de dado fornecido; e (iii) identificador do elemento
interno cujos dados estão sendo fornecidos.
5.2 Injeção de Dependência
Durante a modelagem das simulações, para que o projetista possa reusar concerns
que estão separados dos resto da simulação, é necessário que o mesmo possa gerar co-
nexões que representam a dependência e fluxo de dados entre estas unidades conceituais
na visão global da simulação. A ferramenta ABStractme foi estendida para suportar a
especificação de conexões entre concerns. Quando houver um concern que requer dados
a partir dos conectores da interface requerida definidos no arquivo descritor, as conexões
podem ser criadas na ferramenta ABStractme. Ao abrir a ferramenta, no diagrama com a
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Figura 5.3: Campos para a geração de uma injeção de dependência entre concerns
visão global da simulação apresentado no Capítulo 2, ao selecionar o losango do concern
e escolher a aba Required Section das propriedades padrão da IDE Eclipse mostrada na
Figura 5.3, o projetista pode criar uma injeção de dependência.
Nesta figura é possível visualizar, da esquerda para a direita: (i) abas de propri-
edades dos concern, na figura aparece selecionada a aba de criação de conexões entre
concerns a partir dos conectores da interface requerida; (ii) campos para criar ou editar e
salvar uma conexão entre concerns. Cada injeção de dependência possui um identificador
específico. Além disso, é preciso que o projetista selecione algum conector que requer
algum dado a partir do que é especificado no arquivo descritor de conectores. Se houver
um concern que faça parte do mesmo projeto e esteja fornecendo um dado do mesmo tipo
que o dado requerido, o nome do concern e o identificador deste conector de interface
provida poderão ser selecionados nos últimos dois campos de criação de conexão. No
exemplo da figura, o concern e o conector provido são fornecidos pelo arquivo descritor
de conectores definido na Figura 5.1. A aba de conectores providos do concern que está
provendo o dado aparece na Figura 5.2; e (iii) os dados desta injeção de dependência
que, ao ser salvos em um arquivo XML que descreve a mesma, ficam visíveis na tabela à
direita.
Qualquer conexão criada pode ser editada ou excluída ao selecionar a linha da
mesma na tabela, as modificações são salvas no arquivo descritor de conexões, cujo for-
mato está conforme a sintaxe da linguagem que descreve a dependência entre concerns
apresentada no Capítulo 4. O conteúdo do arquivo XML descritor da injeção de depen-
dência que estava sendo editada na Figura 5.3 aparece na Figura 5.4, onde é possível
observar: (i) título e tipo de conexão entre concerns; (ii) identificação do concern que
requer os dados juntamente com a identificação do conector e do elemento interno do
concern referido no conector; e (iii) identificação do concern que está provendo os dados
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Figura 5.4: Descritor de uma injeção de dependência entre concerns
juntamente com a identificação do conector.
5.3 Importação de Concerns Reusáveis
Ao estender a ferramenta para permitir a criação dos conectores e da injeção de
dependência entre concerns, não há mais obstáculos para o reuso dos concerns. A visão
geral do refinamento da definição do concern atualizada com a definição dos arquivos
descritores dos conectores e das conexões entre concerns pode ser vista na Figura 5.5.
Para possibilitar o reuso de software, primeiramente foi removida da ferramenta a possi-
bilidade do projetista gerar alguma dependência entre elementos de concerns diferentes
pelo diagrama de edição do concern, para impedir que seja feita uma conexão entre com-
ponentes contidos em concerns diferentes que não estão referenciados nas interfaces dos
mesmos. Após, foi estendida a ferramenta para suportar a importação de concerns de
outras simulações. Neste caso, concerns de outras simulações podem ser reusados junta-
mente com os seus arquivos descritores dos conectores da interface do concern.
Para a extensão da ferramenta, foi adicionado o item Existing Concern à paleta
da ferramenta, que pode ser utilizado para acrescentar um concern à pilha de concerns.
Ao adicionar este tipo de concern, o projetista precisa selecionar um projeto em que já
exista um concern para importar o concern juntamente com o seu arquivo descritor de
conectores. Este concern é criado com o mesmo título e descrição do concern importado
e funciona de forma similar a um concern criado pelo projetista, com a diferença de que o
seu losango aparece com outra cor na visão geral da simulação e seu identificador aparece
entre aspas angulares, como pode ser observado na Figura 5.6. Além disso, este concern
importado pode ter unicamente o seu título e descrição alterados pelo projetista, e não o
seu diagrama, que pode ser visto e editado somente no projeto de origem do mesmo. A
partir do momento em que o concern reusável é adicionado à simulação, o projetista tem
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Figura 5.5: Definição dos arquivos descritores dos conectores e das conexões entre
concerns
a liberdade para gerar injeções de dependência entre o mesmo e concerns que já existam
na simulação.
Figura 5.6: Visão geral da ferramenta com a importação de concerns externos
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5.4 Considerações Finais
A partir do refinamento da definição do concern, é possível expandir a ferramenta
ABStractme para permitir o reuso dos mesmos. Os passos de implementação incluem:
(i) a criação de arquivos descritores dos conectores da interface; (ii) a visualização dos
conectores da interface provida nas propriedades da IDE Eclipse; (iii) a geração das in-
jeções de dependência a partir dos conectores da interface requerida e a sua visualização
nas propriedades da IDE Eclipse; e (iv) a opção para importar concerns reusáveis na fer-
ramenta. Esta extensão da ferramenta pode ser usada para ilustrar o reuso de concerns a
partir de duas simulações diferentes que contém concerns similares.
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6 ESTUDO DE CASO
Neste capítulo, é apresentado um estudo de caso para demonstrar as vantagens
do reuso de software através da utilização de abstrações reusáveis como concerns. O
estudo de caso envolve o compartilhamento de dados a partir de agentes que extraem um
recurso em comum. São identificados exemplos de conectores de interfaces provida e
requerida dos concerns que existem em comum nos trabalhos apresentados. Os concerns
são então modelados através da ferramenta ABStractme. Para demonstrar o reuso de
concerns em simulações diferentes que possuem pontos em comum, dois casos em que
há o compartilhamento de recursos são modelados.
6.1 Simulações Alvo
Foram estudadas duas simulações para exemplificar o reuso e compartilhamento
de concerns a partir do refinamento da definição dos mesmos apresentado anteriormente.
Em ambas simulações, ocorre o compartilhamento de um recurso em comum, que possui
um conjunto de características que o classifica como um common-pool resource (OS-
TROM, 1990). A principal característica deste common-pool resource é estar disponível
para o consumo de diversos agentes, sendo que nenhum agente possui o direito exclusivo
de posse sobre o recurso. Neste caso, há o risco de o recurso, que geralmente é finito e
renovável, ser consumido sem controle até se extinguir. Para que a fonte de sustento de
todos os indivíduos da comunidade não deixe de existir, os agentes precisam se submeter
a um conjunto de regras sobre o consumo deste recurso para garantir a sobrevivência do
grupo.
A primeira simulação estudada é definida com base no trabalho de Schlüter, Ta-
voni and Levin (2016), em que é explorada a cooperação entre agentes que precisam com-
partilhar um recurso qualquer, sendo que os agentes regulam o consumo dos vizinhos. A
segunda tem como base o trabalho de Castilla-Rho et al. (2015), em que é definida a simu-
lação da interação entre agentes que representam fazendeiros que precisam compartilhar
recursos hídricos para a irrigação de suas plantações com agentes que representam con-
troladores de poços que abastecem a população de uma cidade com água potável, sendo
que há um agente que regula o consumo dos recursos. Uma apresentação dos trabalhos
estudados pode ser vista na Tabela 6.1. Os trabalhos estão resumidos quanto à descrição
dos agentes indicados em cada um juntamente com uma explicação breve da tomada de
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Tabela 6.1: Resumo das simulações alvo
(SCHLÜTER; TAVONI; LE-
VIN, 2016)
(CASTILLA-RHO et al., 2015)
Agentes Agentes como coletores de recurso
que regulam uns aos outros
Agentes que representam fazendei-
ros individuais e controladores de
poços da cidade, que tomam deci-
sões ligadas à operação de poços
para coleta de água. Agentes regu-
ladores da coleta de água, que limi-
tam as decisões dos outros agentes
baseados em regras definidas
Tomada de
Decisão
O agente coletor tem um conjunto
de estratégias. Toda decisão é in-
fluenciada pela estratégia selecio-
nada. Cada decisão traz uma van-
tagem e um custo
Agentes dependem das informa-
ções disponíveis no local para to-
mar suas decisões. Existem meca-
nismos de adaptação que o agente
pode usar para modificar sua estra-
tégia de coleta de recurso
Recurso Um recurso qualquer comparti-
lhado entre os agentes que pode ser
explorado. O recurso é composto
de unidades que representam o que
pode ser extraído do recurso




O recurso é coletado para satisfazer
as necessidades do agente
O recurso é utilizado para irrigação
de plantações e para abastecimento




As regras sobre a coleta do recurso
são impostas pela sociedade, deso-
bedecer as regras significa sanções
sociais: isolamento, perda de apoio
dos vizinhos, etc
O regulador limita o comporta-
mento dos fazendeiros e sabe os
pontos do mapa em que o aquífero
está sendo explorado além do que
pode repor
decisão dos mesmos em cada caso. Quanto ao recurso, é especificado o que é e como é
utilizado. Também há um resumo da regulamentação definida para a coleta do recurso em
cada caso.
6.2 Concerns: Design e Implementação
Para modelar as simulações alvo na ferramenta ABStractme de modo a fazer o
reuso de concerns, é necessário determinar os concerns que podem ser utilizados em
ambas as simulações alvo juntamente com as abstrações encapsuladas e os conectores
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das interfaces de cada concern. Após a definição, estes elementos são modelados na
ferramenta e descritos no arquivo descritor de conectores das interfaces de cada concern.
A partir do conceito de uma comunidade que precisa gerenciar o consumo de um
common-pool resource, é possível definir um modelo comum a diversas simulações e um
conjunto de variáveis mínimo que permita este gerenciamento (OSTROM, 1990). Neste
modelo podem ser definidos três concerns para ilustrar as relações entre os componentes
da simulação: (i) o concern que representa conjunto dos agentes coletores do recurso;
(ii) o concern que representa o recurso que precisa ser compartilhado entre os agentes
e é fundamental para o seu sustento; e (iii) o concern que representa as regras às quais
os agentes devem se submeter para que haja um controle sobre o consumo do recurso.
Este modelo é um ponto de partida para a definição dos concerns reusáveis. Com este
objetivo, foi feita uma comparação entre os trabalhos que foca nos pontos em comum. A
comparação pode ser vista na Tabela 6.2. Nesta tabela, os dados coletados na Tabela 6.1
são sintetizados para deixar em destaque o que há em comum entre as simulações alvo. Os
trabalhos são comparados quanto à variáveis dos agentes indicados em cada um. Quanto
ao recurso, são especificadas as variáveis definidas para o mesmo. Também há um resumo
da regulamentação definida para a coleta do recurso em cada caso. Por fim, é definido um
conjunto de concerns de cada caso e como os mesmos se relacionam.
Entre os pontos em comum das simulações alvo pode-se citar:
1. definição de agentes que precisam coletar um recurso para o seu sustento;
2. uso de estratégias de adaptação: cada agente possui uma lista de comportamentos
possíveis em relação à coleta do recurso;
3. um recurso que seja finito e possa ter seu estado modificado por fatores externos,
sendo que estas mudanças de estado são parcialmente percebidas pelos agentes;
4. parâmetros culturais do agente: crenças e valores influenciados por tradições e pelos
vizinhos que são um fator na escolha da estratégia de adaptação;
5. definição de regras para a coleta do recurso: há um limite para a coleta do recurso,
e o agente que passar deste limite pode ser punido economicamente e
6. definição clara dos custos e benefícios da coleta de cada unidade do recurso.
Usando a Tabela 6.2 como base, foram modelados três concerns reusáveis na fer-
ramenta ABStractme para facilitar a modelagem das duas simulações apresentadas an-
teriormente. Os conectores definidos podem ser reusados juntamente com as abstrações
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Tabela 6.2: Resumo dos pontos em comum nas simulações alvo
(SCHLÜTER; TAVONI; LE-
VIN, 2016)




Benefícios e custos esperados
por coletar uma unidade do re-
curso; normas internas que in-
fluenciam na escolha de estraté-
gia de coleta; energia do agente
e lista de estratégias de coleta de
recurso
Variáveis dos fazendeiros: benefícios
e custos esperados por bombear o re-
curso hídrico; lucro do agente; lista de
estratégias de coleta de recurso; taxa
de bombeamento; estresse hídrico acu-
mulado e normas internas que influen-
ciam na escolha de estratégia de coleta.
Variáveis dos poços da cidade: locali-




unidades, variabilidade no tama-
nho das unidades, unidades do
recurso disponíveis para coleta
Rebaixamento, tamanho/quantidade
máxima de unidades, variabilidade no
tamanho das unidades, unidades do




Conjunto de regras: número má-
ximo de unidades do recurso
que pode ser extraído por cada
agente, multa por exceder o li-
mite de unidades extraídas, be-
nefícios e custos por seguir as re-
gras, sanções a aplicar a quem
desobedecer as regras e normas
sociais compartilhadas entre vi-
zinhos
Conjunto de regras: número de poços
de bombeamento de água que podem
ser construídos por ano, multa por ex-
ceder o limite de poços que podem ser
construídos
Concerns (i) Harvester: contém os agen-
tes que representam os coleto-
res, além de dados sobre o com-
portamento dos agentes; (ii) Re-
source: contém os dados do re-
curso; e (iii) Rules: contém a
lista de regras para a coleta do
recurso
(i) Farmer: contém agentes que repre-
sentam os fazendeiros; (ii) City: con-
tém dados da cidade e agentes que re-
presentam os controladores dos poços
da cidade; (iii) Aquifer: contém dados
do aquífero; (iv) Rules: contém a lista
de regras para a construção de poços





Harvester precisa importar da-
dos dos concerns Resource e Ru-
les para a tomada de decisão de
seus agentes
Farmer e City precisam importar da-
dos dos concerns Aquifer e Rules para
a tomada de decisão dos agentes. O
agente contido no concern Rules Agent
importa dados sobre o estado atual do
aquífero contidos no concern Aquifer
encapsuladas em cada concern. Estes conectores surgem quando a tomada de decisão do
agente depende do conhecimento que o mesmo possui do estado do recurso e das regras
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Figura 6.1: Concern reusável que representa o recurso compartilhado
para a coleta do recurso, que são definidos em concerns diferentes por estarem inseridos
em contextos diferentes. Para exemplificar o reuso, os três concerns foram implementa-
dos em projetos separados.
O primeiro concern reusável representa o recurso a ser compartilhado e está ilus-
trado na Figura 6.1 juntamente com a entidade e seu conjunto de atributos que representam
o recurso. Fazem parte do conjunto de atributos do recurso as variáveis: (i) tamanho ou
quantidade máxima do recurso, que é inicializada com um valor definido pelo projetista
identificado como V ou static value; (ii) variabilidade das unidades do recurso, que é ini-
cializada com uma expressão definida pelo projetista identificada como E ou expression; e
(iii) unidades disponíveis ou estado atual do recurso, que é inicializada com um static va-
lue. Este valor é atualizado conforme uma expressão definida pelo projetista, identificada
como E ou expression. O arquivo descritor do concern com os conectores da interface
provida juntamente com a aba de propriedades padrão da IDE Eclipse que mostra a ta-
bela de conectores da interface provida podem ser vistos na Figura 6.2. O concern que
representa o recurso oferece conectores para acesso externo à entidade que descreve o
recurso e às unidades disponíveis do recurso. Ambos os conectores podem ser vistos na
aba de propriedades da IDE Eclipse que mostra os conectores providos. O projetista tem
a liberdade de descrever conectores para acesso a outros atributos da entidade no arquivo,
conforme a necessidade.
O segundo concern reusável representa as regras para o compartilhamento do re-
curso e está ilustrado na Figura 6.3 juntamente com os parâmetros do concern que podem
ser reusados em diversas simulações a partir do reuso do mesmo. Nesta figura estão ex-
plícitas as regras que definem os parâmetros para arbitrar o recurso: (i) número máximo
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Figura 6.2: Arquivo descritor do concern que representa o recurso compartilhado
juntamente com a tabela de conectores providos
de unidades ou a quantidade de recurso que podem ser extraídos por um agente, que é
inicializado com um static value; (ii) valor da multa conforme a severidade da infração,
que é inicializado com um static value; (iii) benefícios oferecidos por obedecer às regras,
inicializados com um static value; (iv) custos para obedecer as regras, inicializados com
um static value; (v) possíveis sanções por violação de regras, podem ser a perda de bene-
fícios oferecidos, inicializadas com uma expression; e (vi) normas compartilhadas entre
os agentes, inicializadas com uma expression. O arquivo descritor do concern com o co-
nector da interface provida e a aba de propriedades padrão da IDE Eclipse com a tabela de
conectores da interface provida podem ser vistos na Figura 6.4. O concern que representa
as regras para o compartilhamento do recurso oferece um conector para acesso externo
ao número máximo de unidades que podem ser extraídas por um agente. Este conector
pode ser observado na aba de propriedades da IDE Eclipse que mostra os conectores da
interface provida. O projetista tem a liberdade de definir conectores para acesso externo
a outros parâmetros no arquivo, conforme a necessidade.
O terceiro concern reusável mostra os agentes coletores do recurso e está ilustrado
na Figura 6.5 juntamente com o agente e seu conjunto de atributos que representam os
coletores do recurso. Os atributos dos agentes coletores definidos no concern reusável
são: (i) benefícios esperados ao coletar o recurso, inicializados com um static value; (ii)
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Figura 6.3: Concern reusável que representa as regras para coleta do recurso
Figura 6.4: Arquivo descritor do concern que representa as regras para coleta do recurso
juntamente com a tabela de conectores providos
custos esperados para coletar o recurso, inicializados com um static value; (iii) energia ou
condição financeira do agente, inicializada com um static value. Este valor e atualizado
com um static value; (iv) lista de estratégias para a coleta do recurso, inicializadas com
uma expression; (v) normas internas, equivalentes aos parâmetros culturais do agente,
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Figura 6.5: Concern reusável que representa os coletores do recurso
inicializadas com uma expression; (vi) unidades do recurso disponíveis para coleta, inici-
alizadas com um EA ou external attribute; (vii) número máximo de unidades que podem
ser extraídas, inicializadas com um external attribute; e (vii) recurso a coletar, inicializado
com um EE ou external entity. Os três últimos atributos necessitam de dados externos ao
concern. O arquivo descritor do concern com os conectores da interface requerida, refe-
rentes a estes atributos, pode ser visto na Figura 6.6. O concern que representa os agentes
coletores possui três conectores onde dados são requeridos para completar as funcionali-
dades dos atributos mencionados anteriormente. Por fim, a Tabela 6.3 mostra um resumo
de todos os conectores de interfaces providas e requeridas definidos nos três concerns
reusáveis.
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Após a modelagem dos concerns reusáveis, são modeladas as simulações alvo na
ferramenta ABStractme juntamente com as injeções de dependência entre concerns. As
simulações definidas na Tabela 6.1 possuem cada uma o seu projeto em que os concerns
modelados anteriormente foram importados. No caso do exemplo modelado a partir do
trabalho de Schlüter, Tavoni and Levin (2016), a visão geral da simulação pode ser vista
na Figura 6.7, onde é possível visualizar os concerns da simulação que foram modelados
conforme a definição dos mesmos que aparece na Tabela 6.2. Todos os concerns foram
importados a partir dos concerns reusáveis modelados anteriormente. A Figura 6.8 mostra
uma visão geral de todas as conexões entre concerns da simulação feitas através da aba
Required Section das propriedades padrão da IDE Eclipse.
A visão geral das conexões destaca os relacionamentos estabelecidos entre os con-
cerns: (i) o agente coletor precisa saber a quantidade máxima de unidades do recurso que
pode coletar conforme as regras de coleta. Dessa forma, o concern do agente coletor re-
Figura 6.7: Visão geral da simulação
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Figura 6.8: Visão geral das conexões entre concerns
quer este dado do concern que possui as regras de coleta do recurso; (ii) para que o agente
coletor saiba qual recurso deve coletar, o concern do agente coletor requer a identifica-
ção da entidade que representa o recurso que se encontra no concern do recurso; e (iii) o
agente coletor precisa saber as unidades disponíveis do recurso, neste caso o concern do
agente coletor requer esse dado do concern do recurso.
No exemplo feito a partir do trabalho de Castilla-Rho et al. (2015), a visão geral
da simulação pode ser vista na Figura 6.9, onde são mostrados os concerns da simulação
que foram modelados conforme a definição dos mesmos que aparece na Tabela 6.2. Foi
necessário criar um concern para o agente que representa os reguladores dos poços para
coleta de água. Este concern requer os dados da entidade que representa o aquífero, que
se encontra no concern Aquifer, que é um concern do tipo Resource Concern importado,
que teve seu título alterado para Aquifer. Os concerns Farmer e City são ambos concerns
importados do tipo Harvester Concern e tiveram seus títulos alterados para diferenciar um
do outro. A Figura 6.10 mostra uma visão geral de todas as conexões entre concerns da
simulação feitas através da aba Required Section das propriedades padrão da IDE Eclipse.
A visão geral das conexões evidencia quais são os relacionamentos estabelecidos
entre os concerns. Os concerns Farmer e City se relacionam com os concerns Aquifer
e Rules de forma análoga ao relacionamento entre concerns apresentado na simulação
alvo modelada a partir do trabalho de Schlüter, Tavoni and Levin (2016). O concern que
contém os reguladores dos poços para coleta de água requer a identificação da entidade
que representa o aquífero contida no Aquifer concern para monitorar o seu estado.
Em ambos os casos, a maior parte dos elementos da simulação encapsulados nos
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Figura 6.9: Visão geral da simulação
concerns e dos conectores das interfaces requerida e provida são definidos a partir dos
concerns reusáveis modelados na seção 5.2, o que resultou em um reuso significativo de
software na modelagem de cada simulação alvo. Os projetos foram feitos com uma versão
simplificada das simulações, e podem ser expandidos com outros concerns externos e
mais conectores de interface, conforme a necessidade do projetista.
6.4 Considerações Finais
A partir da definição de simulações que possuam pontos em comum, no caso o
compartilhamento de um recurso que é coletado e gerenciado pelos agentes, é possível
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Figura 6.10: Visão geral das conexões entre concerns
exemplificar o reuso de software ao modelar concerns reusáveis que encapsulam os pontos
em comum destas simulações na ferramenta ABStractme. A modelagem das simulações
com a importação destes concerns reusáveis deixa explícita a possibilidade de reuso de
software a partir do refinamento da definição de concerns proposto neste trabalho.
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7 CONCLUSÃO
O concern foi introduzido na abordagem MDD4ABMS para facilitar a modulari-
zação e a escalabilidade do modelo da simulação. Este trabalho estendeu o conceito de
concern definido na abordagem para permitir o seu reuso em diferentes simulações. A
partir do estudo de trabalhos relacionados, foi constatada a importância dada à modula-
ridade em sistemas multiagente juntamente com a falta de foco na necessidade de haver
um baixo acoplamento das abstrações da simulação para possibilitar o seu reuso. Com
base nesta lacuna, foi proposto um refinamento da definição do concern que introduziu
um baixo acoplamento para este elemento sem comprometer a sua coesão. A ferramenta
ABStractme foi estendida para permitir a especificação de concerns reusáveis, e também
para reusar estes concerns ao projetar simulações com agentes. Um estudo de caso foi re-
alizado para demonstrar como os concerns podem ser reusados em simulações diferentes,
mas que possuem pontos em comum.
O objetivo deste trabalho é expandir o conceito de concerns para facilitar o seu
reuso, que é uma lacuna na abordagem MDD4ABMS. Ao utilizar um concern abstrato
com funcionalidades que devem ser completadas e uma interface que suporta conexões
que completam estas funcionalidades, o projetista tem o seu retrabalho reduzido ao mo-
delar simulações similares. Além disso, o reuso facilita ainda mais o aprendizado em
ABMS, que é um dos objetivos da linguagem ABStractLang, e introduz um aumento na
confiabilidade da ferramenta ABStractme ao disponibilizar concerns padronizados.
As principais contribuições deste trabalho são: (i) no Capítulo 4, refinamento da
definição do concern que consiste na introdução de uma interface para o mesmo. A partir
deste refinamento, foi apresentada uma linguagem para descrever os conectores da inter-
face requerida e provida do concern para melhorar o seu encapsulamento, escondendo
abstrações que não precisam ser visualizadas no nível global da simulação, permitindo
um maior controle do projetista sobre o que é compartilhado entre concerns e facilitando
o reuso dos mesmos; (ii) no mesmo capítulo, introdução de uma linguagem para descrever
a injeção de dependência entre concerns, que ocorre externamente aos concerns e permite
o desacoplamento dos mesmos; (iii) no Capítulo 5, extensão da ferramenta ABStractme
para permitir a importação de concerns externos ao projeto, o que permite o reuso dos
componentes contidos nestes concerns; e (iv) no Capítulo 6, estudo de caso de concerns
reusáveis no contexto de compartilhamento e gerenciamento de recursos entre diversos
agentes, para ilustrar as vantagens no reuso de concerns e seus descritores dos conectores
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de interface.
Entre os trabalhos futuros está a necessidade de gerar uma biblioteca com con-
cerns que possam ser usados em simulações de diversos domínios para demonstrar as
vantagens no reuso de concerns e disponibilizar tutoriais de uso para esclarecer como são
feitos os arquivos descritores dos conectores, a injeção de dependência através da aba de
propriedades padrão da IDE Eclipse e a importação de concerns. Por fim, para possi-
bilitar a geração de código para a plataforma NetLogo a partir dos concerns reusáveis e
das injeções de dependência entre eles, é necessário introduzir mudanças no gerador de
código da simulação. A seguir são descritas as mudanças que precisarão ser realizadas
no gerador de código. Como um primeiro passo já implementado, foram criados tipos
de atributos para indicar o atributo que requer dados de fora do concern que podem estar
localizados em um componente do tipo atributo externo ou entidade externa. O gerador
de código deve incluir um passo para ler os arquivos XML dos descritores dos conectores
das interfaces provida e requerida de cada concern e dos descritores das conexões entre
concerns. Por fim, a partir desta leitura, para cada elemento requerido serão geradas ins-
truções de código que acessam os elementos providos que se encontram em outras partes
da simulação, materializando desta forma a injeção de dependência.
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