Since we believe verfication should be performed throughout development, most of this article concentrates on verification and testing appropriate to each of the four life-cycle stages for software development: requirements, design, construction, and operation and maintenance. But first, let's review verification and planning techniques employed throughout the life cycle, and discuss testing in general.
Verification throughout the life cycle
Problem solving is a creative process that generally follows a five-step paradigm: problem definition, hypothesis of a trial solution, scrutiny and exercise of the trial solution, revision of the problem definition or trial solution, and scrutiny and exercise of the revised trial solution. When the problem solver is satisfied (and it may take many iterations of the paradigm), the solution is prepared in final form and subjected to final testing.
If the original problem is so difficult that no trial solution is obvious, two other steps are necessary: identify the problem as a particular case of a problem whose solution is known; solve a specific instance of the problem in the hope that it will lead to the general solution. Then proceed as above.
Computer programming is a form of problem solving, and its solution paradigm is the development life cycle.
There are many life-cycle charts in the literature,2'3 but no one current chart incorporates all views of the development process. The one given in the left column of Table I is representative. Problem definition takes place during the requirements stage, solution hypotheses are formed and data process structures are organized during the design stage, and program modules are coded, debugged, integrated, and their interfaces debugged in the construction phase, when the program is exercised over the test data selected during this and earlier stages. In the operation and maintenance phase, the program is used and maintained.
There is a significant difference between the general problem solution paradigm and the development life cy-0018-9162/80/1200-0024$00.i5 (1 980 IEEE COM PUTER cle: the life-cycle activity is a straight-line solution, whereas the general paradigm emphasizes .iteration toward a solution. Anyone who has ever programmed knows that iteration is an inevitable result of the verification process and error assessment. Unless the correct problem is stated and its solution achieved on the first try, modification and iteration occur. The verification process should occur in each phase of the cycle rather than in a single isolated stage following construction because problem statement or design errors discovered that late may exact an exorbitant price. Not only must the original error be corrected, the structure built upon it must be changed as well.
The program development paradigm becomes more productive if each development stage is viewed as a subproblem. Table I presents the verification activities that accompany each development stage.
The verification activities shown in Table I will help locate errors when they are introduced and also partition the test set construction. The main problem with testing is that it reveals only the presence of errors, making a complete program validation obtainable only by testing for every element of the domain. Since this process is exhaustive, the presence of no errors guarantees the validity of the program. This is the only dynamic analysis technique with this guarantee; unfortunately, it is not practical. Frequently, program domains are infinite, or so large as to make the testing of each element infeasible. There is also the problem of deriving, for an exhaustive input set, the expected (correct) responses, a task at least as difficult as (and possibly equivalent to) writing the program itself. The goal of a testing methodology is, therefore, to reduce the potentially infinite exhaustive testing process to a finite testing process. This is done by choosing a test data set (a subset of the domain) to exercise features of the problem or of the program. Thus, the crux of the testing problem is finding a test data set that covers the domain yet is small enough for practical use, an 
