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Účelem této práce je prozkoumat možnosti vizualizační knihovny OGRE a implementovat 
demonstrační aplikaci, která využívá jednoduché i pokročilejší prostředky této knihovny. Dále se 
práce zabývá tvorbou efektů v jazyce Cg a jejich propojením s knihovnou OGRE. Analyzována je 
také knihovna Bullet, která se ve vizualizačních aplikacích často používá pro fyzikální výpočty. 
Druhá část práce se věnuje implementaci demonstrační aplikace. V závěru jsou zhodnoceny dosažené 
výsledky a nastíněny možnosti budoucího vývoje.
Abstract
The goal of this thesis is to investigate the possibilities of the OGRE visualization library and to 
implement an application which utilizes both simple and advanced OGRE features. Furhtermore there 
are explained basics of creating effects using Cg language and connecting them with OGRE library. 
The Bullet library which is often used in visualization applications for physics calculations is 
analyzed as well. The second part describes implementation of the demo application. In the end, the 
results are discussed, including possibilities of future development.
Klíčová slova
OGRE, OgreOggSound, MyGUI, Bullet, Cg, shaders, vizualizace, 3D grafika, fyzika, materiály, 
částicové systémy
Keywords
OGRE, OgreOggSound, MyGUI, Bullet, Cg, shaders, visualization, 3D graphics, physics, materials, 
particle systems
Citace
Marián Ondrejíček: Vizualizace grafických scén v knihovně OGRE, diplomová práce, Brno, FIT 
VUT v Brně, 2012
Vizualizace grafických scén v knihovně OGRE
Prohlášení
Prohlašuji, že jsem tuto diplomovou práci vypracoval samostatně pod vedením Ing. Jana Pečivy, 
Ph.D.





Chcel by som sa poďakovať svojmu vedúcemu Ing. Janovi Pečivovi, Ph.D. za odbornú pomoc a 
konzultácie, ktoré mi pomohli pri tvorbe tejto práce. Tiež by som chcel poďakovať Bc. Andrejovi 
Novosadovi, ktorý mi poskytol svoju hudbu do programovej časti.
© Marián Ondrejíček, 2012
Tato  práce  vznikla  jako  školní  dílo  na  Vysokém učení  technickém v Brně,  Fakultě  informačních  
technologií.  Práce je chráněna autorským zákonem a její  užití  bez udělení  oprávnění  autorem je  










2.6 Možnosti tvorby GUI................................................................................................................11
2.7 OgreOggSound.........................................................................................................................14
3 Fyzikálna knižnica Bullet.................................................................................................................15
3.1 Fyzikálna simulácia pomocou Bullet........................................................................................15
3.2 Wrapper OgreBullet..................................................................................................................17
3.3 Wrapper BtOgre........................................................................................................................17
4 Jazyk Cg a shadery...........................................................................................................................18
4.1 Shadery a materiály...................................................................................................................18
4.2 Shadery a compositor skripty....................................................................................................21
4.3 Glow efekt.................................................................................................................................23
5 Tvorba arkádovej hry.......................................................................................................................25
5.1 Tvorba asetov............................................................................................................................25









6 Testovanie a vyhodnotenie...............................................................................................................40
6.1 Testovanie.................................................................................................................................40
6.2 Distribúcia aplikácie.................................................................................................................43







Táto  práca  sa  zaoberá  možnosťami  vizualizácie  virtuálnych  scén  pomocou  knižnice  OGRE. 
Analyzované sú aj ďalšie knižnice a technológie, ktoré s vizualizáciou bezprostredne súvisia.
V počiatočnej kapitole sú zhrnuté základné informácie o tejto knižnici. Nachádza sa tu stručný 
prehľad kľúčových vlastností  a  obmedzení,  ktoré  môžu byť rozhodujúce  z  pohľadu vývojára  pri 
voľbe tejto knižnice. Ďalej je tam popis dôležitej štruktúry pre reprezentáciu 3D scény – grafu scény. 
Okrem toho sa v prvej kapitole nachádza popis materiálov a časticových systémov OGRE a tiež  
pokročilejších prvkov ako sú compositor skripty. Rozoberané sú aj možnosti tvorby užívateľských 
rozhraní a ozvučenie aplikácií pomocou knižnice OgreOggSound.
V ďalšej kapitole analyzujem knižnicu Bullet, ktorá sa používa na fyzikálne výpočty. Najprv 
rozoberám priebeh simulácie v tejto knižnici a nakoniec sa venujem možnostiam prepojenia s OGRE.
Nasledujúca kapitola sa venuje programovaniu shaderov v jazyku Cg. Kapitola je prakticky 
zameraná a obsahuje ukážky niekoľkých efektov, ktoré boli vytvorené s použitím shaderov. Tieto  
efekty sú diskutované v súvislosti  s knižnicou OGRE, pričom sa zameriavam na ich prepojenie s  
materiálmi a compositor skriptmi.
V druhej polovici tejto práce sa zaoberám implementáciou demonštračnej aplikácie (arkádová 
závodná  hra),  ktorá  využíva  technológie  popísané  v  teoretickej  časti.  Na  začiatku  sa  v  krátkosti  
venujem tvorbe 3D modelov, ktoré tvoria podstatnú časť mojej aplikácie. Potom popisujem integráciu 
so systémom Advanced Ogre Framework, čo je kostra, na ktorej je demonštračná aplikácia založená. 
Ďalej sú tu detailne analyzované jednotlivé logické komponenty a prepojenie aplikácie s fyzikálnou 
knižnicou.
V poslednej kapitole je aplikácia diskutovaná z hľadiská náročnosti na grafický výkon. Tiež sa 
v  nej  venujem  problematike  distribuovania  Ogre  aplikácií.  V  závere  sú  zhodnotené  dosiahnuté 
výsledky, vlastný prínos a tiež sú načrtnuté možnosti ďalšieho vývoja.
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2 Grafická knižnica OGRE
V súčasnej  dobe  je  počítačová  grafika  rozšírená  do  rôznych oblastí  denného života.  Jedná  sa  o  
komplexný obor, ktorý pokrýva rozsiahlu tematiku. Jednou z jej súčastí je vizualizácia grafických 
scén. Táto časť počítačovej grafiky sa uplatňuje nielen v zábavnom priemysle, ale napríklad aj v  
medicíne a v rôznych technických i netechnických odvetviach. Ak sa chystáme vytvárať praktickú  
vizualizačnú aplikáciu,  máme k  dispozícii  mnoho nástrojov,  ktoré  nám uľahčia  prácu  a  urýchlia 
vývoj.  Jedným  z  takýchto  nástrojov  je  knižnica  OGRE.  V  tejto  práci  analyzujem  základné  i 
pokročilejšie  vlastnosti  OGRE  a  súčasne  tieto  poznatky  aplikujem  pri  tvorbe  praktickej 
demonštračnej aplikácie. Táto práca je zameraná na konkrétne knižnice a predpokladá určité znalosti 
z  oblasti  grafiky.  Ak by čitateľ  mal  záujem o širší  pohľad na počítačovú grafiku a vizualizačné  
techniky, tak odporúčam knihu Moderní počítačová grafika [1].
V tejto kapitole sa najprv pozrieme na prehľad základných vlastností Ogre, ktoré môžu byť 
rozhodujúce  z  pohľadu  programátora  pri  voľbe  grafickej  knižnice.  Potom  si  detailne  popíšeme 
dôležité prvky, medzi ktoré patrí  graf scény, materiály a časticové systémy. Nakoniec sa budeme 
venovať pokročilejším technikám ako sú compositor skripty. Pri tvorbe tejto kapitoly som vychádzal 
zo zdrojov [2], [3] a [6].
2.1 Stručný prehľad
Ogre je rozsiahla knižnica,  ktorá slúži  na vizualizáciu 3D scén.  Ide o aktívne vyvíjaný projekt  s  
rozsiahlou komunitou. Knižnica  je distribuovaná ako open source. Od verzie 1.7 používa licenciu  
MIT, takže je vhodná aj pre komerčné aplikácie. Jedná sa o objektovo orientovanú knižnicu, ktorá 
poskytuje programátorovi rozhranie na vysokom stupni abstrakcie. K tomuto účelu používa v hojnom 
počte návrhové vzory a iné vysokoúrovňové prostriedky.
Ogre používa systém pluginov.  Pomocou konfiguračného súboru si  zvolíme,  ktoré  pluginy 
chceme použiť a Ogre ich automaticky načíta pri spustení. Pluginy je tak možné vymeniť bez nutnosti  
rekompilácie  programu.  Jedným zo základných pluginov je  renderovací  systém.  Na  výber  máme 
pluginy pre OpenGL a niekoľko verzií DirectX. Programátor tak môže tvoriť aplikáciu bez závislosti 
na  konkrétnom grafickom API.  Medzi  ďalšie  pluginy  patrí  napríklad  plugin  pre  jazyk Cg  alebo 
časticový systém.
Reálne  aplikácie  obsahujú  okrem  samotného  spustiteľného  súboru  množstvo  rôznych 
doplnkových dát (obrázky, zvuky, 3D modely). Ogre poskytuje rozhranie pre komplexný manažment 
takýchto zdrojov. Pomocou konfiguračného súboru definujeme súbory alebo aj celé adresáre, ktoré sa 
majú pri spustení načítať. Podporované je aj načítanie ZIP archívov. Ogre dokáže načítať niekoľko  
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typov súborov: MESH súbory s modelmi alebo kostrou, materiály, shader programy (HLSL, GLSL,  
Cg),  textúry,  compositor  skripty  a  fonty.  Podporu  pre  vlastné  formáty  implementujeme  formou 
pluginov.
Väčšina grafických enginov podporuje veľké množstvo formátov, ktoré slúžia na uchovávanie 
3D modelov.  Medzi  základné  formáty  patria  napríklad  OBJ,  3DS  alebo  C4D.  Ogre  zvolilo  iný 
prístup. Podporovaný je iba jeden formát, tzv. MESH. V základe sa jedná o XML štruktúru, ktorá ale 
musí  byť  pred  samotným  použitím  prevedená  na  binárny  formát  pomocou  programu 
OgreXMLConverter, ktorý je súčasťou Ogre SDK. Tento nástroj aplikuje rôzne optimalizácie, aby 
bolo načítanie modelu čo najrýchlejšie. Ak chceme importovať model v inom formáte ako MESH, 
musíme použiť príslušný exportér. Exportér je program, ktorý prevádza určitý 3D formát priamo do 
MESH alebo  XML formátu.  Väčšinou  sa  jedná  buď  o  samostatnú  aplikáciu  alebo  o  plugin  do 
niektorého z používaných modelovacích nástrojov (Autodesk 3ds Max, Maya, Blender). Výhodou 
tohto spôsobu sú spomínané optimalizácie MESH formátu. Nevýhodou môže byť kvalita niektorých 
exportérov, ktoré často nepodporujú najnovšie verzie (napr. 3ds Max 2012).
Dôležitým  faktorom  pri  používaní  vývojárskych  knižníc  je  kvalita  dokumentácie.  Na 
oficiálnych  stránkach  je  k  dispozícii  prehľadne  spracovaný  manuál  a  dokumentácia  k  API.  Pre  
začiatočníkov  je  veľmi  dobrým  zdrojom  informácií  Ogre  WiKi,  kde  sa  nachádzajú  tutoriály  a  
užitočné ukážky kódu. Momentálne sú na trhu dostupné dve knihy zaoberajúce sa knižnicou Ogre. 
Prvou z nich je Pro OGRE 3D Programming [2]. Táto kniha je už mierne zastaralá a neobsahuje popis 
najnovších vlastností, ale stále poskytuje relevantné informácie. Druhou publikáciou je OGRE 3D 1.7 
Beginner's Guide [3]. Táto publikácia popisuje aktuálnu verziu Ogre a už od počiatočných kapitol je 
zameraná na riešenie praktických problémov.
Vhodnosť knižnice pre konkrétny projekt  je samozrejme daná tým, čo od nej  požadujeme. 
Ogre samotné je zamerané len na vizualizáciu 3D scén a v tejto oblasti nám ponúka veľa možností.  
Pri  tvorbe  praktických  3D  aplikácií  však  často  potrebujeme  napríklad  podporu  pokročilého 
skriptovania, umelej inteligencie, fyzikálnych výpočtov alebo zvukových efektov. K tomuto účelu 
vzniklo okolo Ogre množstvo podporných knižníc alebo aspoň wrapperov, ktoré uľahčujú prepojenie 
existujúcich riešení s našimi Ogre aplikáciami. Niektoré z nich rozoberám v tejto práci. Celý zoznam 
takýchto  nástrojov  je  možné  nájsť  na  stránkach  Ogre  WiKi.  Ak  nám  Ogre  z  určitého  dôvodu 
nepostačuje a rozhodneme sa vyvíjať projekt pomocou iného nástroja, môže nám voľbu uľahčiť web  
DevMasters  [5].  Ten  obsahuje  rozsiahlu  databázu  grafických  knižníc  a  3D enginov  a  umožňuje 
vyhľadávanie na základe rôznych požiadaviek.
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2.2 Graf scény
3D scéna býva veľmi často reprezentovaná grafom scény. Graf scény je stromovitá štruktúra, ktorej  
listy predstavujú jednotlivé objekty. Uzly po ceste od koreňa k listom predstavujú zase transformácie.  
Každý uzol grafu je ovplyvnený rodičovskými transformáciami. Spôsoby implementácie sa v rôznych 
knižniciach líšia. Často sa používa riešenie, v ktorom je graf scény a samotný obsah úzko zviazaný  
pomocou dedičnosti. Ogre zvolilo abstraktnejší prístup. Uzly nededia rozhranie, ale sú iba pripojené k 
zvyšku stromu. Neobsahujú teda žiadny kód závislý na konkrétnej implementácii algoritmu. Uzly sú 
reprezentované triedou  SceneNode. Ak pridávame do scény určitú entitu (napr. 3D model alebo 
zdroj svetla), tak použijeme objekt typu Entity [2].
Aby bolo možné entitu pripojiť k uzlu, musí dediť od MovableObject. Jedna entita sa môže 
skladať z viacerých častí, ktorými sú objekty typu SubEntity. Tieto dedia od triedy Renderable 
a tým pádom je ich možné vykresliť.
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Obrázok 1: Hierarchia grafu scény v Ogre
Obrázok 2: Entita grafu scény v Ogre
2.3 Materiály
Materiály  sú  dôležitým  prvkom  pri  akejkoľvek  vizualizácii.  Zjednodušene  môžeme  povedať,  že  
materiály definujú vlastnosti objektov, ktoré ovplyvňujú, ako daný objekt reaguje na svetelné zdroje. 
Rozlišujeme štyri základné parametre materiálu [2]:
• Ambientná (ambient) zložka – ako objekt reaguje na všadeprítomné okolité (ambient)  
svetlo.
• Difúzna (diffuse)  zložka – farba objektu,  keď sa  svetlo  odráža rovnomerne všetkými  
smermi, často určená textúrou.
• Emisná (emissive) zložka – žiarenie objektu.
• Spekulárna (specular) zložka – odlesky na povrchu objektu.
2.3.1 Materiály v OGRE
Materiál  je  v  Ogre  reprezentovaný  triedou  Material.  Obvykle  však  materiály  definujeme  v 
externých súboroch, ktoré sú automaticky parsované pri spustení aplikácie. Ukážku takéhoto súboru 
je možné nájsť v kapitole 4, kde sú materiály diskutované v súvislosti so shadermi. Každý materiál  
musí  obsahovať aspoň jeden blok  technique a  v ňom minimálne jeden blok  pass.  Štruktúra 
materiálu v Ogre podľa [2] je znázornená na obrázku 3.
Pomocou  technique môžeme vytvoriť niekoľko variácií toho istého materiálu. Umožňuje 
nám to definovať materiál v rôzne kvalitných prevedeniach. Ogre automaticky vyberie najvhodnejšiu 
variantu podľa viacerých kritérií, najmä hardvérovej podpory. Takýmto spôsobom môžeme zaistiť, 
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Obrázok 3: Štruktúra materiálu v Ogre
aby aplikácia bežala s istými obmedzeniami aj na staršom hardvéri. Ďalej je tento princíp možné  
využiť  na definovanie  viacerých úrovní  detailu  (level  of  detail)  určitého materiálu.  Napríklad pri 
malej  vzdialenosti  od objektu sa  použije  variant  s  presnejším výpočtom osvetlenia,  zatiaľ  čo pri 
veľkej vzdialenosti postačí jednoduchý flat shading.
Blok  pass definuje jeden renderovací priechod. Každý blok  technique môže obsahovať 
viacero  pass priechodov,  ktoré  sú  aplikované  v  špecifikovanom  poradí.  Toto  nám  umožňuje 
vytvárať pokročilejšie  materiály,  ktoré  nie  je  možné  vykresliť  v  jednom priechode.  Ogre  navyše 
dokáže automaticky za behu rozdeliť jeden pass blok na niekoľko menších blokov, ktoré vygenerujú 
rovnaký výsledok. Toto sa uplatňuje napríklad, ak materiál potrebuje prístup k viacerým textúrovacím 
jednotkám, ale tie nie sú dostupné v požadovanom počte.
Medzi  základné  parametre  bloku  pass patria  štyri  spomenuté  zložky  (ambient,  diffuse, 
emissive,  specular).  Vo  väčšine  prípadov  pri  tvorbe  materiálov  využívame  textúry.  V  pass 
priechode máme k dispozícii všetky textúrovacie jednotky, ktoré sú dostupné na danej grafickej karte.  
Každá z nich môže v danom čase obsahovať jednu textúru. Zaujímavosťou je, že existujú rozšírenia 
pre Ogre, ktoré dokážu vytvárať textúry z video súboru alebo online streamu [2].
2.4 Časticové systémy
Časticové systémy je možné podobne ako materiály definovať buď priamo v kóde programu, alebo v 
externých súboroch, ktoré sú načítané pri spustení aplikácie. Schéma typického časticového systému 
je znázornená na obrázku 4.
Pre každý časticový systém je možné nastaviť rôzne parametre pomocou dostupných atribútov. 
Ogre  poskytuje  zhruba  20  takýchto  atribútov.  Medzi  najvýznamnejšie  patrí  atribút  material 
predstavujúci  názov  existujúceho  materiálu,  ktorý  bude  aplikovaný  na  každú  emitovanú  časticu.  
Časticové systémy sa obvykle skladajú z veľkého počtu častíc. Príliš veľké množstvo môže výrazne  
spomaliť  celú  aplikáciu.  Preto  je  vhodné  počet  častíc  obmedziť  nastavením  atribútu  quota. 
Pomocou ďalších atribútov je možné napríklad upraviť rozmery textúry alebo zmeniť priestor častíc z  
globálneho na lokálny. Tieto všetky atribúty môžeme považovať za statické vlastnosti, ktoré sú platné 
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Obrázok 4: Schéma časticového systému v Ogre
a  obvykle  konštantné  počas  celého  života  daného časticového systému.  Dynamické  vlastnosti  je 
možné meniť pomocou subsystémov typu emitter a affector [2] [3].
2.4.1 Emitter
Každý  časticový  systém  musí  obsahovať  aspoň  jeden  komponent  typu  emitter.  Ten  slúži  na  
generovanie častíc. V súčasnej verzii Ogre sú podporované emittery nasledujúcich typov: Point, Box, 
Cylinder, Ellipsoid, HollowEllipsoid a Ring. Typ určuje oblasť, v ktorej budú častice vygenerované.  
Napríklad  v  prípade,  že  zvolíme  Point,  vychádzajú  častice  z  jediného  bodu.  Každý  emitter  má  
niekoľko špecifických atribútov pre daný typ a mnoho spoločných pre všetky typy.
Jedným zo základných atribútov je  emission_rate,  ktorý udáva počet  vygenerovaných 
častíc  za  sekundu.  Pomocou  time_to_live nastavíme dobu v sekundách,  po ktorú sa  častica 
nachádza  v  systéme.  Aby  bolo  generovanie  častíc  plynulé  a  bez  „hluchých“  miest,  musí  platiť  
nasledujúci vzťah:
Medzi ďalšie atribúty patrí napríklad rýchlosť a smer šírenia častíc. Mnoho z týchto atribútov 
je možné obmedziť rozsahovo, napríklad velocity_min a velocity_max. V tom prípade sa pri 
generovaní  každej  častici  priradí  náhodná  hodnota  z  daného  rozsahu.  Takáto  náhodnosť  je  v  
časticových systémoch často požadovanou vlastnosťou a dodáva efektu na reálnosti. Príkladom môže 
byť efekt horiacej pahreby, kde sa jednotlivé častice šíria náhodným smerom a rýchlosťou a zostávajú 
aktívne rôzne dlhú dobu.
Zaujímavosťou je, že je možné emitovať aj samotné komponenty emitter. Môžeme tak vytvoriť 
časticové systémy simulujúce napríklad efekt ohňostroju, kde nové emittery vznikajú na mieste už 
emitovaných častíc [6].
2.4.2 Affector
Affector ovplyvňuje častice vygenerované emitterom. Atribúty affectoru závisia na jeho type. Medzi 
základné typy patrí  napríklad LinearForce  affector,  ktorý ovplyvňuje  smer  šírenia  častíc.  Ďalším 
užitočným je  ColourFader,  ktorý modifikuje  farbu alebo priehľadnosť.  Pomocou affectoru Scaler  
môžeme simulovať napríklad postupne sa zmenšujúci plameň na sviečke. V typickom časticovom 





emission_ratei ∗ time_to_livei ≤ quota
2.5 Compositor skripty
Compositor skripty slúžia na modifikáciu už vyrenderovaných scén. Tento proces sa nazýva post-
processing a používa sa pri tvorbe rozličných efektov. Príkladom môže byť prevod farebného obrazu 
na stupne šedej  alebo pridanie  šumu.  Efekty sú implementované formou fragment  shaderov.  Pre 
dosiahnutie požadovaného výsledku je často potrebné aplikovať niekoľko jednoduchších shaderov 
alebo viacero compositorov. Ogre preto poskytuje jednoduchý mechanizmus pre spájanie viacerých 
shaderov aj celých compositor skriptov do série za sebou.
Compositor  skripty  majú  podobnú  syntax  ako  skripty  s  materiálmi  a  tiež  sa  skladajú  z 
podobných blokov. Na obrázku 5 je vidieť typickú štruktúru takéhoto skriptu. Každý compositor musí 
obsahovať  aspoň  jeden  blok  technique.  V  ňom  sa  nachádzajú  obvykle  aspoň  dva  bloky 
target,  ktoré  špecifikujú  tzv.  render  target,  teda  kam  sa  má  výstup  uložiť  (textúra  alebo 
obrazovka). V prvom bloku target si uložíme vyrenderovanú scénu do textúry. V ďalších blokoch 
prebieha samotný post-processing. Tieto môžu aplikovať rôzne materiály a shadery v jednom alebo 
viacerých  pass priechodoch.  V poslednom kroku pomocou kľúčového slova  target_output 
špecifikujeme, že výstup chceme zobraziť na obrazovku.
Podobne ako pri  materiáloch,  môže compositor  obsahovať viac  blokov typu  technique. 
Keďže ale  compositor  skripty využívajú samotné materiály,  v  prvom rade sú analyzované bloky 
technique v  materiáloch.  Použitý  materiál  musí  obsahovať  aspoň jeden takýto  blok,  ktorý  je 
kompatibilný s dostupným hardvérom. Ak sú materiály validné, je treba ešte skontrolovať formát 
textúr,  do  ktorých sa  bude  renderovať.  V prípade,  že  zvolený formát  nie  je  podporovaný,  Ogre 
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Obrázok 5: Schéma compositor skriptu
automaticky zvolí podobný formát, ktorý je možné použiť. Toto chovanie však môže byť nežiaduce a 
treba s ním počítať, ak má aplikácia bežať na rôznych hardvérových konfiguráciách. V tom prípade je 
vhodné vytvoriť viac blokov technique, ktoré pokrývajú väčšie množstvo formátov [2].
Po  vytvorení  skriptu  je  treba  compositor  pridať  do  aplikácie.  Compositor  je  vždy  nutné 
naviazať  na  určité  okno  (obrazovku),  resp.  pohľad  (viewport).  Jeden  compositor  je  však  možné 
aplikovať na viacero obrazoviek.  A takisto jedna obrazovka môže byť modifikovaná niekoľkými 
compositormi zapojenými v sérii (compositor chaining). Compositor skripty sú výborným nástrojom, 
ak potrebujeme v aplikácii pracovať s post-processing efektmi. Viac informácií o nich, aj s praktickou 
ukážkou jednoduchého efektu, je možné nájsť v kapitole 4.
2.6 Možnosti tvorby GUI
Dôležitou  súčasťou  každej  multimediálnej  aplikácie  je  užívateľské  rozhranie,  ktoré  musí  byť 
intuitívne a jednoduché na použitie. Ogre disponuje tzv. Overlay systémom. Ten umožňuje pridať do 
scény 2D elementy, ktoré ju budú prekrývať. Rozlišujeme dva typy overlay prvkov. Prvým typom sú 
tzv.  managed  overlays,  ktoré  sú  skriptovateľné  a  umožňujú  jednoduchým  spôsobom  zobraziť 
napríklad text. Väčšiu kontrolu nad výsledným zobrazením však získame, ak použijeme unmanaged 
overlays. Tieto sú dané obdĺžnikom o určitej veľkosti a pozícii na obrazovke. Obsah tejto oblasti je  
ale plne v rukách programátora, takže je v nich možné použiť napríklad textúry a shadery [2].
2.6.1 Ogre SdkTrays
Ak plánujeme tvoriť jednoduché GUI, ktoré len zobrazuje informácie, tak si  vystačíme s overlay  
systémom. Zložitejšie rozhranie tvorené takýmto spôsobom by však bolo náročné na implementáciu, 
najmä z časového hľadiska. Výhodnejšie je použiť jedno z hotových riešení, ktoré nám uľahčia veľa 
práce. Na stránkach Ogre je možné nájsť pomerne dlhý zoznam knižníc na zobrazovanie GUI, ktoré  
majú v Ogre dobrú podporu. Mnohé sú založené na overlay systéme. Jedným z nich je SdkTrays.  
Toto rozhranie bolo vytvorené tvorcami Ogre pre použitie v demonštračných aplikáciach, ktoré sú 
súčasťou Ogre SDK. Je jednoduché na použitie, ale nedisponuje pokročilejšími vlastnosťami – chýba 
napríklad  podpora  skinov.  SdkTrays  však  predstavuje  určitý  kompromis  medzi  nízkoúrovňovým 
overlay systémom a komplexnými GUI knižnicami.
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2.6.2 MyGUI
Jedným z pokročilejších nástrojov na tvorbu rozhraní je knižnica MyGUI. Ide o aktívne vyvíjanú 
knižnicu,  ktorá  umožňuje  vytvárať  zložitejšie  a  prepracovanejšie  rozhrania.  V  základnej  výbave 
obsahuje  veľké  množstvo  widgetov  (okná,  panely,  rôzne  typy  tlačidiel)  s  možnosťou  vlastných 
skinov. Primárne je určená na použitie v Ogre aplikáciach, ale je ju možné integrovať obecne do  
ľubovolnej  aplikácie,  ktorá  používa  DirectX  alebo  OpenGL.  Existuje  aj  oficiálny  wrapper  pre 
platformu .NET.
Dôležitým  kritériom  pri  voľbe  knižníc  na  tvorbu  rozhraní  je  spôsob  návrhu  samotného 
rozhrania. Určite by nebolo vhodné definovať rozhranie priamo v kóde aplikácie. Typicky býva GUI 
definované v externých textových súboroch.  MyGUI nie je v tomto ohľade žiadnou výnimkou – 
rozhrania  je  možné  načítať  z  XML súboru.  Štruktúra  takéhoto  súboru  je  prehľadná  a  umožňuje 
jednoduchú editáciu.  Pri  tvorbe  komplexnejších  rozhraní  je  ale  tento  spôsob nepraktický.  Autori  
MyGUI preto vytvorili  Layout Editor – nástroj  na vizuálnu tvorbu užívateľských rozhraní.  Tento 
uľahčuje prácu najmä pri rozmiestňovaní widgetov a nastavovaní ich vlastností. Hlavnou výhodou je, 
že editor samotný je postavený na MyGUI knižnici a dokáže tak vyrenderovať GUI rovnako ako ho 
uvidíme v našej Ogre aplikácii. Pri práci s ním mi však chýbala podpora kopírovania prvkov a preto 
som  sa  nevyhol  potrebe  upravovať  súbor  s  rozhraním  ručne.  Taktiež  zarovnávanie  widgetov 
vzhľadom k okrajom obrazovky nie je úplne intuitívne. Toto je však už problém samotnej knižnice  
MyGUI a  nie  chyba  editora.  Napriek  drobným nedostatkom sa jedná o schopný veľmi  užitočný 
nástroj. V poslednej verzii pribudol Skin Editor, ktorý uľahčuje vytváranie vlastných skinov.
12
Obrázok 6: GUI vytvorené pomocou SdkTrays
MyGUI organizuje skupiny widgetov do tzv. layoutov. Layout typicky obsahuje widgety, ktoré 
bývajú zobrazené na spoločnej obrazovke. Príkladom môže byť layout predstavujúci hlavné menu 
aplikácie.  V jednom okamžiku môže byť zobrazený maximálne jeden layout.  Jednotlivé  widgety 
môžeme ďalej  rozdeliť do viacerých vrstiev (layers),  ktoré určujú prioritu v prípade prekrývania.  
Podporované je aj vnorovanie widgetov. Vzťah týchto elementov je znázornený na obrázku 8.
Hlavné  triedy  v  MyGUI  sú  definované  ako  singleton.  Toto  môže  byť  problém,  ak  máme 
aplikáciu pozostávajúcu z viacerých okien alebo pohľadov do scény. V danom okamžiku je možné  
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Obrázok 7: Návrh GUI v programe Layout Editor
Obrázok 8: Vzťah medzi vrstvami a widgetmi
GUI zobraziť len do jedného okna. V aktuálnej verzii  MyGUI neexistuje pre túto situáciu žiadne 
obecne  použiteľné  riešenie.  MyGUI má síce  niekoľko nedoriešených detailov  a  nedostatkov,  ale 
celkovo sa jedná o použiteľnú knižnicu a sadu nástrojov, ktoré nám uľahčia tvorbu užívateľských 
rozhraní pre naše Ogre aplikácie.
2.7 OgreOggSound
V multimediálnych aplikáciach je okrem grafickej stránky dôležitá aj stránka zvuková. Toto platí  
obzvlášť,  ak sa  jedná o hru.  Existuje  mnoho knižníc,  ktoré  umožňujú prehrávanie  zvuku.  Medzi  
najpoužívanejšie v oblasti hier patria napríklad OpenAL alebo FMOD. Ak pracujeme s Ogre, tak je  
výhodné použiť knižnicu alebo wrapper, ktorý nám umožní jednoduché prepojenie. Jedným takýmto 
wrapperom je aj OgreOggSound.
OgreOggSound je zvuková knižnica postavená nad OpenAL. Ako názov napovedá, prehráva 
iba  audio  súbory  vo formáte  Ogg Vorbis,  čo  však  nemusí  byť  až  taký  problém.  Okrem toho je 
podporovaný aj nekomprimovaný zvuk vo formáte WAV. Podpora viackanálového zvuku je dnes už 
štandardom a nechýba  ani  v  OgreOggSound.  Prepojiť  zvuky s  3D scénou je  veľmi  jednoduché. 
Zdroje zvuku je možne zviazať s entitami Ogre a knižnica za nás automaticky aktualizuje všetky  
transformácie pri zmene polohy v priestore. Toto je výhodné najmä ak požadujeme priestorový zvuk.
OgreOggSound  využíva  vysoký  stupeň  abstrakcie.  Základom  knižnice  je  singleton 
OgreOggSound::OgreOggSoundManager.  Pomocou neho vykonávame všetky operácie ako 
inicializácia, načítanie zvukov, prehrávanie a uvoľnenie zvukov z pamäte. Pri načítavaní si musíme 
dať pozor, aký režim zvolíme. Ak použijeme východzie parametre, tak knižnica najprv daný zvukový 
súbor celý dekóduje do pamäte. Toto môže byť výhodou pri zvukoch, ktoré trvajú niekoľko sekúnd. 
Pri dlhších nahrávkach (hudba) môže však dekódovanie zabrať aj niekoľko desiatok sekúnd a nemalé 
množstvo  pamäte.  V takých prípadoch  je  výhodné  zvoliť  streamovací  režim,  v  ktorom je  súbor 
dekódovaný priebežne počas prehrávania.
Knižnica nemá vlastnú webovú stránku a je publikovaná na stránkach Ogre. Dokumentácia k 
API  je  kvalitná,  ale  neexistuje  užívateľská  príručka  ani  žiadny  tutoriál.  Väčšinu  potrebných 
informácií na prácu s ňou je však možné nájsť v príspevkoch na fóre. Pri práci s OgreOggSound som 
nenarazil na žiadny vážnejší problém a celkovo si myslím, že je veľmi dobrou voľbou, ak chceme 
ozvučiť naše Ogre aplikácie.
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3 Fyzikálna knižnica Bullet
Knižnica  Ogre  slúži  len  na  renderovanie  3D  scén.  Ak  vytvárame  nejakú  praktickú  aplikáciu,  
nezaobídeme sa bez použitia ďalších knižníc. Tvorcovia Ogre si to dobre uvedomujú a na svojich 
stránkach udržiavajú databázu externých knižníc a nástrojov, ktoré sú dobre použiteľné v kombinácii  
s Ogre. Jednou z takýchto knižníc je fyzikálny engine Bullet.
Bullet vznikol ako projekt zamestnanca firmy Sony, Erwina Coumansa. Projekt bol uvoľnený 
ako open source pod zlib licenciou a onedlho si získal početnú komunitu. V súčasnosti podporuje  
okrem platforiem Windows, Linux a Mac OS X aj množstvo herných zariadení (PlayStation 3, Xbox 
360, Wii) a mobilnú platformu iOS. Za svoju krátku históriu bol použitý v mnohých hrách, filmoch a 
modelovacích nástrojoch. V tejto kapitole popíšem základný princíp fyzikálnej simulácie v Bullet a 
tiež možnosti prepojenia s knižnicou Ogre. Pri tvorbe som vychádzal zo zdrojov [7], [8] a [9].
3.1 Fyzikálna simulácia pomocou Bullet
Simuláciu pomocou Bullet enginu môžeme logicky rozdeliť na tri časti – inicializáciu, pridávanie  
objektov a simulačný cyklus. V inicializačnej časti  vytvoríme fyzikálny svet.  Aby mala simulácia 
zmysel, musíme do nej pridať nejaké objekty. To môžeme urobiť na začiatku simulácie alebo objekty 
pridávame a odstraňujeme počas behu. V simulačnom cykle sa posúvame v čase a nechávame Bullet,  
aby za nás počítal kolízie.
3.1.1 Inicializácia fyzikálneho sveta
V prvom kroku musíme zvoliť  tzv.  broadphase  algoritmus.  Tento  slúži  na  optimalizáciu  kolízií. 
Dokáže  rýchlo  vylúčiť  objekty,  pri  ktorých  kolízia  v  aktuálnom  kroku  určite  nemôže  nastať.  
Výstupom je zoznam objektov, ktoré môžu potenciálne kolidovať. Nad týmto zoznamom sa potom 
spustí  výpočtovo náročnejší  algoritmus,  ktorý  už  spočíta  kolízie  presne.  Bullet  ponúka  na  výber 
niekoľko broadphase  algoritmov,  vrátane  algoritmu,  ktorý  je  akcelerovaný na  grafických kartách 
Nvidia s podporou technológie CUDA. Ďalej musíme nastaviť parametre kolízie a tzv. dispatcher.  
Tieto ovplyvňujú výpočet kolízie. Vo väčšine prípadov si však vystačíme s východzími hodnotami.  
Jadrom  simulácie  je  tzv.  constraint  solver,  ktorý  ovplyvňuje  objekty  na  základe  gravitácie, 
aplikovaných síl, kolízií a ďalších podmienok. V tomto prípade sa tiež odporúča použiť východzie 
nastavenia a tzv.  sequential  impulse constraint  solver,  ktorý je odladený a stabilný.  V náročných  
simuláciách  môžeme  zvoliť  paralelný  solver,  ktorý  pracuje  vo  viacerých  vláknach  alebo  si 
implementovať vlastný podľa potreby. Posledným krokom inicializačnej časti je vytvorenie objektu 
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btDiscreteDynamicsWorld,  ktorý  reprezentuje  simulovaný  svet.  Nastavíme  gravitáciu  a 
môžeme pridávať jednotlivé objekty [7] [8].
3.1.2 Vytvorenie objektov
Telesá v simulácii je možné rozdeliť na dva typy – pevné (rigid bodies) a mäkké (soft bodies). Pevné 
telesá majú stále ten istý tvar, zatiaľ čo mäkké sú ohybné a môžu tvar v priebehu simulácie meniť 
(napr. záves, vlasy). Vo svojom projekte používam len pevné telesá. Každé teleso je charakterizované  
kolíznym tvarom (obálkou), ktorý reprezentuje jeho geometriu vo fyzikálnom svete. Na základe tejto 
obálky sú počítané kolízie s ostatnými objektami. Bullet podporuje okrem základných typov (kváder, 
guľa, sieť trojuholníkov a pod.) aj tzv. compound shapes – kolízne obálky poskladané z viacerých 
základných  typov.  Kolízne  obálky  sú  reprezentované  štruktúrou  btCollisionShape.  Táto 
uchováva  iba  informácie  súvisiace  s  tvarom –  ostatné  informácie  o pevnom telese  sú  uložené v 
objekte typu btRigidBody. Takéto rozdelenie je výhodné najmä z optimalizačných dôvodov. Ak 
máme v simulácii viacero objektov rovnakého tvaru, tak nie je nutné vytvárať kolíznu obálku pre  
každý z nich.  Každé pevné teleso je ďalej  charakterizované svojou hmotnosťou a zotrvačnosťou. 
Nulová hmotnosť znamená, že sa jedná o statický objekt, ktorý v priebehu simulácie nemení svoju 
pozíciu.  Zotrvačnosť vypočíta  Bullet  za  nás.  Nakoniec vytvorený objekt  pridáme do fyzikálneho 
sveta.
Zaujímavým  a  užitočným  prostriedkom  v  Bullet  sú  tzv.  MotionState  objekty.  Jedná  sa  o 
mechanizmus, ktorý umožňuje automatickú synchronizáciu fyzikálnych objektov s odpovedajúcimi 
objektami v grafe scény.  Ak by sme ich nepoužili,  tak by bolo nutné pred každým vykreslením 
iterovať všetkými objektami fyzikálneho sveta, zistiť ich pozíciu a orientáciu a ručne aktualizovať  
tieto údaje v každom uzle scény. Výpočty sú optimalizované a prebiehajú iba v prípade, že sa poloha 
objektu medzi  dvoma krokmi simulácie skutočne zmenila.  MotionState objekty sú jednoduché na 
použitie a je ich odporúčané používať [7] [9].
3.1.3 Simulačný cyklus
Poslednou  fázou  je  samotný  simulačný  cyklus.  Bullet  pracuje  nezávisle  na  zvyšku  aplikácie.  
Simulácia beží na frekvencii 60 Hz. Túto rýchlosť je v prípade potreby možné zmeniť, avšak podľa  
dokumentácie  to  nie  je  odporúčané.  Pred  vykreslením obrazovky  musíme  Bulletu  dodať  časovú 
informáciu (čas od posledného prekreslenia v sekundách), aby bola simulácia synchronizovaná so 
zvyškom programu.
Ak vytvárame interaktívnu aplikáciu, tak potrebujeme ovplyvňovať objekty fyzikálneho sveta 
počas behu simulácie. Bullet k tomuto účelu používa callback funkcie. Môžeme si vytvoriť vlastnú  
funkciu, ktorá bude automaticky spustená pred každým krokom simulácie. V tejto funkcii obvykle 
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