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Zusammenfassung
Bei der Entwicklung von Java-Applikationen stehen Entwicklern eine Reihe von Mechanismen
zur Verfu¨gung, unsichere Kommunikationskana¨le mit Verschlu¨sselung abzusichern. Diese Tech-
niken sind dann in der Regel tief im Programmcode verwoben. Fu¨r Sicherheitsadministratoren
ist die Verwaltung dieser Programme dann oft nicht einfach.
Die Ergebnisse dieser Arbeit ermo¨glichen es, die von Anwendungen genutzten Sicherheitsdienste
unabha¨ngig von der Software-Entwicklung erst zum Zeitpunkt der Installation hinzuzufu¨gen und
zu konfigurieren. Dadurch wird die Anwendungsentwicklung von Sicherheitsaspekten befreit, was
eine Verringerung von Aufwand und mo¨glichen Fehlerquellen verspricht. Sicherheitsmerkmale
ko¨nnen so auch nachtra¨glich zu Anwendungen hinzugefu¨gt werden, wobei die Benutzung und
die Parametrisierung sa¨mtlicher Sicherheitsdienste fu¨r jede Installation individuell festgelegt
werden ko¨nnen.
Das Java-Sicherheitsmodell wird so erweitert, dass nicht nur die Zugriffskontrolle, sondern auch
weitere Sicherheitsmechanismen in einer Sicherheitspolitik definiert werden ko¨nnen und nicht
bei der Entwicklung von Anwendungen vorgegeben werden mu¨ssen. Beispielsweise kann fu¨r
Dateien oder Netzverbindungen neben den Zugriffsberechtigungen auch eine Verschlu¨sselung
oder Integrita¨tspru¨fung konfiguriert werden. Dazu wurde eine Bibliothek von Klassen entwickelt,
die in Verbindung mit einer fu¨r diese Zwecke weiterentwickelten Java Virtual Machine eingesetzt
werden kann und die erforderliche Funktionalita¨t bietet. Dabei wurden einerseits existierende
Sicherheitsdienste eingebunden, andererseits aber auch neue Funktionalita¨t zu dieser Bibliothek
hinzugefu¨gt.
1 Einleitung
Damit in der Java-Laufzeitumgebung eine Anwendung, eine Komponente oder eine Klasse
aus einer Klassenbibliothek auf sicherheitsrelevante Methoden oder Systemressourcen wie
das Dateisystem oder Netzwerkverbindungen zu anderen Rechnern zugreifen darf, muss
diesem Software-Teil zuna¨chst die Erlaubnis dazu gegeben werden. Dies geschieht durch
die Definition einer Sicherheitspolitik, die auch jetzt schon je nach Installation angepasst
werden kann.
∗Der Lehrstuhl fu¨r Ang. Telematik / e-Business ist ein Stiftungslehrstuhl der Deutschen Telekom AG.
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Die Ressource, fu¨r die eine solche Erlaubnis gelten soll, kann genau bestimmt werden.
Zum Beispiel kann eine Zugriffserlaubnis fu¨r eine Datei, ein Verzeichnis oder fu¨r einen
bestimmten Netzwerk-Port auf einem bestimmten Rechner definiert werden.
Durch Angabe einer Herkunftsquelle werden die Klassen festgelegt, fu¨r die eine Erlaub-
nis gilt. Eine Quelle kann unter anderem ein lokales oder ein entferntes Verzeichnis sein.
Zusa¨tzlich zum Herkunftsort kann gefordert werden, dass die Klassen von einem ange-
gebenen Unterzeichner signiert wurden, um deren Herkunft beweisen zu ko¨nnen; damit
wird auch ein Austausch von Klassen gegen namensgleiche Klassen mit fremdem Inhalt
verhindert. Mit diesen Mitteln kann definiert werden, welche Klassen mit welcher Her-
kunft auf welche Ressourcen zugreifen ko¨nnen. Es kann jedoch nicht festgelegt werden, in
welcher Weise der Zugriff geschieht.
Sollen vertrauliche Informationen u¨ber eine nicht vertrauenswu¨rdige Netzwerkverbindung
u¨bertragen werden, so muss der Entwickler der Klassen dafu¨r Sorge tragen, dass entspre-
chende Maßnahmen wie Verschlu¨sselung auch eingesetzt werden. Der Anwender, der die
Klassen spa¨ter einsetzt, muss also darauf vertrauen, dass der Entwickler die Sicherheitsa-
spekte bedacht und korrekt implementiert hat. Dieses Vertrauen ist aus mehreren Gru¨nden
problematisch. Zum einen ko¨nnte es sich um Klassen oder Komponenten handeln, die
urspru¨nglich nicht unter Beru¨cksichtigung der fu¨r den Anwender wichtigen Schutzziele
entwickelt wurden. Ebenso kann sich die Einsatzumgebung von Klassen a¨ndern, beispiels-
weise wenn eine urspru¨nglich nur im internen Netz ausgefu¨hrte Anwendung auch u¨ber
o¨ffentliche Netze ausgefu¨hrt werden soll. Und schließlich ko¨nnen durch die Notwendigkeit
der Beru¨cksichtigung von Sicherheitsmerkmalen in jeder einzelnen Klasse potentiell auch
jedes mal neue Sicherheitslu¨cken entstehen. Die Belastung der Anwendungsentwickler mit
sicherheitsbezogenen Details widerspricht zudem mehreren Prinzipien des Software Engi-
neering [GJM02]:
• Strukturierung.
Eine Unterteilung in die Aspekte der Sicherheit und der Anwendungslogik ist nicht
gegeben. So stellen die Sicherheitsaspekte eine la¨stige und eventuell vernachla¨ssigte
Zusatzaufgabe fu¨r die Anwendungsentwickler dar.
• Abstraktion.
Der Anwendungsentwickler kann sich nicht auf die Anwendungslogik konzentrieren
und von den Sicherheitsaspekten abstrahieren.
• Modularita¨t.
Die Module fu¨r Anwendungslogik und Sicherheitsaspekte sind direkt gekoppelt, was
eine Wiederverwendung der implementierten Anwendungslogik in verschiedenen Si-
cherheitsszenarien erschwert.
• Allgemeinheit.
Die Mo¨glichkeit der Parametrisierung von Software ermo¨glicht deren Einsatz unter
verschiedenen Rahmenbedingungen. Diese Allgemeinheit fu¨r verschiedene Sicher-
heitsszenarien muss jedoch vom Anwendungsentwickler geschaffen werden.
Es gibt zwar verschiedene Lo¨sungsansa¨tze, die allgemein einsetzbare und konfigurierbare
Sicherheitsdienste zur Verfu¨gung stellen, aber die Nutzung dieser Dienste bleibt weiterhin
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dem jeweiligen Software-Entwickler u¨berlassen. Dadurch kann insbesondere im Hinblick
auf komponentenbasierte Software-Entwicklung und den vielfachen Einsatz zugekaufter
Komponenten die Gesamtsicherheit eines Software-Systems nicht gewa¨hrleistet werden.
Darum wird die Reichweite der konfigurierbaren Sicherheitspolitik in dieser Arbeit so
erweitert, dass nicht nur eine Kontrolle der Zugriffe auf Systemressourcen, sondern auch
die Zuschaltung weiterer Sicherheitsmechanismen damit mo¨glich ist.
2 Techniken zur Anbindung eines Sicherheitsframeworks
Ziel der Entwicklung des Sicherheitsframeworks JSEC (Java Security Enforcement and
Configuration) ist die Integration von Sicherheitsmechanismen in bestehende Anwendun-
gen, ohne deren Quelltexte zu modifizieren. Dies ko¨nnte mit zuna¨chst geringem Aufwand
auch ohne einen Wrapping-Mechanismus erreicht werden, indem die Klassen der Java-
Klassenbibliothek so vera¨ndert werden, dass zusa¨tzlich zur vorhandenen Funktionalita¨t
auch die gewu¨nschten Sicherheitsalgorithmen ausgefu¨hrt werden.
Dieses Vorgehen ist jedoch in zweierlei Hinsicht inflexibel. Zum einen werden die einsetzba-
ren Sicherheitsmechanismen dabei vom Entwickler dieser vera¨nderten Klassenbibliothek
festgelegt. Soll spa¨ter von Dritten eine Modifikation der Algorithmen oder eine Erweite-
rung um zusa¨tzliche Mechanismen erfolgen, so mu¨ssen dafu¨r erneut A¨nderungen an den
zuvor bereits gea¨nderten Quelltexten der Klassenbibliothek vorgenommen werden. Dies
fu¨hrt zu erho¨htem Aufwand im Konfigurationsmanagement, denn vor dem Einsatz eines
neuen Release der Java-Laufzeitumgebung mu¨ssen zuna¨chst die dazugeho¨rigen Quelltexte
der Klassenbibliothek von Sun vero¨ffentlicht werden und anschließend von allen beteiligten
Parteien nacheinander erneut um die von ihnen erga¨nzte Funktionalita¨t erweitert werden.
2.1 Wrapper / Autarke Wrapper
Unser Lo¨sungsansatz ist, die vorhandenen Klassenbibliotheken zu wrappen und dadurch
Sicherheitsmechanismen nachtra¨glich einzufu¨gen. Die Grundidee des Wrapping-Ansatzes
besteht darin, beliebige Klassen der Klassenbibliothek oder der eingesetzten Komponen-
ten und Anwendungen zur Laufzeit durch andere Klassen, na¨mlich die Wrapper-Klassen,
ersetzen zu ko¨nnen. Dies ermo¨glicht die Vera¨nderung, Kontrolle oder Protokollierung des
Verhaltens eines Software-Systems, ohne dessen Quelltexte, compilierte Klassendateien
oder Installation vera¨ndern zu mu¨ssen.
Ein Wrapper wird vom Rest des Systems statt der durch ihn ersetzten Klasse aufgerufen
und muss somit neben dem beabsichtigten Zusatznutzen auch deren urspru¨ngliche Aufga-
ben erfu¨llen. Um die vorhandene Funktionalita¨t nicht innerhalb des Wrappers vollsta¨ndig
neu implementieren zu mu¨ssen (autarker Wrapper), bietet sich in den meisten Fa¨llen ei-
ne Nutzung der eigentlich ersetzten Klasse durch den Wrapper an. Grundvoraussetzung
dafu¨r ist zuna¨chst lediglich, dass die ersetzte Klasse vom Wrapper zur Laufzeit auch
angesprochen werden kann. Beziehungen des Wrappers zu dieser Klasse mu¨ssen zur Lauf-
zeit unvera¨ndert bleiben, da die Wrapper-Klasse sich selbst referenzieren wu¨rde, wenn sie
auch dann durch den Wrapper ersetzt wu¨rde. Konfiguration und Durchsetzung von Si-
cherheitsspezifikationen mit Hilfe einer erweiterten Java-Laufzeitumgebung Wrapping Bei
der konkreten Implementierung eines Wrappers kann die Funktionalita¨t der gewrappten
Klasse auf alle in Java auch fu¨r herko¨mmliche Klassen verfu¨gbaren Arten wiederverwendet
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Bei der konkreten Implementierung eines Wrappers kann die Funktionalität der gewrappten 
Klasse auf alle in Java auch für herkömmliche Klassen verfügbaren Arten wiederverwendet 
werden. Abhängig von der bei der Implementierung eines Wrappers gewählten Referenzie-
rung der ursprünglichen Klasse ergeben sich unterschiedliche Eigenschaften, die im folgenden 
vorgestellt werden. 
4.2.1.1 Aktive Wrapper 
Eine Nutzung der gewrappten Klasse für ihre ursprüngliche Aufgabe ist beispielsweise durch 
Instanziierung eines Objekts aus dieser Klasse möglich, wie in Abbildung 4-1 als Klassendia-
gramm in der Unified Modeling Language (UML) [RJB98, FS97] gezeigt. Jedes Wrapper-
Objekt hält damit im Hintergrund ein Originalobjekt bereit, an das es die Methodenaufrufe 
weiterreichen kann, nachdem oder bevor die für den Zweck des Wrappers nötigen Zusatz-
schritte durchgeführt werden, beispielsweise eine Verschlüsselung oder Entschlüsselung der 
Daten in den Aufrufparametern. Da der Wrapper dabei aktiv die übergebenen Daten ändert, 
wird ein solcher im folgenden als aktiver Wrapper bezeichnet. Dabei ist nicht ausschlagge-
bend, ob die Anweisungen zur Manipulation der Parameter in der Wrapper-Klasse oder einer 
zusätzlichen Klasse implementiert sind. 
wrapped
Wrapped
+publicAttribute:Object
#protectedAttribute:Object
-privateAttribute:Object
+doPublic(x:Object):Object
#doProtected(x:Object):void
doPackage(x:Object):void
-doPrivate(x:Object):void
ActiveWrapper
+publicAttribute:Object
#protectedAttribute:Object
-wrapped:Wrapped
+doPublic(x:Object):Object
#doProtected(x:Object):void
doPackage(x:Object):void
-modify(x:Object):Object
ActiveWrapper.doPublic:
a = modify(x);
wrapped.publicAttribute = 
    this.publicAttribute;
wrapped.protectedAttribute = 
    this.protectedAttribute;
b = wrapped.doPublic(a);
this.publicAttribute = 
    wrapped.publicAttribute;
this.protectedAttribute = 
    wrapped.protectedAttribute;
return modify(b);
 
Abbildung 4-1: Aktiver Wrapper und Aufrufe von Methoden der gewrappten Klasse 
 
Damit der Wrapper statt der gewrappten Klasse verwendet werden kann, muß er die gesamte 
von außen zugängliche Schnittstelle mit Methoden und Attributen nachbilden und die Metho-
denaufrufe auch bei nicht modifizierten Methoden an das Originalobjekt weiterleiten. Ebenso 
wie für Methodenaufrufe wird auch für die von außen zugänglichen Attribute die Wrapper-
Instanz benutzt, so daß diese den aktuellen Zustand enthält. Daher müssen die Werte der At-
tribute vor dem Aufruf der Originalmethode in das Originalobjekt und danach zurück zum 
Wrapper kopiert werden.  
Abbildung 1: Aktiver Wrapper und Aufrufe von Methoden der gewrappten Klasse
werden. Abha¨ngig von der bei der I plementierung eines Wrapp rs gewa¨hlten Referen-
zierung d r spru¨nglichen Klasse ergeb n sich unterschiedliche Eig nschaften, die im
folgenden vorgestellt werden.
2.2 Aktiv Wrapper
Eine Nutzung der gewrappten Klasse fu¨r ihre urspru¨ngliche Aufgabe ist beispielsweise
durch Instanziierung eines Objekts aus dieser Klasse mo¨glich, wie in Abbildung 1 als
Klassendiagramm in der Unified Modeling Language (UML) gezeigt. Jedes Wrapper- Ob-
jekt ha¨lt damit im Hintergrund ein Originalobjekt bereit, an das es die Methodenaufrufe
weiterreichen kann, nachdem oder bevor die fu¨r den Zweck des Wrappers no¨tigen Zusatz-
schritte durchgefu¨hrt werden, beispielsweise eine Verschlu¨sselung oder Entschlu¨sselung
der Daten in den Aufrufparametern. Da der Wrapper dabei aktiv die u¨bergebenen Daten
a¨ndert, wird ein solcher im folgenden als aktiver Wrapper bezeichnet. Dabei ist nicht aus-
schlaggebend, ob die Anweisungen zur Manipulation der Parameter in der Wrapper-Klasse
oder einer zusa¨tzlichen Klasse implementiert sind.
Damit der Wrapper statt der gewrappten Klasse verwendet werden kann, muss er die
gesamte von außen zuga¨ngliche Schnittstelle mit Methoden und Attributen nachbilden
und die Methodenaufrufe auch bei nicht modifizierten Methoden an das Originalobjekt
weiterleiten. Ebenso wie fu¨r Methodenaufrufe wird auch fu¨r die von außen zuga¨nglichen
Attribute die Wrapper- Instanz benutzt, so dass diese den aktuellen Zustand entha¨lt.
Daher mu¨ssen die Werte der Attribute vor dem Aufruf der Originalmethode in das Ori-
ginalobjekt und danach zuru¨ck zum Wrapper kopiert werden.
2.3 Passive Wrapper
Statt die Aufrufparameter einer Methode zu vera¨ndern und an ein Objekt der gewrapp-
ten Klasse weiterzureichen, kann ein Wrapper die Parameter auch unvera¨ndert lassen und
an eine spezielle Klasse weiterleiten, die ihrerseits die gesamte, um zusa¨tzliche Maßnah-
men erweiterte, Funktionalita¨t der gewrappten Klasse bereitstellt, wie in Abbildung 2
dargestellt.
Auf diese Weise ko¨nnen A¨nderungen an den von außen zuga¨nglichen Attributen erfasst
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Auf diese Weise können Änderungen an den von außen zugänglichen Attributen erfaßt wer-
den, bevor und nachdem die Methode des Originalobjekts ausgeführt wird. Es entstehen aller-
dings Schwierigkeiten, wenn Attribute während der Ausführung der Methode verändert und 
noch vor ihrem Verlassen von anderen Objekten benötigt werden. Dies kann dann der Fall 
sein, wenn von der Methode ein Attribut des Originalobjekts geändert und danach ein Event 
ausgelöst wird, das von anderen Objekten empfangen wird und zum Lesen des Attributs aus 
dem Wrapper führt. Diese Fälle sind nur schwer und unter Berücksichtigung von Details der 
gewrappten Klasse zu berücksichtigen; bei einer sauberen Implementierung der zu wrappen-
den Klassen – insbesondere aus der Java-Klassenbibliothek – kann allerdings davon ausge-
gangen werden, daß alle Attribute privat sind und auf sie nur durch Set- und Get-Methoden 
zugegriffen werden kann, so daß im Wrapper kein duplizierter Zustand verwaltet wird. 
4.2.1.2 Passive Wrapper 
Statt die Aufrufparameter einer Methode zu verändern und an ein Objekt der gewrappten 
Klasse weiterzureichen, kann ein Wrapper die Parameter auch unverändert lassen und an eine 
spezielle Klasse weiterleiten, die ihrerseits die gesamte, um zusätzliche Maßnahmen erweiter-
te, Funktionalität der gewrappten Klasse bereitstellt, wie in Abbildung 4-2 dargestellt.  
other
Wrapped
+publicAttribute:Object
#protectedAttribute:Object
-privateAttribute:Object
+doPublic(x:Object):Object
#doProtected(x:Object):void
doPackage(x:Object):void
-doPrivate(x:Object):void
PassiveWrapper
+publicAttribute:Object
#protectedAttribute:Object
-other:Other
+doPublic(x:Object):void
#doProtected(x:Object):void
doPackage(x:Object):void
-modify(x:Object):void
Other
+doModified(x:Object):void
do it this way
do it that way
other.doModified(x);
 
Abbildung 4-2: Passiver Wrapper und Aufrufe von Methoden einer separaten Klasse 
 
Diese passiven Wrapper sind nur dann sinnvoll, wenn eine passende Version der zu ersetzen-
den Klasse bereits in einer Klassenbibliothek zur Verfügung steht. Ein passiver Wrapper ist 
bis auf die identische Schnittstelle von der gewrappten Klasse vollständig unabhängig, die zur 
Laufzeit dann unbenutzt bleibt. Somit entsteht keine Kopie der Werte öffentlicher Attribute, 
auch wenn diese im Wrapper erneut deklariert werden müssen. 
Abbildung 2: Passiver Wrapper und Aufrufe von Methoden einer separaten Klasse
werden, bevor und nachdem die Methode des Originalobjekts ausgefu¨hrt wird. Es ent-
stehen allerdings Schwierigkei en, wenn Attribut wa¨hr nd der A sfu¨hrung der Methode
vera¨ndert und noch vor ihrem Verlassen von anderen Objekten beno¨tigt werden. Dies
kann dann der Fall sein, wenn von der Methode ein Attribut des Originalobjekts gea¨ndert
und danach ein Event ausgelo¨st wird, das von anderen Objekten empfangen wird und zum
Lesen des Attributs aus demWrapper fu¨hrt. Diese Fa¨lle sind nur schwer und unter Beru¨ck-
sichtigung von Details der gewrappten Klasse zu beru¨cksichtigen; bei einer sauberen Im-
plementierung der zu wrappenden Klassen – insbesondere aus der Java-Klassenbibliothek
– kann allerdings davon ausgegangen werden, dass alle Attribute privat sind und auf sie
nur durch Set- und Get-Methoden zugegriffen werden kann, so dass im Wrapper kein
duplizierter Zustand verwaltet wird.
Diese passiven Wrapper sind nur dann sinnvoll, wenn eine passende Version der zu er-
setzenden Klasse bereits in einer Klassenbibliothek zur Verfu¨gung steht. Ein passiver
Wrapper ist bis auf die identische Schnittstelle von der gewrappten Klasse vollsta¨ndig un-
abha¨ngig, die zur Laufzeit dann unbenutzt bleibt. Somit entsteht keine Kopie der Werte
o¨ffentlicher Attribute, auch wenn diese im Wrapper erneut deklariert werden mu¨ssen.
2.4 Schlanke Wrapper
Sowohl aktive als auch passive Wrapper mu¨ssen sa¨mtliche in der o¨ffentlichen Schnittstelle
der gewrappten Klasse vorhandenen Methoden anbieten und zu einem anderen Objekt
umleiten. Um diesen bei der Implementierung und zur Laufzeit auftretenden Mehrauf-
wand zu vermeiden, kann ein Wrapper auch von der gewrappten Klasse erben und muss
somit nur die tatsa¨chlich zu vera¨ndernden Methoden u¨berschreiben. Durch die in Java
implementierte Polymorphie kann ein solcher schlanker Wrapper ebenfalls anstelle der ur-
spru¨nglichen Klasse eingesetzt werden, ohne die o¨ffentliche Schnittstelle vollsta¨ndig neu
zu implementieren. Die Attribute sind nicht in zwei verschiedenen Instanzen vorhanden
und mu¨ssen daher auch nicht kopiert werden. In den u¨berschreibenden Methoden werden,
falls no¨tig, wie bei einem aktiven Wrapper die Parameter vera¨ndert, in diesem Fall aber
an die Superklasse weitergegeben. Diese Situation ist in Abbildung 3 dargestellt.
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4.2.1.3 Schlanke Wrapper 
Sowohl aktive als auch passive Wrapper müssen sämtliche in der öffentlichen Schnittstelle 
der gewrappten Klasse vorhandenen Methoden anbieten und zu einem anderen Objekt umlei-
ten. Um diesen bei der Implementierung und zur Laufzeit auftretenden Mehraufwand zu ver-
meiden, kann ein Wrapper auch von der gewrappten Klasse erben und muß somit nur die tat-
sächlich zu verändernden Methoden überschreiben. Durch die in Java implementierte Poly-
morphie kann ein solcher schlanker Wrapper ebenfalls anstelle der ursprünglichen Klasse 
eingesetzt werden, ohne die öffentliche Schnittstelle vollständig neu zu implementieren. Die 
Attribute sind nicht in zwei verschiedenen Instanzen vorhanden und müssen daher auch nicht 
kopiert werden. 
In den überschreibenden Methoden werden, falls nötig, wie bei einem aktiven Wrapper die 
Parameter verändert, in diesem Fall aber an die Superklasse weitergegeben. Diese Situation 
ist in Abbildung 4-3 dargestellt. 
Wrapped
+publicAttribute:Object
#protectedAttribute:Object
-privateAttribute:Object
+doPublic(x:Object):Object
#doProtected(x:Object):void
doPackage(x:Object):void
-doPrivate(x:Object):void
SlimWrapper
+doPublic(x:Object):void
-modify(x:Object):void
a = modify(x);
b = super.doPublic(a);
return modify(b);
 
Abbildung 4-3: Schlanker Wrapper als Subklasse der gewrappten Klasse 
 
4.2.1.4 Vergleich der Wrapper-Typen 
Schlanke Wrapper führen zu geringem Aufwand und guter Überschaubarkeit bei der Imple-
mentierung, denn das veränderte Verhalten der Superklasse kann sehr einfach in der gewohn-
ten objektorientierten Weise durch eine Vererbungsbeziehung und Polymorphie hergestellt 
werden. Gleichzeitig wird ein besseres Laufzeitverhalten als bei den anderen Typen erreicht; 
denn nur bei überschriebenen Methoden wird ein Zusatzaufwand verursacht. Alle anderen 
Methoden der gewrappten Klasse werden weiterhin ohne Umweg über den Wrapper direkt 
angesprochen. 
Ein aktiver Wrapper bietet sich nur in Ausnahmefällen an, beispielsweise wenn dieser von 
einer anderen Klasse als der gewrappten Klasse erben soll; da Mehrfacherbung in Java nicht 
Abbildung 3: Schlanker Wrapper als Subklasse der gewrappten Klasse
2.5 Vergleich der Wrapper-Typen
Schlanke Wrapper fu¨hren zu geringem Aufwand und guter U¨b rschauba k it bei der Im-
plementierung, denn das vera¨nderte Verhalten der Superklasse kann sehr einfach in der
gewohnten objektorientierten Weise durch eine Vererbungsbeziehung und Polymorphie
hergestellt werden. Gleichzeitig wird ein besseres Laufzeitverhalten als bei den anderen
Typen erreicht; de n nur bei u¨berschriebenen Methoden wird ein Zusatzaufwand verur-
sacht. Alle anderen Methoden der gewrappten Klasse werden weiterhin ohne Umweg u¨ber
den Wrapper direkt angesprochen. Ein aktiver Wrapper bietet sich nur in Ausnahmefa¨llen
an, beispielsweise wenn dieser von einer anderen Klasse als der gewrappten Klasse erben
soll; da Mehrfacherbung in Java nicht mo¨glich ist, muss dazu dieser Umweg in Kauf
genommen werden. Allerdings ist dann auch die Aktualisierung eventuell vorhandener
o¨ffentlicher Attribute zu beru¨cksichtigen, da deren Zustand in zwei Objektinstanzen ge-
speichert ist. Autarke Wrapper sind nur dann sinnvoll, wenn das Verhalten einer Klasse
vollsta¨ndig vera¨ndert werden soll und nicht auf der urspru¨nglichen Klasse basieren kann.
Ist das neue Verhalten bereits in einer anderen Klasse implementiert, kann statt dessen
ein passiver Wrapper genutzt werden.
2.6 Wrapper Beziehungen
In Java kann das U¨berschreiben einzelner oder aller Methoden einer Klasse durch Ein-
schra¨nkung der Zugriffsrechte verhindert oder auf Klassen desselben Package einge-
schra¨nkt werden. Insbesondere ein schlanker Wrapper wu¨rde damit auf die von der
gewrappten Klasse vorgesehenen Manipulationsmo¨glichkeiten eingeschra¨nkt. Autarke, ak-
tive und passive Wrapper ko¨nnen dagegen eine Kopie der o¨ffentlichen Klassenschnittstelle
zur Verfu¨gung stellen, wobei die aktiven Wrapper aber durch einschra¨nkende Zugriffsrech-
te am Aufruf von Methoden der urspru¨nglichen Klasse gehindert werden ko¨nnen, wenn
sie nicht darauf zugreifen ko¨nnen. Darum muss ein Wrapper mit der von ihm gewrappten
Klasse in eine spezielle Wrapping- Beziehung gebracht werden, die in Java bisher nicht
vorgesehen ist. Dabei werden die Zugriffsmo¨glichkeiten der Wrapper auf die von ihnen
gewrappten Klassen erweitert, so dass auch ein Aufrufen oder U¨berschreiben geschu¨tzter
Methoden und Klassen mo¨glich ist.
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mehrerer Zielsetzungen unübersichtlich und die Ausführung unnötig gebremst, wenn nicht 
alle Möglichkeiten dieses großen Wrappers genutzt werden sollen. 
Es ist also vorteilhaft, mehrere Wrapper jeweils für eine spezielle Aufgabe zu entwickeln, die 
aber auch gemeinsam eingesetzt werden können. Dies wird durch eine Schachtelung von 
Wrappern erreicht, womit ein Wrapper selbst wieder gewrappt werden kann. Durch die Hin-
tereinanderschaltung mehrerer spezieller Wrapper sind so verschiedene Modifikationen an 
einer Klasse möglich. In Abbildung 4-4 wird ein Beispiel der Schachtelung mehrerer Wrapper 
für die Systemklasse java.io.FileInputStream veranschaulicht. Die verschiedenen 
Wrapper verändern dabei genau die Methoden, für die es bei der jeweiligen Aufgabe nötig ist. 
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Abbildung 4-4: Geschachtelte Wrapper und überschriebene Methoden 
 
Um die einzelnen Wrapper auch unabhängig voneinander einsetzen und entwickeln zu kön-
nen, darf keine gegenseitige Kenntnis vorausgesetzt werden. Jeder Wrapper muß einzeln so 
entwickelt werden, daß er zur ursprünglich gewrappten Klasse paßt. Zur Laufzeit werden die 
unabhängig compilierten Wrapper dann je nach konfigurierter Reihenfolge miteinander ver-
woben. Autarke und passive Wrapper stellen hierbei ein Problem dar, da sie die Aufgaben 
nicht an die gewrappte Klasse weiterleiten und somit keine Verbindung zum nächstinneren 
Wrapper hergestellt werden kann. Diese Wrapper können daher nur als erster bzw. innerster 
Wrapper einer Klasse eingesetzt werden. Das bedeutet auch, daß nur ein einziger der einge-
setzten Wrapper einer Klasse ein autarker oder passiver Wrapper sein kann. 
Abbildung 4: Geschachtelte Wrapper und u¨berschriebene Methoden
2.7 Mehrfaches Wrapping
Die Funktionalita¨t einer gewrappten Klasse kann unter verschiedenen Gesichtspunkten
vera¨ndert werden. Fu¨r ie Klassen zum L sen u d Schreiben von Dat ien bieten sich
folgende M nipulationen a :
• Versc lu¨sselung und Entschlu¨sselung zur Sicherstellung er Vertraulichkeit von Da-
ten,
• Signierung und spa¨tere Pru¨fung der Integrita¨t von Dateien,
• Autorisierung zur Verhinderung unberechtigter Zugriffe,
• Logging, um Dateisystemzugriffe abrechnen oder nachvollziehen zu ko¨nnen,
• Umlenken in andere Verzeichnisse, um nur Teile des Dateisystems fu¨r Zugriffe frei-
zugeben und der Anwendung dennoch einen vollsta¨ndigen Zugriff vorzuspiegeln,
sowie
• Debug-Hilfen, beispielsweise durch Bildschirmausgaben bei bestimmten Zugriffen.
Bei der Entwicklung eines Wrappers fu¨r eine bestimmte Klasse ko¨nnen nicht sa¨mtliche
denkbaren Einsatzmo¨glichkeiten bedacht werden. Zudem wird ein Wrapper durch Kombi-
nation Konfiguration und Durchsetzung von Sicherheitsspezifikationen mit Hilfe einer er-
weiterten Java-Laufzeitumgebung Wrapping mehrerer Zielsetzungen unu¨bersichtlich und
die Ausfu¨hrung unno¨tig gebremst, wenn nicht alle Mo¨glichkeiten dieses großen Wrappers
genutzt werden sollen. Es ist also vorteilhaft, mehrere Wrapper jeweils fu¨r eine spezi-
elle Aufgabe zu entwickeln, die aber auch gemeinsam eingesetzt werden ko¨nnen. Dies
wird durch eine Schachtelung von Wrappern erreicht, womit ein Wrapper selbst wieder
gewrappt werden kann. Durch die Hintereinanderschaltung mehrerer spezieller Wrapper
sind so verschiedene Modifikationen an einer Klasse mo¨glich. In Abbildung 4 wird ein
Beispiel der Schachtelung mehrerer Wrapper fu¨r die Systemklasse java.io.FileInputStream
veranschaulicht. Die verschiedenen Wrapper vera¨ndern dabei genau die Methoden, fu¨r die
es bei der jeweiligen Aufgabe no¨tig ist.
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Konfiguration und Durchsetzung von Sicherheitsspezifikationen mit Hilfe einer erweiterten Java-Laufzeitumgebung 
arbeiten; insbesondere bei der Initialisierung entstehen jedoch Abhängigkeiten von konkreten 
Algorithmen und erheblicher Aufwand bei der Bereitstellung und Speicherung von Parame-
tern und Schlüsseln. 
Die neue Bibliothek JSEC verbirgt die Schnittstellen der genannten Bibliotheken und bietet 
den Komponentenentwicklern eine Schnittstelle, die keine zusätzlichen Parameter erfordert 
und somit nur einen minimalen Mehraufwand bei der Implementierung erzeugt; alle nötigen 
Parameter werden aus der festgelegten Sicherheitsspezifikation berechnet. 
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Abbildung 5-1: Einordnung von JSEC in die Java-Sicherheitsarchitektur 
 
Die entstehende Architektur ist in Abbildung 5-1 dargestellt: In der Java-Klassenbibliothek ist 
die JCA enthalten, worauf die JCE aufbaut. JSSE verbindet die Sockets der Klassenbibliothek 
mit kryptographischen Algorithmen aus der JCE. Die Möglichkeiten des Access Controllers 
Abbildung 5: Einordnung von JSEC in die Java Sicherheitsarchitektur
Um die einzelnen Wrapper auch unabha¨ngig voneinander einsetzen und entwickeln zu
ko¨nnen, darf keine gegenseitige Kenntnis vorausgesetzt werden. Jeder Wrapper muss ein-
zeln so entwickelt werden, dass er zur urspru¨nglich gewrappten Klasse passt. Zur Laufzeit
werden die unabha¨ngig compilierten Wrapper dann je nach konfigurierter Reihenfolge
miteinander verwoben. Autarke und passive Wrapper stellen hierbei ein Problem dar, da
sie die Aufgaben nicht an die gewrappte Klasse weiterleiten und somit keine Verbindung
zum na¨chstinneren Wrapper hergestellt werden kann. Diese Wrapper ko¨nnen daher nur
als erster bzw. innerster Wrapper einer Klasse eingesetzt werden. Das bedeutet auch, dass
nur ein einziger der eingesetzten Wrapper einer Klasse ein autarker oder passiver Wrapper
sein kann.
3 Konzeption der A¨nderungen am Java-Laufzeitsystem
Um das vorgestellte Wrapping zu ermo¨glichen, mu¨ssen zwei grundlegende Abla¨ufe des
Java- Laufzeitverhaltens vera¨ndert werden. Erstens muss statt einer gewrappten Klasse
von anderen Klassen ihr Wrapper aufgerufen werden, und zweitens erfordert ein Wrapper
Zugriffsrechte auf die gewrappte Klasse, die u¨ber die urspru¨nglich von Java erlaubten
Mo¨glichkeiten hinausgehen.
In diesem Kapitel werden wir die Technischen Aspekte der Wrappingmechanismen und de-
ren konzeptionelle Einordnung in die Sicherheitsarchitektur ero¨rtern (siehe Abbildung 5).
4 Konfiguration der Sicherheitsbibliothek
Ein JSEC Policy File entha¨lt Regeln (Rules) zur Erzeugung von Engines. Jede Rule
entha¨lt eine Bedingung (Condition), die einen oder mehrere ContextAspects pru¨ft. Wird
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<policy>
<rule>
<condition>
<access class="java.io.FilePermission"
target="&lt;&lt;ALL FILES&gt;&gt;" action="read,write"/>
</condition>
<implication>
<apply class="de.xxxxx.jsec.engines.FileStreamCipherEngine">
<option name="cipher.algorithm">DES</option>
<option name="keystore.key.alias">mykey</option>
</apply>
</implication>
</rule>
</policy>
Abbildung 6: Beispiel einer JSEC Policy-File mit einer rule
die Bedingung vom ExecutionContext erfu¨llt, so werden die in der Implication angegebe-
nen Engines fu¨r den angegebenen Zugriffstyp erzeugt.
JSEC Policy Files sind XML basiert. Grundelement der JSEC Policy Files in XML ist
das Tag <rule>, das stets eine <condition> und eine <implication> entha¨lt. Ein Policy
File kann eine oder mehrere Rules enthalten. In Abbildung 6 ist ein Beispiel fu¨r ein XML
Policy File mit nur einer Rule dargestellt:
• Die Condition entha¨lt gema¨ß der DTD genau einen Operator, in diesem Fall das Tag
<access>, das die Klasse einer Permission sowie deren Target-Namen und Actions
als Parameter entha¨lt, hier also eine java.io.FilePermission "<<ALL FILES>>",
"read,write". Das <access>-Tag pru¨ft, ob der ausgefu¨hrte Zugriff von der an-
gegebenen Permission-Klasse abgedeckt wird; trifft die Condition zu, so wird die
Implication ausgewertet.
• Eine Implication kann gema¨ß DTD einen oder mehrere Activators enthalten; im Bei-
spiel ist lediglich ein <apply>-Tag angegeben, das eine FileStreamCipherEngine
anwendet, also eine Engine zum Ver- und Entschlu¨sseln von Dateistro¨men. In
den <option>- Tags wird im Beispiel der DES-Algorithmus unter Benutzung des
Schlu¨ssels mykey aus dem Keystore vorgegeben.
Es gibt zusa¨tzlich Operatoren, die eine Definition logischer Ausdru¨cke ermo¨glichen, um
eine Condition aus mehreren Bedingungen kombinieren zu ko¨nnen; dies sind <and>, <or>,
<not> sowie <true> und <false>. Gema¨ß Ihrer Funktionalita¨t enthalten Sie keinen, genau
einen oder mehrere andere Operatoren.
Durch weitere Techniken der Policy-Kombinationen wird so eine flexible Konfigurierbar-
keit ermo¨glicht.
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5 Anwendung an einem Beispiel der
Versicherungsbranche
Als Validierungsbeispiel dient eine Softwarearchitektur die auf der Versicherungsanwen-
dungsarchitektur (VAA) beruht. Dabei wird das folgende Szenario angenommen: Eine
imagina¨re Versicherungsgruppe nutzt eine VAA-Anwendung innerhalb ihrer zentralen Nie-
derlassung zur Durchfu¨hrung aller Gescha¨ftsprozesse. Das Fehlen von Sicherheitsmecha-
nismen wird dabei toleriert, da die Anwendung bisher lediglich auf Rechnern innerhalb
des internen Netzes ausgefu¨hrt wird.
Um auch die Vertriebspartner in die elektronisch durchgefu¨hrten Gescha¨ftsprozesse inte-
grieren zu ko¨nnen, sollen nun deren Bu¨ro- und Außendienstrechner mit der Client-Software
des Workflow-Systems ausgestattet werden und auf die Server in der Zentrale zugreifen.
Die Anbindung soll dabei aus Kostengru¨nden u¨ber das Internet erfolgen, womit eine Si-
cherung der Verbindungen notwendig wird.
Da die Anwendung in Java implementiert ist, kann sie in den sehr unterschiedlichen Umge-
bungen bei den verschiedenen Vertriebspartnern eingesetzt werden. Diese Inhomogenita¨t
macht jedoch eine Nutzung von Betriebssystemfunktionalita¨t fu¨r Sicherheitsmechanismen
wie IPSEC unmo¨glich, da die Vielzahl von Plattformen eine zentrale Sicherheitsadmini-
stration erschwert und einige der eingesetzten Betriebssysteme keine Sicherheitsdienste
anbieten. Zusa¨tzlich la¨sst sich IPSEC nicht gut genug in die Applikation integrieren, so
dass Sicherheitskerne zu weit gefasst werden.
Daher sollen die Sicherheitsmechanismen in die Java-Anwendung integriert werden, so
dass Daten bereits vor dem Verlassen der Virtual Machine verschlu¨sselt werden und bei
Netzwerkverbindungen innerhalb des Programms eine Authentifizierung der Gegenstelle
ausgefu¨hrt werden kann.
Eine Vera¨nderung der bestehenden Anwendung ist jedoch problematisch, da Komponen-
ten eingesetzt werden, die von externen Zulieferern entwickelt wurden und zuku¨nftig in
neuen Versionen weiterentwickelt werden, was eine dauerhafte Pflege eigener Varianten
mit Sicherheitsfunktionalita¨t erschwert. Zudem mu¨ssten die Entwickler im Bereich Si-
cherheit ausgebildet werden und alle Anwendungsteile auf eventuelle Sicherheitslu¨cken
untersucht werden. Externe Sicherheitsspezialisten mu¨ssten andererseits zuna¨chst die Im-
plementierung des Systems kennenlernen. Daher soll die Bibliothek JSEC in Verbindung
mit der Java Virtual Machine mit Wrapping- Erweiterung eingesetzt werden, um die be-
stehende Anwendung mit Sicherheitsmechanismen auszustatten. Diese separate Schicht
der Anwendung kann leichter auf Sicherheitslu¨cken untersucht werden, da beispielswei-
se kryptographische Schlu¨ssel nicht von anderen Anwendungsteilen beno¨tigt werden. Die
Sicherheitspolitik kann von einem Sicherheitsadministrator ohne weitreichende Kenntnis
der Anwendung definiert werden.
Durch die JSEC-Bibliothek la¨sst sich eine Sicherung der Kommunikationsbeziehung
mit oben genannten Anforderungen erreichen. Die JSEC-Policy zur Konfiguration der
gewu¨nschten Sicherheitsmechanismen besteht aus drei Teilen: Neben separaten XML-
Dateien fu¨r Server und Clients werden gemeinsame Definitionen in einer weiteren Datei
vorgenommen. Beim Programmstart wird java.lang.SecurityManager aktiviert und die
Sun-Provider fu¨r JCA, JCE und JAAS geladen. Zur U¨berwachung des Systems wer-
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Abbildung 7: Zusa¨tzliche JSEC-Dialoge in der Anwendung
den Netzwerk- und Dateizugriffe protokolliert, wobei die Programm- und die JSEC-
Konfigurationsdateien dabei ausgenommen sind. Auf den Clients wird fu¨r alle Socket-
Verbindungen SSL vorgeschrieben, wobei der Algorithmus TLS und sofortiger Handshake
beim Aufbau der Verbindung definiert sind.
Auch auf dem Client werden ServerSockets verwendet, weshalb auch dafu¨r ein Konfigu-
rationseintrag in der Client-Policy enthalten ist. Der in beiden Fa¨llen benutzte priva-
te Schlu¨ssel mit dem Namen keyclient wird im Keystore jsec.client.jceks erwartet. Der
Truststore jsec.trust.jceks ist ebenfalls ein Keystore und entha¨lt das Zertifikat der Versi-
cherung als Zertifizierungsstelle; eine Verbindung wird nur zu Servern aufgebaut, deren
Schlu¨ssel mit dem zu diesem Zertifikat geho¨renden privaten Schlu¨ssel signiert wurden. Die
zum O¨ffnen der Keystores und Lesen des privaten Schlu¨ssels notwendigen Kennwo¨rter
sind nicht in der Konfigurationsdatei enthalten, sondern werden mit Swing-Dialogen vom
Benutzer erfragt (siehe Abbildung 7)
Die Credentials, also Keystores, Schlu¨ssel und Zertifikate, werden von einem GlobalCre-
dentialManager im Arbeitsspeicher zwischengespeichert und entweder per Klick auf einen
Swing-Logout-Button oder im Beispiel nach 4 Minuten wieder gelo¨scht. Auf Server-Seite
wird ebenfalls SSL fu¨r alle Sockets vorgeschrieben, wobei eine Client- Authentifizierung
gefordert wird, so dass nur Clients akzeptiert werden, die ebenfalls SSL einsetzen und das
im Truststore des Servers vorhandene Zertifikat fu¨r ihren privaten Schlu¨ssel vorweisen
ko¨nnen.
6 Vergleich mit existierenden Techniken
Die Trennung von Sicherheitscode und Programmcode in Applikationen ist enorm wich-
tig, um auch gro¨ßere Anwendungen sicherheitstechnisch wartbar zu machen. Ein Grund-
pfeiler in Java-Anwendungen ist hier der Java Authentication und Authorisation Service
(JAAS) [LGK+99]. Mit Hilfe von JAAS lassen sich Authentifizierungen und Autorisierun-
gen in Applikationen einarbeiten, ohne sich auf ein konkretes Nutzermanagement oder eine
Autentifizierungstechnik in der Applikation festlegen zu mu¨ssen. Nutzer werden durch die
Klasse Subject dargestellt, und Rechte durch eine Menge von Credentials vergeben. Im
Gegensatz zu JSEC mu¨ssen JAAS-Verankerungen im Code untergebracht werden. Die
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JAAS-Techniken bilden jedoch eine Grundlage der JSEC-Umsetzung.
Vertraulichkeit la¨ßt sich nicht alleine durch Authentifizierungstechniken gewa¨hrleisten,
Verschlu¨sselung und Signaturen sind dabei unverzichtbar. Die ga¨ngigen Verschlu¨sselungs-
und Signaturtechniken werden mit der Java Cryptography Architecture (JCA), welche in
Standardlaufzeitungebungen mitgeliefert wird, sowie dem zusa¨tzlichen Paket Java Cryp-
tography Extension (JCE) angeboten [Knu98, MDOY98]. Das Problem bei dem Einsatz
dieser Techniken ist, dass Applikationsentwickler oft Gefahr laufen, sicherheitsrelevanten
Code zu eng mit Applikationscode zu verweben. Der Einsatz von JSEC kann hier die
no¨tige Trennung bringen (siehe Abbildung 5).
Die Idee, Vertrauensbereiche zu konfigurieren kommt dem JSEC-Ansatz schon na¨her. In
Java ist es mo¨glich, u¨ber Security Policies Vertrauensbereiche zu definieren und Informa-
tionen an den Grenzen dieser Vertrauensbereiche zu blockieren [Gon99]. Hierbei handelt
es sich um eine Erweiterung des Sandbox-Modells, welches urspru¨nglich fu¨r Java-Applets
aus unsicherer Quelle entwickelt wurde. Der Schutz dieser Vertrauensbereiche zielt daher
auch eher auf vertrauensunwu¨rdigen Code, als auf vertrauliche Daten ab.
In einem Ansatz der TU Dresden wurde eine Plattform zur Bereitstellung multiliteraler
Sicherheit in verteilten Anwendungen geschaffen [PSW+98]. Hier lassen sich Sicherheits-
politiken nachtra¨glich zuschalten und der Grad der Sicherheit einstellen. In den Betrach-
teten Szenarien wird besonderer Wert auf die Unabha¨ngigkeit von Kommunikationspart-
nern gelegt. Anders als bei JSEC ist es jedoch no¨tig, eine spezielle Klassenbibliothek zu
verwenden.
In [LB98] wird vorgeschlagen, zur nachtra¨glichen Modifikation bestehender Klassen deren
Bytecode von einem speziellen Class Loader bearbeiten zu lassen. Damit wa¨re ein Eingriff
in die Virtuelle Maschine nicht no¨tig. Die Nachteile liegen jedoch in der komplexen Be-
handlung des Bytecodes und in der Tatsache, dass die Java-Klassenbibliothek nicht vom
Class Loader geladen wird.
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