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4.1 Primerjava izračunanih in dejanskih kotov . . . . . . . . . . . . . 30
5.1 Organizacija programa . . . . . . . . . . . . . . . . . . . . . . . . 33
5.2 Diagram poteka opravila UARTdriver . . . . . . . . . . . . . . . . 34
vii
viii Seznam slik
5.3 Diagram poteka opravila RefreshInputs . . . . . . . . . . . . . . . 35
5.4 Diagram poteka opravila ReadBattery . . . . . . . . . . . . . . . 36
5.5 Diagram poteka opravila Control . . . . . . . . . . . . . . . . . . 37
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x Seznam simbolov in kratic
ADC analogno digitalni pretvornik
(ang. analog-to-digital converter)
ARM 32-bitna procesna arhitektura razvijalca ARM Limited
ASCII amerǐski standardni nabor 7-bitnih znakov
(ang. American Standard Code for Information Interchange)
FreeRTOS odprtokodni realno-časni operacijski sistem
HC-06 modul za Bluetooth komunikacijo
I2C asinhrono serijsko vodilo
(ang. Inter-Integrated Circuit)
LED svetleča dioda - indikator stanja akumulatorja
(ang. light-emitting diode)
LiPo litij-polimer akumulator
(ang. lithium-ion polymer battery)
PCA9685 integrirano vezje s 16 PWM izhodi
PWM pulzno širinska modulacija
(ang. pulse-width modulation)
R matrika zasuka
RGB barvni model (rdeča, zelena, modra)
(ang. red, green, blue)
UART asinhrono serijsko vodilo
(ang. universal asynchronous receiver-transmitter)
USB univerzalno serijsko vodilo
(ang. Universal Serial Bus)
Povzetek
Roboti z nogami se v mnogo primerih lažje gibajo preko zelo razgibanega
terena, na primer preko območja skalnatih tal, kot roboti, ki imajo kolesa ali
gosenice. S primernim številom nog in načinom hoje dosežemo tudi dobro sta-
bilnost. Zanimiv primer iz narave so žuželke, ki veliko število nog izkorǐsčajo za
lažje gibanje. V magistrskem delu je opisan postopek razvoja šestnožnega robota.
Število nog je bilo izbrano glede na dostopnost sestavnih komponent.
Krmiljenje večnožnega robota predstavlja velik izziv, saj moramo realno-časno
krmiliti osemnajst motorjev. Poznan položaj noge moramo pretvoriti v kote mo-
torjev. Uporabljena je bila robotikom dobro poznana metoda inverzne kinema-
tike. Poleg krmilnika in motorjev potrebujemo še napajanje sistema ter sposob-
nost brezžične komunikacije z mobilno napravo, s katero lahko vodimo robota.
Brezžična komunikacija je izvedena preko povezave Bluetooth. Za komunikacijo
z robotom je uporabljena že pripravljena in prosto dostopna mobilna aplikacija.




Compared to wheeled or tracked robots, legged robots have the ability to
move more easily over though terrain. Robots with sufficient number of legs and
with the right choice of gait are also very stable. An example of legged animals
that we try to mimic, are insects. In this thesis, I write about the process of
developing a hexapod robot.
Controlling a hexapod robot is a big challenge. We have to control eighteen
servo motors in real time. We know the end position of the legs which we need
to convert to motor angles. For that we use inverse kinematics, a method well
known in robotics. As well as a controller and motors, we also need to power the
system and communicate wirelessly with a mobile device which acts as a remote
control. To establish a wireless connection, a Bluetooth module was used. The
module connects to a phone which is using a freely available mobile application.





Večnožni roboti so zmožni zelo zahtevnih gibov. Veliko število nog jim omogoča
dobro stabilnost. Za stabilnost robota so dovolj tri noge, ki so v danem tre-
nutku na tleh ter so razporejene v obliki trikotnika. Ostale noge se lahko prosto
premikajo v novo stabilno lego. Ta lastnost jim omogoča gibanje po zahtev-
nem in razgibanem terenu. Arhitektura nog robota je podobna biološki zgradbi
členonožcev.
1.2 Namen in cilj naloge
Namen magistrske naloge je raziskati področje večnožnih robotov. Cilj magistr-
ske naloge je izdelava delujočega šestnožnega robota, ki ga lahko upravljamo z
mobilno napravo. Robot naj bo sposoben hoje in rotacije po ravnem terenu pri
čemer se telo robota enakomerno premika v smeri hoje. Zaželen je tudi način, v
katerem robot stoji in poljubno premika telo.
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2 Zgradba celotnega sistema
Robot je sestavljen iz telesa in šestih nog. Vsaka noga ima tri prostorske stopnje.
Potrebujemo torej tri motorje za vsako nogo, skupaj osemnajst motorjev. Izbrali
smo servo motorje [1], ki se glede na vhodni signal postavijo v točno določen
položaj. Te motorje je enostavno krmiliti, ker poleg napajanja potrebujejo le
eno signalno linijo. Poleg enostavnosti omogočajo tudi natančen nadzor vsakega
sklepa posebej. Koračni motorji so zaradi svoje velikosti, zahtevneǰsega krmiljenja
in potrebe po več kontrolnih signalih manj primerni. Za ogrodje robota izberemo
paket, ki vsebuje že pripravljene aluminijaste kose in omogoča pritrditev izbranih
servo motorjev. Potrebujemo še elektroniko za napajanje sistema in krmiljenje
motorjev. Zgradba elektronskega dela je predstavljena na sliki 2.1. Za celotno
električno shemo robota glej Dodatek A.
2.1 Razvojna plošča
V osrčju sistema se nahaja razvojna plošča Arduino Due, ki temelji na 32-bitnem
mikrokrmilniku ARM Atmel SAM3X8E [2], [3]. Vsebuje vse periferne enote,
ki jih potrebujemo. To so analogno-digitalni pretvornik, vodilo I2C ter vodilo
UART.
7




















. . . . . .
. . . . . .
S1
S2
Slika 2.1: Shema zgradbe
2.2 Bluetooth povezava
Upravljanje z mobilno napravo izvedemo s povezavo Bluetooth, za katero skrbi
Bluetooth ploščica HC-06 [4]. Uporablja nekoliko stareǰsi protokol Bluetooth 2.0,
ki je v našem primeru povsem zadosten. Modul HC-06 lahko deluje le v načinu
podrejenega (ang. slave). Vlogo nadrejenega (ang. master) igra mobilna naprava.
Zmožen je serijske komunikacije, kar nam omogoča enostavno implementacijo.
Razvojna plošča torej z modulom komunicira preko povezave UART.
Pred uporabo modula HC-06, ki je prikazan na sliki 2.2, moramo izvesti
osnovne nastavitve. Konfiguracijo modula le enkrat opravimo s pomočjo oseb-
nega računalnika. Najlažje konfiguracijo izvedemo še preden modul vgradimo v
robota. Modul priklopimo na računalnik preko pretvornika med USB ter serijskim
vodilom. Nato zaženemo poljubni terminalni program (npr. Putty), ki se lahko
preko USB povezave poveže s serijskim vmesnikom. Modul nastavljamo z ukazi
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Slika 2.2: Modul HC-06
AT. Uporabimo ukaze AT+NAME, AT+BAUD ter AT+PIN, s katerimi nasta-
vimo ime naprave, hitrost komunikacije ter pin kodo za potrditev povezave. V
našem primeru nastavimo ime: ”hexapod”, hitrost: 9600 baud/s ter pin: ”1234”.
Modul je sedaj pripravljen za uporabo z razvojno ploščo.
2.3 PCA6985
Za krmiljenje motorjev potrebujemo 18 neodvisnih signalov PWM, česar nam
razvojna plošča ne omogoča. PCA9685 je integrirano vezje s 16 neodvisnimi
izhodi PWM. Komunikacija z razvojno ploščo poteka preko protokola I2C. Za
18 izhodov PWM potrebujemo dve ploščici PCA9685. Prva ploščica krmili 9
motorjev levih, druga pa 9 motorjev desnih nog. Ploščica je prikazana na sliki
2.3.
Izhode PWM nastavljamo z vrednostmi, ki jih zapǐsemo v registre vezja
PCA9685. Konfiguracijo izvedemo s pisanjem v registre MODE1, MODE2 ter
PRESCALE. Vsako vezje ponastavimo, nastavimo frekvenco signala ter avto-
matsko inkrementiranje registrov. V nadzorni register (ang. Control register)
zapǐsemo naslov registra, v katerega želimo pisati. Za nastavitev vsakega izho-
dnega kanala imamo na voljo štiri 8-bitne registre. Z dvema nastavimo kdaj
se pulz začne ter z dvema, kdaj se konča. V našem primeru ne potrebujemo
10 Zgradba celotnega sistema
Slika 2.3: Modul PCA9685
fazno zamaknjenih signalov PWM, zato se pulz na vseh izhodih začne kar na
začetku periode. Konec pulza pa je za vsak kanal oz. motor različen in ga nasta-
vimo glede na želeno pozicijo motorja. Več podrobnosti o delovanju integriranega
vezja PCA9685 je podanih v podatkovnem listu [5].
2.4 Motorji
Servo motorji so običajno sestavljeni iz klasičnega enosmernega motorja, krmilne
elektronike in zobnǐskega gonila. Izbrali smo servo motorje MG996R proizvajalca
Towerpro [1] (Slika 2.4). Razlog za izbiro je dobro razmerje med lastnostmi in
ceno, prav tako se dimenzijsko ujemajo z ogrodjem robota. Kovinski zobniki
omogočajo velik navor (11 kg/cm). Servo motor krmilimo s signalom PWM.
Frekvenca signala ni pomembna, vendar ne sme biti previsoka (do cca. 200 Hz).
Položaj motorja določa dolžina pulza signala PWM. Izbrani servo motorji so
zmožni vrtenja od 0° do 180°. Ker je frekvenca signala lahko poljubna, položaj ni
določen z delovnim ciklom PWM signala temveč položaj motorja določa dolžina
pulza, pri čemer 0° dosežemo z dolžino pulza 0,5 ms, 90° z dolžino 1,5 ms, pri
180° pa je pulz dolg 2,5 ms.
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Slika 2.4: Servo motor MG996R
2.5 Napajanje
Za napajanje celotnega sistema skrbi tricelični akumulator LiPo. Zaporedno z
akumulatorjem je vezano stikalo S1 (Slika 2.1), s katerim robota vklopimo oz.
izklopimo. Razvojna plošča se napaja neposredno iz akumulatorja, saj že sama
vsebuje napetostni regulator, ki poskrbi za napetostni nivo 3,3 V. Napetost aku-
mulatorja je previsoka za napajanje motorjev, ki potrebujejo napetost od 5 V
do 6 V. Za znižanje napetosti skrbi nastavljiv stikalni napajalnik, ki napetost
akumulatorja zniža na napetost 5 V. Napajalno linijo motorjev lahko prekinemo
s stikalom S2 in tako zmanǰsamo porabo energije v mirovanju.
2.5.1 Akumulator
Izbrali smo največji akumulator, ki ga lahko brez težav pritrdimo na robota. Gre
za tricelični akumulator LiPo z nazivno napetostjo 11,1 V, kapacitete 2200 mAh.
Napetost polnega akumulatorja je 12,6 V in s praznjenjem upada. Polnjenje
akumulatorjev LiPo zahteva ustrezno elektroniko, ki nadzoruje proces polnjenja.
Celice v akumulatorju so vezane zaporedno. Ko akumulator polnimo, moramo
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nadzorovati napetost vsake celice posebej. Uporabimo že izdelan polnilec za aku-
mulatorje LiPo 2S do 4S (2 do 4 celice), ki je zmožen polnilnega toka 1,5 A.
Polnjenje akumulatorja s kapaciteto 2200 mAh traja približno 1,5 ure. Akumu-
lator polnimo preko 4 polnega priključka, kot je prikazano na sliki 2.5. Na vhod
polnilca priključimo napetost od 9 do 16 V. Akumulator je na robota pritrjen z
dvostranskim trakom, ki nam omogoča, da akumulator lahko brez težav zame-
njamo. Pred polnjenjem akumulatorja ni potrebno odstraniti, pozorni smo le na
to, da robota s stikalom S1 (Slika 2.1) izklopimo. Tok praznjenja našega robota je
odvisen od hitrosti hoje, ki smo jo nastavili. V povprečju praznimo akumulator
s tokom 2,5 A, torej akumulator omogoča nekaj manj kot eno uro neprekinjene
uporabe. Akumulator in polnilec sta prikazana na sliki 2.5.
Slika 2.5: Akumulator in polnilec
2.5.2 Opozorilo o praznem akumulatorju
Akumulatorjev LiPo ne smemo preveč izprazniti. V nasprotnem primeru celice
propadajo in hitro izgubijo kapaciteto. Pomembno je torej, da uporabnika opozo-
rimo, da naj preneha z uporabo robota, ko napetost pade pod določeno spodnjo
mejo. Mnenja o varni spodnji meji so različna in segajo od 3,7 V pa vse do 3,2
V na celico [6]. Izberemo nivo 11,1 V (3,7 V na celico), ki je na zgornji meji
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intervala, saj v primeru praznega akumulatorja uporabnika le opozorimo in mu
ne onemogočimo nadaljnje uporabe. Opozorimo ga z vklopom rdeče LED-diode.
Napetost akumulatorja odčitamo s pretvornikom ADC na razvojni plošči. Ker je
maksimalen napetostni nivo vhodnih in izhodnih priključkov na razvojni plošči
3,3 V, moramo za meritev napetost akumulatorja prilagoditi. To storimo z nape-
tostnim delilnikom (R1, R2), ki napetosti od 0 V do 12,6 V zniža na vrednosti od
0 V do 3,3 V. Kondenzator C1 upočasnjuje hipno spremembo napetosti na vhodu
ADC v primeru tokovnih sunkov, ki se pojavljajo zaradi narave servo motorjev.
2.6 Upravljanje preko mobilne aplikacije
Za krmiljenje in uspešno povezavo mobilne naprave z modulom HC-06, potrebu-
jemo primerno mobilno aplikacijo. Po pregledu več obstoječih aplikacij izberemo
najbolj primerno in sicer aplikacijo z nazivom Arduino Bluetooth Controller raz-
vijalca SA Tech 1, ki je na voljo za operacijski sistem Android. Aplikacija omogoča
bluetooth povezavo z modulom HC-06. Ob prvi uporabi moramo v aplikaciji na-
staviti, s katero napravo naj se poveže. Izberemo naš modul HC-06 in ga označimo
kot privzeto napravo. S tem omogočimo, da se ob naslednjih zagonih aplikacija
sama poveže z robotom.
Aplikacijo lahko uporabljamo v več načinih (Slika 2.6a). Nam najbolj zanimiv
je način Remote Controller (Slika 2.6c), ki nam ponuja 4 gumbe za premikanje
ter 6 funkcijskih gumbov. Preden lahko vodimo robota, moramo nastaviti znake,
ki jih aplikacija pošlje ob pritisku posameznega gumba. Potrebne nastavitve
so prikazane na sliki 2.6b. Aplikacija deluje tako, da ob pritisku gumba pošlje
nastavljen znak po bluetooth povezavi. Ko gumb spustimo, pošlje znak ’0’ (v
primeru gumbov naprej, nazaj, levo in desno). To delovanje nam ustreza, saj
začnemo s hojo, ko prejmemo enega od znakov (’l’, ’r’, ’u’ in ’d’). Hojo končamo,
ko uporabnik spusti gumb oz. prejmemo znak ’0’. Poleg funkcij, ki jih izvajamo z
1Dostopno na naslovu:
https://play.google.com/store/apps/details?id=com.satech.arduinocontroller
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10 znaki navedenimi na sliki 2.6b, omogočamo še nastavljanje hitrosti hoje robota.
Veljavni znaki za nastavljanje hitrosti so ’1’, ’2’, ’3’, ’4’ in ’5’. Če želimo poslati
te znake, moramo v aplikaciji izbrati način Terminal. Ostalih načinov aplikacije
s slike 2.6a ne uporabljamo.
Na sliki 2.6c vidimo način Remote Controller, s katerim vodimo robota. Ko
robota vklopimo, je v sedečem položaju (Slika B.3). V načinu sedenja se robot
ne premika, če pritisnemo gumb Function2, indikacijska svetleča dioda prikazuje
trenutno stanje akumulatorja. Ko želimo, da se robot dvigne, pritisnemo gumb
Function1, s katerim ciklično izbiramo med tremi načini delovanja (sedenje, gi-
banje na mestu ter hoja). V načinu gibanje na mestu lahko z gumbi na levi
strani zaslona (Slika 2.6c) premikamo telo robota. Z gumbom ∆ izbiramo med
tremi prednastavljenimi vǐsinami telesa robota. Z gumbi □, X ter ⃝ pa telesu
dodamo rotacijo okoli osi z oz. osi x. Če v načinu gibanja na mestu pritisnemo
gumb Function2 sprožimo ples robota. V način hoje se premaknemo s ponov-
nim pritiskom gumba Function1. S štimi gumbi na levi strani zaslona vodimo
robota v izbrano smer. Z gumboma □ in X robotu vnesemo rotacijo. Gumb ⃝
v tem načinu nima funkcije. Gumb ∆ ima funkcijo nastavljanja vǐsine telesa. S
pritiskom Function2 se vrnemo v preǰsnji način (gibanje na mestu). Po pritisku
Function1 se robot vrne v sedeče stanje.
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(a) Izbira načinov (b) Nastavitve gumbov
(c) Način Remote Controller
Slika 2.6: Zajemi zaslona mobilne aplikacije
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3 Teoretično ozadje
3.1 Klasična in inverzna kinematika
Kot primer si poglejmo verigo poljubno dolgih palic, ki so na koncih prosto gi-
bljive, le prva palica je na enem koncu pritrjena na podlago. V primeru klasične
kinematike lahko izračunamo končno točko, če poznamo kote vseh sklepov ter
dolžine palic. Kot že ime pove, z metodo inverzne kinematike dosežemo ravno
nasprotno. S poznavanjem dolžine palic ter končne točke, lahko določimo kote
posameznih sklepov te verige. Tako izračunamo medsebojne položaje vseh palic v
verigi. V našem primeru poznamo dimenzije in končne točke nog robota. Rešitev
problema torej predstavlja metoda inverzne kinematike [7].
Načinov za reševanje problemov inverzne kinematike je veliko. Večina od njih
je iterativnih, saj je do rezultata pogosto težko ali nemogoče priti analitično.
Problem ima lahko eno, več ali nobene rešitve. Do končne točke torej lahko
pridemo po eni ali več poteh oz. končna točka ni dosegljiva.
3.1.1 Iterativne metode
To so metode, s katerimi do rezultata pridemo preko niza izračunov. Z vsakim
naslednjim izračunom se približamo končni točki. Računanje končamo, ko se z
izračunano točko dovolj približamo želeni končni točki. Nekatere izmed iterativ-
nih metod so: Jacobijeva metoda (ang. Jacobian inversion method), optimiza-





Nekatere probleme inverzne kinematike lahko rešimo tudi analitično. Običajno
so to problemi z dvema do tremi prostostnimi stopnjami. Analitično problem
rešujemo z uporabo geometrije ter transformacijskih matrik. Zapǐsemo klasične
enačbe kinematike. Nato s pomočjo trigonometrije izrazimo iskane kote. Število
prostostnih stopenj nam predstavlja število iskanih kotov oz. neznank. Iz česar
sledi, da za rešitev problema potrebujemo enako število enačb, kot imamo pro-
stostnih stopenj.
3.2 Opis in rešitev problema
Robot ima telo ter šest nog. Želimo doseči čimbolj naravno in gladko gibanje,
kar zahteva usklajeno realno-časno krmiljenje vsakega motorja posebej. Da bo
vsaka noga res na primernem položaju, moramo izračunati kote vseh motorjev.
Poznamo položaje nog robota, torej je metoda inverzne kinematike primerna za
rešitev našega problema. Geometrija vseh nog je enaka, zato za vsako nogo veljajo
iste enačbe. Problem inverzne kinematike je analitično rešljiv, saj ima vsaka noga
tri prostostne stopnje in enostavno geometrijo [9]. Noga robota je razdeljena na
tri dele, ki jih poimenujemo kolčki, stegence in golence. Nogo z vrha ter s strani
prikazujeta sliki 3.1a in 3.1b. Vsako nogo krmilimo s tremi motorji. Vsak izmed
kotov φcoxa, φfemur in φtibia predstavlja možen premik posameznega motorja.
Referenčna točka konca noge je sredǐsče telesa robota. Premik robota
dosežemo s premikom njegovega telesa ali premikom posamične noge. Telo lahko
premikamo na štiri načine in sicer z rotacijo okrog x, y in z osi ter translacijo v
smeri vseh treh osi. Translacijo telesa dosežemo tako, da položaj vseh nog spre-
menimo za isto vrednost. Ker je referenca sredǐsče telesa in je enaka za vse noge,
njihov dejanski položaj ostane enak, spremeni pa se relativni položaj nog glede
























(b) Pogled s strani
Slika 3.1: Noga s strani in z vrha
na telo (Slika 3.2). S črno je prikazan robot v privzetem stanju, ko izvedemo







d+ a d− a
a
T0(−d,−z) T2(d,−z)
T1(0,−z)T ′0(−d− a,−z) T ′2(d− a,−z)T ′1(0,−z)
⨂︁y
Slika 3.2: Primer translacije telesa v smeri osi x (prikazani le srednji nogi)
3.2.1 Matrika zasuka
Zasuk telesa je računsko bolj zahteven od translacije. Na sliki 3.3 je prikazan















(c) zasuk okoli osi z





Slika 3.4: Primer zasuka okoli osi y (prikaz srednjih nog)
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na sliki 3.4. Gre za zasuk telesa robota okoli osi y. S črno je prikazan robot v
privzetem stoječem stanju, ko izvedemo zasuk okoli osi y za kot β, se mora robot
postaviti tako, kot prikazuje modra črtkana črta. S črnimi točkami so prikazani
motorji.
Matematično nam zasuk povzroči preslikavo koordinat. Zasuk okrog osi y





− sin(β) 0 cos(β)
⎤⎥⎥⎦ (3.1)
Če bi izvedli zasuk, ki je prikazan na sliki 3.4, bi torej z matriko Ry(β) lahko










V našem primeru izvajamo rotacijo okoli vseh treh osi, zato potrebujemo še













Končno rotacijsko matriko R(α, β, γ) dobimo z matričnim množenjem vseh
treh osnovnih matrik.





















sin(α) sin(β) cos(α) − sin(α) cos(β)









cos(β) cos(γ) − sin(γ) cos(β) sin(β)
A0 A1 − sin(α) cos(β)




A0 = sin(α) sin(β) cos(γ) + sin(γ) cos(α)
A1 = − sin(α) sin(β) sin(γ) + cos(α) cos(γ)
A2 = − sin(β) cos(α) cos(γ) + sin(α) sin(γ)
A3 = sin(β) sin(γ) cos(α) + sin(α) cos(γ)
Z matriko R(α, β, γ) lahko začetno točko (x, y, z) pretvorimo v novo točko










Na koncu izračunamo še razliko med novo in staro točko.
∆x = x′ − x
∆y = y′ − y (3.8)
∆z = z′ − z
Spremembo točke (∆x,∆y,∆z) kasneje uporabimo v algoritmu inverzne kinema-
tike.
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3.2.2 Algoritem inverzne kinematike
Za poimenovanje posameznih delov noge si pomagamo z anatomijo žuželk. Raz-
delimo jo na tri dele: kolčki (ang. coxa), stegence (ang. femur) in golence (ang.
tibia). Tridimenzionalen problem razdelimo na dva dvodimenzionalna. Prvi pro-












Slika 3.5: Pogled z vrha - algoritem inverzne kinematike





φcoxa je kot motorja, ki premika kolčka in ima os vrtenja vzporedno z osjo z. Pri
izračunu preostalih dveh kotov si pomagamo s sliko 3.6. Dolžine posameznih delov
nog so seveda poznane. Označbe njihovih dolžin so naslednje: d(kolčki) = c,
d(stegence) = f , d(golence) = t. Sledi izračun vrednosti d1 in d2 (glej Sliko 3.5),
ki ju bomo potrebovali za izračun kotov φtibia in φfemur = φf1 + φf2 .
d1 =
√︁





Določili smo dolžine vseh stranic trikotnika (f , t in d1). Uporabimo kosinusni


















Slika 3.6: Pogled s strani - Algoritem inverzne kinematike
dolžine vseh stranic trikotnika. Velja:
d21 = t
2 + f 2 − 2ft cos(φtibia) (3.11)
t2 = d21 + f
2 − 2d1f cos(φf1) (3.12)
sledi
φtibia = arccos(









Potrebujemo še kot φf2, ki ga dobimo iz pravokotnega trikotnika (d1, d2, z) in













Z enačbami (3.9), (3.13) in (3.16) izračunamo vse tri kote, ki jih potrebujemo
za manipulacijo noge. Vrednost kota φcoxa, ki jo izračunamo z enačbo (3.9)
velja le za desno srednjo nogo, saj je samo ta v istem koordinatnem sistemu












Slika 3.7: Korekcijski kot
kot telo. Enačbe smo izpeljali v koordinatnem sistemu telesa. Za ostale noge
moramo odšteti kot φi, za katerega se razlikujeta koordinatni sistem posamične
noge in koordinatni sistem telesa (Slika 3.7). Popravljen kot φcoxa ci izračunamo
z enačbo (3.17) za i ∈ [1, 5].
φcoxa ci = φcoxai − φi (3.17)
3.2.3 Nekaj primerov
Poglejmo si primer vrednosti vhodnih koordinat za izračun kotov motorjev desne
sprednje noge. Imamo robota, ki stoji na mestu. Slika 3.8 prikazuje telo z desno
sprednjo nogo. Postopek izračuna kotov motorjev je sledeč. Najprej moramo
izračunati popravke koordinat zaradi rotacije telesa okoli osi x, y in z. Uporabimo





iz vrednosti default. To so privzete konstantne koordinate, ki nam povejo položaj
nog robota, ko ta stoji na mestu. Koordinatam x ter y dodamo še komponenti








Slika 3.8: Primer vrednosti vhodnih koordinat za izračun kotov motorjev desne
sprednje noge
offset prikazuje slika 3.8).
x = xdefault + xoffset
y = ydefault + yoffset (3.18)
z = zdefault
Sledi izračun kotov motorjev. Uporabimo enačbe (3.9), (3.13) in (3.16). Kot





posodobimo z vrednostimi (∆x,∆y,∆z), ki smo jih pridobili z uporabo enačb
(3.7) in (3.8). Dobimo sledeče koordinate:
x = xdefault +∆x
y = ydefault +∆y (3.19)
z = zdefault +∆z
Tokrat koordinate nog ne vsebujejo spremenljivk offset, saj referenčna točka za
izračun kotov motorjev ni sredǐsče telesa, temveč je to točka, kjer se nahaja prvi
motor (koordinatno izhodǐsče na sliki 3.5). Vrednosti z enačbe (3.19) so vhodni
podatek za izračun kotov po enačbah (3.9), (3.13) in (3.16).
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Sedaj želimo, da robot premakne telo. Ponovimo postopek, ki smo ga že
opisali. Tokrat za izračun popravkov koordinat zaradi rotacije telesa uporabimo
sledeče vhodne podatke.
x = xdefault + xinput + xoffset
y = ydefault + yinput + yoffset (3.20)
z = zdefault + zinput
V primerjavi z enačbo (3.18) smo v enačbi (3.20) vhodnim koordinatam dodali
komponente input. Gre za vrednosti, ki so različne od nič, ko premikamo telo
robota (na primer slika 3.2). Ko pridobimo vrednosti (∆x,∆y,∆z), je postopek
enak, kot v preǰsnjem primeru. Najprej posodobimo koordinate z izračunanimi
vrednostmi.
x = xdefault + xinput +∆x
y = ydefault + yinput +∆y (3.21)
z = zdefault + zinput +∆z
Nato pa z uporabo istih enačb izračunamo nove kote motorjev.
Poglejmo si še zadnji primer. Sedaj poleg premikanja telesa robot še hodi.
Tokrat vhodnim koordinatam dodamo nove komponente poimenovane gait.
x = xdefault + xinput + xgait + xoffset
y = ydefault + yinput + ygait + yoffset (3.22)
z = zdefault + zinput + zgait
Vrednosti gait so različne od nič v primeru, ko robot hodi. Kot smo že vajeni
najprej izračunamo popravke koordinat zaradi rotacije telesa. Izračunamo vre-
dnosti (∆x,∆y,∆z). Nato posodobimo koordinate za izračun novih kotov in le
te izračunamo z uporabo enačb (3.9), (3.13) in (3.16).
x = xdefault + xinput + xgait +∆x
y = ydefault + yinput + ygait +∆y (3.23)
z = zdefault + zinput + zgait +∆z
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Komponenti input in gait bi lahko združili v samo eno komponento. Vendar
smo z delitvijo na dve vrednosti omogočili, da robot lahko na primer premakne
telo v stran in istočasno tudi hodi.
4 Prilagoditve izračunanih kotov
Vrednosti kotov, ki smo jih izračunali v preǰsnjem poglavju so matematično pra-
vilne. Vendar pa motorji robota niso nameščeni tako, da bi se dejanski koti
motorjev povsem ujemali z izračunanimi koti s slik 3.5 in 3.6.
Izbrane servo motorje smo že opisali v poglavju 2.4. Sedaj si poglejmo še
njihovo namestitev na okvir robota. Ker je maksimalen premik motorjev 180°,
jih moramo namestiti tako, da bomo z nogami lahko dosegli vse želene položaje.
Kot primer si poglejmo sliko 4.1c. Želimo, da se noga lahko premika naprej in
nazaj, zato motor namestimo tako, da ima območje vrtenja kot prikazuje rdeča
črtkana črta.
4.1 Prilagoditve kotov
Na sliki 4.1 so prikazane razlike med izračunanimi koti ter dejanskimi koti mo-
torjev. Izračunani koti so predstavljeni z istimi simboli kot v preǰsnjem poglavju,
novi dejanski koti, ki jih potrebujemo, so označeni s simbolom φm .φδ označuje
razliko med osema dejanskih in izračunanih kotov. Najprej si poglejmo primer za
golence. Iz slike 4.1a lahko razberemo kot φm tibia. Glede na geometrijo našega
robota se odločimo za naslednji vrednosti: φδ1 = 10 in φδ2 = 25
φm tibia = 180− φtibia + φδ1 = 190− φtibia (4.1)
Prav tako iz slik 4.1b in 4.1c sledita enačbi:
φm femur = φfemur − φδ2 = φfemur − 25 (4.2)
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Slika 4.1: Primerjava izračunanih in dejanskih kotov
in
φm coxa = 90− φcoxa c (4.3)




FreeRTOS je odprtokodni realno-časni operacijski sistem. Uporablja se v vgraje-
nih sistemih, ki imajo pogosto omejene kapacitete. Zato je zgradba operacijskega
sistema enostavna in ne zahteva veliko računskih zmogljivosti. Hkrati je dovolj
napreden za implementacijo sistemov. Omogoča večopravilnost, časovno rezi-
njenje, prioritetna in druga razvrščanja, semaforizacijo, programske časovnike,
dodeljevanje pomnilnika, itd. Glede na lastnosti je ta operacijski sistem primeren
za implementacijo robota.
5.2 Načini hoje
Vsako živo bitje, ki ima noge, lahko hodi oz. se giblje na različne načine. Človek
lahko na primer hodi, poskakuje, sonožno poskakuje itd. Naš robot ima šest nog,
zato obstaja veliko načinov oz. zaporedij, po katerih lahko premikamo noge [10].
Cikel premika ene noge lahko razdelimo na dve fazi. V prvi fazi je noga na
tleh in podpira telo ter se premika proti zadku robota. Sledi druga faza v kateri
se noga vrača na začetni položaj naslednjega cikla. V tej fazi je noga dvignjena.
Fazi se izmenjujeta in ponavljata. Ko poznamo cikel premika, lahko sestavimo
zaporedje premikov vsake noge, da dosežemo hojo. To zaporedje poimenujmo
način hoje. Poglejmo si dva najbolj pogosta načina hoje pri žuželkah. To sta
trinožni način (ang. tripod) in način valovanja (ang. wave).
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V trinožnem načinu noge razdelimo v dve skupini. V prvo skupino združimo
sprednjo in zadnjo levo ter srednjo desno nogo. Druga skupina vsebuje sprednjo in
zadnjo desno ter srednjo levo nogo. V tem načinu hoje je ena skupina nog vedno
na tleh, druga pa se dvignjena premika v nov položaj, nato se vlogi zamenjata.
Če mehanizem predstavimo z zgoraj opisanimi fazami, je v danem trenutku ena
skupina nog v prvi fazi, druga skupina pa v drugi fazi. Ta način hoje velja za
najhitreǰsi statično stabilen način, kar pomeni, da robot v katerem koli trenutku
lahko stoji oz. je stabilen. Način valovanja omogoča največjo stabilnost, vendar
je gibanje najpočasneǰse. V tem načinu je v danem trenutku dvignjena le ena
noga (druga faza). Ostale noge so na tleh (prva faza). Vrstni red dvignjene noge
je sledeč: najprej je v drugi fazi zadnja noga poljubne strani, sledi srednja in nato
sprednja noga. Ko je premik na tej strani končan, postopek ponovimo z nogami
druge strani.
5.3 Zgradba programa
Program je razdeljen na 6 opravil, ki so prikazani na sliki 5.1. Opravilo UARTdri-
ver skrbi za komunikacijo s periferno enoto UART. Vsak znak, ki ga prejmemo,
postavimo v ciklični medpomnilnik UARTqueue, kjer je shranjen dokler ga ne
potrebujemo v opravilu RefreshInputs. V tem opravilu interpretiramo prejete
znake in nastavimo parametre za nadzor robota (inputs, walkingSpeed, direction,
animation, mode). V opravilu ReadBattery s periferno enoto ADC beremo sta-
nje akumulatorja. Spremenljivka batteryColor, ki jo delimo z opravilom Control
vsebuje podatek o barvi, s katero želimo, da sveti LED-dioda. Opravilo Con-
trol je osrednje opravilo, ki glede na prejete podatke izračuna končne položaje
vseh nog ter krmili LED. Podatke o končnih položajih nog shrani v strukturo bu-
fferData. To strukturo uporabimo v opravilu CalculateAngles, kjer izračunamo
vmesne položaje nog. Vrednosti vmesnih položajev nato uporabimo v opravilu
SendAngles, ki po vodilu I2C pošilja podatke o položaju motorjev. Podatki o
vmesnih položajih so zaščiteni z uporabo semaforja legsMutex.



















Slika 5.1: Organizacija programa
5.3.1 Opravilo UARTdriver
V poglavju 2.2 smo že omenili, da z bluetooth ploščico HC-06 komuniciramo preko
protokola UART. Mobilna naprava se poveže z modulom HC-06. Ko pritisnemo
tipko v mobilni aplikaciji, preko bluetooth povezave mobilna naprava pošlje znak
v obliki ASCII. Modul HC-06 sprejme znak in ga preko povezave UART pošlje ra-
zvojni plošči. Opravilo UARTdriver skrbi za ustrezno obdelavo sprejetega znaka.
V primeru, da ni prǐslo do napake, prebrano vrednost postavimo v ciklični medpo-
mnilnik UARTQueue. Tam podatek počaka, dokler ga ne potrebujemo v opravilu










Slika 5.2: Diagram poteka opravila UARTdriver
5.3.2 Opravilo RefreshInputs
Opravilo RefreshInputs skrbi za interpretacijo znakov, ki smo jih prejeli iz mo-
bilne naprave. Znaki, ki jih prejmemo so navedeni v poglavju 2.6. Najprej iz
medpomnilnika UARTQueue vzamemo prvi znak. Glede na njegovo vrednost
postavimo vrednosti spremenljivk za smer gibanja ter vrtenje. Možne vrednosti
spremenljivke direction, ki vsebuje podatek o smeri gibanja ter vrtenju so (hoja
naprej-nazaj, hoja levo-desno, vrtenje v levo ter vrtenje v desno). Poleg smeri
določimo tudi dolžino premika ter jo zapǐsemo v polje inputs. V primeru priti-
ska tipke Function1 prestavimo način delovanja robota (robot sedi, robot v fazi
dvigovanja, robot v fazi spuščanja, robot stoji, robot hodi). Vrednost zapǐsemo
v spremenljivko mode. V trenutku, ko izpustimo gumb za premikanje in želimo,
da se robot ustavi oz. vrne v privzeto stanje, ponastavimo vrednosti polja in-
5.3 Zgradba programa 35
puts na nič. Če pritisnemo tipko Function2 in se nahajamo v načinu robot stoji,
postavimo zastavico animation. S to zastavico opravilu Control sporočimo, naj
robot prične plesati. V primeru, da prejmemo znake ’1’, ’2’, ’3’, ’4’ ali ’5’ pa
spremenimo vrednost parametra walkingSpeed, ki nastavlja hitrost hoje robota.













Slika 5.3: Diagram poteka opravila RefreshInputs
5.3.3 Opravilo ReadBattery
V opravilu ReadBattery (Slika 5.4) vsakih 500 ms preverimo stanje akumulatorja.
Najprej poženemo pretvorbo ADC na kanalu 7, ki je povezan na priključek PA16
[3]. Iz pridobljene vrednosti ADC izračunamo napetost akumulatorja. Dokler je
le ta nad dovoljeno mejo (11,1 V), nastavimo barvo indikatorja zeleno ali rumeno,












Slika 5.4: Diagram poteka opravila ReadBattery
tem opozorimo uporabnika, naj napolni akumulator. Opravilo nastavlja globalno
spremenljivko batteryColor.
Dioda-LED, ki jo uporabljamo, je svetleča dioda RGB, ki v enem ohǐsju vse-
buje tri barvne svetleče diode (rdeča, zelena, modra). Vsaka dioda različne barve
ima svoj priključek. Dioda RGB ima skupaj 4 priključke. Tri za vsako barvo ter
skupno katodo. Če želimo, da dioda sveti zeleno, vklopimo le zeleno LED. Če pa
na primer naenkrat vklopimo rdečo ter modro diodo, dioda sveti vijolično. Tako
lahko z različnimi kombinacijami vklopov posameznih diod prikazujemo različne
barve.
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5.3.4 Opravilo Control
Start





Slika 5.5: Diagram poteka opravila Control
Opravilo Control polni podatkovno strukturo bufferData, ki vsebuje podatke
o premiku vsake noge. Glede na trenutno izbran način (robot sedi, robot v fazi
dvigovanja, robot v fazi spuščanja, robot stoji, robot hodi), v strukturo zapisu-
jemo različne končne točke. Diagram poteka na sliki 5.5 je zaradi preglednosti
poenostavljen. Proces izračuna končnega položaja vsake noge je za vsak način
različen. Poglejmo si najprej način, ko robot stoji.
V načinu robot stoji lahko premikamo telo robota, pri čemer konci nog ves
čas ostajajo na mestu. V tem načinu vhodne podatke iz polja inputs direktno
prepǐsemo v strukturo. Na primer, če želimo premik telesa 30 mm v desno,
moramo vsako nogo premakniti za 30 mm v levo, torej je vhodni podatek za
vsako nogo enak (Slika 3.2). V tem načinu preverjamo tudi zastavico animation.
Če je ta enaka TRUE (postavili smo jo v opravilu RefreshInputs), pričnemo s
plesom robota. V tem primeru vrednosti polja inputs nastavljamo v opravilu
Control. Dokler je zastavica animation postavljena, v opravilu RefreshInputs
onemogočimo brisanje le te in pisanje v polje inputs. Ko je ples robota končan,
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pobrǐsemo zastavico animation in nadaljujemo z običajnim krmiljenjem.
Sledita dva načina, ki sta si podobna. Govorimo o dvigovanju in spuščanju
telesa. V obeh načinih definiramo stanja: S0, S1 in S2. Ko prvič vstopimo v način
spuščanja, smo v stanju S0 in robot stoji. Najprej izračunamo premik v smeri z,
ki ga mora opraviti vsaka noga, da se telo robota dotakne tal. Ko se telo robota
spusti do tal, vstopimo v stanje S1. Sedaj mora robot še skrčiti noge. Po enakem
postopku kot v stanju S0 izračunamo še premika v smeri x in y ter vstopimo
v stanje S2, v katerem počakamo, da so vsi premiki končani in s spremenljivko
mode nastavimo način robot sedi.
V načinu dvigovanja ponovno začnemo v stanju S0, v katerem tokrat robot
sedi. Storimo ravno obratno kot v primeru spuščanja. Najprej raztegnemo noge,
da dosežejo privzete vrednosti v x in y smeri. Sledi stanje S1 in izračun premika
v smeri z, s katerim telo dvignemo do privzete vǐsine. Ko telo doseže privzeto
vǐsino, preidemo v stanje S2 in s spremenljivko mode nastavimo način robot stoji.
Robot hodi je najbolj zahteven način. Zahteva uporabo petih stanj: S0, S1,
S2, S3 in S4. V poglavju 5.2 smo opisali dva izmed najbolj pogostih načinov
hoje v naravi. Odločili smo se za implementacijo trinožnega načina hoje. Kot
smo omenili v tem načinu noge razdelimo v dve skupini. Vsaka skupina nog
tvori trikotnik, kar zagotavlja dobro stabilnost, če je vsaj ena skupina nog na
tleh. Začnemo v stanju S0, v katerem čakamo, dokler ne dobimo vsaj enega
ukaza za premik ali vrtenje v poljubni smeri. Ob prejetem ukazu preidemo v
stanje S1. Odebeljene črte na sliki 5.6 predstavljajo dvignjene noge, če črta ni
odebeljena je noga na tleh. V stanju S1 pričnemo z dvigovanjem prve skupine
nog (Slika 5.6a). Ko je dvig končan, preidemo v stanje S2, v katerem vsaki nogi
nastavimo vrednost koraka glede na smer željenega premika. Prvi skupini nog, ki
je dvignjena, nastavimo premik v željeno smer (v primeru na sliki 5.6 je smer hoje
robota navzgor) ter spust nog na tla. Smer premika druge skupine je nasprotna
premiku prve skupine. Noge druge skupine ostanejo na tleh. Tako prva skupina
nog naredi korak naprej, druga skupina nog se zasuče v obratno smer in pri tem
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(a) Končni položaj v stanju S1 (b) Končni položaj v stanju S2
(c) Končni položaj v stanju S3 (d) Končni položaj v stanju S4
Slika 5.6: Stanja S1, S2, S3 in S4. 1. skupina (temno modra),
2. skupina (svetlo modra)
ostaja na tleh (Slika 5.6b). To povzroči premik telesa v smeri hoje. Sledi stanje
S3 v katerem se noge vrnejo v začetno stanje. Prva skupina ostaja na tleh, druga
pa se istočasno dviguje. Rezultat vidimo na sliki 5.6c. V stanju S4 opravimo
premik, ki je ravno nasproten kot v S2. Hkrati se druga skupina nog spušča na
tla (Slika 5.6d). Ob prehodu v stanje S1 ponovno dvignemo prvo skupino nog.
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S tem smo opravili celoten cikel. Dokler se ukaz za smer ne spremeni, se stanja
ponavljajo. Z opisanim zaporedjem dvigovanja in spuščanja nog smo dosegli, da
se telo robota enakomerno premika v smeri hoje. Ko prejmemo ukaz za končanje
hoje, se vrnemo nazaj v stanje S0, kjer čakamo do naslednjega ukaza.
V načinu robot sedi ne omogočamo premikov, zato polnjenje strukture buffer-
Data ni potrebno. Slike robota v različnih položajih so v Dodatku B.
Poleg polnjenja strukture bufferData v opravilu Control nastavljamo tudi
barvo indikacijske diode. Gre za večbarvno svetlečo diodo, katere barvo na-
stavljamo glede na način, v katerem je robot trenutno. V načinu robot stoji
nastavimo svetlo modro barvo. V načinu robot hodi dioda sveti vijolično. V
ostalih načinih LED ne vklopimo. V načinu robot sedi preverimo vrednost zasta-
vice checkBattery. Če je ta postavljena, je uporabnik zahteval prikaz trenutnega
stanja akumulatorja. V tem primeru nastavimo barvo LED, ki smo jo izračunali
v opravilu ReadBattery in je zapisana v spremenljivki batteryColor. Dokler je
stanje akumulatorja nad 40% kapacitete, dioda sveti zeleno. Ko kapaciteta pade
pod 40% dioda sveti rumeno. Ko je akumulator prazen, led dioda sveti rdeče, ne
glede na trenutne vrednosti zastavic oz. trenutno izbranega načina delovanja.
5.3.5 Opravilo CalculateAngles
Cilj servo motorja ob prejemu novega položaja je, da v najkraǰsem možnem času
doseže nov položaj. V primeru, da bi za izhodno vrednost signala PWM upo-
rabljali le končne položaje nog, bi se robot odzival preveč sunkovito. Premiki
nog bi bili prehitri, saj ne moremo nastavljati hitrosti motorjev. Ta problem
rešimo programsko v opravilu CalculateAngles tako, da iz začetnega in končnega
položaja noge linearno interpoliramo vmesne položaje.
Opravilo vsakih 20ms izračuna naslednji položaj. Uporabimo podatke iz
strukture bufferData, ki smo jo napolnili v opravilu Control. Poenostavljen
diagram poteka opravila je prikazan na sliki 5.7. To opravilo lahko razdelimo
na dve fazi. V prvi fazi je robot dosegel končen položaj. V tej fazi upora-








status = MOVE IN PROGRESS
MOVE IN PROGRESS
Vzemi semafor








Slika 5.7: Diagram poteka opravila CalculateAngles
bimo podatke iz strukture bufferData in kličemo funkcijo prepareData(). Funk-
cija prepareData() opravi vse izračune, ki so potrebni za kasneǰso interpolacijo.
Izračunamo število vmesnih položajev ter velikost koraka med posameznimi vme-
snimi položaji. Ko končamo s pripravljalnimi izračuni, sledi druga faza (status
== MOVE IN PROGRESS). To je faza, ki se izvaja večino časa. Vsakih 20 ms
izračunamo naslednji vmesni položaj in nato še nove kote motorjev s prej opi-
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sano metodo inverzne kinematike. Ob vpisu in izračunu novih kotov uporabljamo
globalno polje struktur legs, ki je občutljivo na hkratni dostop, zato uporabimo









Slika 5.8: Diagram poteka opravila SendAngles
V poglavju 4 smo omenili, da izračunani koti motorjev še niso primerni za
uporabo. V opravilu SendAngles (Slika 5.8) poskrbimo za prilagoditev kotov in
za komunikacijo I2C z moduloma PCA9685. Potrebujemo podatke iz globalnega
polja struktur legs, zato uporabimo semafor legsMutex. Nato izračunamo prila-
goditve kotov po enačbah (4.1), (4.2) in (4.3). V naslednjem koraku prilagojene
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pri čemer α predstavlja prilagojen kot, w pa dolžino pulza v ms. Nato pridobljeno






Spremenljivka T v zgornji enačbi predstavlja periodo signala PWM. V register
zapisujemo 12-bitne vrednosti, zato v enačbi (5.2) množimo z 4095. V register,
ki določa konec pulza, torej zapǐsemo vrednosti od 0 do 4095.
Ko smo izračunali dejanske vrednosti, ki jih moramo zapisati v registre modula
PCA9685, nam preostane le še, da te vrednosti preko protokola I2C pošljemo
modulu.
5.3.7 Hkratni dostop
Hkratni dostop globalnih spremenljivk direction in walkingSpeed ni proble-
matičen, saj ti dve spremenljivki nastavljamo le v opravilu RefreshInputs, v
opravilu Control pa njune vrednosti le beremo. V spremenljivko mode vpisu-
jemo v obeh opravilih, vendar je glede na njeno vrednost poskrbljeno, da vanjo
lahko vpisujemo le v enem opravilu naenkrat. Podobno velja za spremenljivko
animation ter polje inputs. Ko v opravilu RefreshInputs sprožimo ples robota,
postavimo zastavico animation. Dokler ples ni končan, v opravilu RefreshInputs
ignoriramo vse prejete znake in tako preprečimo, da bi prǐslo do istočasnega vpisa
v animation ali v polje inputs. V času, ko je ples v teku, za nastavljanje vre-
dnosti polja inputs skrbi opravilo Control, ki ob koncu plesa ponastavi vrednost
animation.
Hkratni dostop do spremenljivke batteryColor ni problematičen, saj vanjo
vpisujemo le v opravilu ReadBattery. Njeno vrednost v opravilu Control le pre-
beremo. Za strukturo bufferData velja, da vanjo v opravilu Control pǐsemo le
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takrat, ko smo v opravilu CalculateAngles že prekopirali njene vrednosti.
Ostane nam še polje struktur legs. To polje vsebuje kote motorjev vseh nog.
Uporabljamo ga v opravilih SendAngles ter CalculateAngles. V slednjem zapisu-
jemo vrednosti novih kotov v polje. Dokler vpis novih kotov ni končan, moramo
preprečiti uporabo polja, saj bi v nasprotnem primeru lahko v opravilu SendAn-
gles nekaterim motorjem poslali nov položaj, nekaterim pa še ne osvežen stari
položaj. Opisanemu problemu se izognemo z uporabo semaforja legsMutex, s ka-
terim poskrbimo, da ne vpisujemo oz. beremo vrednosti, dokler le te niso v celoti
osvežene.
5.4 Implementacija kotnih funkcij
Za izračun kotov uporabljamo kotne funkcije sin, cos, arccos in arctan. Lahko
bi uporabili vgrajene funkcije programskega jezika C, katerih rezultat je zelo
natančen, vendar zahtevajo relativno veliko računske moči. V našem primeru ne
potrebujemo take natančnosti, zato se raǰsi odločimo za metodo tabeliranja, s
katero pohitrimo izračun kotnih funkcij.
Funkcija sinus je periodična, zato je za njen izračun dovolj, če poznamo le
vrednosti funkcije ene periode. Dejansko je dovolj, da poznamo vrednosti funk-
cije sinus v prvi četrtini periode, saj lahko s primernim predznakom dobimo vse
vrednosti celotne periode. Podobno izračunamo vrednosti funkcije kosinus, za
katero velja, da je le fazno premaknjena funkcija sinus. Velja:




To nam omogoča, da za izračun funkcije kosinus uporabimo isto tabelo vre-
dnosti kot za funkcijo sinus.
Funkcijo arkus kosinus prav tako izvedemo s tabeliranjem. Tokrat moramo
shraniti vrednosti iz intervala (0,1). Funkcijo arkus tangens lahko izvedemo s
pomočjo funkcije arkus kosinus. Velja enačba:
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Enačba (5.4) vsebuje operaciji korenjenja ter kvadriranja, ki sta računsko
zahtevni operaciji. V našem primeru je izračun dovolj hiter, zato je ta rešitev
zadostna.
Tabelo funkcije sin potrebujemo za kote od 0 do 90 stopinj, kar predstavlja
četrtino periode. V našem primeru so rezultati dovolj natančni, če tabelo sestavlja
180 vrednosti. Torej je ločljivost 0,5 stopinje. Tabela funkcije arccos ima nekoliko
več elementov in sicer 278. Dodatne vrednosti potrebujemo v primeru, ko se
funkcija arccos bliža vrednosti 1, saj je takrat strmina funkcije zelo velika. V
primeru, da je vhodni podatek negativen, mu najprej spremenimo predznak in
izračunamo enako kot za pozitiven vhodni podatek. Dobimo rezultat φpos. Nato
do končnega rezultata pridemo z enačbo:
φ = π − φpos (5.5)
φ predstavlja končen rezultat. Z uporabo tabeliranja občutno pohitrimo izračun
trigonometričnih funkcij in tako prihranimo procesorski čas za druga opravila.
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6 Zaključek
V nalogi smo opisali postopek razvoja šestnožnega robota, ki ga upravljamo z
mobilno napravo. Iz standardnega okvirja in motorjev smo sestavili mehanske
dele robota. Za brezžično upravljanje smo uporabili bluetooth modul, s katerim
se povežemo z mobilno napravo. Za napajanje robota skrbi akumulator LiPo.
Najbolj obsežen del naloge predstavlja program, ki teče na krmilni plošči. Opi-
sali smo algoritem inverzne kinematike, ki je potreben za izračun kotov motorjev.
Ker motorjem ne moremo nastavljati hitrosti, moramo v programu poskrbeti za
primerno hitro spreminjanje položaja robota. Za vsak premik je potreben izračun
vmesnih točk, ki so odvisne od željene hitrosti gibanja. Pripravili smo tri načine
delovanja: sedenje, gibanje na mestu ter hoja. Hitrost gibanja lahko nastavljamo
stopenjsko. Izpolnili smo torej vse zastavljene cilje.
V tej nalogi smo izvedli trinožni način hoje. Kot možnost nadgradnje dela
omenimo implementacijo različnih načinov hoje. Druga nadgradnja bi bil razvoj
lastne mobilne aplikacije, s katero bi lahko izvedli upravljanje povsem po naših
zahtevah. Trenutno lahko robot na primer hodi naprej ali v stran, vendar ne v
obe smeri naenkrat. Lahko pa že sedaj dodajamo rotacijo telesu robota in tako
spremenimo smer hoje. Aplikacija bi nam na primer omogočila implementacijo
hoje po diagonali. Prav tako bi lahko izvedli zvezno nastavljanje hitrosti gibanja
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Na sliki A.1 je prikazana shema celega sistema. Prikazana sta levi in desni modul
PCA9685, ki imata označene izhode PWM, s katerimi krmilimo motorje. Prva
črka oznake nam pove ali gre za levo ali desno nogo (L - left, R - right). Druga
črka v oznaki nam pove ali gre za sprednjo, srednjo ali zadnjo nogo (F - front, M
- middle, R - rear). Zadnja črka pa nam pove ali krmilimo motor kolčk, stegenca
ali golenca (C - coxa, F - femur, T - tibia). Na primer oznaka LFT nam sporoča,
da s tem izhodom PWM krmilimo motor golenca leve sprednje noge. Povezave,
ki so prikazane na shemi A.1 so dejansko izvedene preko dveh dodatnih plošč,
na kateri prenesemo priključke razvojne plošče. Na sliki A.2 je s črno obrobo
prikazana prva plošča, ki je nameščena na razvojno ploščo. Na prvi plošči je
nameščen HC-06 Bluetooth modul, ter priključek za modula PCA9685. Na sliki
A.3 je z modro obrobo prikazana druga plošča, ki je nameščena na prvo ploščo.
Na drugi plošči sta nameščena večbarvna svetleča dioda in napetostni delilnik, ki





















































































































































































































































Slika A.1: Celotna shema sistema
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Slika A.2: Prikaz z vrha - razvojna plošča in prva dodatna plošča (Shield 1)
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Slika A.3: Prikaz z vrha - razvojna plošča in prva (Shield 1) ter druga (Shield 2)
dodatna plošča
B Slike končnega izdelka
Slika B.1: Robot v nizkem položaju
57
58 Slike končnega izdelka
Slika B.2: Robot v privzetem položaju
Slika B.3: Robot v sedečem položaju
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Slika B.4: Remote Controller
