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Abstract
In this paper, we describe a method for generating geometric morphs between general 3D solid models. The
method is based on the Euclidean skeleton and is capable of generating morphs between shapes that possess
different feature sets and different topology. The essential concept that enables the morphing method is utilization
of the trimmed skeleton of the symmetric difference as an intermediate shape. The intermediate shape is a
valid solid model whose boundary does not self-intersect and is everywhere equidistant from the boundaries of
the source shapes. We apply the skeleton-based intermediate shape generation procedure recursively to produce
a sequence of shapes, referred to as a morph history, that gradually transform between the initial and target
shapes. The method is sufficiently robust to handle significant changes in geometry and topology, such as the
creation and annihilation of protrusions, indentations, internal holes and handles, and produces intuitive morph
histories.
The skeleton also establishes a correspondence between points on the boundaries of the source and target objects.
Interpolation between corresponding points is performed to enable fast generation of a morph history consisting
of a sequence of valid solid models. For source and target models that are sufficiently close, this interpolative
morphing scheme generates results comparable to those obtained by the recursive skeletonization procedure, but
with improved computational efficiency. The boundary point correspondence generated by the skeleton enables
morphing with surface attributes (e.g., color, texture, surface roughness, and transparency). The skeleton-based
procedure also allows for morphing between open curves or surfaces. A modification of the basic procedure allows
the user to control the morph by specifying corresponding feature sets on the initial and final objects. Examples are
presented to demonstrate the capabilities of the methods described.Ó 2000 Published by Elsevier Science B.V. All
rights reserved.
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1. Introduction
1.1. Context
Three-dimensional shape metamorphosis, or morphing, is a problem that arises in a number of VR
related applications in entertainment, as well as in engineering and industrial design. The success of 2D
image morphing in creating smooth and visually appealing transitions between images has naturally led
to the desire for generating analogous transitions between three-dimensional shapes. For animation of
3D models, direct 3D morphing has significant potential advantages in allowing animation sequences
to be produced independently of the viewing transformations and in avoiding problems associated with
changes in illumination and visibility [13,15].
In engineering and industrial design, the problem of generating three dimensional shapes that satisfy
desired functional performance criteria is typically an iterative process that incrementally improves an
initial design. A good starting shape for the design process can often be obtained as an “intermediate”
shape between existing designs. The existing designs may not have the same feature sets or the same
topologies, and may have associated boundary attributes related to surface finish, tolerancing constraints,
etc. The ability to automatically generate shapes by interpolating between existing shapes is a powerful
addition to standard VR design environments.
1.2. Problem description
3D morphing may be classified as either volumetric or geometric. Volumetric morphing (a general-
ization of image morphing techniques to 3D) operates on a spatial decomposition of the region contain-
ing the objects. Geometric morphing (a generalization of 2D shape blending techniques) operates on a
boundary description of the solid models.
In this paper, we describe a solution to the 3D geometric morphing problem. Given two shapes,
a source and a target, described by boundary models, we seek to generate a sequence of boundary
descriptions that intuitively interpolate between the two shapes, transforming one into the other. The
advantage of geometric morphing is the production of intermediate shapes specified as boundary models.
The intermediate shapes can then be rendered and manipulated at interactive speeds using common
hardware and the user can readily control surface properties.
Desirable properties for a morphing procedure include:
• Ability to handle different feature sets in the source and target objects. The main difficulty of the
morphing problem stems naturally from the fact that the objects do not have corresponding features
and therefore cannot be parameterized in the same fashion; and even if they could, the common
parameterization may not produce intuitive results.
• Ability to handle different topologies. Not only can the source and target shapes have different
geometric properties (boundary feature sets), but they may generally have different topological
characteristics. A good morphing procedure must therefore be able to create or merge internal cavities,
generate topological handles, etc. as needed, in a plausible automated fashion.
• Ability to morph with non-geometric surface attributes. In the context of both graphics, and
engineering/industrial design, objects often have associated surface attributes. A procedure is desired
that not only morphs one shape to another, but also interpolates associated properties such as texture,
transparency, surface finish, etc. in consistent fashion.
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• Intuitiveness. A successful morphing procedure should produce results that users would generally
consider “intuitive”. The source shape should deform continuously into the target shape conveying a
sense of material flow and allowing regions of the evolving shape to touch, merge, and/or retract from
each other as necessary.
• Controllability. In some cases the animator or designer wishes to exercise detailed control over feature
evolution during the morph. The user may wish to specify which parts or boundary portions of the
source and target objects morph to each other. The morphing procedure should be capable of satisfying
such user specified feature correspondences.
• Automation. A fast, automated procedure that morphs between arbitrary shapes should be provided to
free the user from the tedious process of generating feature correspondences when detailed control is
not required.
• Speed. An ideal solution should operate in real-time.
Following a discussion of prior work related to morphing in Section 1.3, we briefly introduce
geometric skeletons in Section 1.4. The generation of intermediate shapes using the skeleton is
presented in Section 2.1 and applied recursively in Section 2.2 to generate a discrete morph history.
Section 2.3 presents an interpolative method for refining the morph history by using the skeleton to
generate surface point correspondence. This surface point correspondence is used to morph with non-
geometric surface attributes in Section 2.4. Morphing between pairs of open curves and surfaces is
discussed in Section 2.5. Section 3 addresses the issue of user control involving user specified feature
correspondences. Conclusions are presented in Section 4.
1.3. Prior work
The literature on general 2D image morphing is vast and will not be summarized here. (See [2,14,23]
for recent work.) For the extension of volumetric morphing to 3D, Lerios et al. [15] have contributed a
2-step solution to the morphing problem: a feature-based warping specified by user-controlled pairs of
points, lines, rectangles and boxes in the source and target objects, followed by a blending which, under
appropriate user control, can produce smooth morph sequences. Barrett et al. [1] describe a skeleton-
based procedure for 2D contour interpolation in image space.
Several approaches to 3D geometric morphing have been described in the literature. When the source
and target objects have the same parameterizations, the locations of control points can be parameterized
by time and smooth morphs can be obtained (e.g., [7]). Parametric deformation methods do not address
the general problem of morphing between arbitrary objects. Chen et al. [6] use 2D image morphing
techniques to allow users to control the morph in the 2D parametric space of 3D surfaces. While allowing
morphing with surface attributes, the method requires that the source and target object have similar
parameter spaces.
Implicit modeling techniques, where isosurfaces of scalar fields define model boundaries, have been
used to generate morph histories as the isosurfaces of the interpolated scalar fields [4], however, the
quality of the resulting morphs cannot be guaranteed and undesirable behavior may be generated (non-
desirable topological disconnection). In [16] distance fields are used as scalar fields for the implicitly
defined objects to be morphed. Implicit models, however, have the disadvantage that they are not able to
morph with non-geometric surface attributes, and do not provide convenient support for user control of
the morph.
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Kaul and Rossignac [12] describe an elegant technique for interpolating between two general
polyhedra based on Minkowski sums of scaled versions of the source and target objects. For non-convex
shapes, the technique may generate faces that are not on the boundary of the intermediate objects, and for
applications that require a non-self-intersecting boundary model portions of these faces may have to be
removed during a postprocessing operation. Because boundary correspondence between the source and
target objects is not generated in this method, it is not clear how to morph with surface attributes, or how
to handle non-closed objects or allow user control.
Kent et al. [13] describe a technique for transformation between general genus 0 polyhedral objects.
The technique works by mapping the source and target polyhedra to a common sphere. Points from the
source and target objects that map to the same sphere point correspond to each other, and interpolation
between corresponding points generates the morph history. However, it is not always possible to produce
the requisite one-to-one mapping onto the sphere in a reliable way, or guarantee the generation of non-
self-intersecting objects during interpolation.
1.4. Geometric skeletons
The skeleton [17] of a shape (also known as the medial axis/surface in 2D/3D) is the locus of points
that are minimally equidistant from at least two boundary points. In other words, it is the set of centers
of maximal disks/spheres that fit snuggly against the object, touching the boundary at two contact points.
A distinction can be made between the endoskeleton which consists of those points that are inside the
object, and the exoskeleton which consists of exterior points. Unless a specific distinction needs to be
made, the skeleton generally refers to the endoskeleton.
The skeleton of a two dimensional shape is a graph composed of skeletal arcs that intersect at junction
points (Fig. 1). In non-degenerate geometries, points in the interior of skeleton arcs have two contact
points, junction points have three distinct contact points, and end points have a single contact point
which correspond to a convex corner for a polygonal shape or a local maximum of curvature for freeform
boundary curves. The skeleton of a three dimensional shape (Fig. 2) generally consists of a set of sheets
intersecting along seams. Seams are space curves that, for non-degenerate geometries, represent the
intersection of two or three sheets and consist of sphere centers with three distinct contact points. Seams
are the locations where the skeleton is non-manifold. Skeletal arcs or sheets that terminate at points with
single contact maximal spheres will be called “wings”. The remaining elements (non-wing) will be called
“body” elements. For example, Fig. 2(b) has one body sheet and 12 wing sheets.
Fig. 1. A rectangle (blue) and its shape skeleton (red).
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Fig. 2. (a) A 3D block and (b) its shape skeleton.
Each skeleton sheet has an associated radius function that specifies the size of the maximal sphere
(i.e., the minimal distance to the boundary). A sphere centered at a skeleton point with the corresponding
radius, touches the object boundary at two contact points, one on each “side” of the skeleton. The skeleton
and the associated radius functions suffice to completely describe the original object boundary. The
notion that each skeleton sheet has two “sides” may only exist locally since sheets may not be globally
orientable. (A Möbius strip, for example, is a valid skeleton for an object created by an offset with the
Möbius strip as its generating surface.) We assume that skeleton sheets are orientable and “cuts” can be
introduced as necessary to produce orientable sheets.
Blum [5] originally suggested skeletons as high-level intuitive descriptors of shape. Since then
skeletons have found applications in a broad range of problems in image analysis and geometric
modeling. A number of algorithms exist for generating skeletons of three dimensional shapes [9,10,18,
21,22]. These algorithms differ in (1) the spatial representation they operate on: the exact representation
of the boundary, a polyhedral approximation, or a spatial subdivision (octree/tetrahedra) of the space,
and (2) the method used to extract the skeleton: 3D thinning, tracing/polygonizing seams and sheets,
numerical minimization, direct Voronoi region identification/Delaunay triangulation. In this paper we
will not describe the details of skeleton generation. The procedure we used for generating all the examples
below is based on a Voronoi diagram of polyhedral boundaries [3].
2. Skeleton-based morphing
In this section we describe the basic procedure for morphing between a pair of boundary models, where
each model is described by one or more closed boundaries (i.e., the source or the target may consist of
multiple disconnected components). Even though our primary interest is the description of 3D morphing,
we describe the skeleton-based procedures in a 2D context first. It is simpler to convey the idea in 2D
and, in contrast to other morphing methods, the same procedure directly generalizes to three-dimensions.
2.1. The skeleton as an intermediate shape
The fundamental problem in morph generation can be thought of as follows: given two shapes, find
an intermediate shape to serve as the midpoint of the morph sequence between the shapes. As we shall
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see below, we can recursively apply this intermediate shape generation process to produce a morph
history.
The nature of the intermediate shape generation problem is such that the “correct” solution is
subjective. While we may have some intuitive idea of what shape is “halfway” between a triangle and
a square for example, there is not necessarily a single, well-defined mid-shape, but rather a range of
acceptable solutions. We would like to have a systematic and consistent way of finding an intermediate
shape which also agrees with our intuition.
We begin by specifying a particular definition of the desired intermediate shape that is suitable for
computing purposes. Specifically, we require that each boundary point of the intermediate shape be
equidistant from the nearest points on the two shapes. The equidistant criterion for the intermediate
shape definition clearly suggests the use of skeletons which consist of points minimally equidistant
from two boundary points of a given object. The boundary of the intermediate shape consists of points
minimally equidistant from two boundaries, therefore we need to consider the skeleton of an object
that incorporates the boundaries of both shapes. The incorporation of the boundaries is achieved by
constructing the symmetric difference (as defined below) whose skeleton contains the boundary of the
desired intermediate shape. Trimming the skeleton of the symmetric difference by removing points that
are not minimally equidistant from both shape boundaries produces the intermediate shape boundary.
Details of the procedure are discussed below and examples are presented to illustrate the effectiveness of
skeleton-based intermediate shape generation.
The first task in computing the intermediate shape is to combine the two shapes into a single object for
which we can compute a skeleton. The two shapes are positioned as desired (initial position is important
and will be discussed further in the following sections) and the symmetric difference, A4B is computed
as defined by
A4B ≡ (A−B)∪ (B −A), (1)
where A and B are the two shapes being considered and ∪ and – are the set theoretic union and difference
operations. 1 The skeleton of the resulting object is then computed. Fig. 3 illustrates the process for
generating an intermediate shape between a triangle (Fig. 3(a)) and a square (Fig. 3(b)). Their positions
are indicated in Fig. 3(c) where the symmetric difference is shaded. The skeleton of the symmetric
difference is shown in Fig. 3(d).
We note here that the intermediate shape is composed of boundary element bisectors (the locus of
points equidistant from two boundary elements). Since the boundary elements of polygons are lines and
points the intermediate shape between two polygons generally consists of lines (the bisector of two lines
or two points) and parabolas (the bisector of a point and a line).
The skeleton of the symmetric difference, as shown in Fig. 3(d), contains the intermediate shape we
seek, but also contains extra information (the “wings” of the skeleton). The process of reducing the
skeleton to the intermediate shape is known as trimming. Trimming is defined as
trim
(
Skel(A4B))≡ Skel(A4B)−CSkel(A)−CSkel(B), (2)
where Skel(x) is the skeleton (specifically the endoskeleton, or interior skeleton) of x, and CSkel(x) is
the complete skeleton (endoskeleton and exoskeleton) of x. Recall that every point on the skeleton is
1 A4B could more precisely be defined as lime→0((A−Be)∪ (B −Ae)) where Xe is the object obtained by shrinking X
by a small amount close to zero. This will insure that if A= B , the intermediate shape is the shape itself.
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Fig. 3. (a) A triangle and (b) a square are (c) combined by taking their symmetric difference. (d) The resulting
object is skeletonized and (e) trimmed to yield (f) the intermediate shape.
Fig. 4. (a) A triangle and (b) a square are (c) initially positioned such that they overlap. (d) The skeleton of the
resulting object is found and (e) trimmed to give (f) the intermediate shape.
equidistant from two points on the defining object. By applying the trimming operation to the skeleton,
points that are equidistant from two boundary points that both belong only toA or B are removed, leaving
us with the desired set of points which are minimally equidistant from one boundary point on A and one
boundary point on B . (Note that for the sake of computational efficiency, our implementation does not
generate the wings unless they are required.)
Fig. 3(d) shows the skeleton in two colors. The portion we wish to keep is shown in purple. The
segments that are trimmed are shown in blue (denoting that both its contact points are on the blue square).
The trimmed skeleton is shown in Fig. 3(f). After trimming, we are left with a shape which is intuitively
appealing, and satisfies the equidistant criteria.
The skeleton-based intermediate shape generation process is not restricted to cases where one of the
shapes is completely enclosed in the other. For example, a larger triangle (Fig. 4(a)) is only partially
enclosed in a square (Fig. 4(b)), and as before, the symmetric difference is formed (Fig. 4(c)). The
skeleton is then generated (Fig. 4(d)) and trimmed (Fig. 4(e)). We note that the intermediate shape of
Fig. 3(f) and that shown in Fig. 4(f) are not the same even though the their generating shapes are similar.
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Fig. 5. An intermediate shape between two objects with different topologies.
Fig. 6. (a, b) Topologically different objects are (c) positioned such that they intersect, and (f) the resulting
intermediate shape is found.
Topological differences between two objects are also handled gracefully. Fig. 5 shows one object
consisting of two separate squares and the other of a single rectangle. The intermediate shape is a single
loop which is pinching inward towards the separation.
Fig. 6 shows another case involving topologically different source objects whose boundaries also
intersect. In this case, our intuition becomes challenged to determine an appropriate intermediate shape.
The shape generated from the skeleton (Fig. 6(f)) seems plausible and, as we shall see below, results in a
very appealing morphing solution when further steps are generated (see Fig. 13).
All of the concepts described here in 2D readily generalize to solve 3D problems. As in 2D, the process
of finding the intermediate shape consists of positioning the two objects relative to each other, computing
their symmetric difference, and then generating the trimmed skeleton.
Figs. 7–9 show 3D objects and the intermediate shapes generated from the trimmed skeleton of the
symmetric difference. Fig. 7 shows the simple case of two polyhedra of genus 0 and multiplicity 1 such
that the topologies are consistent and only geometric changes are required. Figs. 8 and 9 show pairs of
objects with different topologies. (Fig. 8 involves a change in multiplicity from 2 to 1, and Fig. 9 involves
a genus change from 1 to 0.) The intermediate shape shown in Fig. 8 has multiplicity 1, but increasing
the space between the tetrahedra can produce an intermediate shape with multiplicity 2. The intermediate
shape shown in Fig. 9 has genus 0, but widening the hole in the torus can yield an intermediate shape of
genus 1.
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Fig. 7. (a) A six-pointed star is combined with (b) a cube to form (c) an intermediate shape.
Fig. 8. (a) Two separate tetrahedra are combined with a single rectangular prism to yield (c) an intermediate shape.
Thus, while the topology (including genus and multiplicity) of the intermediate shape depends on the
details of the geometry, the intermediate shape is, in all cases, a valid (non-self-intersecting) solid model.
2.2. Generating a morph history
The process described in Section 2.1 for finding intermediate shapes can be applied recursively to
generate any number of morph steps. To provide a simple notation for referring to the steps in the morph
history, let S(t) represent the intermediate shape computed at time t . A time interval can then be specified,
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Fig. 9. (a) A rectangular torus is combined with (b) a block to form (c) an intermediate shape.
typically 0 6 t 6 1, such that S(0) specifies the source object, S(1) is the target object, S(1/2) is the
intermediate object between them.
To generate a morph history to any desired resolution, we first use S(0) with S(1) to generate S(1/2)
as described above. The process is repeated using S(0) with S(1/2) to generate the intermediate shape
S(1/4), and S(1/2) with S(1) to generate intermediate shape S(3/4). The recursion continues until the
desired morph resolution is attained.
The early stages of a morph iteration are illustrated in Fig. 10. In this case, S(0) is the cross, shown in
red, and S(1) is the square, shown in blue (Fig. 10(a)). The intermediate shape (i.e., the trimmed skeleton
of the symmetric difference) is computed to yield S(1/2) (Fig. 10(b)). This resulting shape is then used in
conjunction with S(0) and S(1) to yield S(1/4) and S(3/4), respectively (Figs. 10(c), (d)). The complete,
5-step morph history is shown in Fig. 10(e).
Initial relative position and orientation can have a dramatic effect on the morph history generated.
Fig. 11 shows an example using the same starting shapes as in Fig. 10, but with a different initial
positioning as shown in the second frame of Fig. 11(a). The result is that the cross shape appears to
melt down into the box in a very fluid manner (Fig. 11(b)). Contrast this with the effect created by
composing the history generated in Fig. 10 with a rigid-body translation in order to give the same relative
positioning of the initial and final shapes (Fig. 11(c)). In this case we get more of a sense of motion rather
than flow.
This process of composing a morph with global geometric transformations (rigid-body transforma-
tions, shear, scaling, etc.) can be used to achieve many different effects. The relative position of the
source and target objects at the skeleton generation stage can be changed to achieve different geometries
of the intermediate shapes, and provide the user some coarse control over the morph. Interpolated geo-
metric transformations can be used to constrain the path that the objects follow. (Finer control will be
discussed in Section 3.) A good default for initial relative positioning and orientation may be obtained by
aligning the centroids and the principal axes of the source and target objects.
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Fig. 10. The early stages of morph history generation: (a) the source S(0) and the target S(1) are used to produce
(b) an intermediate shape S(1/2). S(1/2) is then (c) used in conjunction with the source, S(0), and also (d) the
target, S(1) to produce (e) five stages of a morph sequence.
Fig. 11. (a) A cross and a square are positioned relative to one another such that they intersect to generate (b) a
morph history. Compare this with (c) the morph history generated above.
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Fig. 12. Generating a morph history for two objects, one of which consists of multiple parts.
As we have shown in the previous section, changes of topology are automatically handled by the
skeleton generation algorithm. Fig. 12 illustrates a morph history with a multiplicity change from 2 to 1.
Notice that after the joining of the two objects we are left with a valid single loop, not two loops which
share an edge.
Fig. 13 illustrates a morph history with a genus change from 0 to 1. This morph also presents a case
where describing an intuitive morph, a priori, is a challenge. The skeleton-based morphing procedure
automatically generates an intuitively appealing morph history in which the rectangle grows “arms”
which flow around to form the square and merge to create the hole producing the necessary topological
change. (A greater number of steps are shown near the end of the morph so as to better illustrate the
topological change.)
As with the process for finding the intermediate shape, the 2D process for morph history generation
generalizes directly to 3D. Fig. 14 shows a 5 step morph history automatically generated between a six-
pointed star and a cube, i.e., the result of applying a second stage of recursion of the intermediate shape
generation shown in Fig. 7. (The coloring of the objects will be discussed in Section 2.4.)
Fig. 15 illustrates a 3D morph history exhibiting a change of multiplicity. This morph history
constitutes the 3D analog of Fig. 12, and is related to a second recursion of the intermediate shape
generation shown in Fig. 8. The smooth appearance of these shapes is a consequence of using a refinement
of the polyhedral description of each object as the control mesh of a subdivision surface [11]. The images
rendered in Fig. 15 are approximations of the limit surfaces of those objects.
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Fig. 13. Generating a morph history for intersecting objects with different topologies.
Fig. 14. A five step morph history generated between a six-pointed star and a cube.
Fig. 15. A source object consisting of two distinct boundaries is morphed into a single target object.
Fig. 16 shows nine steps of a morph history between a rectangular torus and a block, i.e., 2 recursions
of the intermediate shape generation of Fig. 9. As in the previous example, the intermediate shapes
generated have polyhedral boundaries, which are used to generate the limit surfaces rendered in Fig. 16.
2.3. Interpolative morphing by boundary correspondence
In addition to providing an intermediate shape, the skeleton of the symmetric difference contains
information for establishing correspondence between points on the boundaries of the generating shapes
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Fig. 16. A morph history between topologically different objects.
when they are reasonably “close” to each other. This boundary point correspondence can be used to speed
up the process of generating additional steps to refine the morph history.
In the non-trimmed portion of the skeleton (the intermediate shape), the correspondence is established
between the contact points of the maximal spheres centered on the skeleton. Trimmed portions of the
skeleton define regions with many-to-one mapping between boundaries.
Fig. 17 shows how the point correspondence generation process is applied to the example of Fig. 12.
The source and target shapes are shown, as is the skeleton. Corresponding sections of the objects are
shown in corresponding colors and the dark lines indicate the path of interpolation for the corresponding
points. Once the correspondence has been established, interpolating between the pairs of corresponding
points produces a continuous family of intermediate shapes between the source and target objects.
Since the point correspondence involves contact information (already known from the skeleton
computation) and nothing else other than interpolation along line segments, the morph can be arbitrarily
refined at minimal computational costs.
While the mapping between points is not everywhere one-to-one (for example, the upper-left corner
contains an orange region which collapses to a single point on the skeleton), the wings provide us with
the information we need to construct a valid mapping. A valid mapping allows corresponding points to
be connected by non-intersecting line segments, thus assuring the construction of non-self-intersecting
intermediate shape boundaries. These regions of one-to-many and many-to-one mapping which we
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Fig. 17. Using the skeleton to establish correspondence between points on a source and target shape.
encounter give a rough estimate of the “distance” between two shapes. The “closer” the shapes are to
each other, the smaller the extent of non-one-to-one mapping regions.
The trade-off between the interpolative morph and recursive generation of the intermediate skeleton
is speed versus smoothness of the morph. As we increase the number of intermediate skeletons that are
generated between two objects, the extent of the one-to-many mapped regions is reduced and the morph
is smoother. Therefore, in practice a very good morph history can be produced by performing a few levels
of the recursive skeleton generation, and then performing the interpolative morph when the shapes are
judged to be sufficiently close.
2.4. Morphing with non-geometric surface attributes
Consider a source and a target object A and B , with a surface point correspondence determined as
described in Section 2.3. If A and B have surface properties associated with them, the surface property
of the intermediate shape may be obtained by interpolating between the values at the corresponding
contact points.
We refer the reader back to the star-block morph shown in Fig. 14. The colors in these images were
generated by defining the color at each vertex and then linearly interpolating each color component to
find the colors at each vertex of the intermediate shapes.
The above process was applied to generate the morph history shown in Fig. 18. Note also that the
entire sequence was generated using a single recursive step of the intermediate skeleton-based morphing
with the fast morph method of Section 2.3 applied between adjacent shapes. The effect of this can be
compared with that shown in Fig. 15. Instead of flowing smoothly together, we see the tetrahedra expand
until the large faces in the middle join in an abrupt step. This is a general effect: a smoother morph history
is generated with more recursive skeletonizations.
In the same way that we interpolated color values in the examples above, we are able to interpolate
texture coordinates to create smooth transitions between objects mapped with the same, or different
textures. The example in Fig. 19 shows this process applied to the star-block morph. The initial cube is
mapped with one texture, and the final star, a different texture. Many different schemes could be used to
144 R.L. Blanding et al. / Computational Geometry 15 (2000) 129–148
Fig. 18. A morph between colored objects.
Fig. 19. A morph between texture mapped objects.
Fig. 20. (a) Two curves are positioned relative to one another. (b) The unbounded skeleton is obtained and clipped
to generate (c) an intermediate curve.
perform the texture interpolation. In this case the intermediate textures are found by a two step method
which first interpolates the texture coordinates between adjacent steps and then performs a pixel-based
interpolation of the textures in order to generate an intermediate texture, which is then applied to the
object.
2.5. Morphing between pairs of open curves and surfaces
The skeleton-based approach may also be used to morph between open curves and surfaces. In the case
of open curves and surfaces, the skeleton is unbounded and must be trimmed to provide the intermediate
interpolants.
In two dimensions the trimming may be done by clipping the skeleton with straight lines connecting
the endpoints of the curves. Fig. 20 illustrates the process in two dimensions. Fig. 20(a) shows the two
curves that we wish to morph between. Their (unbounded) skeleton and the clipping lines are shown in
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Fig. 20(b). The resulting intermediate curve is shown in Fig. 20(c). Different boundary effects could be
achieved by extending the curves or by choosing different trimming lines.
The skeleton-based interpolation extends to three dimensions to generate intermediate shapes between
open surfaces. The user must specify clipping surfaces that connect the boundaries of the two surface
patches.
3. User control of the morph
While the ability to generate a morph history without user intervention is a strength of the skeleton-
based morphing algorithm, there are situations where the user demands some direct control over the
morphing process. We have illustrated above how the user may apply geometric transformations to effect
the general character of the morph. However, these transformations are not sufficient when the user needs
to specify correspondences between specific feature sets on the objects.
For example, consider Fig. 21(a,b) which consists of two objects, each composed of a base and a
protruding feature. Consider the case where the user specifies that the triangular protrusion feature in
the initial object (A) corresponds to the rectangular protrusion feature in the final object (B). In this
case, cutting planes are introduced to separate the specified features A and B from their base objects
(Fig. 21(c)). The base objects and the specified features are then morphed separately. The results are
combined with a Boolean operation to produce the morph of the complete object.
This basic approach can produce potentially undesirable edge effects near the cutting planes.
Extensions of the extracted features beyond the cutting planes can be constructed to control the shape of
the intermediate skeleton in the vicinity of the cuts, and eliminate the edge effects.
Fig. 22(b) shows an extended symmetric difference between the corresponding protrusion features A
and B . This extension, designed to produce orthogonal intersection between the skeleton and the cutting
plane, is constructed by a variable radius rolling ball blend. The blending path (Fig. 22(a)) is simply
skel(A(C)4B(C)) where A(C) and B(C) are the intersections of A and B with the cutting planes. The
blending radius is specified by the skeletal radii as indicated by the circles in the figure. The intermediate
shape of this extended object is computed (Fig. 22(c)) and joined with the base object to produce the
complete intermediate shape shown in Fig. 22(d). A five step morph history is shown in Fig. 23.
Fig. 21. (a, b) Two objects, each consisting of a base and a protruding feature. (c) The protrusion features with their
aligned cutting planes.
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Fig. 22. (a) The blending radius path used to generate (b) an extension of the extracted features and (c) the resulting
intermediate shape. (d) The complete intermediate shape.
Fig. 23. A five step morph history with user specified correspondence between protrusion features.
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4. Conclusions
In this paper, we have presented a simple, efficient procedure that can morph between two arbitrary
3D shapes. The procedure is based on the shape abstraction provided by the Euclidean skeleton and
provides many properties desired of a good morphing procedure. In particular, the examples presented
illustrate that the skeleton-based morphing procedure can handle source and target objects with different
feature sets and varying topology, can interpolate non-geometric surface attributes, can perform in
a completely automated fashion or allow the user detailed control of feature correspondence, and
consistently produces intuitively appealing results. Moreover, the skeleton-based morphing procedure
is robust in that intermediate objects of the morph are valid (non self-intersecting) solid models.
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