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Incremental File Streaming of a Package File for Application Installation
on a Mobile Electronic Device

Abstract:
This publication describes techniques to allow a mobile application to launch on a mobile
electronic device (“mobile device”) once a portion of a package file associated with the application
is transferred to the device using an incremental file streaming technology. An application may
be created or modified by an application developer on a development device. The application can
be packaged into a package file format that can be installed onto the mobile device for, e.g., testing
the application by the application developer or use by the end user. The package file includes core
files, for example executables, object, image, audio and/or geometry files, necessary to launch the
application. The core files can be prioritized to stream in an order from a source (e.g., the
development device) to the mobile device. In another embodiment, an application may be
streamed from a digital distribution service to a mobile device with memory pages required to
launch the application prioritized to stream first as an idle nugget. Once the core files or idle
nugget required to launch the application are streamed to the mobile device, the application can
launch before the entirety of the package file is transferred by utilizing a virtual file system on the
mobile device. The remainder of the package file can then continue to be transferred in the
background to the mobile device while the application user (e.g., application developer, end user)
is interacting with the transferred portion.
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Background:
Interacting with mobile applications on a mobile device has become increasingly popular,
and there is increased demand for positive user experiences for application users when using large
mobile applications. A developer of an application may create or modify an application using a
software application installed on a desktop computer, for example, an Integrated Development
Environment (IDE). Once the application developer is through making changes, the IDE packages
the application’s files into a package file format that can be installed onto a mobile device (e.g.,
the developer’s testing device, an end user device) for testing or use.
To install, uninstall, and debug the application on the mobile device, the developer may
utilize a command-line tool (e.g., Android Debug Bridge (ADB)). The command-line tool may
provide a pipeline via a wired connection (e.g., Universal Serial Bus (USB), ethernet, etc.) or a
wireless connection (e.g., Bluetooth, wireless local area network (Wi-Fi)) to transfer the
application to the mobile device.
Alternatively, a user who wants to download the application from a digital distribution
service (“application store”) may have to wait before opening the application on a mobile device
(e.g., smartphone, smartwatch, tablet, etc.). During this waiting period, the user may lose interest
and choose not to engage with the application.
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Application developers desire applications to install quickly from their development device
to their testing mobile device. Likewise, end users desire applications installed from an application
store to install quickly. However, the mobile device may require the package file associated with
the application to be transferred in its entirety before allowing the application to be opened on the
mobile device for testing, debugging, and/or use. In aspects, the package file associated with the
application may use the Android Package (APK) package file format utilized on the Android™
platform. Where the package file size is large, transferring the full package file prior to launching
the application on the mobile device takes additional time and creates an undesirable user
experience.
Therefore, it is desirable for application users (e.g., application developers, end users) to
interact more quickly with an application that is being downloaded to a mobile device.

Description:
This publication describes techniques to allow a mobile application to launch on a mobile
electronic device (“mobile device”) once a portion of a package file associated with the application
is transferred to the mobile device using an incremental file streaming technology. The application
can be streamed to the mobile device from a development device or from a digital distribution
service. The application can be stored in package file format (e.g., APK) that includes core files
(e.g., executables, objects, images, audio files, and/or geometry files) necessary to launch the
application. The core files can be prioritized to transfer first to the mobile device. Once the core
files are downloaded to the mobile device, the application user is able to launch the application
before the entirety of the package file is transferred to the mobile device by using a virtual file
system on the mobile device. The remainder of the package file can continue to be transferred in
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the background to the mobile device while the application user is interacting with the transferred
portion.
Figure 1 illustrates a development device and a mobile device that may utilize an
incremental file streaming technology and components that may be present in such devices.

Figure 1
As illustrated, the development device is a laptop computer and the mobile device is a
smartphone. However, other electronic devices (e.g., a personal computer, a tablet, a wearable
device, or the like) can also support the incremental file streaming technology described in this
publication.
The development device and the mobile device include processors and transceivers for
transmitting data to, and receiving data from, an access point of a wireless network. The
development device and the mobile device may communicate (represented by the arrow) via a
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wired connection (e.g., Ethernet, USB, etc.) or via a wireless connection (e.g., Bluetooth, Wi-Fi,
etc.).
The development device and the mobile device also include computer-readable media
(CRM) that includes device data. The device data on the development device includes user data,
multimedia data, applications including an Integrated Development Environment (IDE)
application and a command-line tool (e.g., ADB application), and/or an operating system of the
development device, which are executable by the processor(s) to enable incremental file streaming.
The command-line tool represents functionality that identifies which parts of a package file to
transmit first, transmits the identified parts via a connection to the mobile device, tracks the order
of the identified parts sent, and generates a log file of the transmission and tracking to provide to
the application developer, as detailed below. While the command-line tool could be stored within
the CRM, other implementations can include any combination of firmware, hardware, and/or
software.
The device data on the mobile device includes user data, multimedia data including an
Incremental File System (Incremental FS) virtual file system, applications, and/or an operating
system of the mobile device, which are executable by the processor(s) to enable incremental file
streaming. The operating system can include a Package Manager/Installer that operates at an
application framework level of a software stack of the operating system on the mobile device. The
Package Manager/Installer represents functionality that enables a partial installation of an
application to appear and function to the operating system as if the application is fully installed on
the mobile device.
The operating system can include an Incremental Service that operates at a system services
level of the software stack. The Incremental Service represents functionality that monitors for
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application installation requests on the mobile device, notifies the Package Manager and an
Incremental FS kernel module of installation requests, and tracks virtual installation of the
application files. The device data can include a kernel layer. The kernel layer can include an
Incremental FS kernel module that can be executed by the processor(s). The Incremental FS kernel
module represents functionality that receives a notification from the Incremental Service of
package file download, creates a virtual file of the package file in the Incremental FS virtual file
system that runs on top of the standard file system on the mobile device, receives high priority
files (e.g., object, image, audio and/or geometry files) from the package file via a command-line
tool pipeline (i.e., both devices executing respective ADB applications) with the development
devices, and allows the application to launch when only a portion (the core files) of the package
file is received, as detailed below. The Incremental FS kernel module requires no hardware
dependencies. While the Package Manager/Installer, Incremental Service, and Incremental FS
kernel module could be stored within the CRM, other implementations can include any
combination of firmware, hardware, and/or software.
The command-line tool executes on the development device and receives application code
changes made by the application developer in an IDE application (e.g., Android Studio). The code
changes are provided to the command-line tool in a package file, which includes a variety of file
types and directories that enable the mobile application to execute. The package file may be large
in size due to files (e.g., directories, manifest, headers, signatures, etc.) included in the package
file that are not creating the mobile application environment (e.g., object, image, audio, and/or
geometry files). Some of the files in the package file may not be necessary to launch the
application on a mobile electronic device. The command-line tool on the development device
identifies what files within the package file are necessary to launch the application and prioritizes
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the transfer of those files. Figure 2 illustrates an example package file received and prioritized by
the command-line tool.

Figure 2
The command-line tool transmits the prioritized files in an incremental manner via a
connection to the mobile device. By front-loading the parts of the package file necessary for the
application to appear on a screen, the application can appear and function to the operation system
of the mobile device before the entire package file is received by the mobile device. The
command-line tool tracks the order of the parts of the package file that are transmitted and creates
a log file to allow the application developer to read the transmission and tracking performance of
the package file. Application developers may use log files and/or other performance tools to
optimize their development devices and package files. Prior to transmission, the package file may
be signed by a package file signer to be compatible with incremental installation.
In another aspect, an application developer may upload an application to an online
application store. The application store receives the application in a package file format, for
example, APK. The application store preprocesses the package file to determine usage patterns of
the application’s startup sequences. The application store identifies the memory pages necessary
to launch the application on a mobile device. These memory pages can be front-loaded during
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installation to install first on the mobile device when the application store receives a request to
install the application on the mobile device. A user of the mobile device can interact with the
front-loaded memory pages (i.e., idle nugget) on the mobile device without waiting for full
installation of the application to complete.
The mobile device includes an Incremental Service that monitors for requests to install
applications on the device.

When the Incremental Service receives a request to install an

application incrementally from a source (e.g., from a command-line tool on a development device,
from an application store), the Incremental Service triggers an Incremental FS kernel module. The
Incremental FS kernel module executes on the mobile device to virtually install the application.
The virtual installation receives data via the command-line tool pipeline to initiate the creation of
an application icon, to register with the operating system, to create a virtual file in the Incremental
FS virtual file system, and to allocate space to install the entire package file. The Incremental FS
kernel module waits for the front-loaded files of the package file from the development device or
the idle nugget from an application store to be transmitted to the virtual file before displaying an
icon for the application indicating it can be launched by a user. The mobile device can display an
icon for the application and have an address in a file directory (e.g., /data/app/game.apk) for the
application as if the package file was fully installed.
If a user launches the application, the mobile device will continue to receive the remainder
of the package file from the source in the background. Finishing the entire package file download
enables the use of the application by the mobile device even if the mobile device is disconnected
after the installation.

This installation process using incremental file streaming allows an

application user to quickly interact with an application on a mobile device while a large package
file is installed onto the mobile device.
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