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Abstract 
Despite the rising interest in developing elegant systems an integral definition of elegance in system architecture and 
design is lacking. Current attempts have only been able to describe emergent properties of an elegant design or 
system. This descriptive approach has resulted in evolving definitions and in an inability to use elegance as criteria 
to evaluate various design candidates. The present research proposes a need-based definition of elegance that aims at 
being complete yet adaptable, quantifiable, and that allows comparison between different designs or systems. Using 
structural definition that is grounded on 
the known and unknown needs an elegant system satisfies, rather than on its emergent properties. Specific emergent 
properties can then be categorized within the structural definition. The benefits of using such type of definition for 
elegance in system design are two-fold: it ensures completeness because the specific attributes can always be 
expanded without actually affecting the definition; and it is integral because it provides the necessary flexibility so 
that designers can tailor the attributes according to their specific environment. 
© 2013 The Authors. Published by Elsevier B.V.  
Selection and/or peer-review under responsibility of Georgia Institute of Technology. 
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1. Introduction 
Economic situation all over the world these days stresses a global need to provide society more with less. 
Systems engineering  [1]. The systems engineering 
community has extensively defended the value of systems engineering for developing complex systems in contrast 
to traditional engineering disciplines, as documented among others by Honour [2]. However, complex systems 
continue to fail [3] and their development usually presents significant cost overruns and schedule delays [4].  
In relation to the perceived effectiveness of systems engineering Frosch [5
describing is bad systems engineering, I can only say that I s
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a graph versus time of what appears to be a recent rising tide of costs, cost overruns, unsatisfactory performance and 
raph versus time the rise in talk, 
prove causation, but it suggests, at least, that the new techniques are proving to be a poor substitute for real science 
and engineering; they are, at the least, not doing what they are advertised as doing, if they are indeed actually not 
former NASA Administrator Michael Griffin [6], who points out in relation to his extensive experience at NASA 
almost arbitrary. According to his analysis one of the root causes for such arbitrariness is the lack of elegance in the 
design of systems, understanding elegance as a combination of at least effectiveness, robustness, efficiency, and 
minimum of unintended consequences.  
Following the recommendations in [7] the present research addresses the topic of elegance in system design and 
architecture and 8] that 
facilitates evaluation of candidate solutions based on their level of elegance. The definition is presented in section 3 
after a comprehensive literature review on the topic of elegance in the field of engineering in section 2. Section 4 of 
the paper presents an example on the use of the proposed definition to evaluate two candidate solutions and section 
5 summarizes the conclusions and future work derived from the present research. 
2. Literature review 
The Oxford English Dictionary [9
 related to the present research. 
Elegance is a widely sought attribute. Different disciplines consider it as an attribute eager to be attained. 
Wikipedia [10] gathers some of these uses: 
   
 In computation elegance relates the amount of code to its effect (least amount of code to greatest effect, thus 
simplicity, efficiency and effectiveness).  
 
 
 An engineering solution can be considered elegant if it is 
solution may solve multiple problems at once, especially problems not thought to be inter-
understood as flexibility, adaptability or scalability.  
Madni [11] has identified the need to provide a definition to elegance, as the term is more and more used within 
the engineering community to define a specific type of solution. He states that the majority of researchers agree in 
defining elegance as a combination of simplicity, power and grace. Another group of authors, including Rubinstein 
and Firstenberg [12], Gell-Man [13], Rechtin [14], Ulrich and Eppinger [15], and Maier and Rechtin [16], claim that 
elegance involves a creative process in solving complexity. 
Simplicity appears as one of the cornerstones in the definition of elegance. Along that line Antoine de Saint-
r-Smith [17] describes it more visually when discussing the 
building up correctly because there was nothing useful that anyone could do if  
18] is the first author to include correctness in the definition of elegance, besides mentioning 
efficiency, and  characteristic of pleasant traces back to the first definition in [9], 
which emphasizes the grace or perceived beauty of elegance. Griffin [6] also addresses such concept by defining 
impossible to quantify and, so far, incapable o [19
to operate according to its expected purpose to be considered elegant. Madni [11] introduces an interesting 
distinction between design and elegance. He states that whereas design focuses on the allocation of functions to 
929 Alejandro Salado and Roshanak Nilchiani /  Procedia Computer Science  16 ( 2013 )  927 – 936 
components [11], elegance exists in functions, in components, and particularly in the allocation process. 
Perhaps the field that has most explored the concept of elegance is software engineering, although not usually in 
a formal manner. Summit [20] provides a detailed comparison between what he considers elegant software and 
mundane software: 
Table 1. Characteristics of elegant software according to Summit [20] 
Elegant software Mundane software 
Compact and efficient. Bloated and slow. 
It has features that people need and use. It has features that may look good in paper, but are 
useless in practice. 
It lets you do what you want to do. It lets you do what you want to do, as long as you do it 
its way. 
It does one job and does it well. It does two or more jobs clumsily. 
Any user can understand the data structure. Only programmers can understand the data structure. 
It lets you do things programmers never imagined. It lets you do only the things it was programmed to do. 
It is configurable by the user. It is not configurable or too much configurable that only 
programmers can configure it. 
It protects you from your mistakes. It is affected by your mistakes. 
It is self-contained and easy to install and uninstall. It needs several ancillary components. 
It works with your machine. It takes over your machine. 
It adapts to your working environment. It needs you to configure your working environment. 
It adapts to the amount of data you have. It has data limitations. 
It allows future relaxation of restrictions. Restrictions cannot be relaxed. 
It conforms to open standards. It is a closed system. 
It is backwards and forwards compatible. It is compatible to few previous versions. 
It is virtually free of bugs. Bugs are continuously developing. 
In case of bug, it keeps your data safe. In case of bug, it does not care about your data. 
Its code work for the right reasons. Its code just happens to work. 
 
In the field of systems engineering Griffin [6] addresses the problem of not having an accepted definition of 
elegance, and consequently not being able to know how to design for elegance, and its effect on the success and 
failure of engineering systems. While he claims that any elegant design will at least attain effectiveness, efficiency, 
robustness, and minimum of unintended consequences, he calls academia and industry to propose a definition of 
elegance, provide mechanisms to quantify those attributes, and provide mechanisms to rank them. 
Madni [11] makes the first formal proposition to define elegance. Constructing on previous definitions he adds 
emotional connection to the user or operator as another characteristic. He distinguishes between two types of 
elegance: 
  
 
 
 
Systemic elegance is therefore linked to characteristics such as simplicity, efficiency, or effectiveness, which 
imply potentially measurable facts. Perceived elegance however is related to characteristics such as grace and 
beauty, which imply conveying feeling. Despite the apparent initially unintended separation between both types of 
elegance, literature does not clearly link both dimensions. Yet the present research hypothesizes that it is simplicity, 
effectiveness, and similar attributes what makes the feelings or perceptions of grace, beauty, and similar to emerge 
for an observer. 
In his research Madni [11] compiles a comprehensive set of characteristics that define elegance and proposes 
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metrics to evaluate elegance. However, he leaves out the issue of ranking.
Table 2. Characteristics and metrics of elegance according to Madni [11]
Characteristic Metric
Purposivity Goal achievement level; number of side effects; number of unintended
consequences; cycle time.
Parsimony Total number of component elements; resources used; interventions made;
structural complexity; behavioral complexity.
Transparency Observability/deductibility (without assumptions) of state of system
execution and status of components.
Scalability Percent increase in implementation/manufacturing cost with increase in 
number of elements and interconnections.
Sustainability Ability to adapt to changes in environment (competition, regulations,
technology).
Bonding User base size/growth; turnover in user base (loyalty).
Efficiency Cycle time; resource utilization.
Evolveability Time to evolve; cost to evolve.
Affordability Total costs; design costs; manufacturing costs; maintenance costs.
Usability Time to mistake-free usage; learning time; cognitive complexity.
Utility/Impact ROI; lives saved; increase in quality of life; perceived worth.
Predictability Ability to foretell system behavior in different circumstances.
All attempts to define elegance convey the conclusion that it is a combination of system attributes that goes
beyond system requirements. This argument can be understood by thinking about two systems that entirely fulfill 
the same requirements, yet one of them looks better or is better prepared to perhaps handle uncertainty.
On a separate line of thinking Verma and Gallois [21] address
proposing the Operational Readiness and Effectiveness concept, which is schematized below:
Fig. 1. Definition of operational readiness and effectiveness according to Verma and Gallois [21]
Interestingly enough Verma and Gallois address several of the attributes that have been used in literature to 
define elegance, and in particular the ones from Griffin [6] (effectiveness: performance; efficiency: process
efficiency and CAIV; robustness: inherent availability; minimum of unintended consequences: inherent availability
and process efficiency). However, Verma and Gallois provide a new element by establishing a hierarchical 
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definition, which can be seen as a type of ranking between the different attributes.
3. A structural definition of elegance based on Maslow eds
The present research proposes a definition of elegance that aims at being complete yet adaptable, quantifiable,
and that allows comparison between different designs or systems.
Previous attempts to define elegance were done aiming at identifying the emergent properties of an elegant
design or system, which so far have resulted in evolving definitions and in an inability to compare designs or 
systems. The present research however uses a systems thinking approach and proposes a structural definition aiming
at identifying the needs an elegant system satisfies, rather than its emergent properties. Specific emergent properties
are then categorized within the structural definition. The benefits of using such type of definition for elegance in
system design are two-fold:
It ensures completeness because the specific attributes can always be expanded without actually affecting the
definition.
It is integral because it provides the necessary flexibility so that designers can tailor the attributes according to
their specific environment.
he specific construct of the 
structural definition. The different categories of needs are not one-to-one mapped, but rather the construct is based
on the concept behind. Essentially needs are organized on levels where a given level can only provide conscientious
satisfaction once its lower level needs have been satisfied.
Fig. 2. Proposed definition of elegance
Elegance can thus be defined as the satisfaction of current and future functional, performance, availability, and
efficiency needs without a major intervention of the owner. The issue of future needs, which include unknown needs
at time of definition or acquisition, is critical. They are the essential metric for contemporariness of a given solution, 
i.e. the persistence of a system over time, not in terms of functioning, but of its continuing value. In essence,
elegance would facilitate the satisfaction of needs that cannot or are not expressed as requirements once the system
is being developed.
This definition of elegance also builds on and expands the concept of satisfactory systems. Whereas satisfactory
systems are evaluated against the level of satisfaction or fulfillment of requirements, elegance evaluates the inherent 
addition of characteristics that may not be expressed as requirements such as flexibility or efficiency in interface,
function or component use, yet the condition of satisfactory is a pre-requisite for its existence.
The power of having a structural definition, as described earlier, can be demonstrated by incorporating the
definition provided by Madni [11] into the pyramid, which in addition provides some level of confidence in its 
validity (figure 3).
Because the specific attributes are therefore considered not so critical to have a definition of elegance, only some
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of them are included in the pyramid as examples to clarify the understanding of the different need levels.
The hierarchical order of the categories indicates growing level of elegance and therefore allows for comparison 
between different designs or systems. Satisfaction of higher elegance levels can only occur if the lower levels are
satisfied first. As an example, it does not matter how efficient a personal computer is in terms of power consumption 
if it cannot display a Full HD movie. Similarly, there is no point in having a super flexible platform that 
continuously fails (availability needs).
Fig. 3. Mapping of proposed definition of elega
Although the proposed five categories provide the ability to accommodate elegance attributes as defined in
existing literature presented earlier, they have been defined by analyzing what people or systems expect from 
systems, in particular following the thoughtful process described hereafter:
I want it to work Functional needs.
Now that it works, I would just like that it could handle a bit more of processing power Performance needs.
I am having fun with the thing; I would just like that it fails less often Availability needs.
The system behaves great; I would just like that it is not so tedious to use Efficiency needs.
The system is perfect, I hope it can live the test of time so that I just have to upgrade it, never dispose it 
Adaptability needs.
The proposed five categories can be further grouped in three groups:
Pre-requisites: needs that must be satisfied to consider the system acceptable, i.e. needs that if not satisfied would
make the system a failure (even if it apparently works!). This level sets the basis for a satisfactory system.
Operational readiness and effectiveness: needs that enable higher than expected profit during operation of the
system. This level contains some elements of a satisfactory system, but the drive here is not to fulfill the
requirement, rather pursue a holistic goal. In other words, pursue system efficiency instead of multiple 
optimization points.
SoS / Society: needs that make the system a living element, being able to adapt to new scenarios or situations
during development or operation.
The specific priority levels are hypothesized based on the author personal reasoning and therefore require
validation. The present research plans to perform such validation through dedicated surveys.
Evaluation of elegance of a design is performed then by a combination of the attribute metrics, such as those
identified by Madni [11] or new ones that might be defined in the future, weighted by the elegance level.
Maslow [22] discusses in a later research the enabling consequences of fulfilling all need levels, as they could 
lead to peak experiences such as wholeness, perfection, or completion. The present research also proposes a
parallelism to these findings and hypothesizes that a system that fulfills all elegance levels may enable perceived 
con 11] bonding between the user and itself.
4. Case-study: using elegance for solution evaluation
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4.1. Problem definition 
The present imaginary case-study is aimed at exemplifying how the structural definition of elegance can be used 
to compare various candidate solutions to a given problem. Two functional architectures, which are depicted below, 
are proposed under the development of a next generation ATM. The example of an ATM has been chosen because 
of its wide use in describing systems engineering methodologies and processes and the ease of understanding for 
any audience. 
 
 
 
 
Figure 4. Architecture A for evaluation of elegance 
 
 
 
Figure 5. Architecture B for evaluation of elegance 
The following conditions bound the problem: 
 Both architectures have been designed against the same system requirements. 
 In nominal operation both architectures fulfill equally well functional and performance requirements.  
 Both designs provide modularity.  
 Development costs are claimed to be the same by the manufacturers of both designs.  
Under these conditions, both solutions are identical in terms of satisfaction of known stakeholder needs when 
seen as black boxes (at least initially). The only apparent difference is that Architecture B provides autonomy to the 
different services to directly interface to the communication function, whereas Architecture A encapsulates them 
and limit their interfaces to the management function. Under these circumstances, which architecture should the 
customer choose? 
The majority of skilled engineers would probably choose option A. They might justify their decision by 
lower amount of interfaces, as characteristics that Architecture B does not achieve as well as Architecture A. As 
Griffin [6 However, any decision among both 
architectures would be based on feelings and consequently could not be coherently justified, resulting in some cases 
in the selection of not-so-good solutions. 
The present research claims that engineers would intuitively agree and choose the most elegant solution, but 
without being able to precisely describe why. The present research proposes the pyramid of elegance needs as a 
framework to rationally justify the selection of an option based on its elegance and ultimately to identify elegance in 
a design. 
4.2. Evaluation of alternatives 
934   Alejandro Salado and Roshanak Nilchiani /  Procedia Computer Science  16 ( 2013 )  927 – 936 
The following table discusses the evaluation of both architectures against the different levels of the pyramid of 
elegance needs. 
Table 3. Analysis architecture satisfaction of elegance needs 
Elegant needs Discussion Architecture A vs. Architecture B 
Functional needs Fulfillment of requirements: According to the preliminary assumptions indicated previously both solutions equally 
fulfill their requirements, they are both satisfactory. Therefore, there is no difference between them with respect to 
satisfaction of functional needs. In fact, both architectures show exactly the same functions, only the way they 
interface to each other is different. 
Performance needs Fulfillment of requirements: According to the preliminary assumptions indicated previously both solutions equally 
fulfill their requirements, they are both satisfactory. Therefore, there is no difference between them with respect to 
satisfaction of performance needs. 
Availability needs General: The fact that in Architecture B the different service modules interface directly to the communication 
function seems in principle a valid  
Reliability: However, the more modules share a communication bus, the lower the reliability assuming identical 
component design and failure recovery mechanism complexity. Therefore, it is apparent that Architecture B will 
have lower reliability by design. 
Unintended consequences: In addition, intelligence is provided to each and every service module and therefore the 
probability of unintended consequences increases. For example a module might suddenly take control of the bus 
and keep it for itself even if the function is not activated due to a bug in the design. This would constraint system 
availability. 
Maintainability and supportability: Maintainability and supportability are also more complicated in Architecture B. 
Failure detection and isolation is more difficult because bus management is shared. Depending on the design, 
maintainability of one function may even jeopardize the complete functionality of the ATM as the bus might have 
to be deactivated during maintenance of a single service. This is not the case for Architecture A, in which a single 
functionality can be deactivated without affecting the interaction of the other services with the management 
function and the interface between the latter to the communication function. 
Conclusion: In summary, encapsulation and isolation of services from the rest of the system in Architecture A 
provides higher safety and reliability to the main operating system, allowing for isolating problems caused by a 
specific service to the operation of that particular service. In other words, the operation as whole of the ATM is not 
jeopardized at any time by the malfunction or maintenance of one of its services. 
Efficiency needs Functional complexity: Because in Architecture B every service directly interfaces the communication to bank 
function, an interface sub-function has to be implemented (repeated) in every service module that is added to the 
ATM, which can be perceived as inefficient when compared to Architecture A in which functionalities do not 
overlap. 
Adaptability needs Even though both solutions are modular, their emergent characteristics are quite different in terms of adaptability. 
Coupling and modularity: Architecture A provides transparency between the different service functionalities and 
the main operating chain to the system. In Architecture B service functions are part of the main operating chain. 
This difference plays a significant role in the emergent adaptability of both systems. 
Upgradability: The isolation of service modules with respect to the main operation chain in Architecture A allows 
backwards compatibility as well as introduction of new generation services because the compatibility is handled by 
the management function. For example, changes in communication protocols would only affect the management 
function, being thus transparent to the different service modules. Architecture B on the contrary would need to 
update and test every installed service module, as they directly interface the communication function of the ATM.  
Flexibility: Architecture A would even be capable of adapting to new concept of operations such as executing more 
than one service at a time for a user or even sharing the main operating chain of the ATM between different users 
through multiple user interfaces. This multi-tasking is enabled in Architecture A by isolating main operation and 
services. Such level of adaptability is not possible in Architecture B because it enforces the use of a single service 
at a time so that communication problems do not occur. 
 
4.3. Alternative selection 
The comparison between satisfactions of the different elegance levels of both architectures is summarized in the 
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table below: 
Table 4. Elegance evaluation summary 
Need Architecture A Architecture B 
Functional needs + + 
Performance needs + + 
Availability needs + 0 
Efficiency needs + 0 
Adaptability needs + - 
 
As intuitively predicted the analysis against the pyramid shows Architecture A is more elegant.  
The use of the pyramid of elegance needs has provided in this case the appropriate (and necessary) justification 
elements for supporting what initially might have seemed an intuitive decision between two solutions with 
apparently identical results (both fulfilled all their requirements, which were the same). Even further, the pyramid 
would have facilitated a correct decision by providing the necessary judgment elements to a team lacking the talent 
or experience to identify the most elegant solution beyond their fulfillment of requirements.  
It shall be noted that the previous evaluation could have been more extensive, but has been kept to a few 
attributes in order to demonstrate the strength of the structural definition for elegance instead of the description of 
emergent attributes. Only some of the attributes have been chosen for the evaluation as they were considered 
sufficient to make a good assessment, yet all levels have been explored. Different systems within different contexts 
or environment might need different attributes, but the evaluation would follow the same structural evaluation of 
considered that evolvability of the services provided by an ATM would be a competitive advantage and could even 
create a business case. A system for data storage though might have primarily considered scalability to ensure 
growing data of its users could always be stored, being flexibility in principle not so important (although for same 
scalability level the flexible solution would therefore be more elegant!). 
5. Conclusions and future work 
This paper has provided a structural definition for elegance in system architecture and design that focuses on the 
needs elegance systems satisfy, as an analogy to 
provides completeness and integrality, providing the necessary flexibility to accommodate attributes or 
characteristics of elegance. The hierarchical definition enables its use for comparing and contrasting different 
alternative solutions, enabling the use of elegance as a variable or attribute in the design process. This capability has 
been tested with an imaginary example, providing results within the expected outcome. 
The present research aims at contributing to the development of elegance as an element of the design process in 
systems engineering and suggests the following topics for future research: 
 Validation of the hierarchical position of the different elegance levels. 
 Development of an analytical framework that calculates resulting elegance based on the satisfaction of different 
metrics at each level. 
 Analytical or behavioral modeling of the attributes that define elegance. 
 Expression of elegance in the form of formal requirements. 
 Mathematical modeling of the relation between elegance and satisfaction of future stakeholder needs. 
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