In this paper, we present a novel method to support automated formative assessment of programming tasks. Whereas traditional automated assessment tools mainly apply textual comparison of test program output vs. model output, we present a method that applies graphical output in terms of QR (Quick Response) codes. In our approach, programming tasks are formulated in such a way that the correct output of the task is a QR code. The correctness of the solution can therefore be tested by scanning the QR code. Despite the simple form of the tasks, they can support automated assessment with instant feedback, multiple programming languages, and simple statistics of students' performance. In some cases, feedback about misconceptions can also be given automatically. Moreover, they fit well to game-like learning environments, because the output can be interpreted as an URL which can lead to new clues or puzzles in a game. This is very useful, for example, in alternate reality games.
INTRODUCTION
Testing for program correctness is an important concept in computer science education. Many tools have been developed to automatically test the correctness of programs and they are widely used in programming courses [1, 7] . However, learning programming is not restricted to courses with standard content but can take many forms from board games designed for children 1 to Massive Open Online Courses organized by universities. Therefore, different approaches for 1 http://www.robotturtles.com/ Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from permissions@acm.org. testing the correctness of programming tasks are needed to suit the various ways to learn programming.
Most automated assessment tools test program correctness by comparing program output to teacher's model output in terms of textual comparison methods. Some tools that support functional languages also use direct comparison of list structures. While these are valid approaches, we decided to investigate the feasibility of another type of approach. The popularity of mobile devices and availability of methods for producing data that is easily readable by mobile devices open new possibilities for testing program correctness. Programming assignments can be formulated in such a way that the correctness of the solution can be assessed by scanning and interpreting the output with a camera.
Quick Response (QR) codes are two-dimensional matrix codes that can contain multiple times the amount of data than traditional 1D barcodes [2] . The data is encoded in the black and white pixels of the image and it is designed to be easily recognized using a computer vision. QR codes use Reed-Solomon error correction and therefore it is possible to restore the data even if parts of the code are not visible. The codes are gaining popularity and multiple applications with QR code scanners are freely available.
In our previous work [6] , QR codes were used to provide access to puzzles in an educational alternate reality game. The game included puzzles requiring programming and other computer science skills. Some of the puzzles were chained so that the correct solution of a puzzle was a QR code containing a link to the next puzzle -a feature which many participants liked.
In this paper, we present how QR codes can be used in programming tasks to provide automated assessment. Automated assessment methods in programming education and typical use of QR codes are presented in Section 2. In Section 3, we describe a method for formulating programming tasks with QR code based automated assessment and give examples of such tasks. Discussion of the tasks is presented in Section 4 and conclusions in Section 5.
RELATED WORK
Automated assessment methods and tools are widely used in programming education to reduce human grading effort, as well as to provide instant feedback for students. Current tools can assess many different aspects of programs automatically. Assessing program correctness is probably the most important function. It is typically carried out by running student's program against teacher-defined test sets, and comparing the program output against the model output.
The model output can be generated dynamically with the aid of a model solution program, or it may be predefined by the teacher. Some string matching methods, like regular expressions, are commonly used in the comparison to handle variation in output formatting. For functional languages, some tools support direct comparison of program output that is presented as a list structure, e.g., [14] . For more information on automated assessment methods, the reader is encouraged to look at surveys by Ala-Mutka [1] and Ihantola et al. [7] .
Many tools apply static analysis methods to evaluate and provide feedback on programming style, such as program layout and length of identifiers. Various software metrics can be used to evaluate the length and structural complexity of functions. Moreover, some tools check whether certain requested or forbidden syntactical structures or library functions have been used in the solutions. There are methods for evaluating program design and applied design patterns. Methods have been developed even for identifying whether certain algorithms have been used in the program code [18] .
Dynamic analysis can be used to evaluate program efficiency by running the program with different input sizes and measuring the running time. Another dynamic method assesses the level of testing, that is, how well students have tested their programs before submitting them. For example, Web-CAT [4] requires students to submit their own test cases and thus encourages them to test their programs well themselves instead of using the automated assessment tool as a testing tool.
The previous methods focused on analysing program code and execution. Other types of automated assessment methods are being used in the context of simulation tasks. Algorithm simulation denotes a method, where students imitate how an algorithm manipulates a data structure by modifying a graphical presentation of the target data structure [8, 11] . The simulation operations can be logged and compared with the execution of an actual implemented algorithms to provide feedback for the students. The method allows also identifying some possible misconceptions [15] . Visual program simulation [17] is somewhat an analogous method, where students manipulate an abstract representation of program memory and imitate program execution step by step. As above, the simulation log can be analysed to provide feedback. Also some misconceptions can be identified [16] .
From our point of view, we are interested in assessing program correctness. Textual comparison methods of program output vs. model output have the disadvantage that often simple formatting errors cause students to lose points. Especially in introductory programming, students may have hard time to see any meaning in such accuracy in the evaluation [9] . Although accuracy in program specification is a lesson to be learned, comparing and evaluating graphical output could be a more natural way to learn it.
Use of QR Codes
QR codes provide a way to represent data in a small area that is still easily automatically recognized with commodity hardware. It is easy to encode and decode QR codes and therefore they are used in many different contexts. A typical usage of QR codes is in advertising to provide access to additional material, to integrate traditional media with interactive media, and to engage users [3] . However, QR codes are used in educational contexts as well. Walsh [19] presents an example where QR codes were used in library services to provide context appropriate information in an easily readable form. Hsin-Cheh et al. [10] used QR codes in outdoor education to provide additional material to the students.
New ways to take advantage of QR codes are also being invented. For example, Rouillard [13] introduced contextual QR codes that merge the public QR code with private information to provide data related to a particular context instead of showing the same content to everyone. They describe an example where, instead of generic "Hello World", a user can get a personalized greeting based on his or her private information that is processed during the QR code scan. Another example of creative use of QR codes is to use them to build a voting system where each scanning of QR code is recorded as a casted vote 2 .
AUTOMATED ASSESSMENT WITH QR CODES
With the rise of smart mobile devices, we were interested in studying simple ways to provide automated assessment by taking advantage of mobile devices and their ability to scan QR codes. More specifically, we were interested in finding out if we can provide automated assessment with minimal infrastructure and still have support for multiple programming languages and misconceptions.
Many algorithmic problems can be converted to tasks that can be tested with a QR code scanner by giving the input as images and stating the problem in terms of manipulating the pixels in the input images. Therefore, the input images of each task must be designed in a way that the correct implementation of the algorithm produces the desired QR code. Testing of program correctness can then be done by scanning the produced image with a QR code scanner. If the scanner recognizes the image as a valid QR code, the message reveals that the task was done correctly.
In this study, we were interested to find out whether programming tasks with QR code based assessment can be formulated to fulfill the following criteria:
1. Automated assessment 2. Instant feedback 3. Programming language independence 4. Support for randomized input 5. Automatic monitoring of students' performance 6. Support for identifying misconceptions
In the following sections, we describe a set of different programming tasks that use QR codes for automated assessment.
Introductory Tasks
Programming tasks that take images as input and require students to manipulate the pixels of the images can be of many different levels of difficulty. For example, Guzdial [5] used this approach to teach introductory programming. Two example tasks using QR codes that are also suitable for introductory programming education are shown in Figure 1 . Figure 1a shows the input for a task where the black and white colors of the pixels should be inversed. In Figure 1b , the rows of the input image should be shifted by N pixels where N is the number of the row. Both tasks result in the image shown in Figure 1c when solved correctly. The tasks require students to be able to do basic manipulation of pixels and to use control structures such as loops. 
Stable Sorting
Another example of a programming task with QR code assessment is shown in Figure 2 . In the task, the pixels of the input image should be sorted based on the red component of the RGB value. However, only stable sorting algorithms produce the correct answer. The correct solution is an image containing a message encoded in a QR code. In addition, the input image can be made to resemble a custom picture. 
Producing Input Images
The input image for the task can be created by first assigning the red component of each pixel based on the solution QR code. Each block of pixels of the same color (black/white) should be given the same value of red. Then the pixel is made light or dark based on the correct QR code by assigning the green and blue components (small values for dark and values close to 255 for light). Some randomization can be applied to the green and blue values to enable a more appealing input image. Then, the pixels can be rearranged based on their darkness levels in order to make the input resemble the custom picture. The darkest pixel is positioned in a place of the darkest pixel in the custom picture and all the other pixels are positioned respectively.
To get the assignment to work only with stable algorithms, there must be pixels with same red component value that are not all dark or light. The image produced in the previous step is analyzed and all pixel pairs with adjacent red values that are already in correct order are assigned the same value of the red component.
It is not possible to produce an assignment where the use of an unstable algorithm would guarantee a certain output, because different algorithms handle elements with same key values differently. However, using any stable algorithm to solve this assignment produces the correct output shown in Figure 2b . Output of a solution created with a non-stable Selection sort is shown in Figure 3 . 
Boolean Algebra
Programming tasks involving Boolean algebra can naturally be designed so that they produce QR codes as output. Example tasks are shown in Table 1 . The programming task consists of a Boolean sentence and input images. The assignment is to implement an algorithm that solves the sentence for each pixel of the input images. If the algorithm is implemented correctly, the image that it produces contains a valid QR code that congratulates for the correct solution. In addition, it is possible to create input images so that predefined misconceptions produce also valid QR codes with different messages. For example, the correct precedence of the first task is: A xor ((B and B) or C). A misconception where the precedence of the operations is ignored and the operations are calculated from left to right is recognized and produces the valid misconception QR code shown in Table 1 . The QR code produced with the precedence misconception contains a hint about the mistake, saying: "Check precedences.". All the misconceptions of the example tasks are described in Table 2 . Furthermore, by using more input images, it is possible to cover multiple misconceptions in one task. Table 1 .
The result of the sentence is calculated from left to right ignoring the precedences of the operators. 2 The functionality of OR and XOR is swapped. 3 Implication is done as b ⇒ a instead of a ⇒ b. 4 Same as in tasks 1 and 2.
Producing Input Images
Algorithm 1 represents an algorithm that can be used to automatically produce the tasks described before. The input for the algorithm consist of the boolean algebra sentence and the QR code of the correct solution. Optionally, the input can also have 1 to N misconceptions where the misconception sentence and the QR code containing the corresponding message are given to the algorithm. Figure 4 shows two input images for a programming task where the assignment is to form a QR code based on the two pictures. The input images are created from a picture consisting of black and white pixels (Figure 4c ). Image 4a is created by merging two adjacent pixels that are in the same row in the original picture. If both of the pixels are white, the corresponding pixel is white. If both of the pixels are black, the corresponding pixel is black. If one is black and one is white, the corresponding pixel is gray. Image 4b is generated respectively, except taking each pair of pixels from a column, not a row. To solve the assignment correctly, students need programming and problem solving skills. Generating the correct solution is not trivial since some of the information of the original QR code is lost when creating the two input images. More specifically, when the both input images have gray pixels, the colors of the corresponding pixels in the solution image are not known. However, the QR codes have some error tolerance and randomly assigning colors to the unknown pixels gives a valid QR code in reasonable time with the input images shown in Figure 4 .
Image Merging

Task Evaluation
In Section 3, we set criteria for the tasks with QR code based assessment. All of the tasks described in this paper rely on the fact that the correct implementation of the task produces a valid QR code containing a message stating that the task was solved correctly. Therefore, all the tasks have automated assessment of program correctness with the help of a QR code scanner, and they also provide instant feedback. Moreover, all the tasks have their input as images and therefore they can be solved with any programming language.
The content of the output QR code is not fixed and therefore it is possible to formulate different task instances for each student. For example, having a personalized message in the solution QR code makes it possible for teachers to create tasks with different input for each student. Furthermore, the Stable sorting and the Boolean algebra tasks enable randomized input even if the solution QR codes contain the same messages, because the input images can be customized for each student.
Only the Boolean algebra tasks are able to support the recognition of misconceptions. The input images for the tasks can be created in such a way that a predefined misconception in the solution produces a valid QR code that has a message concerning the misconception. As shown in Table 2 , it is also possible to include more than one misconception to a single problem statement. However, covering more misconceptions requires longer sentences in order to get more freedom to choose the input images.
It is possible to get basic statistics of students' performance by using URLs instead of plain text messages in the output QR codes. The number of correct solutions can be recorded by counting page hits to the corresponding web page. Performance of individual students can be tracked by giving each student a task instance with a unique URL.
DISCUSSION
There are several tools available for automated assessment of programming tasks. With the wide use of online learning environments and distance learning, there is a need for sophisticated tools that provide verbose feedback and guidance for the students. However, automated assessment can be done also with minimal need for infrastructure or dedicated tools. Many different programming assignments can be formed in such a way that the correct solution produces a valid QR code containing a textual message or a URL.
The example tasks described in this paper all fulfill the criteria 1-5 described in Section 3 to some extent. In addition, the tasks have different characteristics that might have an influence on their suitability in different educational settings. The Image merging task does not demand an implementation of any known algorithm. It requires students to understand the problem and create their own algorithm for it. Furthermore, the fact that some information of the correct solution is lost when producing the input images, requires students to come up with a method to overcome the obstacle. This kind of assignment would not be suitable at the early stages of programming education as the output of the task has missing information. However, it might be better suited as a puzzle where students have to come up with a solution to overcome the problem of missing data.
The Stable sorting assignment requires students to understand the difference between stable and unstable sorting algorithms and to implement a suitable solution. The possibility to use different recognizable input images makes it possible to create unique assignment instances for each student and may increase the appeal of the task.
Boolean algebra tasks are especially well suited for these kind of QR code tasks. The algorithm presented in Section 3 can be used to produce multiple Boolean algebra tasks. It is also possible to give students instant feedback about multiple misconceptions by designing the tasks in such a way that also known incorrect solutions produce valid QR codes.
All of the tasks described in this paper have their input and output as images. That makes it possible to use any programming language to solve the assignments. On the other hand, manipulating image files may bring unnecessary cognitive load for the students especially in the early stages of programming education. One option to overcome the issue is to provide students with base code for manipulating the image files so that they can concentrate on implementing the algorithms.
The use of QR codes for assessment might have some novelty value as such, but they also have other advantages. The solution has to be a valid QR code before the message is revealed. If the output would be plain text, in case of partially correct solution, the message would be more easily recognized and therefore students might be tempted to move to the next assignment without correcting remaining problems. This is an issue recognized by Kolikant and Mussai [9] . They studied students' conceptions of program correctness and found out that students rarely consider programs as incorrect, but instead think them as partially correct if the program fulfills some of the requirements correctly. They also state that the notion of partial correctness (as opposite of absolute correct or incorrect) is nurtured by the common policy of grading programs by the sum of points awarded for separate aspects of it. QR code based programming tasks enforce the students to improve the solution until they can produce completely correct QR code. As shown in Figure 3 , "almost correct" solution produced an output that is not recognized by a QR code scanner. This way, by design, the programming assignment did not allow students to settle for a partially correct solution. Moreover, it is likely that students perceive this inherent accuracy requirement as a natural part of the problem, which is not necessarily the case if the output is in human readable form.
Purposes of Using QR Code Assessment
Many dedicated tools have been developed for automated assessment that provide more verbose feedback than QR code based tasks. Therefore, we do not suggest replacing automated assessment systems with QR code tasks in cases where it is reasonable to use more sophisticated and advanced tools. However, there are situations where simplistic programming tasks with QR codes could be more useful.
One possible purpose of using QR code programming tasks would be games and puzzle trails. Some of the tasks described in this paper (Simple shift, Stable sorting, and Image merge) were initially used in an alternate reality game (ARG) called Stop Toilworn Diamond [6] . The game had multiple puzzles that required skills from different areas of computer science. Some puzzles were formed in such a way that the correct output of a puzzle was a QR code containing a link to the next puzzle. The puzzles formed a path where the next puzzle was not available before the previous was correctly solved. The puzzles involving QR codes were received well by the players and many mentioned them in a positive light in the feedback collected after the game. One particular player commented a puzzle that had a QR code hidden in one of the RGB channels of an image like this: "Not only was it an original way to hide information (the reward) it has in itself a *squee* reward when I finally got the QR codes to appear."
One advantage of the QR code based tasks is the simple form of their input. Assignments can be distributed as images and with the tasks that use only few grayscale colors, the input can even be distributed as paper print. If needed, the input can be scanned and put into machine readable form with a reasonable effort. Alternate reality games often distribute puzzles in multiple imaginative ways and hide puzzle clues also in physical places. The ability to have programming puzzles with automated assessment distributed as paper prints would be a good fit for a computer science ARG. Furthermore, one key concept in ARGs is the This Is Not A Game (TINAG) aesthetic that emphasizes the fact that the game does not represent itself as a game but strives for a realistic experience [12] . In the light of the TINAG aesthetic, having players to register to an online system handling the assessment of programming puzzles would not be an option.
Beside games, solutions with QR codes that link to another task can be used in different forms of puzzle trails. Furthermore, puzzles with misconception recognition makes it possible to have adaptivity in the puzzle trail. An output produced with a predefined misconception can produce a QR code with a different URL. That link can direct the student to an additional webpage containing an extra task or information regarding the misconception in question.
QR code based assessment of programming tasks offers an option when more advanced tools for automated assessment are not available or suitable for the given purpose. They have advantages that make them especially suited for certain situations, such as alternate reality games. However, further research is needed on the suitability of such assignments in different forms of programming education.
CONCLUSIONS
In this paper, we introduced a method for formulating programming tasks that take advantage of QR codes in automated assessment of program correctness. The tasks take input as images and produce a valid QR code as output when solved correctly. The programming tasks were evaluated based on criteria set in Section 3. The tasks were able to provide support for automated assessment with instant feedback, randomized input, multiple programming languages, and monitoring of performance in the form of simple statistics. Furthermore, some of the tasks were also able to support predefined misconceptions and provide a QR code with different content in case a student had a misconception on the topic at hand.
QR code assignments can be used in alternate reality games and puzzle trails to provide automated assessment and distribution of programming puzzles without ruining the realistic setting of the game. Moreover, the ability to recognize misconceptions can be used to form an adaptive net of puzzles where a misconception directs the student to a different task than the correct solution. Finally, even the simple idea of "getting the code right and checking the result with a mobile phone" could have some novelty value for students.
Using QR codes as links to the subsequent tasks can be used to prevent students from stopping to work on an exercise when it is partially correct. The fact that the output has to be exactly correct for the QR code scanner to recognize the code encourages students in a natural way to continue improving the solution until it produces the correct answer.
Future work will focus on evaluating the use of assignments with QR code based assessment in programming education. We will also work on constructing more assignments covering different algorithmic programming tasks.
