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Abstrakt
V u´vodn´ı cˇa´sti cˇtena´rˇ pochop´ı vy´znam toho projektu a procˇ vlastneˇ vznikl. Jedna´ se
o rozsa´hlejˇs´ı ty´movy´ projekt, proto popis jeho struktury prˇedstavuje vy´znamnou cˇa´st pra´ce.
Ja´dro prohl´ızˇecˇe zahrnuje rˇadu technik, jako naprˇ. komponentovy´ syste´m, specia´ln´ı syste´m
vnitrˇn´ı komunikace a dalˇs´ı. Vysoky´ d˚uraz je kladen na prˇenositelnost a znovupouzˇitelnost
syste´mu — bylo nutne´ jasneˇ specifikovat pravidla pro syntaxi a pouzˇ´ıvane´ datove´ forma´ty.
Nezameˇnitelnou u´lohu v projektu hraje forma´t XML. Posledn´ı u´pravy prˇedstavovali prˇede-
vsˇ´ım vy´voj novy´ch komponent, ktere´ soucˇasneˇ pocˇ´ıtaj´ı s budouc´ım vyuzˇit´ım projektu a jeho
zapojen´ım do komplexn´ıho vyhleda´vac´ıho syste´mu — ten prˇedstavuje za´veˇrecˇna´ kapitola.
Kl´ıcˇova´ slova
identifikace jazyka, rozpozna´va´n´ı plynule´ rˇecˇi s velky´m slovn´ıkem, detekce kl´ıcˇovy´ch slov,
rozpozna´va´n´ı a oveˇrˇova´n´ı mluvcˇ´ıho, multimedia´ln´ı prohl´ızˇecˇ, graficke´ uzˇivatelske´ rozhran´ı,
metadata, obrazovy´ bod
Abstract
In preamble reader will understand the purpose of this project and why it was initiated.
It’s large team project, so description of its structure represents main part of this report.
A core of the browser contain a lot of techniques, e.g. system of components, special internal
communication and other. The main goals of this system are portability and reusability —
there is exact specification of syntax rules and used data formats. Non-interchangeable
role in project has format XML. Invention of new components was the last intervention in
project, with intention to use of the project in future and involve in complex search engine
— the engine discuss final part of report.
Keywords
language identification, large vocabulary continuous speech recognition, keyword spotting,
speaker identification and verification, multi-media browser, graphical user interface, me-
tadata, pixel
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Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ in-
formacˇn´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´v-
neˇn´ı autorem je neza´konne´, s vy´jimkou za´konem definovany´ch prˇ´ıpad˚u.
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Kapitola 1
U´vod
1.1 Jak vsˇechno zacˇalo?
1.1.1 Historie komunikacˇn´ıch prostrˇedk˚u
Rozvoj rˇecˇi jako za´kladn´ıho prostrˇedku komunikace mezi lidmi byl za´sadn´ım prvkem v roz-
voji cˇloveˇka. Jeho na´stup umozˇnil jednotlivc˚um vymeˇnˇovat si nove´ informace a poznatky,
prˇ´ıpadneˇ i vyna´lezy, ktere´ jesˇteˇ v´ıce urychlovaly jeho vy´voj. Rˇecˇ jako takova´ byl silny´
prostrˇedek prˇi vy´meˇneˇ poznatk˚u hlavneˇ mezi vrstevn´ıky a do jiste´ mı´ry i mezi generacemi.
To znacˇneˇ usnadnil vyna´lez p´ısma.
Psany´ text mohl zajistit prˇeda´va´n´ı informace jak mezi jednotlivci a vrstevn´ıky, tak i
mnoha a mnoha generacemi. V pocˇa´tc´ıch byla hlavn´ım proble´mem skutecˇnost, zˇe cˇ´ıst a
hlavneˇ psa´t neumeˇl kazˇdy´, resp. byla to sp´ıˇs prˇednost male´ skupiny populace. Nemaly´ vliv
na to meˇla take´ financˇn´ı stra´nka veˇci, pra´veˇ d´ıky male´ dostupnosti cena enormneˇ nar˚ustala.
Dalˇs´ım proble´mem prˇi sˇ´ıˇren´ı psane´ho textu je znacˇneˇ omezena´ rychlost, kdy potrˇeba rozsˇ´ıˇrit
psanou informaci mezi v´ıce jednotlivc˚u vyzˇadovala vytvorˇen´ı kopie — cozˇ znamenalo rucˇn´ı
prˇepis origina´ln´ıho textu, ktery´ podle rozsahu psane´ informace mohl prˇedstavovat i neˇkolik
meˇs´ıc˚u pra´ce. Nav´ıc informace uchovana´ na pap´ıru nemeˇla prˇ´ıliˇs dlouhou zˇivotnost.
Postupem cˇasu s prˇ´ıchodem novy´ch vyna´lez˚u a technologi´ı se sˇ´ıˇren´ı informac´ı znacˇneˇ
usnadnilo a zrychlilo. Zvla´sˇteˇ pak s prˇ´ıchodem modern´ıch komunikacˇn´ıch technologi´ı, ktere´
umozˇnily jak hromadne´ sˇ´ıˇren´ı informac´ı, tak i sˇ´ıˇren´ı informace na ohromne´ vzda´lenosti.
S dnesˇn´ımi technologiemi nen´ı proble´m komunikovat v ,,rea´lne´m cˇase” z jednoho konce
sveˇta na druhy´.
1.1.2 Orientace v mnozˇstv´ı informac´ı
Pra´veˇ s na´stupem modern´ıch technologi´ı je na mı´steˇ automatizovane´ strojove´ zpracova´n´ı
informac´ı. Kapacita lidsky´ch zdroj˚u je totizˇ znacˇneˇ omezena a nen´ı mozˇne´ se snadno orien-
tovat v takovy´ch kvantech dat a informac´ı, se ktery´mi se cˇloveˇk denneˇ setka´va´.
Automatizovane´ zpracova´n´ı informac´ı — v nasˇem prˇ´ıpadeˇ se budeme zaj´ımat prˇedevsˇ´ım
o zpracova´n´ı rˇecˇi a prˇirozene´ho jazyka — zasahuje do mnoha odveˇtv´ı a zaby´va´ se j´ım
mnoho skupin lid´ı. Jednou z nich je pra´veˇ vy´zkumna´ skupina zpracova´n´ı rˇecˇi na nasˇ´ı fakulteˇ
vedena´ panem Doc. Cˇernocky´m. Tato skupina se zpracova´n´ım rˇecˇi a prˇirozene´ho jazyka
zaby´va´ uzˇ od sve´ho vzniku v roce 1997. Za tu dobu vznikla rˇada projekt˚u v tomto oboru,
ktere´ vyuzˇ´ıvaj´ı a da´le rozv´ıj´ı technologie jako naprˇ. identifikace jazyka (LID), rozpozna´va´n´ı
plynule´ rˇecˇi s velky´m slovn´ıkem (LVCSR), detekce kl´ıcˇovy´ch slov (KWS) nebo rozpozna´va´n´ı
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a oveˇrˇova´n´ı mluvcˇ´ıho (SpkID, SpkVer).
Veˇtsˇina teˇchto aplikac´ı je vytvorˇena jako samostatny´ modul a cˇasto jsou tyto aplikace
snadno transformovatelne´ do termina´love´ podoby, ktera´ by mohla by´t soucˇa´st´ı jake´hokoli
syste´mu. Teorie je totizˇ takova´, zˇe vesˇkere´ na´rocˇne´ procesy, jako jsou pra´veˇ r˚uzne´ roz-
pozna´vacˇe a aplikace vytva´rˇej´ıc´ı indexy ke zvukovy´m prˇ´ıpadneˇ i video za´znamu˚m, by beˇzˇely
na vybrane´m vy´konne´m stroji, ktery´ by tyto indexy uchova´val a jednotliv´ı klienti by pak vy-
hleda´va´n´ı realizovali pouhy´m dotazem na takovy´ server. O tom vsˇak bude rˇecˇ jesˇteˇ pozdeˇji
(viz kapitola 4.3).
1.1.3 Klientsky´ prˇ´ıstup
Doposud byl pro testovan´ı a prezentaci vy´sledk˚u r˚uzny´ch rozpozna´vacˇ˚u a aplikac´ı vyuzˇ´ıva´n
software sˇvy´carske´ho vy´zkumne´ho institutu IDIAP nazvany´ JFerret, ktery´ je soucˇa´st´ı jejich
projektu MultiModal Media Fileserver. [6]
JFerret je flexibiln´ı multimedia´ln´ı prohl´ızˇecˇ, ktery´ d´ıky sve´ strukturˇe se za´suvny´mi mo-
duly umozˇnˇuje uzˇivateli definovat konfiguracˇn´ım souborem jeho vzhled, funkci a chova´n´ı.
Prohl´ızˇecˇ obsahuje za´suvne´ moduly pro prezentaci video za´znamu˚, audio za´znamu˚, sn´ımk˚u
prezentace, da´le pak moduly s ovla´dac´ımi prvky nebo r˚uzny´mi cˇasovy´mi osami. [5]
Popsany´ typ multimedia´ln´ıho prohl´ızˇecˇe je typ aplikace, ktera´ se prˇesneˇ hod´ı na prezen-
taci a testova´n´ı vy´sledk˚u r˚uzny´ch rozpozna´vacˇ˚u a indexacˇn´ıch aplikac´ı, JFerret ma´ vsˇak tu
nevy´hodu, zˇe je psany´ v programovac´ım jazyce Java, cozˇ omezuje vy´kon aplikace a nav´ıc,
pokud se v pr˚ubeˇhu vy´voje rozpozna´vac´ıch syste´mu˚ vyskytne neˇjaky´ pozˇadavek na rozsˇ´ıˇren´ı
prohl´ızˇecˇe, znacˇneˇ to vy´voj zdrzˇ´ı.
Dalˇs´ım mı´stem, kde vznikla mozˇnost vyuzˇit´ı multimedia´ln´ıho prohl´ızˇecˇe, je pra´veˇ nasˇe
fakulta, jelikozˇ vesˇkere´ prˇedna´sˇky prob´ıhaj´ıc´ı v hlavn´ıch prostora´ch prˇedna´sˇkovy´ch sa´l˚u jsou
zaznamena´va´ny a ukla´da´ny na video servery ve velice dobre´ kvaliteˇ. Pra´veˇ tyto za´znamy
poskytuj´ı velke´ mnozˇstv´ı testovac´ıho materia´lu pro rozpozna´vacˇe. Dı´ky tomu take´ vznikla
mysˇlenka, kdy by mozˇnost vyhleda´va´n´ı ve vybrany´ch za´znamech prˇedna´sˇek byla umozˇneˇna
prˇ´ımo student˚um. To vsˇechno iniciovalo projekt nazvany´ Presentation As Synchronized
Experience. [2]
1.2 Orientace v dokumentu
Ota´zka vytvorˇen´ı multimedia´ln´ıho prohl´ızˇecˇe ve vy´zkumne´ skupineˇ zpracova´n´ı rˇecˇi vznikla
uzˇ prˇed neˇkolika lety a intenzivneˇ se na prohl´ızˇecˇi pracuje uzˇ v´ıce jak rok. I kdyzˇ intenzivneˇ
nen´ı mozˇna´ to prave´ slovo — do projektu je zapojeno jen neˇkolik cˇlen˚u a mimo jine´ soucˇasneˇ
pracuj´ı i na jiny´ch projektech, proto nen´ı vy´voj azˇ tak rychly´.
V dobeˇ, kdy jsem se do projektu zapojil, bylo ja´dro prohl´ızˇecˇe bez neˇktery´ch detail˚u
te´meˇrˇ hotove´ — pra´veˇ strukturou ja´dra a vlastneˇ cele´ho prohl´ızˇecˇe se zaby´va´ kapitola 2.
Dalˇs´ım za´sadn´ım u´kolem ve vy´voji prohl´ızˇecˇe byly jednotlive´ komponenty, ktere´ zajiˇst’uj´ı
interakci s uzˇivatelem a jsou vlastneˇ steˇzˇejn´ı cˇa´sti prohl´ızˇecˇe, jelikozˇ urcˇuj´ı jeho vzhled
a funkci, cozˇ je pro uzˇivatele to nejd˚ulezˇiteˇjˇs´ı vod´ıtko — ja´dro samotny´ uzˇivatel v˚ubec
nevid´ı a jeho prˇ´ıtomnost, i kdyzˇ je vlastneˇ za´kladem, v˚ubec nevn´ıma´. Vy´voj jednotlivy´ch
komponent byl mu˚j hlavn´ı u´kol, t´ım se zaby´va´ kapitola 3. Mimo popisu komponent se v n´ı
take´ dozv´ıte o neˇktery´ch rozsˇ´ıˇren´ıch a pomocny´ch trˇ´ıda´ch, ktere´ bylo nutne´ do prohl´ızˇecˇe
prˇidat a take´ o neˇkolika maly´ch zmeˇna´ch prˇ´ımo v ja´drˇe prohl´ızˇecˇe.
Vy´voj prohl´ızˇecˇe je v soucˇasne´ dobeˇ v takove´m sta´diu, zˇe je mozˇne´ neˇktere´ za´kladn´ı
funkce bez pot´ızˇ´ı testovat i se sta´vaj´ıc´ım omezeny´m pocˇtem dostupny´ch komponent. Jed-
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notlive´ komponenty jsou vsˇak sta´le ve vy´voji a uzˇ nyn´ı existuj´ı na´vrhy na dalˇs´ı kompo-
nenty, ktere´ budou v prohl´ızˇecˇi potrˇeba. Funkce samotne´ho prohl´ızˇecˇe je vsˇak znacˇneˇ ome-
zena — v budoucnu by meˇl by´t prohl´ızˇecˇ soucˇa´st´ı veˇtsˇ´ıho projektu, ktery´ by spolecˇneˇ
s r˚uzny´mi rozpozna´vacˇi a indexacˇn´ımi servery tvorˇil rozsa´hly´ syste´m pracuj´ıc´ı na mnoha
r˚uzny´ch pocˇ´ıtacˇ´ıch a platforma´ch. S t´ım se take´ prˇi jeho vy´voji pocˇ´ıtalo — prohl´ızˇecˇ tak uzˇ
v soucˇasne´ dobeˇ zahrnuje podporu a komponenty pro komunikaci s teˇmito syste´my. Kapitola
4 se zaby´va´ dalˇs´ımi rozsˇ´ıˇren´ımi, ktere´ by k prohl´ızˇecˇi meˇli v budoucnu prˇiby´t a diskutuje
take´ zmeˇny, jezˇ prohl´ızˇecˇ bude muset pravdeˇpodobneˇ podstoupit. Nakonec je prˇedstaven
onen rozsa´hly´ vyhleda´vac´ı syste´m, jehozˇ soucˇa´st´ı je vyv´ıjeny´ prohl´ızˇecˇ a osveˇtluje jeho roli
v cele´m syste´mu.
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Kapitola 2
Struktura projektu prohl´ızˇecˇe
2.1 Vstupn´ı prˇedpoklady
Projekt ma´ za c´ıl vytvorˇit na´stroj, ktery´ by mohl slouzˇit jak pro testova´n´ı a prezentaci
novy´ch vytva´rˇeny´ch technologi´ı v oboru rozpozna´vacˇ˚u, tak i pro prakticke´ nasazen´ı mezi
beˇzˇne´ uzˇivatele — v soucˇasne´ dobeˇ jsou technologie podobne´ho typu relativneˇ ma´lo do-
stupne´ a hlavneˇ se teprve zacˇ´ınaj´ı dosta´vat na takovou u´rovenˇ, kde jejich vyuzˇit´ı je teˇzˇko
nahraditelne´. Ale hlavn´ım c´ılem je nahrazen´ı soucˇasneˇ pouzˇ´ıvane´ho prohl´ızˇecˇe JFerret, proto
se za´kladn´ı struktura do jiste´ mı´ry podoba´ pra´veˇ tomuto prohl´ızˇecˇi. Pro vy´voj byly proto
stanoveny tyto hlavn´ı miln´ıky:
• Snadno konfigurovatelny´ prohl´ızˇecˇ.
• Snadno rozsˇ´ıˇritelny´ o nove´ technologie a nove´ funkce.
• Zpracova´n´ı toku multimedia´ln´ıch dat (naprˇ. prˇehra´va´n´ı video cˇi audio za´znamu˚, da´le
zobrazova´n´ı sn´ımk˚u prezentac´ı prˇ´ıpadneˇ r˚uzny´ch prˇepis˚u rˇecˇovy´ch rozpozna´vacˇ˚u nebo
jejich vy´stup).
• Mozˇnost online distribuce dat (zˇive´ prˇedna´sˇky — zpracova´n´ı vy´stupu rozpozna´vacˇ˚u
v rea´lne´m cˇase).
• Vyhleda´vacˇ a vy´vojove´ na´stroje s otevrˇenou architekturou a otevrˇeny´mi zdrojovy´mi
ko´dy.
2.2 Vy´vojove´ prostrˇedky
Vzhledem k pozˇadavku na vysoky´ vy´kon aplikace a da´le s prˇedpokladem vy´voje mo-
dula´rn´ıho syste´mu byl pouzˇit programovac´ı jazyk C++ se standardn´ım prˇekladacˇem GCC.
Dalˇs´ım za´sadn´ım prˇedpokladem byla prˇenositelnost mezi r˚uzny´mi operacˇn´ımi syste´my —
v prˇ´ıpadeˇ pouzˇit´ı jazyka C++ je toto splneˇno, nav´ıc protozˇe se jedna o uzˇivatelske´ rozhran´ı
bylo s vy´hodou vyuzˇito konceptu oken. Toto vsˇe do jiste´ mı´ry splnˇuje knihovna wxWidgets.
2.2.1 Knihovna wxWidgets
wxWidgets je jaky´si programa´torsky´ soubor na´stroj˚u pro psan´ı aplikac´ı s graficky´m uzˇiva-
telsky´m rozhran´ım (GUI). Je to syste´m, ktery´ za na´s prova´d´ı spoustu pra´ce a prˇ´ımo na´m
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poskytuje standardn´ı aplikacˇn´ı chova´n´ı. Knihovna wxWidgets obsahuje rˇadu trˇ´ıd a metod,
ktere´ jsou programa´torovi k dispozici, poprˇ. je mozˇne´ je podle potrˇeby prˇizp˚usobit k ob-
razu sve´mu. Aplikace obvykle zobraz´ı okno obsahuj´ıc´ı standardn´ı ovla´dac´ı prvky, prˇ´ıpadneˇ
vykresluje jine´ specia´ln´ı prvky a zpracova´va´ vstup od mysˇi, kla´vesnice nebo jiny´ch zdroj˚u.
Aplikace mu˚zˇou prostrˇednictv´ım knihovny take´ komunikovat s jiny´mi procesy prˇ´ıpadneˇ rˇ´ıdit
dalˇs´ı programy. Jiny´mi slovy rˇecˇeno, wxWidgets velmi usnadnˇuje pra´ci programa´tora prˇi
psan´ı aplikace, ktera´ prova´d´ı obvykle´ operace stejneˇ jako modern´ı aplikace.
Zat´ımco wxWidgets je cˇasto oznacˇova´n za soubor na´stroj˚u pro tvorbu GUI aplikac´ı,
ale ve skutecˇnosti je mnohem v´ıc a zahrnuje mozˇnosti, ktere´ jsou vyuzˇ´ıva´ny v mnoha
situac´ıch prˇi vy´voji aplikac´ı. To je pra´veˇ v prˇ´ıpadech, kdy aplikace pod wxWidgets mus´ı
by´t prˇenositelna´ mezi r˚uzny´mi platformami, ne jen cˇa´st graficke´ho uzˇivatelske´ho rozhran´ı.
Knihovna wxWidgets nav´ıc poskytuje mnoho trˇ´ıd pro pra´ci se soubory, r˚uzny´mi toky dat,
v´ıcevla´knovy´mi aplikacemi, meziprocesorovou komunikac´ı, prˇ´ıstupem k databa´z´ım a mnoho
dalˇs´ıho. [7]
2.2.2 Prostrˇed´ı a prˇenositelnost
Jak uzˇ bylo rˇecˇeno za´sadn´ı vlastnost´ı prˇi na´vrhu byla prˇenositelnost. To je samozrˇejmeˇ prˇi
pouzˇit´ı standardn´ıho GNU prˇekladacˇe GCC s kombinac´ı s knihovnou wxWidgets splneˇno.
Pod operacˇn´ım syste´mem unixove´ho typu nevznikaj´ı zˇa´dne´ veˇtsˇ´ı proble´my, jelikozˇ prˇekladacˇ
GCC je standardn´ı soucˇa´st´ı tohoto syste´mu. U operacˇn´ıho syste´mu Windows je situace
trochu jina´, ne vsˇak nerˇesˇitelna´. Nav´ıc jej´ı rˇesˇen´ı je na mı´steˇ, protozˇe veˇtsˇina rˇadovy´ch
uzˇivatel˚u bude prohl´ızˇecˇ spousˇteˇt pra´veˇ pod operacˇn´ım syste´mem Windows.
Proble´m operacˇn´ıho syste´mu Windows je, zˇe pozˇadovany´ prˇekladacˇ nen´ı soucˇa´st´ı. Exis-
tuje vsˇak dokonce v´ıce mozˇnost´ı jak se s t´ımto vyporˇa´dat a to vy´beˇr neˇktere´ho z bal´ık˚u
na´stroj˚u, ktere´ mimo jine´ obsahuj´ı pra´veˇ GCC prˇekladacˇ. Jednou mozˇnost´ı je syste´m
MinGW.
MinGW je kolekce volneˇ dostupny´ch a volneˇ sˇ´ıˇritelny´ch hlavicˇkovy´ch soubor˚u specia´lneˇ
pro Windows a knihoven kombinovany´ch s GNU na´stroji, ktere´ umozˇnˇuj´ı vytva´rˇet nativn´ı
programy pro Windows. Soucˇasneˇ vytvorˇena´ aplikace nen´ı za´visla´ na zˇa´dny´ch dalˇs´ıch DLL
knihovna´ch. [3]
Dalˇs´ı mozˇnost´ı v operacˇn´ım syste´mu Windows je syste´m Cygwin. Ten podobneˇ jako
MinGW obsahuje hlavicˇkove´ soubory a knihovny potrˇebne´ k prˇekladu projektu, nav´ıc
syste´m Cygwin emuluje unixove´ prostrˇed´ı - naprˇ. podporuje unixovy´ za´pis cest k soubor˚um
(le´pe rˇecˇeno vyzˇaduje) nebo jine´ syste´move´ promeˇnne´. Syste´m Cygwin sa´m o sobeˇ obsa-
huje take´ na´stroje, ktere´ umozˇnˇuj´ı naprˇ. spousˇteˇn´ı skript˚u napsany´ch v obvykle pouzˇ´ıvany´ch
skriptovac´ıch jazyc´ıch podobneˇ jako v operacˇn´ıch syste´mech Unix a dalˇs´ı na´stroje, ktere´ jsou
v takovy´ch syste´mech beˇzˇne´. O syste´mu Cygwin a MinGW bude jesˇteˇ rˇecˇ – hlavneˇ proble´my
spojene´ s instalac´ı a prˇekladem knihovny wxWidgets a prˇekladem projektu prohl´ızˇecˇe. Ty
jsou diskutova´ny v kapitole 3.3.
2.2.3 Datove´ forma´ty
S prˇihle´dnut´ım k snadneˇjˇs´ı orientaci uzˇivatele je pro uchova´va´n´ı konfigurace, intern´ı ko-
munikaci a v mnoha situac´ıch a struktura´ch s vy´hodou vyuzˇito forma´tu XML. Samotny´
forma´t XML nedefinuje konkre´tn´ı informaci, ale pouze zp˚usob, jaky´m se zapisuje nebo
jaky´m jsou data usporˇa´da´na (tzv. metadata). Pra´veˇ to umozˇnˇuje vyuzˇ´ıt jej na mnoha
mı´stech, v prohl´ızˇecˇi te´meˇrˇ vsˇude.
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Naprˇ´ıklad rozmı´steˇn´ı ovla´dac´ıch prvk˚u, prˇehra´vacˇ˚u a dalˇs´ıch graficky´ch prvk˚u v hlavn´ım
okneˇ je definova´no v souboru layout.xml pra´veˇ ve forma´tu XML. Za´rovenˇ je mozˇne´ v tomto
souboru nale´zt za´kladn´ı nastaven´ı jednotlivy´ch prvk˚u, jako naprˇ. velikost prvku, vstupn´ı
podmı´nky cˇi inicializacˇn´ı podmı´nky, omezen´ı cˇi podmı´nky vnitrˇn´ı komunikace a dalˇs´ı pa-
rametry, ktere´ je nutne´ zna´t prˇi spusˇteˇn´ı aplikace. Da´le je forma´t XML vyuzˇit prˇi intern´ı
komunikaci mezi jednotlivy´mi moduly a komponentami (o komponenta´ch bude rˇecˇ v kapi-
tole 2.3.1). A v neposledn´ı rˇadeˇ se forma´t XML objevuje i na datovy´ch vstupech r˚uzny´ch
komponent.
2.2.4 Pravidla pojmenova´va´n´ı prvk˚u a syntaxe
Pro lepsˇ´ı orientaci mezi zdrojovy´mi soubory bylo definova´no i pojmenova´va´n´ı soubor˚u.
Za´kladn´ım pravidlem pro pojmenova´va´n´ı je uvozen´ı jme´na p´ısmeny ,,MB” jako Multi-media
Browser (anglicky multimedia´ln´ı vyhleda´vacˇ). Toto vsˇak plat´ı pouze pro soubory, ktere´ jsou
neoddeˇlitelneˇ spjaty s projektem. Soubory a moduly, ktere´ jsou v´ıce obecneˇjˇs´ı a mu˚zˇou
fungovat samostatneˇ nebo le´pe mohou by´t prospeˇsˇne´ i u jiny´ch projekt˚u, toto oznacˇen´ı
nemaj´ı. Prˇ´ıkladem mu˚zˇe by´t XML parser, jezˇ je implementova´n v souborech sxmlparser.h
a sxmlparser.cpp.
Dalˇs´ım pravidlem je rozsˇ´ıˇren´ı oznacˇen´ı u modul˚u pracuj´ıc´ıch jako komponenty. Takove´
soubory jsou stejneˇ jako ostatn´ı uvozeny´ p´ısmeny ,,MB”, ale nav´ıc je k nim prˇida´no p´ısmeno
’C’ jako Component (anglicky komponenta). Aby bylo rozliˇsen´ı jesˇteˇ zrˇetelneˇjˇs´ı je k uvozen´ı
prˇida´n nav´ıc znak ’ ’ (podtrzˇ´ıtko). Prˇ´ıkladem mu˚zˇe by´t komponenta Button, kde korespon-
duj´ıc´ı soubory jsou nazva´ny mbc_button.h a mbc_button.cpp.
Podobna´ pravidla plat´ı i pro pojmenova´va´n´ı jednotlivy´ch trˇ´ıd cˇi komponent, tzn. jed-
notliva´ jme´na jsou uvozena p´ısmeny ,,MB”. Vy´jimkou jsou zde vsˇak jme´na komponent –
prefix nezahrnuje znak ’C’, ale kl´ıcˇove´ slovo ,,Component” je cele´ prˇida´no za samotne´ jme´no
komponenty. Pokud bychom prˇ´ıklad ukazovali opeˇt na komponenteˇ Button, cele´ jej´ı jme´no
by bylo MBButtonComponent, podle ktere´ho je mozˇne´ implementaci komponenty naj´ıt ve
zdrojovy´ch souborech.
Nicme´neˇ toto znacˇen´ı je za´vazne´ pouze pro programa´tora. Pro uzˇivatele vyuzˇ´ıvaj´ıc´ı
hotovou aplikaci je oznacˇen´ı komponent uzˇ bez jaky´chkoli prˇedpon cˇi prˇ´ıpon, ktere´ jsou
skryte´. Take´ proto pokud budu hovorˇit o neˇjake´m souboru, trˇ´ıdeˇ poprˇ. o komponenteˇ, budu
cˇasto uva´deˇt pouze jej´ı jme´no bez uvozuj´ıc´ıch dvou p´ısmen ,,MB” a dalˇs´ıch oznacˇen´ı. Ovsˇem
prˇi vyhleda´va´n´ı vybrane´ho jme´na ve zdrojovy´ch souborech je nutne´ s teˇmito oznacˇen´ımi
pocˇ´ıtat a je dobre´ je uve´st.
Tyto pravidla byla stanovena hlavneˇ pro snadneˇjˇs´ı orientaci ve zdrojovy´ch souborech
nejen pro cˇloveˇka, ktery´ je pra´veˇ p´ıˇse, ale i pro ostatn´ı cˇleny programa´torske´ho ty´mu. Nav´ıc
projekt by meˇl mı´t zdrojove´ soubory verˇejneˇ prˇ´ıstupne´, v tom prˇ´ıpadeˇ pak usnadn´ı orientaci
i prˇ´ıpadne´mu extern´ımu za´jemci. Proto byly take´ prˇijaty neˇktere´ za´sady psan´ı samotny´ch
zdrojovy´ch ko´d˚u, ktere´ jsou volneˇ prˇ´ıstupne´ na internetovy´ch stra´nka´ch [4].
2.3 Architektura prohl´ızˇecˇe
Prohl´ızˇecˇ je staveˇn jako interaktivn´ı aplikace jej´ızˇ za´kladn´ım stavebn´ım prvkem je okno.
Jinak by se takova´ aplikace dala nazvat take´ desktop aplikace nebo prˇesneˇji uda´lostmi
rˇ´ızena´ aplikace. Za´kladem takove´ aplikace je smycˇka (anglicky idle loop) ve ktere´ se cˇeka´
na prˇ´ıchod neˇjake´ uda´losti, ktera´ je posle´ze, je-li relevantn´ı, zpracova´na. Prˇ´ıkladem takove´
uda´losti mu˚zˇe by´t zmeˇna pozice mysˇi cˇi stisknut´ı neˇjake´ho tlacˇ´ıtka, stisknut´ı nebo uvolneˇn´ı
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kla´vesy na kla´vesnici, dokoncˇen´ı zpracova´n´ı neˇjake´ho vstupu cˇi bloku dat apod. V dobeˇ, kdy
nen´ı obsluhova´na zˇa´dna´ uda´lost je mozˇne´ prova´deˇt jine´ procedury, jezˇ nen´ı nutne´ prove´st
ihned a mohou by´t prˇerusˇeny pra´veˇ prˇ´ıchodem uda´losti. Tento koncept aplikac´ı umozˇnˇuje
efektivn´ı vyuzˇ´ıva´n´ı cˇasu procesoru, kdy dany´ proces beˇzˇ´ı jen v dobeˇ, kdy se zpracova´va´
neˇjaka´ uda´lost.
Takto jsou staveˇny pra´veˇ aplikace, jej´ıchzˇ za´kladem je knihovna wxWidgets. Ta obsahuje
za´kladn´ı prostrˇedky pro vytvorˇen´ı ,,idle smycˇky” a pro zpracova´va´n´ı uda´lost´ı. Kl´ıcˇovy´m
prvkem v knihovneˇ wxWidgets je trˇ´ıda wxApp. Prˇet´ızˇen´ım neˇktery´ch jej´ıch metod mu˚zˇeme
nadefinovat chova´n´ı aplikace, naprˇ. metoda OnInit je vola´na ihned po spusˇteˇn´ı aplikace
— prostrˇednictv´ım n´ı mu˚zˇeme inicializovat struktury a prove´st operace, ktere´ je nutne´
prove´st jesˇteˇ prˇed uveden´ım cele´ aplikace do chodu. Podobneˇ naprˇ. u metody OnExit, ktera´
je vola´na prˇed ukoncˇen´ım aplikace, a mnoho dalˇs´ıch.
Pro snadneˇjˇs´ı vytvorˇen´ı uda´lostmi rˇ´ızene´ aplikace knihovna wxWidgets obsahuje prˇed-
definovana´ makra naprˇ. DECLARE_APP, ktera´ deklaruje hlavn´ı funkci pro vytvorˇen´ı instance
nasˇ´ı aplikace. Da´le naprˇ. makro IMPLEMENT_APP, ktere´ onu instanci vytvorˇ´ı a v nepo-
sledn´ı rˇadeˇ makra BEGIN_EVENT_TABLE, EVT_IDLE nebo END_EVENT_TABLE pomoc´ı nichzˇ
vytvorˇ´ıme idle smycˇku pro zpracova´n´ı uda´lost´ı. Implementaci za´kladn´ı struktury aplikace
nalezneme v modulu MBApp.
Hlavn´ı cˇa´st´ı, ktera´ urcˇuje funkci prohl´ızˇecˇe, je vsˇak trˇ´ıda Desktop. Ta zajiˇst’uje nacˇten´ı a
zpracova´n´ı konfiguracˇn´ıho souboru, prˇ´ıpravu pracovn´ıho prostrˇed´ı, inicializaci vsˇech potrˇeb-
ny´ch komponent, jejich zpra´vu, ustaven´ı komunikacˇn´ı fronty zpra´v a zprostrˇedkova´va´ komu-
nikaci mezi jednotlivy´mi cˇa´stmi prohl´ızˇecˇe. Vy´znam tohoto modulu je zrˇetelny´ i z obra´zku
2.1, ktery´ soucˇasneˇ zna´zornˇuje celou architekturu prohl´ızˇecˇe. O dalˇs´ıch cˇa´stech prohl´ızˇecˇe
pojedna´vaj´ı na´sleduj´ıc´ı podkapitoly.
2.3.1 Syste´m komponent
C´ılem na´vrhu prohl´ızˇecˇe bylo zajistit pozdeˇjˇs´ı snadnou rozsˇiˇritelnost. Z tohoto d˚uvodu byl
do na´vrhu zarˇazen tzv. komponentovy´ syste´m. Ten za´sadneˇ ovlivnˇuje celou architekturu
prohl´ızˇecˇe, prˇina´sˇ´ı sebou take´ nutnost specia´ln´ı intern´ı komunikace — podrobneˇji se j´ı
zaby´va´ kapitola 2.3.4.
Podpora komponent hn´ızd´ı uzˇ v samotne´m modulu Desktop, kde je udrzˇova´n aktua´ln´ı
seznam dostupny´ch komponent a informac´ı o nich. K tomuto u´cˇelu slouzˇ´ı pra´veˇ modul
ComponentFactory s trˇ´ıdami MBComponentFactory a MBComponentPrototype. Trˇ´ıda
MBComponentPrototype obsahuje struktury a prostrˇedky pro uchova´n´ı a spra´vu informac´ı
o jedne´ komponenteˇ — vytva´rˇ´ı jaky´si popis nebo-li prototyp cˇi vzor komponenty, ktery´
mimo jine´ zahrnuje i ukazatel na funkci pro vytvorˇen´ı instance dane´ komponenty. Trˇ´ıda
MBComponentFactory pak vytva´rˇ´ı seznam prototyp˚u komponent a poskytuje jej hlavn´ımu
modulu.
Struktury s prototypy jednotlivy´ch komponent spolecˇneˇ s funkcemi pro vytvorˇen´ı in-
stance dane´ komponenty se nacha´zej´ı v modulu IntComp, konkre´tneˇ pak v souboru
mbintcomp.cpp. Jednotlive´ struktury s popisem jsou zrˇeteˇzeny do linea´rn´ıho seznamu a
exportova´ny prostrˇednictv´ım globa´ln´ı promeˇnne´ gpInternalComponents. Tento seznam
je zpracova´n modulem ComponentFactory prˇi inicializaci aplikace jesˇteˇ prˇed nacˇten´ı sa-
motne´ho konfiguracˇn´ıho souboru, jelikozˇ je nutne´ zna´t pra´veˇ ony funkce pro vytvorˇen´ı
instanc´ı jednotlivy´ch komponent.
Dalˇs´ım modulem, ktery´ souvis´ı s komponentovy´m syste´mem, je ElementList zahrnuj´ıc´ı
trˇ´ıdu MBElementList a trˇ´ıdu MBElement. Trˇ´ıda MBElement prˇedstavuje instanci jedne´ kom-
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Obra´zek 2.1: Architektura multimedia´ln´ıho prohl´ızˇecˇe
ponenty a trˇ´ıda MBElementList seznam instanc´ı. MBElement v sobeˇ zahrnuje mimo in-
stance dane´ komponenty take´ jej´ı na´zev a j´ı prˇ´ıslusˇej´ıc´ı XML konfiguraci a dalˇs´ı parametry
potrˇebne´ k jej´ımu pouzˇit´ı. MBElementList v tomto prˇ´ıpadeˇ neprˇedstavuje seznam vsˇech
dostupny´ch komponent, ale pouze seznam instanc´ı1 pra´veˇ pouzˇity´ch komponent, pro neˇzˇ
zna´me konfiguraci nacˇtenou z hlavn´ıho konfiguracˇn´ıho souboru layout.xml.
Samozrˇejmeˇ komponentovy´ syste´m by nemohl existovat bez samotny´ch komponent.
Kazˇda´ komponenta, aby mohla by´t zpracova´na prohl´ızˇecˇem, mus´ı mı´t standardizovane´
rozhran´ı. Standardizovany´m rozhran´ım se v objektu komponenty mysl´ı prˇ´ıtomnost me-
tod pro akceptova´n´ı konfiguracˇn´ı informace, metod pro sva´za´n´ı komponenty s ja´drem
prostrˇednictv´ım ukazatel˚u na specializovane´ funkce nebo naprˇ. metody pro zpracova´n´ı
prˇ´ıchoz´ıch dat a intern´ıch zpra´v. Tyto za´kladn´ı funkce poskytuje trˇ´ıda BasicComponent.
Dalˇs´ı prvky pro snadnou komunikaci komponenta´m prˇida´va´ odvozena´ trˇ´ıda Component, a
to naprˇ. oddeˇlen´ı chybove´ho vy´stupu od vy´stupu pro standardn´ı vy´pisy a varova´n´ı nebo
naprˇ. metody pro obousmeˇrnou intern´ı komunikaci, tedy prˇ´ıjem i odes´ıla´n´ı zpra´v.
Prˇi vytva´rˇen´ı nove´ komponenty tak jednodusˇe pouzˇijeme prˇipravenou trˇ´ıdu MBComponent
a novou komponentu odvod´ıme od n´ı a prˇ´ıpadneˇ prˇet´ızˇ´ıme vybrane´ metody pro podrobneˇjˇs´ı
specifikaci funkce dane´ komponenty. Vztah jednotlivy´ch trˇ´ıd je videˇt na obra´zku 2.2.
1Instance jednotlivy´ch komponent se vytva´rˇ´ı z jejich prototyp˚u, o ktere´ se stara´ modul
ComponentFactory.
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BasicComponent P Component
Obra´zek 2.2: Trˇ´ıdy nevizua´ln´ıch komponent
2.3.2 Vizua´ln´ı komponenty
Trˇ´ıdy BasicComponent a Component poskytuj´ı rozhran´ı pro propojen´ı komponent s prohl´ı-
zˇecˇem, komunikaci s ja´drem a zpra´vu chyb. Neposkytuj´ı na´m vsˇak prostrˇedky pro vizualizaci
a propojen´ı s pracovn´ı plochou a v neposledn´ı rˇadeˇ take´ interakci s uzˇivatelem. Tuto funkci
nevizua´ln´ım komponenta´m prˇida´va´ trˇ´ıda wxComp odvozena´ pra´veˇ od trˇ´ıdy Component jak
je zrˇejme´ z obra´zku 2.3.
BasicComponent P Component P wxComp
Obra´zek 2.3: Trˇ´ıda vizua´ln´ı komponenty
Vizua´ln´ı komponenta mimo standardn´ıho rozhran´ı, ktere´ prˇeb´ıra´ od nevizua´ln´ı kom-
ponenty, zahrnuje dalˇs´ı parametry jako naprˇ. rozmeˇry (pozice a velikost), r˚uzne´ prˇ´ıznaky
spojene´ s vykreslova´n´ım a da´le metody pro inicializaci a prˇekreslova´n´ı komponenty atd.
Prˇi vytva´rˇen´ı vizua´ln´ı komponenty vsˇak nestacˇ´ı pouze vytvorˇit instanci trˇ´ıdy wxComp,
nav´ıc je nutne´ vytvorˇit specia´ln´ı trˇ´ıdu odvozenou od zvolene´ trˇ´ıdy wxWidgets implemen-
tuj´ıc´ı vizua´ln´ı komponentu a prˇidat k n´ı rozhran´ı pro intern´ı komunikace s ja´drem prohl´ızˇecˇe.
K tomuto u´cˇelu bylo vytvorˇeno specia´ln´ı makro MBVISUAL_INTERFACE, ktere´ jednoduchy´m
vlozˇen´ım do vytvorˇene´ trˇ´ıdy prˇida´ pozˇadovane´ rozhran´ı. Pote´ uzˇ programa´tor pouze prˇi
vytva´rˇen´ı komponenty vytvorˇ´ı instanci vizua´ln´ı cˇa´sti komponenty pomoc´ı makra
MBVISUAL_LINK, ktere´ propoj´ı komponentu s jej´ı vizua´ln´ı cˇa´st´ı a vytvorˇenou instanci si
ulozˇ´ı do parametru mpInstance trˇ´ıdy wxComp.
2.3.3 Prˇizp˚usobitelny´ vzhled
Jak uzˇ bylo neˇkolikra´t zmı´neˇno, uzˇivatel si mu˚zˇe jednodusˇe upravit vzhled cele´ho prohl´ızˇecˇe
(resp. rozmı´steˇn´ı jednotlivy´ch komponent) podle svy´ch pozˇadavk˚u. Nastaven´ı vzhledu se
definuje v XML forma´tu a cele´ je ulozˇene´ v souboru layout.xml, ktery´ se prˇi kazˇde´m
spusˇteˇn´ı prohl´ızˇecˇe nacˇte a teprve pote´ se vytvorˇ´ı seznam komponent, jezˇ uzˇivatel v souboru
nadefinoval. To umozˇnˇuje snadnou dynamickou zmeˇnu vzhledu aplikace anizˇ by bylo nutne´
znovu cely´ projekt prˇekla´dat. Konfiguracˇn´ı soubor ma´ hierarchickou strukturu pra´veˇ diky
pouzˇite´mu forma´tu XML a je potom mozˇne´ se v neˇm snadno orientovat. Pro jistotu si
uka´zˇeme kra´tky´ prˇ´ıklad:
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<layout name=”main”>
<window name=”window1” title=”Testovacı´ okno”
left=”25%” top=”33%” width=”50%” height=”33%”/>
<textbox name=”textbox1” text=”Mu˚j text”
left=10 top=10 width=250/>
<button name=”button1” text=”Moje tlacˇı´tko”
left=”10%” top=”50%” width=”250”
onclick=”<message name=\”settext\” text=\”TEXT\”/>”/>
</window>
</layout>
Hierarchie souboru naznacˇuje vztahy mezi jednotlivy´mi objekty — korˇenem konfiguracˇ-
n´ıho souboru je polozˇka layout, ktera´ uzav´ıra´ nastaven´ı cele´ho prohl´ızˇecˇe a prˇedstavuje
jakousi virtua´ln´ı plochu, na kterou budeme umist’ovat jednotlive´ komponenty. Za´kladn´ım
objektem ktery´ umı´st´ıme na plochu je potom okno (polozˇka window). Jedna´ se o klasicke´
okno se za´hlav´ım, kde se objev´ı syste´move´ menu a napravo tlacˇ´ıtka pro uzavrˇen´ı, minimali-
zaci a maximalizaci. Jako titulek okna se pouzˇije parametr title polozˇky window, v nasˇem
prˇ´ıpadeˇ ,,Testovac´ı okno”.
Rozmeˇry kazˇde´ho prvku je mozˇne´ zadat bud’ absolutneˇ (v obrazovy´ch bodech — pi-
xelech) nebo relativneˇ v˚ucˇi nadrˇazene´mu prvku (v procentech). V prˇ´ıpadeˇ nasˇeho okna je
nadrˇazeny´ prvek cela´ obrazovka — okno by podle nastaveny´ch rozmeˇr˚u meˇlo by´t umı´steˇno
ve strˇedu obrazovky a meˇlo by zab´ırat polovinu plochy v horizonta´ln´ım smeˇru a trˇetinu ve
vertika´ln´ım. Na pracovn´ı plochu je samozrˇejmeˇ mozˇne´ umı´stit v´ıce oken a ne´ pouze jedno,
jak je uka´za´no v prˇ´ıkladu.
Parametrem kazˇde´ komponenty a kazˇde´ho objektu je name, ktery´ da´va´ dane´mu objektu
jme´no, prˇes neˇj se pote´ na vybrany´ objekt mu˚zˇeme odkazovat nebo jej identifikovat2. Nasˇe
okno je pojmenovane´ window1.
V uvedene´m konfiguracˇn´ım souboru okno window1 obsahuje dveˇ komponenty, a to jedno
editacˇn´ı okno (textbox) a jedno tlacˇ´ıtko (button). Rozmeˇry obou komponent se nastavuj´ı
stejny´mi parametry jako v prˇ´ıpadeˇ hlavn´ıho okna, tedy parametry left, top cˇi width,
height. Nav´ıc kazˇda´ komponenta definuje dalˇs´ı akceptovatelne´ parametry, ktere´ jsou spe-
cificke´ pra´veˇ pro danou komponentu — naprˇ. u editacˇn´ıho okna je to text, ktery´ se uvnitrˇ
objev´ı po spusˇteˇn´ı aplikace. Tlacˇ´ıtko nav´ıc akceptuje parametr onclick, ktery´ definuje akci,
ktera´ se provede prˇi jeho stisku. V uvedene´m prˇ´ıkladu se po stisku tlacˇ´ıtka odesˇle intern´ı
zpra´va s na´zvem settext a parametrem text nastaveny´m na hodnotu ,,TEXT”. Co toto
znamena´ si rˇekneme v na´sleduj´ıc´ı kapitole.
2.3.4 Intern´ı komunikace
Pro synchronizaci a komunikaci jednotlivy´ch cˇa´st´ı prohl´ızˇecˇe a hlavneˇ jednotlivy´ch kom-
ponent byl v prohl´ızˇecˇi vytvorˇen specia´ln´ı modul pro intern´ı komunikaci pomoc´ı zpra´v,
resp. jedna´ se o v´ıce souvisej´ıc´ıch modul˚u. Kl´ıcˇovy´m modulem zpracova´n´ı zpra´v je modul
Messenger. Jeho za´kladem je fronta zpra´v, do ktere´ se zarˇazuj´ı prˇ´ıchoz´ı pra´vy. Fronta je
2Pokud nen´ı jme´no v konfiguracˇn´ım souboru uvedeno, automaticky je mu vygenerova´no jme´no skla´daj´ıc´ı
se z na´zvu komponenty a indexu v hranaty´ch za´vorka´ch, naprˇ. window[1]
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opatrˇena´ i jednoduchou spra´vou paraleln´ıho prˇ´ıstupu pomoc´ı semaforu — zpracova´n´ı je
vsˇak zat´ım sekvencˇn´ı proto nen´ı aktua´lneˇ vyuzˇit.
Zarˇazova´n´ı zpra´v do fronty prob´ıha´ asynchronneˇ podle toho, kdy neˇjaka´ komponenta
nebo modul potrˇebuje odeslat zpra´vu. Na druhe´ straneˇ rozes´ıla´n´ı zpra´v je prova´deˇno v idle
smycˇce tak, aby nebyly porusˇeny za´sady interaktivn´ı aplikace a rozes´ıla´n´ı nezdrzˇovalo apli-
kaci v dobeˇ, kdy to nen´ı trˇeba. Kazˇda´ zpra´va je totizˇ implicitneˇ rozes´ıla´na vsˇem ostatn´ım
modul˚um a komponenta´m v prohl´ızˇecˇi. Omezen´ı prˇ´ıjmu neˇktery´ch zpra´v na jednotlivy´ch
komponenta´ch je mozˇne´ definovat v konfiguracˇn´ım souboru prˇ´ımo parametrem dane´ kom-
ponenty. K tomuto u´cˇelu slouzˇ´ı dva parametry — jeden pro specifikaci zpra´v, ktere´ ma´
komponenta prˇij´ımat (amsg — Accept Messages) a druhy´ pro filtraci zpra´v, ktere´ kompo-
nenta prˇij´ımat naopak nema´ (dmsg). Oba parametry specifikace akceptuj´ı za´pis ve formeˇ
standardn´ıch regula´rn´ıch vy´raz˚u ze standardu POSIX:
• . → reprezentuje jaky´koli znak
• * → nula, jeden nebo v´ıce opakova´n´ı prˇedchoz´ıho znaku
• + → jeden nebo v´ıce opakova´n´ı prˇedchoz´ıho znaku
• [xyz] → jeden z mnozˇiny znak˚u
Pokud bychom jedne´ komponenteˇ chteˇli prˇiˇradit v´ıce specifikac´ı zpra´v, zada´me je jed-
nodusˇe za sebe do prˇ´ıslusˇne´ho parametru oddeˇlene´ ’;’ (strˇedn´ıkem). Abychom mohli se-
stavit na´m vyhovuj´ıc´ı regula´rn´ı vy´raz mus´ıme ovsˇem zna´t zp˚usob, jaky´m prohl´ızˇecˇ zpra´vy
forma´tuje a adresuje. Za´kladn´ı prototyp adresy zpra´vy je:
layout@component name:message name
kde layout je na´zev nadrˇazene´ pracovn´ı plochy — v konfiguracˇn´ım souboru uzel layout
a jeho parametr name. Polozˇka component_name prˇedstavuje na´zev komponenty, ktera´ je
odes´ılatelem zpra´vy a message_name na´zev samotne´ zpra´vy. Takzˇe pokud bychom naprˇ.
chteˇli prˇij´ımat zpra´vy od jake´koli komponenty s na´zvem settext, do parametru amsg dane´
komponenty zap´ıˇseme .*:settext. Konkre´tn´ı vnitrˇn´ı reprezentaci zpra´vy a jej´ı adresy si
uka´zˇeme na prˇ´ıkladu:
<message name=”settext” text=”TEXT”/>
Pokud by tuto zpra´vu odeslala komponenta tlacˇ´ıtka se jme´nem button1 mohla by jej´ı
adresa vypadat naprˇ´ıklad takto:
main@button1:settext
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Adresa te´to zpra´vy odpov´ıda´ pra´veˇ uvedene´mu regula´rn´ımu vy´razu a proto by byla
komponentou prˇijata a posle´ze zpracova´na.
Jak jste si jisteˇ vsˇimli, samotna´ zpra´va je prˇeda´va´na jako text forma´tovany´ pomoc´ı
XML. T´ım je doc´ıleno neza´vislosti na syste´mu a zpra´va mu˚zˇe mı´t teoreticky neomezenou
de´lku a komponenty si tak mezi sebou mohou vymeˇnˇovat naprˇ. zpracova´vana´ data. Vnitrˇneˇ
je zpra´va zabalena do trˇ´ıdy Message, ktera´ kromeˇ samotne´ho XML textu zpra´vy obsahuje
take´ odes´ılatele zpra´vy, tedy odkaz na komponentu, ktera´ danou zpra´vu vytvorˇila, a dalˇs´ı
potrˇebne´ parametry.
V prohl´ızˇecˇi kromeˇ klasicky´ch zpra´v, ktery´mi si komponenty prˇeda´vaj´ı informace a
komunikuj´ı, existuj´ı jesˇteˇ zpra´vy syste´move´. Tyto zpra´vy jsou mı´sto rozesla´n´ı vsˇem komo-
nenta´m z fronty zpra´v prˇeda´ny modulu MessageProcessor. Forma´t syste´move´ zpra´vy i jej´ı
adresa je shodna´ s obycˇejnou zpra´vou, pouze je jme´no zpra´vy uvozeno kl´ıcˇovy´m slovem
,,system.”. Pokud modul Messenger naraz´ı na takovou zpra´vu, okamzˇiteˇ ji prˇeda´ modulu
MessageProcessor a zpracova´n´ı necha´ na neˇm. Prˇ´ıkladem takove´ zpra´vy je zpra´va remove,
ktera´ zp˚usob´ı odstraneˇn´ı komponenty nebo dokonce i cele´ skupiny komponent z pracovn´ı
plochy za beˇhu aplikace.
<message name=”system.remove” component=”button1”>
<message name=”system.remove” group=”group1”
Dalˇs´ı syste´movou zpra´vou je loadlayout, ktera´ zp˚usob´ı nacˇten´ı nove´ho konfiguracˇn´ıho
souboru, opeˇt za beˇhu aplikace. S t´ımto syste´mem je mozˇne´ dynamicky meˇnit vzhled cele´
aplikace anizˇ bychom museli prohl´ızˇecˇ znovu spousˇteˇt.
<message name=”system.loadlayout” url=”file.xml”>
2.3.5 Zpracova´n´ı XML
Jak jsme se prˇesveˇdcˇili, ve forma´tu XML prob´ıha´ intern´ı komunikace, definuje vzhled
prohl´ızˇecˇe v konfiguracˇn´ım souboru a nav´ıc neˇktere´ komponenty data zpracova´vaj´ı take´
ve forma´tu XML. Forma´t XML hraje v prohl´ızˇecˇi vy´znamnou roli, z tohoto d˚uvodu byl
take´ vytvorˇen modul pro zpracova´n´ı XML prˇ´ımo pro prohl´ızˇecˇ.
Existuje sice spousta dostupny´ch knihoven zpracova´vaj´ıc´ıch tento forma´t, ale prˇi pouzˇit´ı
extern´ı knihovny je v mnoha prˇ´ıpadech nutne´ dodrzˇovat jista´ licencˇn´ı pravidla a ustano-
ven´ı nebo prˇi nejhorsˇ´ım knihovna nevyhovuje prˇesneˇ pozˇadavk˚um programa´tora. Nav´ıc
prˇi prˇekladu prohl´ızˇecˇe je nutne´ aby pouzˇita´ extern´ı knihovna byla dostupna´ pouzˇite´mu
prˇekladacˇi, cozˇ vzˇdy nemus´ı by´t implicitn´ı. Vlastn´ı zabudovana´ knihovna tak usnadnˇuje
pra´ci jak programa´torovi, tak prˇ´ıpadneˇ uzˇivateli, ktery´ by prohl´ızˇecˇ sestavoval ze zdro-
jovy´ch ko´d˚u.
Zabudovany´ modul pro zpracova´n´ı XML (zkra´ceneˇ parser) je v celku jednoduchy´ a
prˇitom umozˇnˇuje snadnou manipulaci a pouzˇit´ı. Co se ty´cˇe cˇten´ı mu˚zˇeme funkci parseru
shrnout do dvou fa´z´ı — v prvn´ı vstupn´ı soubor poprˇ. samotny´ XML text zpracuje a cely´
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strom ulozˇ´ı do pameˇti. Takovy´ prˇ´ıstup mu˚zˇe v neˇktery´ch prˇ´ıpadech, zvla´sˇteˇ pokud na´s
zaj´ıma´ jen mala´ cˇa´st vstupn´ıho XML, znamenat zdrzˇen´ı, veˇtsˇinou se vsˇak zpracova´va´ cely´
vstup a prˇ´ıstup k jednotlivy´m uzl˚um je velice efektivn´ı – ten prob´ıha´ pomoc´ı opera´toru []
(indexace). To si ostatneˇ mu˚zˇeme uka´zat na kra´tke´m prˇ´ıkladu:
SXMLDocument doc; // objekt XML parseru
doc.Load(”layout.xml”); // nacˇtenı´ stromu ze souboru
doc.ParseText(text); // nacˇtenı´ stromu prˇı´mo z promeˇnne´
Nyn´ı je cely´ strom vstupn´ıho XML nacˇteny´ v pameˇti a mu˚zˇeme s n´ım snadno pracovat.
Prostrˇednictv´ım opera´toru [] mu˚zˇeme jak cˇ´ıst:
text = doc[”main.window#title”];
tak i zapisovat:
doc[”main.window.textbox(name=textbox1)#text”] = ”text1”;
Pouzˇijeme-li naprˇ´ıklad XML uvedene´ v kapitole 2.3.3, v prvn´ım prˇ´ıpadeˇ potom promeˇnna´
text bude obsahovat titulek okna window1 a to ,,Testovac´ı okno”. Po proveden´ı prˇ´ıkladu
za´pisu zmeˇn´ıme parametr text komponenty textbox1 z p˚uvodn´ıho ,,Mu˚j text” na ,,text1”.
Jak je videˇt pra´ce s t´ımto XML parserem je celkem snadna´ a intuitivn´ı.
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Kapitola 3
Soucˇasny´ stav vy´voje
Tato kapitola popisuje a vysveˇtluje hlavneˇ soucˇasny´ stav vy´voje prohl´ızˇecˇe a nove´ soucˇa´sti
navrzˇene´ a naimplementovane´ od doby, kdy jsem se do projektu zapojil. Na projektu
soucˇasneˇ spolupracovalo v´ıce cˇlen˚u ty´mu, ale vesmeˇs zde budu popisovat pouze ty soucˇa´sti,
na ktery´ch jsem pracoval prˇ´ımo ja´. Pokud se nebude jednat o mou pra´ci, bude to explicitneˇ
zd˚urazneˇno.
3.1 Pomocne´ trˇ´ıdy
Prvn´ım proble´mem, ktery´ bylo nutne´ vyrˇesˇit, byla potrˇeba neˇjaky´m zp˚usobem uchova´vat
textove´ prˇepisy jednotlivy´ch video resp. audio za´znamu˚. Pu˚vodn´ım na´vrhem byla struktura,
ktera´ by zahrnovala jednotlive´ parametry kazˇde´ho za´znamu jako je naprˇ. samotny´ text
prˇepisu, cˇas zaha´jen´ı, cˇas ukoncˇen´ı, ko´d aktua´ln´ıho kana´lu nebo i barva pozad´ı prˇ´ıslusˇne´ho
kana´lu a dalˇs´ı informace relevantn´ı dane´mu prˇedpisu. V tomto projektu byl vsˇak vzˇdy
kladen d˚uraz na univerza´lnost, proto vznikly trˇ´ıdy Record a RecordList.
 
Record 
RecordList 
HTMLBrowser 
Transcript 
href=“imsg:<message name=‘jmeno’>” 
Obra´zek 3.1: Komponenta Transcript a pouzˇit´ı trˇ´ıd Record a RecordList
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3.1.1 Trˇ´ıda Record
Prima´rneˇ tato trˇ´ıda slouzˇ´ı k uchova´va´n´ı parametr˚u jednoho za´znamu neˇjake´ho textove´ho
prˇepisu a hodnoty tohoto parametru. Vnitrˇneˇ se vlastneˇ jedna´ o seznam dvojic — jme´no
parametru a jeho hodnota. Forma´t za´znamu textovy´ch prˇepis˚u byl pro prohl´ızˇecˇ definova´n
v XML a jeho soucˇasna´ podoba je na´sleduj´ıc´ı:
<record channel=”channel id” start=”start in seconds”
end=”end in seconds” bgcolor=”background color”
timelabel=”label” text=”transcription”/>
nebo
<record channel=”channel id” start=”start in seconds”
end=”end in seconds” bgcolor=”background color”
timelabel=”label”>
transcription
</record>
Vy´znam jednotlivy´ch parametr˚u je na´sleduj´ıc´ı — channel uda´va´ identifika´tor kana´lu
resp. mluvcˇ´ıho, start uda´va´ pocˇa´tecˇn´ı cˇas uda´losti, end koncovy´ cˇas a text obsahuje
samotny´ textovy´ prˇepis. Posledn´ı dva parametry jsou specificke´ sp´ıˇse pro komponentu
Transcript, tou se zaby´va´ kapitola 3.2.1. Parametr bgcolor specifikuje barvu pozad´ı zob-
razene´ho prˇepisu a timelabel je veˇtsˇinou prˇ´ımo cˇasovy´ u´daj v cˇitelne´m forma´tu, naprˇ.
MM:SS — to uzˇ za´lezˇ´ı, odkud dany´ prˇepis z´ıska´va´me.
Pokud tedy ma´me pozˇadovany´ za´znam mu˚zˇeme jednotlive´ parametry ukla´dat do ob-
jektu trˇ´ıdy Record jeho opera´torem [] (indexace):
record[”channel”] = ”1”;
record[”start”] = ”18.6”;
...
Stejny´m zp˚usobem je samozrˇejmeˇ mozˇne´ hodnoty jednotlivy´ch parametr˚u cˇ´ıst. Tato
trˇ´ıda neakceptuje pouze uvedene´ parametry, je samozrˇejmeˇ mozˇne´ vytvorˇit i jine´ parame-
try — jme´no parametru mu˚zˇe by´t jaky´koli rˇeteˇzec (kromeˇ pra´zdne´ho). V prˇ´ıpadeˇ cˇten´ı
parametru, ktery´ v objektu trˇ´ıdy nen´ı obsazˇen, je vra´cen pra´zdny´ rˇeteˇzec. Nav´ıc pokud
bychom neveˇdeˇli jake´ vsˇechny parametry vytvorˇeny´ objekt obsahuje je mozˇne´ je vsˇechny
z´ıskat opakovany´m vola´n´ım metody GetName. Prˇed jeho zaha´jen´ım je vsˇak nutne´ nastavit
vnitrˇn´ı ukazatel na zacˇa´tek seznamu parametr˚u metodou FirstName.
Trˇ´ıda Record implementuje nav´ıc opera´tor < (mensˇ´ı) pro podporu rˇazen´ı v´ıce za´znamu˚.
Ten je vsˇak definova´n pouze pro implicitn´ı forma´t za´znamu textove´ho prˇepisu. Rozho-
duj´ıc´ım parametrem prˇi porovna´va´n´ı za´znamu˚ je parametr start, tedy pocˇa´tecˇn´ı cˇas.
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V prˇ´ıpadeˇ, zˇe jsou tyto parametry shodne´ porovnaj´ı se koncove´ cˇasy (parametr end) a
nakonec parametr text. Nebude-li definova´n ani jeden z teˇchto parametr˚u, nebude mı´t
rˇazen´ı za´znamu˚ zˇa´dny´ efekt.
3.1.2 Trˇ´ıda RecordList
Trˇ´ıda RecordList, jak uzˇ vypov´ıda´ na´zev a je zrˇejme´ i z obra´zku 3.1, prˇedstavuje seznam
za´znamu˚ trˇ´ıdy Record. Jisteˇ zˇe nen´ı teˇzˇke´ vytvorˇit takovy´ seznam ve vlastn´ı rezˇii, trˇ´ıda
RecordList vsˇak nav´ıc obsahuje metody pro vytva´rˇen´ı a spra´vu takovy´ch seznamu˚. Tak
jako trˇ´ıda Record obsahuje podporu pro pra´ci s XML za´znamy, trˇ´ıda RecordList zahrnuje
podporu pro pra´ci s cely´mi sekvencemi teˇchto za´znamu˚ a jejich import z XML soubor˚u.
Po vytvorˇen´ı instance te´to trˇ´ıdy je seznam implicitneˇ pra´zdny´ — pro vkla´da´n´ı za´znamu˚
do seznamu mu˚zˇeme pouzˇ´ıt metodu Add, ktera´ na vstupu ocˇeka´va´ prˇ´ımo objekt trˇ´ıdy
Record. Uzˇitecˇneˇjˇs´ı pro na´s vsˇak budou zrˇejmeˇ metody ImportXML a ImportXMLFile poprˇ. i
metoda Import, tu pouzˇijeme v prˇ´ıpadeˇ, zˇe ma´me jizˇ zpracovane´ XML. Metoda
ImportXMLFile zpracova´va´ prˇ´ımo XML soubor — ten mu˚zˇe by´t umı´steˇn jak loka´lneˇ, tak i
vzda´leneˇ naprˇ. na HTTP serveru. Tuto skutecˇnost zajiˇst’uje pouzˇit´ı pra´veˇ trˇ´ıd knihovny
wxWidgets, konkre´tneˇ trˇ´ıdy wxURL, ktera´ akceptuje cestu k souboru ve standardn´ım
forma´tu URL, tzn. nen´ı zˇa´dny´ proble´m prˇistupovat k souboru prˇes HTTP cˇi FTP protokol
aj. Pokud se jedna´ o loka´ln´ı soubor, indikujeme tuto skutecˇnost uveden´ım kl´ıcˇove´ho slova
,,file” na mı´steˇ protokolu v URL k souboru, naprˇ. file://data/soubor.xml. Trˇ´ıda wxURL
si vsˇak snadno porad´ı i se standardn´ım za´pisem cesty k souboru: ./data/soubor.xml.
Metoda ImportXML na vstupu ocˇeka´va´ rˇeteˇzec, ktery´ obsahuje cely´ seznam za´znamu
v XML forma´tu, stejneˇ jako jsou zapsane´ v ulozˇene´m XML souboru. Obeˇ metody,
ImportXMLFile i ImportXML, akceptuj´ı sekvenci za´znamu˚ zapsane´ v XML forma´tu, jak
bylo specifikova´no v prˇedchoz´ı kapitole, nav´ıc vsˇak mu˚zˇou by´t uzavrˇeny do uzl˚u:
<transcription>
<data>
<record channel=...
<record ......
</data>
</transcription>
Prˇistupovat k jednotlivy´m za´znamu˚m v seznamu mu˚zˇeme podobny´m zp˚usobem jako
u prˇ´ıstupu k jednotlivy´m parametr˚um v trˇ´ıdeˇ Record. Nejprve tedy nastav´ıme vnitrˇn´ı
ukazatel na zacˇa´tek seznamu metodou First a pote´ uzˇ jen cˇteme sekvencˇneˇ jednotlive´
za´znamy metodou Get. Pokud uzˇ jsme prosˇli cely´ seznam a ukazatel je na konci, metoda
vrac´ı nulu.
V neposledn´ı rˇadeˇ je nutne´ se zmı´nit o metodeˇ Sort, ktera´ serˇad´ı cely´ seznam podle
pocˇa´tecˇn´ıho cˇasu (proto byl v prˇedchoz´ı kapitole explicitneˇ uveden opera´tor < mensˇ´ı, kde
byla take´ uvedena konkre´tn´ı kriteria rˇazen´ı za´znamu˚). Po proveden´ı te´to metody jsou
za´znamy procha´zeny uzˇ ve spra´vne´m porˇad´ı.
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3.2 Nove´ komponenty
Dalˇs´ım z hlavn´ıch bod˚u me´ho zada´n´ı bylo navrhnout u´pravy multimedia´ln´ıho prˇehra´vacˇe
tak, aby bylo mozˇne´ zobrazit videoza´znam prˇedna´sˇek, spolecˇneˇ s n´ım jeho textovy´ prˇepis
vygenerovany´ rozpozna´vacˇem rˇecˇi a umeˇt v neˇm vyhleda´vat. A jelikozˇ ja´dro prohl´ızˇecˇe
bylo v za´sadeˇ hotove´, dalˇs´ı vy´voj se ub´ıral smeˇrem k na´vrhu a implementaci jednotlivy´ch
komponent, ktere´ by tyto funkce poskytovali. Jedna´ se hlavneˇ o komponentu Transcript
pro zobrazen´ı textove´ho prˇepisu, MediaPlayer pro zobrazen´ı videoza´znamu prˇedna´sˇky a
dalˇs´ı komponenty, ktere´ budou d˚ulezˇite´ hlavneˇ do budoucna pro komunikaci s indexacˇn´ımi
servery a dalˇs´ımi prostrˇedky d˚ulezˇity´mi pro funkci prohl´ızˇecˇe.
Na´sleduj´ıc´ı podkapitoly se mimo obecne´ho popisu funkce a vzhledu jednotlivy´ch kompo-
nent budou detailneˇ zaby´vat take´ jejich konfigurac´ı, kterou samotne´ komponenty potrˇebuj´ı
ke spra´vne´ funkci. Ta je ulozˇena´ v hlavn´ım konfiguracˇn´ım XML souboru spolecˇneˇ s rozmı´steˇn´ı
komponent a jiny´mi parametry. Kazˇdy´ popis bude doplneˇn prakticky´mi prˇ´ıklady.
3.2.1 Komponenta Transcript
Explicitneˇ byla komponenta Transcript vytvorˇena, jak uzˇ na´zev napov´ıda´, k zobrazen´ı tex-
tove´ho prˇepisu z rozpozna´vacˇe rˇecˇi. Pozdeˇji si vsˇak uka´zˇeme, zˇe zp˚usob jaky´m jej´ı struktura
navrzˇena umozˇnˇuje sˇirsˇ´ı uzˇit´ı a je v podstateˇ na uzˇivateli, jak si jej´ı vzhled a typ prˇepisu
nadefinuje. Na´vrh znacˇneˇ rozsˇ´ıˇril mozˇnosti nastaven´ı te´to komponenty, proto jej´ı znalost
vyzˇaduje v´ıce pozornosti, nicme´neˇ ve vy´sledku je vytva´rˇen´ı konfigurace celkem intuitivn´ı.
Textovy´ prˇepis je implicitneˇ akceptova´n ve forma´tu XML se strukturou definovanou
v kapitole 3.1. Pro vstupn´ı prˇepis, jeho umı´steˇn´ı a dalˇs´ı souvisej´ıc´ı na´lezˇitosti, plat´ı pra-
vidla uvedena´ v kapitole 3.1.2. Objekt trˇ´ıdy RecordList je prˇ´ımo cˇlenem komponenty
Transcript a vyuzˇ´ıva´ vesˇkery´ch jeho vy´hod — XML prˇepis z rozpozna´vacˇe mu˚zˇe by´t
umı´steˇn na webove´m serveru stejneˇ tak jako na loka´ln´ım disku, a dalˇs´ı vy´hody popsane´
v prˇedchoz´ı kapitole.
Samotna´ komponenta Transcript textovy´ prˇepis ve forma´tu XML prˇeva´d´ı do HTML
prˇepisu a azˇ ten teprve zobrazuje. Pra´veˇ proto ma´ komponenta sv˚uj za´klad v kompo-
nenteˇ HTMLBrowser, ktera´ ma´ funkci jednoduche´ho HTML prohl´ızˇecˇe. My´m u´kolem bylo
komponentu HTMLBrowser rozsˇ´ıˇrit o mozˇnost interakce uzˇivatele s jiny´mi komponentami.
Konkre´tneˇ bylo mysˇleno rozsˇ´ıˇren´ı funkce odkaz˚u zapsany´ch v HTML ko´du.
Vizua´ln´ı cˇa´st komponenty HTMLBrowser je odvozena od trˇ´ıdy wxHtmlWindow knihovny
wxWidgets. Zmeˇnu funkce odkaz˚u bylo zajiˇsteˇno prˇet´ızˇen´ım metody OnLinkClicked volane´
prˇi prˇechodu na odkaz v aktua´ln´ı nacˇtene´ HTML stra´nce. Metoda prova´d´ı analy´zu odkazu
v parametru href HTML tagu <A> — pokud se jedna´ o standardn´ı odkaz na loka´ln´ı HTML
dokument, komponenta tento dokument nacˇte a zobraz´ı. V prˇ´ıpadeˇ odkazu na vzda´leny´ do-
kument prˇes HTTP cˇi jiny´ zna´my´ protokol, je zavola´n extern´ı webovy´ prohl´ızˇecˇ (implicitn´ı
prohl´ızˇecˇ nastaveny´ v syste´mu). Pro interakci uzˇivatele a intern´ı komunikaci prohl´ızˇecˇe byl
stanoven specia´ln´ı forma´t odkazu.
Pro snadne´ rozliˇsen´ı tohoto typu odkazu bylo zaveden´ı kl´ıcˇove´ho slova ,,imsg” na mı´steˇ
protokolu na zacˇa´tku odkazu. Kompletn´ı tvar odkazu je:
imsg:<message name=”” ...>
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Kl´ıcˇove´ uvozen´ı imsg: slouzˇ´ı pouze pro identifikaci, zˇe se jedna´ o specia´ln´ı odkaz a
zbytek odkazu je standardn´ı zpra´va v XML forma´tu pro intern´ı komunikaci. Prˇi aktivaci
takove´ho odkazu se neprovede nacˇten´ı nove´ho HTML dokumentu, ale zpra´va obsazˇena´ v od-
kazu je odesla´na prohl´ızˇecˇi a zarˇazena do fronty zpra´v a posle´ze standardneˇ zpracova´na.
Uzˇivatel tak v podstateˇ mu˚zˇe pomoc´ı komponenty HTMLBrowser ovla´dat cely´ prohl´ızˇecˇ
nacˇten´ım prˇ´ıslusˇne´ stra´nky, ktera´ by obsahovala odkazy se zpra´vami pro kompletn´ı komu-
nikaci s ostatn´ımi komponentami. Komponenta HTMLBrowser prˇi spusˇteˇn´ı nacˇte HTML
dokument zadany´ v konfiguraci te´to komponenty jako parametr url, poprˇ. je mozˇne´ nacˇ´ıst
HTML dokument prˇ´ımo z intern´ı zpra´vy htmlbrowser.load a samotny´ dokument umı´stit
do zpra´vy jako parametr text. Uzˇivatel tak zde ma´ znacˇnou volnost a velkou cˇa´st intern´ı
komunikace mu˚zˇe ovlivnˇovat prˇ´ıslusˇny´m nastaven´ım poprˇ. vytvorˇen´ım zvla´sˇtn´ıho HTML
dokumentu, ktery´ by tyto prvky zahrnoval.
Jelikozˇ je komponenta Transcript odvozena od komponenty HTMLBrowser, prˇeb´ıra´ toto
rozsˇ´ıˇren´ı automaticky od n´ı a toho je s vy´hodou vyuzˇito. Mimochodem tato situace je
zna´zorneˇna na obra´zku 3.1. Komponenta Transcript vsˇak prˇi spusˇteˇn´ı aplikace nenacˇ´ıta´
cˇisty´ HTML dokument, ale na vstupu ocˇeka´va´ XML soubor s textovy´m prˇepisem, ktery´ je
posle´ze transformova´n na HTML prˇepis a zobrazen. Aby uzˇivatel nebyl ochuzen o nasta-
ven´ı vzhledu tohoto prˇepisu byly do konfigurace te´to komponenty prˇida´ny parametry pro
definova´n´ı jednotlivy´ch cˇa´st´ı HTML prˇepisu.
Textovy´ XML prˇepis je v podstateˇ sekvence jednotlivy´ch za´znamu˚, proto je v HTML
prˇepisu implicitneˇ reprezentova´n jako tabulka. Kazˇdy´ za´znam tak prˇedstavuje jeden rˇa´dek
vygenerovane´ tabulky. Pro uzˇivatele je nastaven´ı vzhledu rozdeˇleno do trˇech cˇa´st´ı. Prvn´ı cˇa´st
definuje hlavicˇku HTML dokumentu, druha´ definuje HTML ko´d pro jednotlive´ za´znamy a
posledn´ı cˇa´st definuje patu dokumentu. HTML prˇepis se pak sestavuje tak, zˇe se na zacˇa´tek
uvede hlavicˇka, k n´ı se prˇipoj´ı ko´d teˇla jednotlivy´ch za´znamu˚ opakovaneˇ tolikra´t, kolik je
celkem za´znamu˚ a nakonec se prˇipoj´ı pata dokumentu. Nejlepsˇ´ı bude si cely´ za´pis uka´zat na
prˇ´ıkladu, ktery´ je soucˇasneˇ implicitn´ım nastaven´ım vzhledu, pokud jej uzˇivatel nedefinuje
prˇ´ımo v konfiguracˇn´ım souboru.
Hlavicˇka je definova´na takto:
<HTML>
<HEAD>
<meta http-equiv=”Content-Type” content=”text/html
charset=CP1250”>
</HEAD>
<BODY>
<TABLE BORDER COLS=1 WIDTH=”100%”>
ko´d teˇla pro jednotlive´ za´znamy:
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<A name=”$start”></A>
<TR bgcolor=”$bgcolor”>
<TD align=”right” valign=”top”>
<b>[$timelabel]</b>
</TD>
<TD align=”left”>
<a href=”imsg:<message name=sync.transcript
source=manual start=$start/>”>
$text
</a>
</TD>
</TR>
a pata dokumentu:
</TABLE>
</BODY>
</HTML>
Jak je videˇt, v tomto sledu vsˇechny cˇa´sti tvorˇ´ı logicky zdrojovy´ ko´d HTML prˇepisu.
Urcˇiteˇ jste si vsˇak vsˇimli, zvla´sˇtnosti v teˇle za´znamu. Teˇlo za´znamu se totizˇ ve vy´stupn´ım
HTML prˇepisu opakuje pro kazˇdy´ za´znam jednou a kdyby byly vsˇechny rˇa´dky tabulky
stejne´, nemeˇl by takovy´ za´pis zˇa´dny´ smysl. V cˇa´sti generova´n´ı teˇla prˇepisu je proto zabudo-
vana´ podpora promeˇnny´ch. Ta je umı´steˇna v modulu common— konkre´tneˇ se jedna´ o funkci
MBSubstVars.
Promeˇnna´ se v HTML ko´du uvozuje znakem $ (dolar) a bylo mysˇleno i na sporne´ situace,
kdy by se promeˇnna´ pojila s jiny´m textem. V takove´m prˇ´ıpadeˇ se jme´no promeˇnne´ uzavrˇe
do slozˇeny´ch za´vorek, naprˇ. takto: ${var}.
Co se ty´cˇe substituce promeˇnny´ch, ta prˇ´ımo souvis´ı s textovy´m prˇepisem v XML
forma´tu, tj. naprˇ. promeˇnna´ v HTML prˇepisu s na´zvem start bude nahrazena obsahem
parametru s na´zvem start v uzlu record v XML prˇepisu. Uka´zˇeme-li si konkre´tn´ı prˇ´ıklad
jednoho za´znamu:
<record channel=”0” start=”25.789” end=”30.816” bgcolor=”#8888ff”
timelabel=”00:25”>
OH WE COME BACK OFF THE LIGHTS I HOPE LEARN AND IT WOULD LIE
</record>
teˇlo vygenerovane´ho HTML ko´du, za prˇedpokladu, zˇe pouzˇijeme implicitn´ı nastaven´ı
HTML prˇepisu, by vypadalo takto:
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<A name=”25.789”></A>
<TR bgcolor=”#8888ff”>
<TD align=”right” valign=”top”>
<b>[00:25]</b>
</TD>
<TD align=”left”>
<a href=”imsg:<message name=sync.transcript
source=manual start=25.789/>”>
OH WE COME BACK OFF THE LIGHTS I HOPE
LEARN AND IT WOULD LIE
</a>
</TD>
</TR>
Obra´zek 3.2: Uka´zka komponenty
Transcript
Nav´ıc jak je videˇt, obsah uzlu record je bra´n
jako parametr text. Pokud by byl uveden sa-
motny´ parametr a soucˇasneˇ by uzel obsahoval
neˇjaky´ text prˇednost by meˇl uvedeny´ text a praveˇ
ten by byl substituova´n za promeˇnnou text.
Prˇ´ıklad textove´ho prˇepisu s implicitn´ım nasta-
ven´ım vzhledu komponenty Transcript, kde je
zahrnut i za´znam uvedeny v prˇedchoz´ım prˇ´ıkladeˇ,
je videˇt na obra´zku 3.2.
Definici obsahu jednotlivy´ch cˇa´st´ı ma´ uzˇivatel
plneˇ pod kontrolou a pokud mu vyhovuje u´plneˇ
jiny´ za´pis, bez proble´mu jej mu˚zˇe pouzˇ´ıt a
vy´stup sledovat okamzˇiteˇ po nove´m spusˇteˇn´ı apli-
kace. Tabulka zde byla pouzˇita pro na´zornost a
vy´sledek prˇepisu, ktery´ je videˇt na obra´zku, ne-
zastinˇuje zˇa´dny´ detail.
3.2.2 Komponenta Execute
V na´sleduj´ıc´ıch dvou podkapitola´ch si pov´ıme neˇco o nevizua´ln´ıch komponenta´ch, ktere´
sice nejsou v testovac´ı verzi aplikace pouzˇity, ale jejich vy´znam znacˇneˇ stoupa´ s budouc´ım
vy´vojem. My´m u´kolem bylo vytvorˇit komponentu, jezˇ by umozˇnila prohl´ızˇecˇi komunikaci
s extern´ımi aplikacemi. Vy´znam a schopnosti te´to komponenty budou postupneˇ ozrˇejmeny
ve vy´cˇtu jej´ıch vlastnost´ı.
Komponenta ve zkratce prˇi vzniku pozˇadavku spust´ı extern´ı aplikaci poprˇ. prˇ´ıkaz a jeho
vy´stup (pouze standardn´ı vy´stup, ne chybovy´) prˇeda´ prohl´ızˇecˇi. Volany´ prˇ´ıkaz je nutne´
naprˇed specifikovat v nastaven´ı komponenty v hlavn´ım konfiguracˇn´ım souboru parametrem
command. Mozˇnosti jsou s cˇa´sti za´visle´ na operacˇn´ım syste´mu, obecneˇ vsˇak prˇ´ıkaz mu˚zˇe
obsahovat cestu ke spousˇteˇne´ aplikaci na´sledovanou parametry oddeˇleny´mi mezerami. Pod
unixovy´m operacˇn´ım syste´mem nav´ıc prˇiby´va´ mozˇnost spousˇteˇt skripty poprˇ. jine´ prˇ´ıkazy
podobneˇ jako v prˇ´ıkazove´m rˇa´dku. Pod operacˇn´ım syste´mem windows je tato mozˇnost do-
stupna´ pouze pod syste´mem cygwin, s ktery´m jsou cˇa´stecˇneˇ proble´my spojene´ s pouzˇ´ıva´n´ım
knihovny wxWidgets. Komponenta Execute do za´pisu prˇ´ıkazu prˇina´sˇ´ı nav´ıc mozˇnost pouzˇit´ı
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promeˇnny´ch pro veˇtsˇ´ı volnost v pouzˇ´ıva´n´ı te´to komponenty. Forma´t pouzˇit´ı promeˇnny´ch i
s prˇ´ıklady byl uveden v prˇedchoz´ı kapitole, proto jej nebudu znovu rozeb´ırat.
Pozˇadavek u komponenty vznika´ prˇ´ıjmem specificke´ intern´ı zpra´vy. Komponenta tak
beˇhem sve´ho zˇivota pouze cˇeka´ na prˇ´ıchod zpra´vy, ktera´ ji aktivuje, provede pozˇadovanou
cˇinnost a opeˇt prˇejde do necˇinne´ho stavu. Forma´t aktivacˇn´ı zpra´vy je:
<message name=”exec” param1=”hodnota1” param2=... />
Po prˇ´ıjmu takove´to zpra´vy se nejprve provede substituce promeˇnny´ch v prˇ´ıkazu, ktere´
odpov´ıdaj´ı jednotlivy´m parametr˚um zpra´vy (v uvedene´m prˇ´ıkladu param1, param2 atd.),
a posle´ze se dany´ prˇ´ıkaz provede. Respektive komponenta pouze prˇ´ıkaz spust´ı a prˇejde do
necˇinne´ho stavu. Rˇ´ızen´ı prˇeda´ trˇ´ıdeˇ Process, ktera´ zajist´ı zbytek operace. Tento prˇ´ıstup
byl zaveden se zrˇetelem na promeˇnlivou dobu prova´deˇn´ı prˇ´ıkazu. Po ukoncˇen´ı procesu je
vyvola´na metoda OnTerminate trˇ´ıdy Process. Ta nacˇte kompletn´ı standardn´ı vy´stup vy-
generovany´ za beˇhu dane´ho prˇ´ıkazu a odesˇle jej zpra´vou output v parametru text. Jme´no
zpra´vy prozat´ım nen´ı standardizova´no a z testovac´ı d˚uvodu bylo takto nastaveno — v bu-
doucnu jej bude nutne´ urcˇiteˇ zmeˇnit, aby bylo jasneˇ rozliˇseno, o jakou zpra´vu se jedna´.
3.2.3 Komponenta UrlGet
Dalˇs´ım stupneˇm vneˇjˇs´ı komunikace meˇla by´t komunikace prostrˇednictv´ım s´ıteˇ cˇi internetu.
Jako steˇzˇejn´ı byl vybra´n protokol HTTP. Z p˚uvodn´ıho za´meˇru vsˇak vznikla komponenta
UrlGet, ktera´ jak uzˇ na´zev napov´ıda´, nacˇte dokument zadany´ pomoc´ı URL. Pro realizaci
byla pouzˇita trˇ´ıda wxURL z knihovny wxWidgets — tato trˇ´ıda umozˇnˇuje (cozˇ je da´no
vlastnostmi URL) adresovat dokument pra´veˇ prˇes HTTP protokol, ale i jine´ jako naprˇ.
FTP a dokonce i loka´ln´ı soubory. O adresova´n´ı dokumentu prostrˇednictv´ım URL byla rˇecˇ
uzˇ v kapitole 3.1.2 ve spojen´ı s importem textovy´ch prˇepis˚u.
Funkce komponenty je v celku jednoducha´. Podobneˇ jako komponenta Execute cˇeka´ na
prˇ´ıchod zpra´vy po jej´ımzˇ prˇ´ıchodu se adresovany´ dokument nacˇte (resp. sta´hne, pokud se
jedna´ o vzda´leny´ dokument) a cely´ je vlozˇen do zpra´vy a odesla´n prohl´ızˇecˇi ke zpracova´n´ı1.
Pozˇadovane´ URL je mozˇne´ zadat prˇed samotny´m spusˇteˇn´ım aplikace do konfigurace kom-
ponenty jako parametr url, poprˇ. je mozˇne´ jej zadat prˇ´ımo jako parametr prˇ´ıchoz´ı zpra´vy
— takte´zˇ url. V prˇ´ıpadeˇ, zˇe jsou zada´ny oba, pouzˇije se URL prˇedane´ ve zpra´veˇ, nicme´neˇ
URL zadane´ prˇi konfiguraci komponenty z˚ustane zachova´no a prˇi dalˇs´ı aktivaci komponenty
je mozˇne´ jej pouzˇ´ıt. Pokud by se pak cˇasto prˇistupovalo ke stejne´mu dokumentu, nen´ı nutne´
jej uva´deˇt v kazˇde´ zpra´veˇ a je mozˇne´ jej za beˇhu zmeˇnit prostrˇednictv´ım zpra´vy seturl,
pozˇadovane´ URL se pak uvede opeˇt v parametru url.
3.2.4 Komponenta MediaPlayer
Jednou z nejvy´znamneˇjˇs´ıch komponent je komponenta MediaPlayer pro prˇehra´va´n´ı video
za´znamu˚. Na te´to komponenteˇ jsem sice nepracoval ja´, ale zde si rˇekneme neˇco o synchro-
nizacˇn´ıch zpra´va´ch v prohl´ızˇecˇi. Jejich forma´t a pouzˇit´ı je totizˇ uzˇ stanoven.
1jme´no te´to zpra´vy opeˇt nen´ı zat´ım standardizova´no a mu˚zˇe se meˇnit — v tuto chv´ıli je nastaveno na
htmlbrowser.load
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Prˇehra´va´n´ı videa v te´to komponenteˇ zajiˇst’uje vy´choz´ı modul pro prˇehra´va´n´ı video
za´znamu˚ v dane´m operacˇn´ım syste´mu. V operacˇn´ım syste´mu windows to bude nejsp´ıˇs
Windows media player, pod Unixem jiny´ apod. Tuto funkci a vesˇkere´ ovla´da´n´ı prˇehra´va´n´ı
video za´znamu zajiˇst’uje pro splneˇn´ı prˇenositelnosti opeˇt trˇ´ıda knihovny wxWidgets a to
wxMediaCtrl. Pro spra´vnou a souvislou synchronizaci prˇehra´vane´ho video za´znamu kom-
ponenta spolupracuje s modulem Timer. Ten zajiˇst’uje pravidelnou synchronizaci vsˇech
souvisej´ıc´ıch komponent. V prohl´ızˇecˇi je implicitneˇ synchronizacˇn´ı interval nastaven na
1 sekundu. Vesˇkera´ synchronizace je prova´deˇna prostrˇednictv´ım vnitrˇn´ı komunikace pomoc´ı
zpra´v. Synchronizacˇn´ı zpra´va ma´ tvar:
<message name=”sync” source=”timer” start=”999.99”>
nebo pro synchronizaci na urcˇitou sekci:
<message name=”sync” source=”timer” start=”999.99” end=”999.99”>
Synchronizace na urcˇitou sekci by meˇla umozˇnˇovat prˇehra´t pouze urcˇity´ u´sek video
za´znamu a pote´ prˇehra´va´n´ı pozastavit. Komponenta MediaPlayer zat´ım podporuje pouze
prvn´ı tvar synchronizacˇn´ı zpra´vy. Parametr source uda´va´ typ zdroje, jezˇ zpra´vu vygenero-
val. Prvn´ı mozˇnost´ı je pra´veˇ pouzˇity´ typ timer, ten generuje cˇasovacˇ a slouzˇ´ı pro pr˚ubeˇzˇnou
synchronizaci ostatn´ıch komponent s prˇehra´va´n´ım video za´znamu. Na neˇj vsˇak nerea-
guje pokazˇde´ komponenta MediaPlayer, pokud bychom totizˇ na pracovn´ı plochu umı´stili
soucˇasneˇ v´ıce prˇehra´vacˇ˚u, synchronizace by znacˇneˇ zateˇzˇovala procesor a prˇehra´va´n´ı by
nebylo plynule´. Druhy´m typem synchronizacˇn´ı zpra´vy je manual, komponenta tuto zpra´vu
generuje naprˇ. prˇi pozastaven´ı nebo spusˇteˇn´ı prˇehra´va´n´ı za´znamu a ostatn´ı komponenty ji
mohou vyuzˇ´ıvat k synchronizaci video za´znamu na pozˇadovany´ cˇas.
Synchronizacˇn´ı zpra´vy zpracova´va´ jesˇteˇ naprˇ´ıklad komponenta Transcript, ktera´ syn-
chronizuje textovy´ prˇepis soucˇasneˇ s prˇehra´vany´m za´znamem. Toho si mu˚zˇete vsˇimnout
v testovac´ı verzi aplikace na prˇilozˇene´m me´diu CD.
3.3 Dalˇs´ı u´pravy
Ty´movy´ prˇ´ıstup k vy´voji vyzˇaduje vyva´zˇene´ rozdeˇlen´ı pra´ce mezi jednotlive´ cˇleny ty´mu,
proto ne vzˇdy byl vy´voj jednotva´rny´ a obcˇas bylo nutne´ vyrˇesˇit jine´ proble´my souvisej´ıc´ı
s postupny´m vy´vojem, naprˇ. prˇi vy´voji komponenty Transcript se objevil proble´m prˇi
odes´ıla´n´ı zpra´vy a nakonec jsem objevil malou chybicˇku v modulu Message a opravil s t´ım
souvisej´ıc´ı slabe´ mı´sto v modulu SXMLParser.
Kromeˇ vy´voje komponent jsem dostal za u´kol vytvorˇit makefile pro prˇeklad projektu
pod syste´mem MinGW. Do te´ doby meˇl kazˇdy´ cˇlen ty´mu mezi zdrojovy´mi soubory vy-
tvorˇeny´ vlastn´ı makefile, jelikozˇ prˇeklad je znacˇneˇ individua´ln´ı a za´vis´ı na pouzˇite´ verzi
knihovny wxWidgets, na jej´ım umı´steˇn´ı a na mnoha dalˇs´ıch aspektech. Nejveˇtsˇ´ı proble´m je
prˇeklad na rozd´ılny´ch operacˇn´ıch syste´mech cˇi s pouzˇit´ım jiny´ch prˇekladacˇ˚u. Rozd´ıl mu˚zˇe
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by´t v umı´steˇn´ı r˚uzny´ch knihoven potrˇebny´ch k prˇekladu, poprˇ. i ve zp˚usobu za´pisu cest
apod.
Syste´m MinGW podporuje za´pis cest v unixove´m forma´tu, makefile pro MinGW se tak
hodneˇ podoba´ unixove´ verzi a neˇkolika ma´lo u´pravami by mohl by´t pouzˇit i pod unixovy´m
operacˇn´ım syste´mem. Stejneˇ tak makefile funguje pod syste´mem Cygwin. Konkre´tn´ı po-
pis testovane´ konfigurace jak syste´mu Cygwin tak MinGW spolecˇneˇ s popisem instalace
knihovny wxWidgets je uveden v komenta´rˇi prˇ´ımo v prˇ´ıslusˇne´m makefile. Vytvorˇeny´ ma-
kefile ma´ oproti p˚uvodn´ı verzi definova´ny vesˇkere´ za´vislosti mezi jednotlivy´mi moduly a
hlavicˇkovy´mi soubory. Absence teˇchto za´vislost´ı zp˚usobovala nekonzistence mezi jednot-
livy´mi moduly prˇelozˇeny´mi v r˚uzny´ cˇas a mohlo tak doj´ıt k neidentifikovatelne´ chybeˇ za
beˇhu aplikace.
Makefile pro MinGW je logicky v souboru makefile.mingw. Kromeˇ makefile pro MinGW
jsem vytvorˇil zvla´sˇt’ makefile (makefile.wxdev) pro uzˇivatele pouzˇ´ıvaj´ıc´ı vy´vojovy´ na´stroj
wxDev-C++. Ten sice zahrnuje take´ syste´m MinGW, ale jinak specifikuje cesty ke kni-
hovna´m a vyzˇaduje jine´ parametry prˇekladu.
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Kapitola 4
Budouc´ı vy´voj a zapojen´ı do
rozsa´hle´ho projektu
Multimedia´ln´ı prohl´ızˇecˇ prˇedstavuje rozsa´hlejˇs´ı ty´movy´ projekt a uzˇ v prˇedchoz´ıch letech byl
soucˇa´st´ı neˇkolika bakala´rˇsky´ch cˇi diplomovy´ch prac´ı. Projekt nen´ı jesˇteˇ zdaleka dokoncˇeny´,
ale nyn´ı je ve fa´zi, kdy je mozˇne´ prezentovat neˇktere´ z jeho funkc´ı, ktere´ by meˇli by´t
v budoucnu beˇzˇneˇ dostupne´ i rˇadovy´m uzˇivatel˚um.
4.1 Dalˇs´ı uzˇitecˇne´ komponenty
Nejblizˇsˇ´ı fa´ze vy´voje bude smeˇrˇovat k vytva´rˇen´ı dalˇs´ıch potrˇebny´ch komponent. Inspirace
pro nove´ komponenty je sta´le mozˇne´ bra´t z prohl´ızˇecˇe JFerret. [5] Aktua´lneˇ naprˇ. kompo-
nenta pro zobrazen´ı cˇasove´ osy pr˚ubeˇhu prˇedna´sˇky s indikac´ı pra´veˇ aktivn´ıho mluvcˇ´ıho nebo
dalˇs´ı komponenta pro zobrazen´ı a procha´zen´ı prezentac´ı prˇedna´sˇek v r˚uzny´ch forma´tech —
v tuto chv´ıli existuje komponenta schopna´ zobrazovat jednotlive´ sn´ımky prezentace ulozˇene´
jako obra´zek.
Kromeˇ vy´voje novy´ch komponent je sta´le na mı´steˇ zdokonalova´n´ı sta´vaj´ıc´ıch komponent,
naprˇ. synchronizace komponenty MediaPlayer resp. modulu Timer na cˇasovy´ interval a
mnoho dalˇs´ıch u´prav.
4.2 Pokrocˇilejˇs´ı u´pravy
Da´le je nutne´ standardizovat vesˇkerou intern´ı komunikaci, ktera´ nen´ı v tuto chv´ıli jesˇteˇ
usta´lena, tj. definovat na´zvy a forma´t jednotlivy´ch zpra´v, poprˇ. navrhnout modul pro kon-
verzi vnitrˇn´ı komunikace — cozˇ by prˇedstavovalo za´sah do ja´dra prohl´ızˇecˇe.
Podle p˚uvodn´ıho na´vrhu prohl´ızˇecˇe meˇla by´t kazˇda´ komponenta umı´steˇna ve zvla´sˇtn´ım
souboru, aby bylo mozˇne´ komponenty vytva´rˇet neza´visle na ja´drˇe prohl´ızˇecˇe. Takovy´ prˇ´ıstup
je vsˇak silneˇ za´visly´ na pouzˇite´m operacˇn´ım syste´mu a vyzˇaduje specia´ln´ı rˇesˇen´ı pro kazˇdy´
z nich. V operacˇn´ım syste´mu Windows by kazˇda´ komponenta prˇedstavovala naprˇ. jednu
knihovnu DLL, v linuxu knihovnu SO apod. Aktua´lneˇ jsou komponenty kompilova´ny prˇ´ımo
k ja´dru prohl´ızˇecˇe a jiny´ prˇ´ıstup by prˇedstavoval velky´ za´sah do ja´dra prohl´ızˇecˇe.
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4.3 Projekt vyhleda´vac´ıho syste´mu
V soucˇasne´ dobeˇ se na U´stavu pocˇ´ıtacˇove´ grafiky a multime´di´ı rozj´ızˇd´ı rozsa´hly´ projekt
vyhleda´vac´ıho syste´mu jehozˇ soucˇa´st´ı by meˇl by´t pra´veˇ vyv´ıjeny´ multimedia´ln´ı prohl´ızˇecˇ.
Zde budou mı´t uplatneˇn´ı pra´veˇ soucˇa´sti prohl´ızˇecˇe zajiˇst’uj´ıc´ı extern´ı komunikaci. Jak je
videˇt na obra´zku 4.1, prohl´ızˇecˇ pln´ı u´lohu vysoce konfigurovatelne´ho uzˇivatelske´ho rozhran´ı
k cele´mu syste´mu.
 
SPEECH AGE FACE OBJECT 
NEW SEARCH ENGINE BROWSER 
P.R.A.S.E 
INDEX 
RECOGNIZER 
DATA 
QUERY 
AUDIO         VIDEO         TEXT 
QUARY 
ANSWER 
Obra´zek 4.1: Prˇipravovany´ vyhleda´vac´ı syste´m [8]
Za´kladem cele´ho syste´mu by byly r˚uzne´ rozpozna´vacˇe, ktere´ by pracovali nad audio,
video cˇi jiny´mi daty a svoje vy´sledky by ukla´daly ve formeˇ index˚u na specificka´ u´lozˇiˇsteˇ.
Mezi rozpozna´vacˇe by se rˇadil nejen zminˇovany´ rˇecˇovy´ rozpozna´vacˇ, ale i rˇada dalˇs´ıch jako
naprˇ. rozpozna´vacˇ veˇku cˇi jiny´ch parametr˚u mluvcˇ´ıho nebo z oblasti grafiky rozpozna´vacˇe
oblicˇej˚u a jiny´ch objekt˚u.
Pro vyhleda´va´n´ı by pak kl´ıcˇovy´m prvkem byly indexacˇn´ı servery, jezˇ by spravovali
vy´sledky rozpozna´vacˇ˚u a umozˇnˇovali rychly´ prˇ´ıstup a vyhleda´va´n´ı mezi nimi. Nad teˇmito
servery by pak meˇl pracovat specia´ln´ı vyhleda´vac´ı syste´m, ktery´ by prˇ´ımo komunikoval
s multimedia´ln´ım prohl´ızˇecˇem a zodpov´ıdal vyhleda´vac´ı dotazy. Vyhleda´vac´ı syste´m by meˇl
k dispozici vy´stupy vsˇech r˚uzny´ch rozpozna´vacˇ˚u a mohl by tak prova´deˇt slozˇiteˇjˇs´ı dotazy,
ve ktery´ch by bylo zada´no soucˇasneˇ v´ıce kriteri´ı a uzˇivatel by tak mohl prˇesneˇji specifikovat,
co prˇesneˇ hleda´.
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Kapitola 5
Za´veˇr
V prvn´ı fa´zi moj´ı pra´ce jsem meˇl za u´kol sezna´mit se s pouzˇitou knihovnou wxWidgets
a se samotny´m projektem multimedia´ln´ıho prˇehra´vacˇe, ktery´ uzˇ v te´ dobeˇ byl ve velmi
rozpracovane´ fa´zi. Knihovna wxWidgets je sama o sobeˇ velmi rozsa´hly´ projekt a jej´ı studie
zabrala znacˇnou dobu — nemalou prˇeka´zˇkou byla jej´ı konfigurace a prˇeklad. V za´vislosti
na pouzˇite´m syste´mu je nutne´ knihovnu prˇelozˇit prˇ´ımo ze zdrojovy´ch soubor˚u. Ne vsˇak
vsˇechny jej´ı funkce byly po prˇekladu implicitneˇ dostupne´ a z prˇekladem prohl´ızˇecˇe jsem
tak meˇl ze zacˇa´tku proble´my. Nav´ıc pro prˇeklad projektu jsem jako vy´choz´ı zvolil syste´m
Cygwin, ktery´ — jak se pozdeˇji uka´zalo — zp˚usobuje v kombinaci s knihovnou wxWidgets
neˇktere´ nekonzistence a da´le se tak vy´voj zdrzˇel. V pr˚ubeˇhu te´to fa´ze jsem se poucˇil o dalˇs´ıch
proble´mech, ktery´m je nutne´ se vyhnout prˇi prˇekladu a pro snadneˇjˇs´ı prˇeklad projektu jsem
v hlavicˇka´ch obou makefile (jak pro syste´m MinGW, tak pro vy´vojove´ prostrˇed´ı wxDev-
C++) uvedl podrobny´ postup instalace te´to knihovny.
Pote´ jsem se sezna´mil se za´kladn´ı strukturou ja´dra prohl´ızˇecˇe a jeho komponentovy´m
syste´mem a s detaily jednotlivy´ch cˇa´sti jsem se podrobneˇ seznamoval v podstateˇ v cele´m
pr˚ubeˇhu vy´voje. S dokoncˇen´ım implementace pomocny´ch trˇ´ıd (Record a RecordList) a
zaha´jen´ım vy´voje prvn´ı komponenty Transcript jsem meˇl dobry´ prˇehled o komponentove´m
syste´mu prohl´ızˇecˇe a jeho vnitrˇn´ı komunikaci. Soucˇa´st´ı byla take´ znalost pouzˇ´ıvane´ho XML
parseru, ktery´ bylo nutne´ zna´t od prvn´ıch za´sahu do prohl´ızˇecˇe.
V soucˇasne´ fa´zi vy´voje prohl´ızˇecˇe a vy´cˇtem komponent, jezˇ ma´ k dispozici, je mozˇne´
testovat jeho za´kladn´ı funkce a s komponentami pro extern´ı komunikaci ma´ schopnost
te´meˇrˇ okamzˇiteˇ se prˇipojit k projektu vyhleda´vac´ıho syste´mu. Vy´vojovy´ ty´m vyhleda´vac´ıho
syste´mu bude tak mı´t mozˇnost bez pot´ızˇ´ı testovat sv˚uj syste´m uzˇ v pr˚ubeˇhu vy´voje. Projekt
multimedia´ln´ıho prohl´ızˇecˇe je samozrˇejmeˇ sta´le ve vy´voji a v soucˇasne´m stavu zat´ım nen´ı
mozˇne´ jej vypustit mezi rˇadove´ uzˇivatele — nav´ıc s absenc´ı vyhleda´vac´ıho syste´mu by pro
takove´ho uzˇivatele meˇl velmi maly´ vy´znam.
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Pouzˇite´ zkratky
LID Language IDentification - identifikace jazyka
LVCSR Large Vocabulary Continuous Speech Recognition - rozpozna´va´n´ı ply-
nule´ rˇecˇi s velky´m slovn´ıkem
KWS KeyWord Spotting - detekce kl´ıcˇovy´ch slov
SpkID Speaker IDentification - rozpozna´va´n´ı mluvcˇ´ıho
SpkVer Speaker Verification - oveˇrˇova´n´ı mluvcˇ´ıho
GCC GNU Compiler Collection
GUI Graphical User Interface - graficke´ uzˇivatelske´ rozhran´ı
GNU GNU’s Not Unix - GNU Nen´ı Unix
MinGW Minimalist GNU for Windows [3]
DLL Dynamic-Link Library - dynamicky linkovana´ knihovna
POSIX Portable Operating System Interface - kolekce standard˚u specifikovana´
institutem IEEE pro definice aplikacˇn´ıho rozhran´ı kompatibiln´ıho mezi
jednotlivy´mi unixovy´mi operacˇn´ımi syste´my
URL Uniform Resource Locator - prˇesna´ specifikace umı´steˇn´ı zdroje informace
IDIAP Institut Dalle Molle d’Intelligence Artificielle Perceptive (IDIAP Re-
search Institute [1])
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Prˇ´ıloha A
Testovac´ı konfiguracˇn´ı soubor
<layout name=”main”>
<window name=”window1” title=”Multi-media Browser”
left=0% top=0% width=75% height=95%>
<mediaplayer name=”player1” left=0% top=0% width=60% height=60%
url=”file://data/iss prednaska 7.avi” autorun=”true” amsg=”.*”
waitfor=”1” controls=”true” backend=”” syncint=”1.0”/>
<transcript name=”transcript1” left=0% top=60% width=100% height=40%
url=”./data/iss prednaska 7.mlf.ok.cp1250.xml” amsg=”.*:sync.*”>
<args>
<head>
”<HTML>
<HEAD>
<meta http-equiv=\”Content-Type\”
content=\”text/html; charset=CP1250\”>
</HEAD>
<BODY>
<TABLE border=\”0\” cellpadding=\”1\”
cellspacing=\”5\” width=\”100%\”>”
</head>
<body>
”<A name=\”$start\”></A>
<TR bgcolor=\”$bgcolor\”>
<TD align=\”right\” valign=\”top\”>
<B>[$timelabel]</B>
</TD>
<TD align=\”left\”>
<A href=\”imsg:<message name=sync.transcript
source=manual start=$start/>\”>
$text
</A>
</TD>
</TR>
<TR>
<TD> </TD>
<TD bgcolor=\”#C0C0C0\”></TD>
</TR>”
</body>
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<foot>
”</TABLE></BODY></HTML>”
</foot>
</args>
</transcript>
<textbox name=”textbox1” text=”TRANSFORMACE” left=60% top=0%
width=30% height=5% onconfirm=”<message name=\”exec\”/>”
amsg=”.*:sendText”/>
<button name=”button1” text=”Search” left=90% top=0% width=10%
height=5% onclick=”<message name=\”sendText\”/>”/>
<transcript name=”transcript2” left=60% top=5% width=40%
height=55% amsg=”.*:sync.*;.*:output”>
<args>
<head>
”<HTML>
<HEAD>
<meta http-equiv=\”Content-Type\”
content=\”text/html; charset=CP1250\”>
</HEAD>
<BODY bgcolor=\”#E0E0E0\”>”
</head>
<body>
”<A name=\”$start\”></A><BR>
<B>[$timelabel]</B>
<A href=\”imsg:<message name=sync.transcript
source=manual start=$start/>\”>
$text
</A>
<HR>”
</body>
<foot>
”</BODY></HTML>”
</foot>
</args>
</transcript>
<execute name=”command1”
command=”sh ./data/search/scripts/8 search.sh $text”
amsg=”.*”/>
</window>
</layout>
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Prˇ´ıloha B
Uka´zkova´ aplikace
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