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Abstract 
Hide Nesting attempts to find the most efficient use of a leather hide. This particular 
application in hide nesting tries to get the maximum number of car seat pieces out of each 
hide. This is accomplished by limiting the potentially infinite search space by three 
techniques which must be combined in a certain order to produce a good result, which is 
defined as being within 2% of an expert's solution. Within these three techniques are 
many algorithms to manipulate and transform shapes to derive much more information 
about the shape than was originally supplied. This is key to the speed of the program, 
which must produce a solution in a few minutes . 
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Hide Nesting attempts to find the most efficient use of a leather hide. This particular 
application in hide nesting tries to get the maximum number of car seat pi~ces out of each 
hide. The nesting system is broken into two main pieces. The first piece is the graphics 
shell, which controls all user interaction and provides many functions to print out finished 
nesting designs, training; disk 1/0, IGES translation and virtual m·apping to the physical 
screen. The second piece is the nesting program itself, whicb calculates much information 
about pieces and fits them to the hides. The graphics shell is explained in appendix A. 
The nesting program must first read in a sets file, which informs it of how many of 
each set should be fit. After this file is read in, the actual shape are read in and stored in 
shape description files. The shape description file can describe shapes with lines, curves 
or different text elements, and can easily be created or modified by the user. In addition, 
the IGES translation function of the graphics. shell writes to this format. This allows max-
. ~ 
imum flexibility in shape definition. 
Each shape description file consists of at least two polygons. The more complex 
polygon describes the shape as it should be cut. The simpler shape is used for all actual 
calculations. If the input is described by an IGES file, a simplification algorithm is em-
ployed. 
· First, each shape is oriented clock-wise and the area is calculated, then each shape is 
simplified, using two methods, illustrat~d below. 
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Neither of the methods takes any action if the area they would add exceeds 2% of the 
original area of the shape. Method A handles all angles that, viewed from the outside, are 
concave. The point (1) is simply eliminated. Method B is slightly more complex in that 
it takes the intersection of the line that point 1 ends and the line that point 2 ends. The re-
sulting point, point 3, is created to replace both point 1 and point 2 if the inside angle is 
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greater than 10 degrees, to prevent a case in illustration C. The combination of these two 
simple methods reliably creates a shape which greatly si.tnplifies the original, while taking 
up a rriinimum of extra space. Furthennore, the space that is added to the original shape is 
not necessarily wasted; only in the relatively rare circu1nstance where the slightly longer 
length permitted by the original shape is in the proper orientation for a shape that would 
not fit in otherwise. 
After the simple shape has been derived or specified by the user, all further calcula-
tions are based on this simple shape. After the distance and inside angle of each side is 
calculated, the left and right full angles are derived, determining the limits of rotation for 
each side. Each concave angle is eliminated and t~e links for points are adjusted (illustra-
tion B ). The angles on each side of the original sh~pe are traversed consecutively (as 
shown in illustration C), until a point on the final shape is reached. The point before the 
conyex angle and the original point forms the full angle stored for that point. Some exam-
ples are illustrations D and E. 
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The order of the algorithm is roughly exponential, as seen in the following analysis: 
for every point 
scan adjacent points until the angle a convex angle 
for every point 
X 
scan adjacent points until a non-elimintted point 
calculate angle 
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The limit of rotation for a given point is determined by its left and right full angles, 
because the situation in the illustration below must be prevented. This is what would hap-
pen if only the angle extending directl~from the point was considered. However, when 
the full angle is taken into account, it is impossible for _the hide sides a and b to intersect 
shape sides c and d, thereby saving valuable computation time as well as simplifying the 
program. 
a b 
error ~ 
The area of the simplified shape is stored and the number of sets allowed is stored 
with each shape. After each shape for the first set has been processed, the first hide is read 
I"-• lll. 
The hide is also stored in a shape description file. ·As well as allowing the user to 
easily alter the shape of any hide, it also allows the defects and hide to be stored as one 
unit. After it is read in, the defects are kept as simple polygons, but tht? hide data structure 
,, 
is transformed into a two-way linl(ed list. Each link stores the point it represents, the 
length and angle of the side the point starts, and the indices of the next and previous point. 
The area of the hide is also calculated. The area of the defects is assumed to be negligible 
' 
compared with the area of the hide and so are not calculated. The hide is displayed, with 
colors cycling through the edges to indicate the orientation of the hide. Nesting now com-
·---~-~::: - . ~mences . 
. ' -------·-
. Crucial to the operation of all the nesting algorithms are two routines which deter-
mine whether the piece to be placed by whatever method intersects 1 the hide or a defect. 
These routines both use the common line intersect routine (which uses the box method to 
eliminate unnecessary computation) and the defect intersection method also uses the point 
. . 
in an object algorithm. The hide intersection routine consumes 70% of the total computa- . 
tion time. 
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Another basic routine inserts a chosen shape that has passed all intersection tests into 
the hide. This is actually not trivial, because of all of the redundant information stored in 
. the hide structures. The orientation of the shaye must be reversed, because the shape is 
oriented so the outside of the shape must fit the inside of the hide. The hide point into 
which the shape merges is split into two points, one leading into the shape just inserted, 
and one leading from the shape to the rest of the hide, illustrated above. After a shape has 
been inserted, the angles it has just created (a and bin illustration above) are eliminated if 
they are close to zero degrees, and the sides are eliminated if they are very short. 
The three basic nesting techniques are longest side fitting, angle fitting, and fraction-
al side fitting. Longest side fitting tends to use the largest amount of space most efficient-
ly in a short amount of time, so it is used first. It matches the longest sides of the pieces 
with the longest sides of the hide. Angle fitting attempts to match the hide angle with the 
nearest shape angles. If there aren't any shapes left to fit the angle, it will manufacture an 
angle by altering the hide. Fractional side fitting breaks a side of the hide into pieces so 
that shapes can be fit at points along a hide side. 
Currently, shapes in each set are divided up into levels. This is to give full control 
over which shapes are used first, although at present there is no set with more than two 
levels. Before considering any piece, each technique sees whether the shape is unavail-
able, which is defined as having quantities less than 60% of the average quantity of shapes 
within the level or a quantity of 0. This guarantees that the program utilizes a mixture of 
. 
shapes, yet does not constrain the program too much. The first level of shapes is used by 
the longest side fitting procedure. 
Before entering into the longest side fitting procedure, two arrays are calculated and 
_ .. _ .sorteq. _ The first array contains all the lengths of all the sides_ of all shapes. available in the 
... . ~,. \ ' . " 
· current level from longest to shortest. The second array· contains the lengths of all the 
sides of the hide. 
The longest side of the shapes are matched with the longest sides of the hide by first 
matching the first hide vertex (vl), then the seco_nd (v2), as shown in illustration A below. 
This c~ntinues until there is no more hide to match against, no more shapes to place, or the 
distance to be matched is less that a small threshold. If the opposite angle of the side being 
matched is less than 180 degrees and the side of the shape is longer than that of the hide, 
the matching of sides starting at that angle is rejected immediately (illustration B below). 
Also, shapes that are matched in the longest fitting algorithm tend to be more like rectan-
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gles, so that edges that coincide, or vertices whose edges are colinear can be eliminated, 
resulting in great savings of future time in investigating the extra sides or vertices (illustra-
tion C below). " 
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After the longest side fitting algorithm has finished, the main loop of the program 
starts. "rhe angle fitting and fractional side fitting traverse the hide in counter-clockwise 
order until niether of them can fit in any more shapes anywhere. The direction clock-wise 
will heretofore be denoted forward, and counter-clockwise will be denoted backward. The 
shape angles are sorted largest to smallest. First, all shape angles are fitted to the angle 
formed by one vertex and its two neighbors in sorted order (illustration A below). If no 
shape can fit in the angles without intersecting the hide, the forward side of the current .. 
vertex is split into two edges and the process of fitting shapes to the new vertex (which. is 
between the current vertex and the vertex forward of the current vertex) is repeated for 
each move of the new vertex, which travels between the current and forward vertices in 
descrete increments (illustration B). 
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If there are no shapes which can fit in any of the new vertices, new angles are creat-
ed by moving the current vertex up its forward side (illustration C). 
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When no more shapes can be Jit, a new hide is read from storage. When a set of 
shapes runs out, a new set is read from storage. A set of shapes is required to create one 
type of car seat, repeated a set number of times. If there are no more shape sets, or no 
more hides, the process stops and returns back to the design program so that the -user can 
peruse the solutions the program created. 
The program can be improved in terms of spe~d by carefully recoding some of the 
routines, which might result in a 20-30% decrease in time per hide. Other techniques such 
as backtracking could be used in combination with the techniques already presented which 
might increase the percentage utilized by around 1 %, but would greatly increase the time 
per hide (300-400% ). Another technique, called shake-and-gravitate, randomly moves the 
shapes around such that each shape moves down as much as possible. This might substan-
tially increase the yield (2-3% ). However, it would not fit well into the program as writ-
ten, and also would require as much time as all of the previous techniques put together or 
more. 
Overall, the program has been a success in that it has achieved its goals of placing 
shapes on an arbitrary hide with a waste within 2% of an expert within a 4-6 minute time 
period. In fact, most hides require less than 2 f!1inutes to complete. 
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Appendix A 
IGES import 
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The program which forms a user shell around th~ hide nesting program conve
rts 
IGES files to the shape files that the hide program reads in. When reading in an 
IGES file, 
the program does not interpret any information otl1er than the lines that descr
ibe each 
·shape. If there are any unknown object description types, or any transf onn matrices that 
are included with the data, the program will report this and stop. Because the 
primary data 
input (from General Motors) does not contain any input other than the shape descriptions 
and has no transform matrices, this is sufficient. After the shape descriptions
 are convert-
ed into arrays of line segments, a smoothing program takes the shapes and mi
nimizes the . 
number of sides needed to describe them. Two techniques, the convex techni
que (illustra-
tion A) and the concave technique (illustration B), are used to smooth the exterior of a 
shape. In the first case, the points a and b are eliminated and replaced with po
int c. In the 
second case, point a is eliminated. The smoothing process stops when the am
ount of 
space wasted (slashed space) exceeds a set percentage of the original shape's total area. 
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Appendix B 
Graphics Shell 
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Introduction 
There are 6 seven basic areas of the screen, each responding to a click or (if you 
don't have a mouse) a key when the mouse pointer is contained in the area. Some areas 
respond to both the first and second button, others respond to one or the other. The image 
you are drawing is displayed in the screen area. You can adjust what part of the page the 
screen shows by adju·sting the bars. The pick area allows a pre-defined piece to be imme-
diately dragged and rotated to fit in to a design. The menu area allows many different 
functions. Tolerance and gridding allow some control over drawing accuracy. 
Coordinates Tolerance Gridding ? help 
p points 
. 1 lines 
L cont lines 
C curves 
C cont curves 
t text 
G shapes 
sp drag 
Screen Area d delete ~ co " scale ,. e; 
~ g get shape (D n merge shape ~ 
~ s save all ~ 
s save selected 
~· 
"' erase all e 
bs erase selected 
p postscript (D 
• 
hH text size: 10 ~ 
fF DEFAULT FONT 
. 
zZ zoom out 
n nest 
. import IGES 1 
t train 
~ 
Bar Area 
. 
quit q 
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 
Pick Area 
Tolerance and Gridding 
Tolerance is the distance away from any point that is still considered to be the point. 
That is, if the tolerance was three and the mouse was clicked less than three pixef s away 
(roughly) from a point, that point would still be selected (or deselected): Gridding does 
. . . 
not affect mouse movement. Rather, it adjusts the points ']Vhen the mouse is clicked to the 
. \ 
nearest gridding point. If the gridding is 3, only points that would be on the lines of a 
graph paper whose blocks are 3 by 3 pixels would be allowed. Any points not conf arming 
will be moved to the nearest position on the graph. This is helpful if you want to get some-
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thing lined up with something else. To increase tolerance and gridding, click on the green 
part with the first button. If decreasing, click on the red part. 
Screen Area 
The screen area is where drawing and selection take place. The first button is used to 
create or destroy new graphic objects. There are different modes in the menu area (see the 
next section) to create or destroy different objects selected in the menu area. All modes 
except for shapes act about the same. Information about the shapes mode is in the next 
paragraph. Clicking on the display area creates a point, which is used to define the object 
for the current mode (except in shapes mode). Texts consist of one point, lines take two 
and curves take three. When deleting objects, a mouse click that is not on an existing 
point is ignored. When creating objects, already created points can be used or new points 
can be created. To use an already created point, click near it (press 1, Gridding and Toler-
ance for more). To create a new point, do not *click near an already created point. As 
cs- points are selected, they are highlighted in yellow. Unselected points are in green. 
In shapes mode, clicking ma shape (drawn in blue) highlights the shape. Once the 
shape is selected, it can be rotated by pressing the left or right mouse buttons. The shape 
will also follow the mousy arrow. Once the shape is .in the desired position and rotation, 
the middle button ( or the space bar if there aren't three buttons on the mouse) can be 
pressed down to deselect the shape. If two shapes overlap, the larger shape dominates. If 
the first button is depressed and the mouse is on the shape outline, a prompt will appear to 
change the shapes color. 
The second button is for selection. If one point is to be selected or deselected, click 
near it. If an area of points is to be selected, press the button and hold it down while 
f 
sweeping across the desired selection area. A dashed rectangle encloses the area during 
this process. ·The sweep can go in any direction. All points not in the selection area are un-
selected, turning green. Selected points are yellow. Usually selected points are the only 
ones affected by the menu options. If at least one-point is selected by area selection, the 
drag mode is automatically invoked . 
. Menu Area 
The menu contains most of the functions of the program. Every option also has an 
13 
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equivalent key stroke. These items can be broken down into six categories: Help, Creat-
ing and Destroying, Modes, Miscellaneous, Tanning and Quit. Any of the menu items 
can be clicked on or the equivalent key (listed to the left) can be pushed. 
Help 
help-gives on-line help on all functions. '?' is the equivalent keystroke. 
\ 
Creating and Destroying 
all functions in this section use the first button. 
points-every click in the display area either selects/deselects a point (if the point lies near 
to the mouse) or creates(a new point. 'p' is the equivalent key. 
lines-lines are created every two clicks. 'l' is the equivalent key. 0 
continuous lines- After the first click, a line is created every click. 'L' is the equivalent 
key. ~ 
curves-bezier curves are created every three ·clicks. 'c' is the equivalent key. 
continuous curves-After the first three clicks, a curve is created for every two clicks. 'C' 
is the equivalent key. 
text-for every point clicked a prompt will appear for text to insert at that location. 't' is the 
equivalent key. 
Modes 
all functions in this section use the first button. 
drag-at the next mouse click, all selected points (in yellow) will move in relation to the 
. 
mouse until the button is released. 'D' is the equivalent key . 
.. "'" delete -instead of creating objects such as points, lines, curves or texts, the objects will be 
) 
deleted. When any point belonging to an object of the current mode is clicked ,on, 
the object will be deleted. In this mode, any click not near a point will be ignored. 
A shape which is deleted will tum into the equivalent number of line segments. 'd' 
is the equivalent key. 
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1 
scale- when the first button is held down, any selected points will be stretched according 
to how the mouse is moved. The mode ends when the button is released. '"' (over 
the 6) is the equivalent key. 
Miscellaneous . 
,, 
( 
get shape-erase everything in memory and get a drawing from storage. A file name will 
be asked for. 'g' is the equivalent key. 
merge shape-merge a drawing into what has already been created. 'm' is the equivalent 
keystroke. . _ 
save all -save all points and objects. into a file. 's' is the equivalent keystroke. 
save selected-save only the selected points and all objects composed only of those select-
ed points. 
erase all-delete all points and all objects on the entire page. 'e~ is the equivalent key-
stroke. 
erase selected-delete all selected points. backspace is the equivalent keystroke. 
postscript-translate the image into postscript and output to a file. 'p' is the equivalent 
keystroke. 
text size -press 'h' to decrease and 'H' to increase the size of any text objects that will be 
created. 
text font -sets t~xt font. press 'f' or 'F' to select different fonts. 
zoom in - doubles the size of whatever is being viewed. 
zoom out - halves the size of whatever is being viewed. 
the key 7 -rotates all selected points 90 degrees around their calculated center . 
. 
the key I-rotates all selected points 180 degrees around their calculated center. 
the key 3-rotates all selected points 270 degrees around their calculated center. 
the key 9-flips all selected points over. ,• ' 
Tanning / 
J 
\ 
nest - automatic nesting will start, which can be interrupted by any key. For details, please 
15 
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see the main text. 
import IGES - IGES files, which sho·uld be stored in the subdirectory IGES, will be con-
verted into pick files, which the nesting program uses. 
train - In this mode, movement of any shapes from a hide ( or the largest shape on the 
screen at the time the function was invoked) which were in the hide will decrease a 
percentage. Any shapes moving into the hide will increase the percentage. Further-
more, any overlap of shapes is not permitted. 
Quit 
quit-quits the.program. The current work will be totally saved in a temporary file and will 
be brought back upon re-invocation of the program. 
Pick Area 
There are 25 pick items shown at the bottom of the screen. These are pre-fabricated 
graphic objects that can be inserted immediately onto the hide. They can be scaled, rotat-
ed or flipped. When the first button is clicked inside any of their enclosing rectangles, 
their image is recalled and deposited above its rectangle. While they are dragged, they can 
also be rotated using the mouse buttons. 
To move to another set of pick objects, press either< (to go to a lower numbered set) 
or> (to go to a higher number set). Up to 9,997 pick objects can be defined. To create new 
pick objects, select the object or objects and then press the second button in the Pick Area 
where the image should.· be stored. 
Bar Area 
The bars allow a document larger than the screen to be manipulated. With the bars, a 
document the full size of a page can be created. When the second button is clicked inside 
a bar, the bar immediately positions itself at that spot. If the second button is then held 
down and dragged across the bar, the rectangle is dragged along with it. The first button 
will incrementally move the page. The _yellow rectangle on the bar indicates wh@re the . 
. ~ 
screen is located on the page. The amount of moveinent actually achieved by the bars is 
dependent on how much the screen is zoomed. If the screen is at maximum magnifi~ation, 
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each screen will hold a small actual area. When the screen is at minimum magnification, it 
displays the entire space of about 250 billion individually addressable points at once .. 
.. 
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