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RESUMEN
UML, SysML y WebML son lenguajes de modelado 
grá co (LMG) similares que no se pueden interpretar 
conjuntamente, pues tienen diferencias en tipos de 
modelos y diagramas. En la literatura se encuentran 
técnicas que estudian las características de algunos 
LMG, pero se aplican sobre lenguajes particulares, sin 
considerar sus características comunes. En este artículo 
se propone el diseño e implementación de una ontología 
que resuma los principales conceptos y relaciones de 
los LMG, utilizando una metodología creada en la 
Universidad de Stanford. La ontología desarrollada 
responde 35 preguntas de competencia, de las cuales 
algunas se ejempli can en el artículo.
K E Y  W O R D S
Diagram, graphical modeling languages, model, 
modeling languages, ontology, SysML, UML, WebML.
ABSTRACT
UML, SysML, and WebML are graphical modeling 
languages (GML). Despite their similarities, these 
languages can not be jointly interpreted, since they 
exhibit different kinds of models and diagrams. Some 
studies for examining the features of some GML are 
proposed in the state of the art, but applied to individual 
languages, avoiding the common features among such 
languages. In this paper, we propose an ontology 
design and implementation for summarizing GML 
concepts and relations. We use a methodology created 
in the Stanford University. The developed ontology can 
successfully answer 35 competence questions, some of 
them exempli ed in this paper.
18 I N T R O D U C C I Ó N 
Los lenguajes de modelado, tanto los gráficos como 
los textuales, permiten la representación del compor-
tamiento y la estructura de los sistemas del mundo 
real. Los lenguajes de modelado gráfico (LMG) uti-
lizan modelos visuales y diagramas que realizan esa 
representación de manera precisa, entendible y eco-
nómica [1], lo que facilita su uso en las herramientas 
CASE convencionales. Diversas organizaciones, como 
el Object Management Group—OMG (que se puede ubi-
car en http://www.omg.org), proponen lenguajes de 
modelado gráfico orientados a cubrir varias situacio-
nes de acuerdo con sus perspectivas. Es así como co-
bran importancia UML [2, 3], SysML [4, 5] y WebML 
[6, 7], que, a través de modelos y diagramas, permiten 
tomar la información suministrada por los interesados 
y representarla efectivamente. Sin embargo, debido 
a la multiplicidad de modelos y diagramas que utili-
zan estos lenguajes, su interpretación en conjunto es 
compleja. Por lo tanto, la unificación de los concep-
tos generales que fundamentan este tipo de lenguajes 
permite aproximar los diagramas y modelos a los ana-
listas, con el fin de ayudarles en la toma de decisión 
sobre cuál lenguaje utilizar en el momento de modelar 
un sistema. De igual manera, es importante lograr el 
consenso de la comunidad de Ingeniería de Software 
alrededor de un vocabulario común en estos temas.
Para dar solución a estos problemas, existen diferentes 
aproximaciones tales como MOF, una especificación 
que representa la estructura de UML [2, 3]. De igual 
manera, existen ontologías, como la de Genilloud y 
Frank [8] y la de Milton y Kazmierczak [9], cuyos al-
cances son puntuales y tratan de dirimir esta comple-
jidad, pero sin un cubrimiento general.
En este artículo se propone el diseño e implementa-
ción de una ontología (empleando una metodología 
creada en la Universidad de Stanford), a partir de la 
evaluación de los conceptos y relaciones propios de 
los lenguajes de modelado gráfico. Para la identifica-
ción de las relaciones y equivalencias entre sus diagra-
mas y modelos, se delimita el alcance a tres de estos 
lenguajes: UML, SysML y WebML. La similitud entre 
los diagramas propios de cada lenguaje permite esta-
blecer equivalencias y posibles relaciones entre ellos.
La estructura de este artículo es la siguiente: en la sec-
ción “Los lenguajes de modelado gráfico”, se descri-
be el campo de acción y los conceptos involucrados 
con la ontología a desarrollar; en la sección “Métodos 
utilizados para representar lenguajes de modelado 
gráfico”, se revisan los trabajos existentes en cuan-
to a ontologías para lenguajes de modelado gráfico 
y se establece un punto de vista crítico de ellas; en 
la sección “Diseño e implementación de una ontolo-
gía para lenguajes de modelado gráfico”, se describe 
la metodología utilizada para el diseño y elaboración 
de la ontología propuesta; las secciones finales son 
“Resultados” y “Conclusiones y trabajo futuro”. 
L O S  L E N G U A J E S  D E  M O D E L A D O  G R Á F I C O
En la ingeniería de software, un soporte para los gru-
pos de desarrollo es la utilización de herramientas 
que permitan describir y comunicar, de forma estan-
darizada y consistente, el sistema al cual se pretende 
llegar. Para ello, se utilizan los lenguajes de modelado, 
que son lenguajes artificiales usados para expresar in-
formación o conocimiento en una estructura definida 
por un conjunto de reglas consistentes [10]. Estos ti-
pos de lenguajes se clasifican en dos: lenguajes de mo-
delado textual y lenguajes de modelado gráfico. Estos 
últimos se refieren a un conjunto de símbolos gráfi-
cos y reglas, utilizados para transmitir la información 
al usuario a través de diagramas [11]. Los LMG son el 
objeto de estudio y análisis del presente artículo.
Cada uno de los LMG cuenta con una serie de mo-
delos y diagramas para representar un sistema. Un 
modelo contiene los métodos o procesos asociados a 
los lenguajes de modelado, que describen un sistema 
a través de diferentes tipos de diagramas [12]. Estas 
descripciones se presentan de forma visual. UML [2, 
3], SysML [4, 5] y WebML [6, 7] presentan los mode-














y de interacción. A su vez, cada modelo se compo-
ne de varios diagramas para representar un sistema a 
partir de sus características particulares.
U M L
El Unified Modeling Language es un lenguaje estándar 
para modelar la estructura y el comportamiento de 
una aplicación. Además, modela procesos de negocio 
y estructuras de datos, con el objetivo de visualizarlos, 
especificarlos, construirlos y documentarlos [2, 3]. 
Los diagramas de UML se dividen en tres categorías: 
estructura (clases, componentes, estructura compues-
ta, despliegue, objetos y paquetes), comportamiento 
(actividades, casos de uso y máquina de estados) e 
interacción, un subgrupo de los de comportamien-
to (secuencias, comunicación, vista de interacción y 
tiempos). Se considera este lenguaje como el estándar 
de facto para modelar aplicaciones de software orien-
tadas a objetos [3].
S y s M L
El System Modeling Lenguage es un lenguaje de modela-
do basado en UML y sirve para especificar, analizar, 
diseñar y verificar sistemas complejos, que pueden 
incluir hardware y software [4,5]. Este lenguaje utili-
za fundamentos semánticos que le permiten modelar 
requisitos, comportamiento, estructura y parámetros 
de un sistema. Comparando SysML 1.0 con UML 2.0, 
se aprecia que SysML presenta tres diagramas nue-
vos: Requirements, Parametrics y Allocation. Los diagra-
mas de actividades y de bloque, ya existentes en UML 
2.0, se reutilizan y extienden en SysML. Además, los 
diagramas de máquinas de estado, interacciones y ca-
sos de uso se reutilizan sin modificaciones en SysML 
[4]. SysML se diferencia de UML porque contiene ex-
tensiones y diagramas adicionales, que involucran el 
software y el hardware.
W e b M L
El Web Modeling Language apoya las actividades de di-
seño de sitios Web a través de conceptos, gráficos, 
formalismos, especificaciones y diseño de procesos, 
soportados por herramientas de diseño visual [6,7]. 
WebML posee cuatro tipos de modelos: estructural, 
que es similar al diagrama de clases de UML; de hiper-
texto, que se divide a su vez en composición y navega-
ción; de presentación, que es el único textual pues se 
presenta en forma de sentencias en XML (Extensible 
Markup Language); y de navegación.
M É T O D O S  U T I L I Z A D O S  P A R A  R E P R E S E N T A R 
L E N G U A J E S  D E  M O D E L A D O  G R Á F I C O
Las técnicas propuestas para definir las características 
de los lenguajes de modelado gráfico estudian inde-
pendientemente cada uno de ellos, con el propósito 
satisfacer necesidades específicas. En la revisión de la 
literatura no se encontró una técnica que hiciera posi-
ble el estudio unificado de varios lenguajes de modela-
do gráfico, para encontrar equivalencias y diferencias.
Entre las técnicas encontradas está la especificación 
MOF (Meta-Object Facility), descrita en [13]. MOF re-
presenta, mediante clases, relaciones, tipos de datos y 
paquetes, la descripción del lenguaje UML [2,3]. Los 
metamodelos instanciados de MOF se emplean para 
definir cuáles deben ser los componentes utilizados 
en cada diagrama de UML y cómo debe ser la forma 
de relacionarlos. Esto garantiza la consistencia y com-
patibilidad con los servicios necesarios para transpor-
tar los diagramas resultantes de una herramienta de 
diagramación a otra. Aunque MOF es útil para la de-
finición del metamodelo de UML (y podría ser útil 
para definir otros lenguajes de modelado), no facilita 
la comparación entre ellos. Por lo tanto, aunque ayu-
da en la correcta construcción de los diagramas para 
modelar los requisitos, no contribuye en la selección 
adecuada del lenguaje de modelado.
Otra técnica consiste en describir la estructura de un 
lenguaje de modelado a través de ontologías, las cua-
les representan el conocimiento mediante conceptos, 
relaciones, funciones, instancias y axiomas, como se 
expresa en [14]. Sin embargo, allí sólo se reconoce la 
importancia de las ontologías en este contexto, pero 
no se propone la estructura de una ontología particu-
20 lar que posibilite la comparación entre los lenguajes 
de modelado gráfico.
La ontología Chisholm [9] se utiliza para el análisis con-
ceptual de los lenguajes de modelado de datos. Esta 
ontología conforma una teoría unificadora de estos 
modelos, porque incluye los diagramas: entidad-rela-
ción, de datos funcionales, de datos semánticos y la 
técnica de modelado de objetos. Empero, esta ontolo-
gía no contempla la totalidad de las características de 
los LMG, pues se orienta casi de manera exclusiva a 
los datos, asociados con modelos de tipo estructural.
Por otro lado, en [8] se utiliza el modelo de refe-
rencia RM-ODP (Reference Model for Open Distributed 
Processing) como una ontología de UML, la cual plan-
tea un vocabulario y un marco semántico común a 
todos los usuarios de este lenguaje de modelado. El 
problema identificado en [8] consiste en que el están-
dar de UML confunde a los usuarios, debido a que 
utiliza varias definiciones para un mismo concepto y 
responde a este problema de ambigüedad de vocabu-
lario de manera parcial. Además, sólo contempla la 
definición de un vocabulario común para UML, seg-
mentando de esta manera los demás LMG.
En la Tabla 1 se presenta un cuadro comparativo en 
el que se establecen aspectos positivos y negativos de 
los diversos métodos utilizados para la definición de 
lenguajes de modelado gráfico.
M é t o d o s  p a r a  l a  d e f i n i c i ó n  d e  l o s 
L M G A s p e c t o s  p o s i t i v o s A s p e c t o s  n e g a t i v o s
Especificación MOF
Captura la diversidad del estándar de modelado para 
integrar diferentes tipos de modelos y metadatos, 
e intercambiarlos entre diferentes herramientas. 
Permite definir lenguajes de modelado a partir de 
metamodelos.
Permite definir un lenguaje de 
modelado (UML), mas no permite la 
comparación entre varios lenguajes de 
modelado.
Ontología Chisholm
Tiene la potencia necesaria para ser una teoría 
unificadora de los modelos de datos y crea una 
ontología de lenguaje de modelado de datos. 
Asimismo, disminuye la heterogeneidad semántica de 
los modelos de datos.
Sólo se utiliza para los lenguajes de 
modelado de datos.
Ontología RM-ODP
Propone una ontología que disminuye la 
heterogeneidad semántica para el vocabulario de 
UML.
Sólo se presenta para UML. La 
solución no cubre la totalidad de los 
LMG. No se describe cómo utilizar la 
RM-ODP como una ontología.
D I S E Ñ O  E  I M P L E M E N T A C I Ó N  D E  U N A 
O N T O L O G Í A  P A R A  L E N G U A J E S  D E 
M O D E L A D O  G R Á F I C O
A partir del análisis de los métodos en la sección 
“Métodos utilizados para representar lenguajes de 
modelado gráfico” y teniendo en cuenta sus aspectos 
negativos, los cuales se compendian en la Tabla 1, se 
propone una ontología para superar estas limitacio-
nes que, a la vez, sirva como soporte importante para 
que los grupos de desarrollo puedan elegir el lenguaje 
de modelado gráfico que más se adapte al producto 
que están elaborando.
Para evitar la omisión de conceptos importantes, la 
ontología utiliza un conjunto de información relacio-
nada con los lenguajes de modelado gráfico UML, 
SysML y WebML, tres de los más representativos 
en la actualidad. Esta información se estructura de 
acuerdo con la composición de los lenguajes de mo-
delado gráfico, con el fin de determinar equivalencias 
entre ellos.
El proceso de estructuración de la información aso-
ciada a cada uno de los LMG se realizó a través de 
una serie de pasos, que van desde la formulación de 
preguntas de competencia hasta la definición del ma-
nejo y utilización de los conceptos asociados a la com-
posición de cada diagrama perteneciente a los LMG. 
Estos pasos forman parte de la metodología defini-














da por Noy y McGuinness [15] de la Universidad de 
Stanford. Para la implementación de la ontología, se 
seleccionó la herramienta Protégé® de la misma uni-
versidad [16].
En la metodología empleada, un paso importante 
es la elaboración de las preguntas de competencia, 
útiles para determinar el alcance de la ontología. En 
esta etapa, se definieron 35, tales como: ¿Qué mo-
delos componen un lenguaje de modelado gráfico? 
¿Qué diagramas constituyen un modelo de compor-
tamiento? ¿Qué componentes tiene un diagrama de 
casos de uso? ¿Qué componentes son comunes al 
diagrama de clases y al diagrama de objetos de UML? 
¿En qué diagramas se presenta la relación de heren-
cia? En la definición de estas preguntas se contó 
con la información de veinte proyectos correspon-
dientes a la línea de profundización en Ingeniería de 
Software de la Universidad Nacional de Colombia, 
sede Medellín. Éstas son algunas de las que pueden 
surgir en las diferentes fases del ciclo de vida de una 
aplicación de software, en las cuales se emplean los 
diferentes modelos, diagramas y componentes de los 
lenguajes de modelado gráfico. Además, sirven para 
definir el alcance de la ontología y orientan la selec-
ción del conjunto de términos que se van a utilizar 
en ella.
Una vez identificados los términos que hacen parte de 
la ontología, se procede a definir la jerarquía de clases, 
mediante la cual se identifica la dependencia de los 
términos asociados a los lenguajes de modelado grá-
fico, a partir de las relaciones que se pueden deducir 
de la sintaxis de tales lenguajes. Como consecuencia 
del estudio de los términos y las relaciones entre ellos, 
resultaron tres clases: Componente, Modelo y Diagrama, 
las cuales cubren los conceptos representativos de los 
lenguajes de modelado gráfico y se consideraron sufi-
cientes para caracterizarlos. La clase Componente tiene, 
a su vez, dos subclases: Elemento y Relación. De igual 
manera, la clase Modelo posee las subclases Modelo de 
Estructura y Modelo de Comportamiento, que a su vez se 
divide en: Modelo de Interacción y Modelo de Hipertexto. 
Esta estructura inicial se presenta en la Figura 1, 
elaborada a partir de la ontología implementada en 
Protégé®.
Definidas las clases y subclases, se asignan las propie-
dades o slots correspondientes a cada una de éstas y 
se consideran las relaciones de generalización que se 
puedan aprovechar. Se definió la propiedad Nombre, 
común para todas las clases y subclases, que se utili-
za como etiqueta para identificar todas las instancias 
de las mismas. Además de esa propiedad, se asignan 
otras propiedades específicas a cada clase. Así, a la cla-
se Componente se asocia la propiedad NombreDiagrama 
para relacionar las instancias de ésta con las instancias 
de la clase Diagrama; a la clase Modelo, se le asigna la 
propiedad Lenguaje para que sus instancias se relacio-
nen con las de la clase Lenguaje de Modelado Gráfico; fi-
nalmente, a la clase Diagrama se asocian las propieda-
des NombreComponente, Lenguaje y NombreModelo para, 
de forma similar a los casos anteriores, relacionar sus 
instancias con las de las clases Componente, Lenguaje de 
Modelado Gráfico y Modelo respectivamente. A manera 
de ejemplo, la Figura 2 muestra los slots asociados a 
la clase Diagrama.
Con el propósito de crear relaciones diferentes a las 
de la jerarquía entre clases, se definen los slots de tipo 
“instance of ”. Así, por ejemplo, para la clase Diagrama 
se definió el slot Lenguaje de tipo instancia de la clase 
Lenguaje de modelado gráfico y de cardinalidad múltiple 
(para expresar que uno o varios LMG pueden defi-
Figura 1. Jerarquía de clases para la ontología propuesta para los 
lenguajes de modelado grá co.
22 nir un diagrama). Por ejemplo, el diagrama “Casos de 
uso” se define tanto para UML como para SysML. De 
la misma manera, se definieron los slots NombreModelo 
y NombreComponente de tipo instancia de las clases 
Modelo y Componente, respectivamente. De esta ma-
nera, se expresa que un diagrama se puede asociar 
a uno o varios modelos. Por ejemplo, el diagrama 
de colaboración o comunicación se asocia tanto al 
modelo de interacción como al de comportamiento. 
También, se expresa que un diagrama puede tener una 
o varias componentes. Por ejemplo, el diagrama de 
Actividades de UML posee, entre sus componentes, 
las siguientes: actor, relación include, relación extend, 
etc. Ésta es la forma en que se pueden definir equiva-
lencias estructurales entre los diferentes lenguajes de 
modelado gráfico.
En el caso de la ontología propuesta para los LMG, se 
definieron en total 114 instancias, que corresponden 
a los componentes (relaciones y elementos), diagra-
mas y modelos asociados a UML, WebML y SysML. 
A cada clase se le crearon sus respectivas instancias y, 
además, se crearon relaciones con instancias de otras 
clases. Por ejemplo, en la Figura 3 se observa cómo se 
relacionan las instancias de la clase Elemento con las 
de la clase Diagrama, para expresar que un elemento 
como Actor está presente en los diagramas de Secuencias, 
de Estructura compuesta y de Casos de Uso.
R E S U L T A D O S
La metodología empleada para el diseño e implemen-
tación de la ontología para LMG, exige que se valide 
dicho diseño, al verificar que la ontología sí responda 
a las preguntas de competencia que se definieron ini-
cialmente. Se definieron 35 consultas (queries), a las 
cuales la ontología respondió de manera satisfactoria 
Figura 2. Propiedades asociadas a la clase Diagrama.














y entregó los resultados esperados. Tres analistas ex-
pertos revisaron los resultados y concluyeron que las 
respuestas eran las adecuadas para las preguntas de 
competencia planteadas. De esta manera, se verificó 
el cumplimiento del objetivo inicial propuesto: elabo-
rar una ontología que constituya una herramienta de 
selección de LGM orientada a los grupos de desarro-
llo de aplicaciones de software. Esta ontología logra 
un cubrimiento amplio del vocabulario relativo a di-
chos lenguajes. En esta sección se presentan algunas 
queries (escritas en Protégé®) correspondientes a las 
preguntas de competencia y se muestran las respues-
tas que arrojó la ontología diseñada e implementada.
Query 1: ¿Qué componentes tiene un diagrama de ca-
sos de uso en UML?
En Protégé®, la expresión para esta consulta es: 
Clase = Componente, Slot = Diagrama y Contains = 
Diagrama de Casos de uso. La Figura 4 muestra el 
resultado bajo el título Search Results.
Query 2: ¿Qué diagramas hacen parte del modelo de 
estructura?
En Protégé®, la expresión para esta consulta es: Clase 
= Diagrama, Slot = Modelo, y Contains = Modelo de 
Estructura. La respuesta se muestra en la Figura 5.
Query 3: ¿Qué diagramas son equivalentes (están pre-
sentes y tienen el mismo comportamiento y estructu-
ra) en los lenguajes de modelado SysML y UML?
En Protégé®, la expresión para esta consulta es: Clase 
= Diagrama, Slot = Lenguaje y Contains = SysML, And 
Clase = Diagrama, Slot = Lenguaje y Contains = UML. 
La Figura 6 muestra el resultado de esta consulta. 
Este tipo de consultas permite resolver y definir equi-
valencias entre los lenguajes de modelado.
Figura 4. Resultado de la consulta 1.
Figura 5. Resultado de la consulta 2.
Figura 6. Resultado de la consulta 3.
24 C O N C L U S I O N E S  Y  T R A B A J O  F U T U R O 
En este artículo se propuso el diseño y la implementa-
ción en Protégé® de una ontología sobre lenguajes de 
modelado gráfico, con el propósito de permitir a los 
grupos de desarrollo de software conocer, compren-
der, estructurar, identificar y obtener equivalencias 
sobre este tipo de lenguajes. La ontología propuesta 
puede determinar, por ejemplo, cuáles son los diagra-
mas comunes y cuáles los modelos utilizados en di-
ferentes tipos de lenguaje. Para la construcción de la 
ontología, se seleccionaron las características de tres 
de los lenguajes de modelado gráfico más representa-
tivos: UML, SysML y WebML.
La ontología construida constituye una herramienta 
útil en la comprensión y análisis de diagramas de los 
LMG y, a su vez, sirve de soporte en la toma de deci-
siones por parte de los grupos de desarrollo acerca de 
qué lenguaje utilizar, dadas las características de los 
diagramas que hacen parte de su sintaxis.
La ontología propuesta es dinámica y evolutiva, es de-
cir, se puede fácilmente extender con otros lenguajes 
de modelado gráfico y se puede actualizar a medida 
que las versiones de los LMG aparezcan. 
Cada lenguaje de modelado tiene una serie de caracte-
rísticas que lo hacen independiente de otros. Esas ca-
racterísticas incluyen algunos diagramas y/o modelos 
que suprimen o complementan otros. No obstante, 
en cualquier caso, su composición se orienta a contar 
con una parte estructural, una parte de interacción y 
otra de comportamiento, que hacen posible la organi-
zación de la información, de tal forma que pueda ser 
viable una comparación entre los diferentes lenguajes 
y la identificación de sus posibles relaciones.
Como trabajo futuro, y gracias a que la estructura de 
la ontología propuesta es flexible, se propone incre-
mentar la base de conocimientos de la ontología, in-
cluyendo otros lenguajes de modelado gráfico. 
De igual manera, se pretende seguir con la descrip-
ción de cada una de las instancias representadas en 
la ontología, de acuerdo a la evolución (versiones) de 
cada uno de estos lenguajes.
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