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I. INTRODUCTION  
A. OVERVIEW  
Handheld devices have evolved significantly from mere simple organizers 
to more powerful handheld computers that are capable of network connectivity, 
giving it the ability to send e-mail, browse the World Wide Web, and query 
remote databases.  However, handheld devices, because of its design 
philosophy, are limited in terms of size, memory, and processing power 
compared to desktop computers.   
This thesis investigates the use of Data Flow Query Language (DFQL) in 
querying local and remote databases from a handheld device.  Creating 
Standard Query Language (SQL) queries can be a complex undertaking; and 
trying to create one on a handheld device with a small screen only adds to its 
complexity.  However, by using DFQL, the user can submit queries with an easy 
to use graphical user interface.   
Although handheld devices are currently more powerful than earlier PCs, 
they still require applications with a small footprint, which is a limiting factor for 
software developed. This thesis will also investigate the best division of labor 
between handheld device and remote servers.  
 
B. HANDHELD DEVICES 
Handheld devices are small wireless electronic devices that are capable of 
sending, receiving, storing, and displaying data.  Cell phones, Personal Digital 
Assistants (PDAs), and Blackberrys™ are some examples of handheld devices.  
These devices are miniaturized versions of desktop computers.   
Applications that are developed for desktop computers are finding their 
ways into handheld devices.  Cell phones are now capable of surfing the web.  
Blackberry™ devices are capable of sending, receiving corporate e-mails, and 
viewing attached documents.  PDAs have office applications that are similar to 
2 
desktop computers that are capable of reading documents, spreadsheets, and 
databases. 
However, all handheld devices continue to have cramped and 
inconvenient inputting keys.  Cell phones have tedious multifunction keys and 
navigational buttons, PDAs have touch pens and Software Input Panels, and 
Blackberrys™ have scrolling wheels and built-in keyboard, but none can compete 
with the ease and speed of using a standard keyboard and mouse. 
 
C. DATABASES 
Database applications are excellent candidates for mobile applications.  
With a few inputs, a user is capable of retrieving huge amounts of data.  With a 
few taps, returned data can come as either a one line short text or large amounts 
displayed in a table.  The ideal mobile application would be for users to access 
data with the least amount of user input. 
However, underneath any relational database application is the SQL 
language.  SQL is a text based query language that was invented by IBM™, and 
is the most widely used query language for relational databases [Ref.1:p.324] 
In addition to being text based, SQL statements can become complex.  
Part of the problem is its declarative nature.  All the conditions that a query result 
must meet are specified in a single statement, rather than in a sequence of 
statements.  This problem is made worse when complex queries involve 
universal quantification due to its negative logic implementation in SQL.  
Universal quantification is supported only indirectly in SQL.  Not making it any 
easier, the logical meaning of universal quantification is not completely intuitive.  
Especially to persons who are not experienced in the use of predicate logic, this 
idea of indirect support adds only to its complexity[Ref. 2]. 
SQL has other problems.  For example, SQL is a mixture of both relational 
algebra and calculus with some other ideas thrown in as well.  However, due to 
this mixture, SQL is a strict implementation of neither relational algebra nor 
calculus.  Additionally, SQL lacks orthogonality.  This means that there is a 
3 
relatively small set of primitives that can be combined in a relatively small 
number of ways to build the control and data structure of the language.  It 
increases the number of special rules that must be memorized by the user, 
decreases the readability and writability of the language, and in general the 
usability of the language[Ref. 2].  
It is because of the difficulties of SQL that DFQL was created.  DFQL was 
first introduced by Gard J. Clark, C. Thomas Wu, Naval Postgraduate School, 
Department of Computer Science in September 1991.  Experiments were made 
to determine whether DFQL made a significant difference in creating queries.  
Clark concluded that DFQL produced a significantly higher percentage of correct 
answers on the more difficult queries[Ref. 2]. 
DFQL is a great candidate for a handheld application.  It is a database 
application that will require minimal user input and yet capable of accessing large 
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II. DATA FLOW QUERY LANGUAGE 
A. DESCRIPTION 
DFQL is a visual relational algebra to be used for the manipulation of 
relational databases.  It provides the user with a simple yet powerful tool to 
implement database queries at all levels of complexity [Ref. 2].  
Visually, DFQL is a compilation of DFQL operator icons connected with 
each other.  Each operator icon represents a function with parameters and 
returns, called input and output nodes respectively.  A user constructs a DFQL 
query by choosing which operators to use, and then connects them using the 
input and output nodes.  As a constraint, there is a one to many relationship 
between output and input nodes.  For example, an output node can connect to 
many inputs while an input node can only connect to one output node (see figure 
19).   
Input nodes can either receive a Relation or Criteria.  Relations can either 
be a based relation (i.e. Table operator) or a derived relation (i.e., Basic or 




All DFQL operators appear alike. Operators have a rectangular shape with 
several nodes.   All operators will have a body, output node, move node, delete 
node, and centered descriptive text.  However, some operators will either have 
no input nodes or 2 to 4 input nodes.  Operators representing a Table or Criteria 
will have no input nodes.  While operators with input nodes, ranging from 2 to 4, 
are considered DFQL operators.   
Nodes are color coded.  This helps the user distinguish what the nodes 
represent.  The output node is dark blue.  Input nodes can either be green or red.  
Green input node means it will accept a Relation.  Red on the other hand means 
it will accept a Criteria operator.  Move nodes are color blue, and delete nodes 
are color black. 
Discriptive text found in the center of an operator either displays the type 
of operator or captured user input data.  For example, Table and Criteria 
operators will display type but will display user created data when available.  
Other operators will just display operator type (e.g., Select, Project, Intersect). 
 
Figure 1.   DFQL Operator Map 
 
Different from other implementations of DFQL is the absence of a display 
operator.  Display operators had no output nodes and were used as terminators 
to display results.  For this implementation, rather than a display operator, a user 
can just tap on an output node and the Results page will automatically appear to 
display the result. 
Operators with input nodes are DFQL operators, There are two types of 
DFQL operators.  They are the Basic and Advanced operators. 
 
1. Basic 
Basic operators are derived from the requirements for relational 
completeness. A query language that is complete has the expressive power of 
first-order predicate calculus.  The requirements for relational completeness are 
the following:  selection, projection, union, difference, and Cartesian product 
(join).  One Basic operator added but not required for completeness is group 
count.  Group count is a form of grouping or aggregation. 
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Table 1.   DFQL Basic Operators 
DFQL Operator SQL Equivalent 
 
SELECT 




SELECT DISTINCT red input FROM green input 
 
JOIN 
SELECT DISTINCT * FROM green input 1, green 
input 2 WHERE red input 
 
UNION 
SELECT DISTINCT * FROM green input 1 UNION 
SELECT DISTINCT * FROM green input 2 
 
DIFFERENCE 
SELECT DISTINCT * FROM green input 1 MINUS 
SELECT DISTINCT * FROM green input 2 
 
GROUP COUNT 
SELECT DISTINCT red input 1 COUNT (*) red input 






Other built-in operators where also introduced by Gard J. Clark.  Even 
though the basic operators are already relationally complete, creating other built-
in operators helps to reduce the overhead required when just using Basic 
operators to interpret the query.  For example, one operator introduced is the 
intersect operator.  Relational intersection can be defined in terms of union and 
diff R1∩R2≡(R1∪R2)-((R1-R2)∪(R2-R1)).  Rather than create the query in terms of 
union and diff, we can take advantage of Database Management System 
(DBMS) built in functions [Ref. 2].  Many DBMS’s provide a specific intersect 
operator and it would be wise to create one for DFQL. 
 
Table 2.   Advanced DFQL Operators 
DFQL Operator SQL Equivalent 
 
EQJOIN 
SELECT DISTINCT * FROM green input 1, green 
input 2 WHERE red input 
 
GROUP ALL SATISFY 
SELECT DISTINCT red input 1 FROM green input 
WHERE red input 2 GROUP BY red input 1 
 
GROUP N SATISFY 
SELECT DISTINCT red input 1 FROM green input 
WHERE red input 2 GROUP BY red input 1 HAVING 
COUNT(*) red input 3 
 
INTERSECT 
SELECT DISTINCT red input FROM green input 1 
WHERE red input IN (SELECT red input FROM 
green input 2) 
8 
 GROUP MINIMUM 
SELECT DISTINCT red input 1, MIN (red input 2) as 




SELECT DISTINCT red input 1, MAX (red input 2) as 




SELECT DISTINCT red input 1, AVG (red input 2) as 
AVG_RED input 2 FROM green input GROUP BY 
red input 1 
 
C. 
 have data in them, the user taps on an 
output node to display the result. 
QUERY CONSTRUCTION 
When creating a DFQL query, the user must first connect to a database.  
In order to do this, the user taps on the connect menu and chooses either a local 
or remote database.  Once the user connects to at least one database, the user 
chooses from a list of operators and taps on the screen to choose the location of 
the operator to be created and displayed.  The user is required to make sure that 
all input nodes are terminated by either a Relation, or Criteria operator.   In order 
to connect an input node to an output node, the user taps on the input node and 
then taps on the body of another operator.  This creates a line connecting input 
and output node together.  When an operator needs to be relocated, the user 
taps and holds on the move node.  The user then drags and releases the 
operator to its new location.  When an operator needs to be deleted, the user just 
taps on the delete node and the operator disappears.  When all input nodes are 





m has a tree view 
of the different databases that the application is connected to. 
1. Table Operator 
The user chooses the Table operator from the Operators submenu and 
then taps on the screen for the Table operator to appear.  In order to activate the 
Table operator and connect to a table in a database, the user taps the body of 
the operator which makes a Table form appear.  The Table for
 
Figure 2.   Table Operator 
 
 




user taps the body of the operator which makes a 
Criteria Criteria form has a tree view to help the user create 
criteria for the operator.  When the user clicks on a node the text automatically 
fills the text box with the node tapped.  This helps minimize text entry. 
2. Criteria Operator 
The user chooses the Criteria operator from the Operators submenu and 
then taps on the screen for the Criteria operator to appear.  In order to activate 
the Criteria operator, the 
 form appear.  The 
 
Figure 4.   Criteria Operator 
 




n while the other accepts a Criteria.  
The user connects the input node by tapping on an input node and then the body 
of another operator.  Th ut node to an output 
node of another operator. 
3. Select DFQL Operator 
The user chooses the Select operator from the Basic operators submenu 
and then taps on the screen for the Select operator to appear.  Select operators 
have two input nodes.  One accepts a Relatio
is creates a line that connects the inp
 
 
Figure 6.   Select DFQL Operator query 
 
The SQL translation of the DFQL query above is:  SELECT * FROM 




4. Project DFQL Operator 
The user chooses the Project operator from the Basic Operators submenu 
and then taps on the screen for the Project operator to appear.  Project 
Operators have two input nodes.  One accepts a Relation while the other accepts 
a Criteria.  The user connects the input node by tapping on an input node and 
then the body of another operator.  This creates a line that connects the input 
node to an output node of another operator. 
 
 
Figure 7.   Project DFQL Operator 
 




5. Join DFQL Operator 
14 
ode of another operator. 
The user chooses the Join operator from the Basic operators submenu 
and then taps on the screen for the Join operator to appear.  Join operators have 
three input nodes.  Two input nodes accepts a Relation.  The other input accepts 
a Criteria.  The user connects the input node by tapping on an input node and 
then the body of another operator.  This creates a line that connects the input 
node to an output n
 
 
Figure 8.   Join DFQL Operator 
 
The SQL translation of the DFQL query above is: SELECT DISTINCT * 
FROM Instructor, Course where Instructor.INO=Course.INO. 
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6. Union DFQL Operator 
The user chooses the Union operator from the Basic operators submenu 
and then taps on the screen for the Union operator to appear.  Union operators 
have two input nodes.  Both input nodes accepts a Relation.  The user connects 
the input node by tapping on an input node and then the body of another 




Figure 9.   Union DFQL Operator 
 
The SQL translation of the DFQL query above is: SELECT DISTINCT 




7. Diff DFQL Operator 
The user choose rators submenu and 
then taps on the screen for the Diff operator to appear.  Diff operators have three 
input n
 input node and then 
the body of another operator.  This creates a line that connects the input node to 
an output node of another operator. 
s the Diff operator from the Basic ope
odes.  Two input nodes accept a Relation.  The other input node accepts a 
Criteria.  The user connects the input node by tapping on the
 
Figure 10.   Diff DFQL Operator 
 
The SQL translation of DFQL query above is: SELECT DISTINCT ino 
FROM Instructor WHERE ino NOT IN (SELECT DISTINCT ino FROM COURSE. 
 
 
8. GrpCnt DFQL Operator 
The user chooses the GrpCnt operator from the Basic operators submenu 
and then taps on the screen for the GrpCnt operator to appear.  GrpCnt 
operators have three input nodes.  One input node accepts a Relation.  The other 
two input nodes accepts Criterias.  The user connects the input node by tapping 
on an input node and then the body of another operator.  This creates a line that 
connects the input node to an output node of another operator. 
 
Figure 11.   GrpCnt DFQL Operator 
 
The SQL translation of the DFQL query above is: SELECT DISTINTCT 
gender COUNT(*) total FROM Student GROUP BY gender. 
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9. EqJoin DFQL Operator 
The user chooses the EqJoin operator from the Advanced operators 
submenu and then taps on the screen for the EqJoin operator to appear.  EqJoin 
operators have three input nodes.  Two input nodes accepts Relations.  The 
other input node accepts a Criteria.  The user connects the input node by tapping 
on an input node and then the body of another operator.  This creates a line that 
connects the input node to an output node of another operator. 
 
Figure 12.   EqJoin DFQL Operator 
 
The SQL translation of the DFQL query above is:  SELECT DISTINICT * 
FROM Student, Enroll WHERE Student.SNO = Enroll.Esno. 
18 
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 10. GrpAllSat DFQL Operator
The user chooses the GrpAllSat operator from the Advanced operators 
submenu and then taps on the screen for the GrpAllSat operator to appear.  
GrpAllSat operators have three input nodes.  One input node accepts a Relation.  
The other two input nodes accepts Criterias.  The user connects the input node 
by tapping on an input node and then the body of another operator.  This creates 
a line that connects the input node to an output node of another operator. 
 
Figure 13.   GrpAllSat DFQL Operator 
 
The SQL translation of the DFQL query above is: SELECT DISTINCT 
Ecno, Esno FROM Enroll WHERE grade>’a’ GROUP BY Ecno, Esno. 
11. GrpNSat DFQL Operator 
20 
. 
The user chooses the GrpNSat operator from the Advanced operators 
submenu and then taps on the screen for the GrpNSat operator to appear.  
GrpNSat operators have four input nodes.  One input node accepts a Relation.  
The other three input nodes accept Criterias.  The user connects the input node 
by tapping on an input node and then the body of another operator.  This creates 
a line that connects the input node to an output node of another operator
 
Figure 14.   GrpNSat DFQL Operator 
 
The SQL translation of the DFQL query above is: SELECT DISTINCT 
Ecno, Esno FROM Enroll WHERE grade > ‘a’ GROUP BY Ecno, Esno HAVING 
COUNT (*) < 2. 
21 
 12. Intersect DFQL Operator
The user chooses the Intersect Operator from the Advanced Operators 
submenu and then taps on the screen for the Intersect Operator to appear.  
Intersect Operators have three input nodes.  Two input nodes accepts a Relation.  
The other input node accepts Criteria.  The user connects the input node by 
tapping on an input node and then the body of another operator.  This creates a 
line that connects the input node to an output node of another operator. 
 
Figure 15.   Intersect DFQL Operator 
 
The SQL translation of the DFQL query above is: SELECT DISTINCT ino 
FROM Instructor WHERE ino IN (SELECT ino FROM Course). 
13. GrpMin DFQL Operator 
The user chooses the GrpMin operator from the Advanced operators 
submenu and then taps on the screen for the GrpMin operator to appear.  
GrpMin operators have three input nodes.  One input node accepts a Relation.  
The other two input nodes accept Criterias.  The user connects the input node by 
tapping on an input node and then the body of another operator.  This creates a 
line that connects the input node to an output node of another operator. 
 
Figure 16.   GrpMin DFQL Operator 
 
The SQL translation of the DFQL query above is: SELECT DISTINCT 
gender MIN (Student.Age) FROM Student GROUP BY gender 
22 
14. GrpMax DFQL Operator 
The user chooses the GrpMax operator from the Advanced operators 
submenu and then taps on the screen for the GrpMax operator to appear.  
GrpMax operators have three input nodes.  One input node accepts a Relation.  
The other two input nodes accept Criterias.  The user connects the input node by 
tapping on an input node and then the body of another operator.  This creates a 
line that connects the input node to an output node of another operator. 
 
Figure 17.   GrpMax DFQL Operator 
 
The SQL translation of the DFQL query above is: SELECT DISTINCT 
gender MAX (Student.Age) FROM Student GROUP BY gender 
23 
15. GrpAvg DFQL Operator 
24 
ps on the screen for the GrpAvg operator to appear.  
GrpAv .  
The two other input nodes accept Criterias.  The user connects the input node by 
tapping on an input node 
The user chooses the GrpAvg operator from the Advanced operators 
submenu and then ta
g operators have three input nodes.  One input node accepts a Relation
and then the body of another operator.  This creates a 
line that connects the input node to an output node of another operator. 
 
Figure 18.   GrpAvg DFQL Operator 
 
The SQL translation of the DFQL query above is: SELECT DISTINCT 
gender AVG (Student.Age) FROM Student GROUP BY gender 
25 
6. Incremental Queries 
elow is an example of a complex query created using both SQL and 
DFQL for comparison. 
nglish Query: Names of students that received A’s on all courses taken. 
QL: SELECT sname FROM student WHERE sno IN (SELECT esno 
FROM enroll WHERE grade=’a’ AND esno NOT IN (SELECT esno FROM enroll 






































As discussed earlier, cell phones, Blackberrys™, and PDAs are considered 
handheld devices.  These handheld devices were investigated as platforms for 
implemention of the DFQL application.  They were considered because they are 
all capable of network connectivity, a needed feature in order to access remote 
databases.  Another capability these devices posses, is their ability display and 
accept information from user input.  These is done with the use of display screen 
and user input devices.  
1. Cell Phones 
Cell phones have bee  than a decade and have 
evolved tremendouosly.  They’ve evolved from large cell phones the size of a 
shoe b
Implementing the DFQL application, cell phones proved to be too small.  
The screen size does not ha ake it practical for DFQL.  
DFQL is a graphical application where icons and text information needed to be 
viewed  a ser a visual perspective of the 
query.
n in existence for more
ox to small flip phones that can fit in your pocket.  Nowadays, some cell 
phones are Java enabled capable of storing different applications (i.e., games, 
music, photos).  Cell phones are also capable of sending and receiving both e-
mail and SMS messages.  Finally, they can surf the web for online published 
information and file downloads. 
ve enough real estate to m
 in large enough area that gives the u
  Creating a DFQL query on a cell phone where 3 or 4 DFQL icon 
operators would be a challenge to display went against the purpose of its 
creation. 
Another short coming of using the cell phone platform was the availability 
of an easy to use user input device.  Most cell phones use navigational buttons 
that can move a cursor up, down, left, right.  Moving DFQL operators or 
connecting them would require tedious button interaction.   
 
 
Figure 20.   Cell Phone 
 
2. Blackberry™ 
™ ones.  It also has a 
builtin 
nient to relocate DFQL operator icons. 
Blackberry  devices have bigger screens than cell ph
keyboard, which makes text entry easier than with cell phone type 
keypads.  The wheel device on Blackberrys™ are used for scrolling and adds 
more efficiency than navigation buttons on cell phones.  However, it lacks a 
pointing device, which is less conve
 




. Personal Digital Assistant (PDA) 
There are many types of PDAs out in the market.  Nevertheless, majority 
of PDAs are either running Palm™ OS or Windows CE™ that Pocket PC™ runs 
under.  Certain models are capable of 802.11 network connectivity. At the same 
time, all PDAs have on screen keyboards and touch pens.  Touch pens are user 
input devices that can be used much like a mouse.  They can be used to drag 
and drop DFQL operator icons.  They can also be used to click on menus and 
submenus.  Additionally, PDAs also have display screens with enough real 
estate to fit more than 10 DFQL operator icons.  By implementing horizontal and 
vertical scroll bars, the application can fit even more DFQL operator icons.  PDAs 
can either have color or black and white displays.  Therefore, all these features, 
compared to the short comings that other platforms have, make PDAs the ideal 






Figure 22.   PDA 
 
B. PROGRAMMING LANGUAGE 
Previous DFQL development used the Java™ language thus it was 
considered initially.  Java  has the Java 2 Micro Edition (J2ME)™
va™ is its promise of being platform 
independent because of the use of the Java™ Virtual Machine.  Programs 
 ™.  J2ME™ is the 
scaled down version of Java™ 2 and is primarily created for mobile devices and 
other embedded devices [Ref. 7].   
Another attractive feature of Ja
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created using J2ME™ re called MIDlets.  Both the Palm™ and Pocket PC™ have 
their own Mobile Information Development Profile (MIDP) that needs to be 
installed before being able to run MIDlets [Ref.7]. 
An initial application was created for the Palm™ platform for investigating 
its capabilities.  From the initial tests it was discovered that MIDP did not have 
native support for horizontal scroll and grid tables.  Native support for these 
controls would give results of database queries a cleaner look.  Furthermore, the 
graphic support is limited, there is no native tree view class that can be used for 




Figure 23.   Palm™ Query Result 
 
The plan of developing an application that can both run on the Palm™ and 
Pocket PC™ was discarded.  Although possible, the language had minimal native 
support due to the fact that it was created more for mobile cell phones [Ref. 7]. 
Java™ can also be implemented on the Pocket PC™ using Personal Java.  
Neverthess, the Personal Java implementation for the Pocket PC™ has its own 
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short coming
 Sharp (C#™) is similar to Java™ [Ref. 3].  The 
transition from one programming language to another would not be too difficult.  
Microsoft™ has the .NET™ programming interface 
for mobile devices that includes Windows CE™ platforms such as the Pocket 
PC™.  Windo apable graphics engine.  It supports tree view 
class, table g
s.  It has no native support for a tree view class.  Realizing that 
using Java might not be the best option, it was decided to look at other 
programming languages.  C
 Compact Framework, the core 
ws CE™ has a more c
rid, and horizontal scroll [Ref. 6].  It was therefore decided to use 
.NET™ Compact Framework using C#™. 
  
Tree View Horizontal Scroll and Grid 
both the application and the enterprise. 
Figure 24.   Pocket PC™ Supported Controls 
 
C. REMOTE ACCESS IMPLEMENTATION 
1. Options 
There are four ways to access remote databases.  Some are simple and  
require minimal configuration.  While others require installation and configuration 
of other enterprise applications (i.e., web server, database servers) [Ref. 6].  
Adding additional components to the total architecture adds to the complexity of 
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and from a Pocket PC™ device 
is with File R ™
on 
Management data.  In order to transfer database information using ActiveSync, 
the host databas
synchronize with ha c
Howev
any new data updat t always be connected to get the 
most updated da [
a. ActiveSync 
The simplest way to transfer data to 
eplication using ActiveSync.  Pocket PC  connects to a desktop 
computer using a cradle in order to synchronize the Personal Informati
e data is converted to XML files.  Once in XML format, user can 
ndheld devi e and read data. 
er, the mobile device is bound to a specific desktop host for 
es.  Also, mobile device mus
ta Ref. 5]. 
 
Figure 25.   ActiveSync [Ref. 8] 
 
b. Web Service 
XML Web services are distributed software components accessible 
using standard Web
r HTTP.  However, bandwidth can become an 
issue if Web metho
 protocols such as Simple Object Access Protocol (SOAP).  
A Web service comprises one or more Web methods, which a client can invoke 
to perform some application defined function.  Data is returned from the Web 
method as an XML stream ove
ds take or return large amount of data because it tends to 
have a large overhead [Ref. 5]. 
 
Figure 26.   Web Service [Ref. 8] 
 
c. SQL Server CE™
SQL Server CE™ is a compact relational database that runs on 
Windows CE™ devices.  It was first released in 2000 and was already popular 
among Windows CE® developers prior to the appearance of the .NET™ Compact 
Framework.  It is upwardl
The .
ta at the device and have SQL 
Server CE™ track changes 
• Have SQL Server CE™ submit the changed data to the SQL 
Server and receive any exceptions result from failed updates 
on the server 
• Submit SQL statements directly from the .NET Compact 
Framework application to SQL Server database 
y compatible with SQL Server, using compatible data 
types, and it has a small footprint, which is suitable for constrained devices [Ref. 
5 pp 15-16].  It has built-in support for sharing data between a locally stored 
database and a remote SQL Server 2000™ database.  By itself, SQL Server CE™ 
is a single-user database engine.  However, at the same time, it can participate 
in ways to share a central database with other users through the support of the 
server-side database engine, SQL Server 2000™. 
NET™ Compact Framework provides the following four 
capabilities for synchronizing mobile data with a SQL Server 2000™ database: 
• Retrieve data from a SQL Server database into a SQL 
Server CE™ database on a device 
• Add to, remove, or modify da
33 
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The .NET Compact Framework, when combined with Windows 
CE™ and SQL Server, provides two methods for performing data transfer: 
Remote Data Access and Merge Replication. 
(1) SQL Server CE™ with Remote Data Access (RDA)  
RDA provides all four capabilities listed above.  It is Internet based and 
communicates between SQL Server CE™ and SQL Server 2000™ over LANs and 
WANs. 
RDA supplies the functionality necessary for pulling data 
from an enterprise SQL Server 2000 database and loading it into tables held in a 
SQL Server C idth, data is 
compressed as it is transferred. 
RDA is simple to set up and to use, but its primary 
disadvantage ion.  A developer must implement 
additional log
E™ database on the device.  To save network bandw
 is that there is no conflict resolut
ic on the server to avoid overwriting updates from one client with 
those from another. 
 
Figure 27.   SQL Server CE™ with RDA [Ref. 8] 
 
(2) SQL Server CE™ with Merge Replication.  SQL 
Server CE™ with Merge Replication does not support direct submission of SQL 
statements.  However, it provides the other three capabilities listed above [Ref. 6 
pp 902-903]. 
SQL Server CE™ replication offers good support for wireless 




er copy since the data was last 
replicated are similarly merged into the SQL Server CE™ database on the mobile 
device, ens
bandwidth on the wireless network connection.  If a connection is lost, the 
transfer resumes at the point at which it was cut off once the co
blished. 
An instance of SQL Server 2000™ executing in the 
enterprise can publish data that a SQL Server CE™ client can subscribe to.  Data 
can be updated independently in the enterprise SQL Server 2000™ and on any 
subscribing client.  Whenever a client resynchronizes, any updates made by the 
client are merged back into the master copy held in the enterprise SQL Server 
2000™ database.  Any changes made to the mast
uring that the client copy remains up to date. 
A SQL Server CE™ replication provider works with the SQL 
Server reconciler to manage replication and synchronization and to perform 
conflict resolution for SQL Server CE™ clients.  When applications push updates 
back to the host server, either standard or custom conflict resolvers determine 
how to handle conflicting updates [Ref. 5 p 438]. 
 




d. Direct Database Access 
Direct access to SQL Server 2000™ provides fast access to the 
entire enterprise database without requiring the use of SQL Server CE™.  
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 439]. 
Queries can be very direct and focused to the needs of the application; the 
application accesses data only when absolutely required.  However, the issue of 
memory requirements is becoming less with higher capacity devices and larger 
storage cards [Ref. 5 p
 
Figure 29.   Direct Database Access [Ref. 8] 
 
2. Requirements 
Having requirements for the application helped determine which option 
was more suitable.  One possible requirement is the ability of the application to 
handle any size database.  If the application should download the whole 
database would the option chosen be able to handle the large amounts of data 
being received.  Or would it be more efficient to query the database only when 
neede
a welcome capability.  
Howev
d.  However, for purposes of this thesis the application will not be 
subjected to extremely large databases.  Creating one or finding one whose 
owners are willing to have an outside application queried against it would be 
outside the requirements of this thesis.  It would be 
er, it would lessen the complexity of the application without it. 
Another possible requirement is with the issue of network connection.  
Does the application require continuous network connection or not?  In order to 
answer this, another requirement needs to be addressed. Is there a requirement 
for the most up-to-date data?  Should the application make constant access to 
the remote database in order to access the most up-to-date data or will a copy of 
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a not s
, it does not help alleviate the complexities of 
SQL.  In this case, the issue of conflict resolution is not a requirement for the 
applica
disconnected environment.  Nevertheless, one might question why not choose 
Merge Replication instead.  There is no requirement for SQL statements to be 
bounced against the remote database which RDA includes.  At the same time, 
Merge Replication has conflict resolution functionality.  However, conflict 
resolution is not a required functionality and most important RDA is simpler to set 
up.   
RDA requires hard coding of which database and tables are to be 
downloaded.  Rather than having a dynamic capability of choosing which 
database to download, the application developed for this thesis was hard coded 
to access a specific database and tables.  A web service could have been 
created that published what databases are available and which tables the user 
wishes to download.   
Additionally, Microsoft Internet Information Server™ (IIS) had to be 
configured in advance and the right permissions had to be set up for both IIS and 
Microsoft SQL Server 2000™.  The database path for the local database had to 
o old data suffice?  For the purpose of this thesis, up-to-date data is not a 
necessity. 
With regards to network bandwidth due to increased number of users, the 
application is targeted more towards technical users.  Although DFQL is meant to 
make querying databases easier, it still requires the user to have knowledge of 
databases and SQL.  It is designed to alleviate the complexities of SQL, easier 
but not necessarily easy.  With this in mind, it is fair to assume that the number of 
users will not be so much as to bog down the network. 
Lastly, DFQL is designed for querying databases.  It was not designed for 
updating databases.  Although having the ability to update databases using 
DFQL would be a welcome feature
tion. 
After considering the different requirements and options available for 
implementation, it was decided to use RDA.  RDA is best suited for mostly 
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be determined in advance as well.  Although a form could have been created 
where the user could be asked where the local copy of remote database should 
be saved.  Nevertheless, for the purpose of this thesis, it was successfully shown 
that DFQL queries can access remote databases. 
D. GUI MAIN DESIGN 
The graphical user interface was designed keeping in mind that the 
application will be displayed in a small screen.  The main challenge was how to 
display different information on a device with such a constraint.  The application 
required ability to display connected database structure, SQL statements, DFQL 
queries, and query results.  Each required its own window rather than sharing a 
small screen with one another.  In order to accomplish this, each one was 
separated as tab pages.   
A database tab was created solely for displaying connected database 
structure.  The structure is displayed as a tree.  The structure is displayed in such 
a way where tables are directly below the database node.  While columns for 
each table where displayed in its respective table nodes. 
Additionally, code was added in order to display data when user taps on 




 of the chosen 
node.  For example, when a user
 Enroll the application automatically activates the Results page tab and 
displays all rows for all columns found under the Enroll table.  Also, the 
application writes the SQL equivalent in the SQL text box found in the SQL page 
tab.  When the user taps on a column node, the same happens except that the 
application displays only all rows for the particular column of the table. 
In order for the database tab to display a database structure, the user 
must first connect to a database either locally or by remote access.  To do this, 
the user taps on the Connect menu item.  This opens up a submenu with a local 
and remote menu item.  If the user chooses a local database, the
 up a load file form where all local databases are located. The user 
chooses a local database and clicks on the OK button.  This will return the user  
back to the Databases tab page and display the structure
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database.  On the other hand, should the user choose a remote database, the 
Northwind menu item show nto the application which 
downloads the whole Northwind user tables from a remote SQL Server 2000™ 
server
s up.  This was hard coded i
 connected by wireless connection and saves it on the handheld device as 
a local database called Northwind. 
If the user connects to more additional databases, the database structure 
is appended to the end of the tree.  The built in tree view control allows for 
expanding and collapsing of tree nodes.  Also, the control supports horizontal 
and vertical scrolling and automatically activates when needed. 
 
Figure 30.   Database Tab Page 
Previous implementation of DFQL had the capability of querying 
databases using SQL statements.  This feature was adapted for this thesis as 
well.  The SQL tab was c n the user clicks on the reated for this purpose.  Whe
40 
SQL tab, the SQL tab page appears.  Here a text box is available where the user 
can en
The SQL tab page  that when the Software 
Input Panel (SIP) was displayed to enter text information, which occupied about 
not overlap over the Run button.   
ter the SQL statement desired.  The built-in text box control supports text 
wrapping and vertical scroll bars.  This helps view the entire SQL statement in 
cases where the statements where very long.  Once the desired SQL statement 
is entered the user clicks on the Run button.  This will automatically bring up the 
Results tab page in order to display the result of the SQL statement. 
was designed in such a way so
one third of the screen, it did 
 
Figure 31.   SQL Tab Page 
 
The DFQL tab page is the center of the whole application.  DFQL requires 
the maximum space the device could offer and at the same time still integrate a 
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r at the chosen location.  The DFQL 
tab pa
mechanism to choose fifteen different DFQL operator icons.  The implementation 
was finalized as having an Operator submenu for choosing an operator and then 
taping on the screen to display the operato
ge was also implemented with horizontal and vertical scroll bars.  Although 
this did not give the application a whole view of the query, it gave the application 
a larger working space.  With this implementation, operators can be outside the 
boundary of the screen and moved within viewing location by using the scroll 
bars. 
 
Figure 32.   DFQL Tab Page 
inally, the Results tab page is used for displaying results of either an 
SQL or DFQL query.  It was implemented by using a Data Grid control.  Should 




would appear making the result presented in a cleaner fashion. The page also 
automatically becomes active after either SQL or DFQL query is submitted. 
 
Figure 33.   Result Tab Page 
 
E. CLASS DESIGN 
The application can be subdivided into three main parts, graphical, 
database, and operator management. 
Previously, the graphical part was discussed under the GUI Main Design 
section.  Additionally, the graphical part has three classes: Dfql, TableForm, and 
CriteriaForm.  Dfql displays the main program.  The TableForm class is used 
when a Table operator body is tapped.  This instantiats the class and displays a 
tree view of the different database tables available to choose from.  Once a table 
node is chosen and the OK button tapped, the Table operator displays the table 
name.  The CriteriaForm class has a similar function with the TableForm class.  
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However, instead of choosin e the user the 
ability to tap a node and have the information appear in a text box.  As the user 
tapped
 of node taps and text typing to create a criteria.  Once, the 
desired criteria is created, the user taps OK and the Criteria operator displays a 
ment.sdf.  The 
class initially creates tables and then column ich data are inserted into 
the database.  The creation of a local database is needed in order to make sure 
that there is at least one  
On the
akes care of adding, deleting, moving, and query processing.  
It also determines whether an operator had been clicked at and at what location, 
en.  Query processing is done by 
recursion until a child leaf operator is reached.  Once leaf operator is reached it is 
used to fill parts of dependent operator’s query statement.  The result of the 
query is then stored in a temporary table.  The result acts as input for its 
dependent operator and the cycle repeats until the root operator is reached. 
g just tables the Criteria class gav
 more nodes, text is appended into the text box.  This was designed to 
help the user minimize text typing with the SIP program.  Instead, the user can 
use a combination
short cut version of the text. 
Next, the database management part comprise of the AddLocalDatabase 
class and DatabaseUtility class.  The AddLocalDatabase class creates a local 
database every time the application is instantiated called Enroll
s.  After wh
local database that queries can be submitted against. 
 other hand, the DatabaseUtility class is responsible for managing queries 
against databases.  The application uses it to display database schema, get 
query results, and create temporary tables. 
Finally, the operator management part is composed of the Operator class 
and OperatorUtility class.  The Operator class is used to store data about an 
operator.  Data stored are location, number of input nodes, operator name, input 
names, operator type, query statement, and location of database.  The 
OperatorUtility class manages all operators created.  Operators are stored as an 
array.  The class t
which determines whether a node was chos
 









































Most testing was done using a Pocket PC™ emulator.  Nevertheless, a 
physical hardware test configuration had to be built in order to test the final form 
of the application. 
The laptop was an HP™ laptop with an Ethernet card.  This laptop was 
wired into a Belkin™ 802.11b wireless router using twisted pair cable.  Th  
Pocket PC™ PDA was connected to the network using its inte
s device.  With this configuration the laptop was connected to the network 
using a cable while the Pocket PC™ device connected wirelessly. 
 
Figure 35.   Hardware Configuration 
 
The setup was problematic at first.  The wireless access point had a built 
in firewall and prevented connection.  In order to minimize complexity, the 
wireless access point was configured as an access point only, rather than a 
router/firewall.  The laptop computer had Windows XP Professional™.  It too had 
a built in firewall and had to be configured to allow port 80 inbound access.  Once 
both the wireless access point and laptop was configured, the PDA was setup for 
wireless connection.  However, due to multiple wireless access points that may 
be present in close proximity, one had to make sure the PDA was connecting to 





















 capability for the DFQL application.  Finally, the Microsoft™ 
ActiveS
V. SOFTWARE 
The software development application used to develop the DFQL 
application was the Visual Studio .NET 2003™.  Visual Studio .NET 2003™ 
supports .NET™ compact framework, it is the .NET development framework for 
smart devices.  It supports three programming languages to develop smart 
device applications.  They are: C#™, C++™, and Visual Basic™.  The C#™ 
programming language was used to develop the DFQL application. 
Several software were installed into the laptop.  The operating s
n the laptop was initially a Windows XP Home Edition™.  However, this 
version of XP does not include the Microsoft Internet Information Server™ (IIS) 
Web server software found in the Professional version.  Therefore, the laptop 
had to be upgraded to Professional in order to install IIS.  The Windows SQL 
Server 2000™ was also installed.  SQL Server 2000™ had a sample database 
called Northwind.  This database was used as the remote database for the DFQL 
application.  Its permission had to be configured to allow anonymous access 
using the built in anonymous account for IIS.  Another software installed was the 
SQL Server CE™ Server Agent.  This software is used for creating and 
configuring the Web server to be accessed by client devices with SQL Server 
CE™.  After installing Server Agent it still needs additional configuration by 
running the SQL Server CE™ Connectivity Management program.  This program 
sets up the IIS Web server to establish a site for client device access.  At the 
same time, this program sets up the appropriate permission for the created site.  
All these software were required to be installed in order to support remote 
database access
ync was installed.  This program is used to synchronize the Pocket PC™ 
device with the laptop using a USB connection.  With this connection, any 
program created using Visual Studio™ on the laptop can be packaged and 
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VI. CONCLUSION 
DFQL had previously b  several times on a desktop 
machine.  Finally, a PDA implementation was created giving the concept a wider 
in an enterprise environment.  DFQL helps alleviate the 
QL.  Its graphical interface helps visualize what happens to data 
ferent operators.  An object oriented model in creating 
nd even though PDAs have small screens, the 
 be as powerful as its desktop counterpart. 
for this thesis took previous shortcomings and 
s to overcome it.  Operators can be moved around, deleted, 
-connected.  Queries can be saved and re-loaded.  The 
creen for creating DFQL queries can scroll vertically or horizontally and help 
n size limitation.  Another feature is that there is no need for 
isplay operators.  Users just need to tap on an output node and 
esults are displayed on a 
root node all the way to 
 way to view data rather than manually 
 flags or connecting display operators.  At the same time, data 
ata ta les.   to view data in a much easier way.  
abases and 
e, taking 
dvantage of  one 
Even though the programming language used is a scaled down version of 
™  
und with earlier desktop implementations.  Users are still capable of viewing 
lumns can 




as it passes through the dif
relational database queries.  A
application was implemented to





display flags or d
the query will run from the chosen operator and r
Results tab page.  Output nodes can be tapped from the 
child nodes.  This feature allows an easy
checking display
held by Table and Criteria operators are displayable by packaging its data as 
d b This is done by design in order
Most noteworthy, is the ability of the application to query separate dat
simultaneously combine its results for other operators to use.  In essenc
a  distributed databases and querying data as if it came from
large database. 
the full .NET  framework, the new implementation was still able to retain features
fo
database structure using a Tree structure.  Data from Tables and Co
b
50 
o create text SQL 
ile within 
as the ability to access a remote 
  
 the confines of an 
eless network 
l copy of the database.  
er just moves 
One improvement that can be implemented would be with remote 
y hard coded with 
gards to what database and what tables are to be downloaded.  It would be 
 The web service 
ould return to the connecting client information regarding what databases are 
tion as to 
hat tables are available and how many rows it has.  The user can then decide 
e been a more 
ynamic design. 
operators.  User 
efined opera  real 
lude this 
ature for imp
mise.  Querying 
hen using DFQL.  Even when 
DFQL can be 
plem nted top counterparts. 
displayed in a table grid fashion.  Finally, should the user want t
query that feature was retained as well. 
The advantage of using a PDA is that the user is now mobile.  Wh
range of a wireless network connection, user h
database, download it, and then create DFQL queries against the local version.
Having a local copy, the user is no longer constrained inside
office room.  The user can now move outside the range of a wir
and still be able to query and see results from its loca
Should the user have the need for the most up-to-date data, the us
within range of a wireless network and download the latest data. 
databases.  Remote database access for this thesis is currentl
re
better to use a combination of RDA and web service option. 
w
available.  After choosing a database the user can be given informa
w
which tables to download.  This type of implementation would hav
d
Also, previous desktop implementations had user-defined 
d tors are created using built-in operators and helps minimize
estate consumption. The future mobile device implementation should inc
fe  roved usability. 
Nevertheless, DFQL has once again kept up to its pro
relational databases is an easier process w
implemented on a device with a screen size limitation, 
im e to be as powerful as its desk
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  *  class for DFQL application 
ace for connecting   * Form class for user interf
  * to local and remote databases, creating DFQL,  
 * and viewing results.  
  * HOR: Evangelista, Mark A. 
 **/ 
 public class Dfql : System.Windows.Forms.Form 
{  
  /**Main Menu of Application**/ 
ows.Forms.MainMenu mainMenu;   private System.Wind
 
 /**Sub menu of Main menu for connecting to databases**/  
privateSystem.Windows.Forms.MenuItem connectMenuItem; 
 
  /**Sub menu of connectMenuItem for local databases**/ 
 private System.Windows.Forms.MenuItem localMenuItem;  
 
ectMenuItem for remote databases**/   /**Sub menu of conn
  private System.Windows.Forms.MenuItem remoteMenuItem; 
 
  /**Tab control of Application**/ 
ows.Forms.TabControl tabControl;   private System.Wind
 
  /**Tab page for viewing connected databases*/ 
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 private System.Windows.Forms.TabPage dbTab; 
pening local file**/ 
  
ows.Forms.SaveFileDialog saveFile; 
 /**Tree view for displaying database schema**/ 
 private System.Windows.Forms.TabPage resultTab; 
or displaying database schema**/ 
r dbXml; 
 /**XML document for saving database schema**/ 
 private System.Windows.Forms.DataGrid resultGrid; 




 /**Tab page for creating DFQL**/ 
**/ 





  /**Built-in dialog for o
  private System.Windows.Forms.OpenFileDialog localFile; 
 
  /**Built-in dialog for saving file**/ 
  private System.Wind
 
 
  private System.Windows.Forms.TreeView treeView; 
 
  /**Tab page for viewing results of query**/ 
 
 
  /**Root node of tree f
  private System.Windows.Forms.TreeNode rootNode; 
 
  /**XML test writer for saving database schema**/ 
  private XmlTextWrite
 
 
  private XmlDocument xmlDoc; 
 
  /**Data grid for displaying query results in tabular form**/ 
 
 
  /**Text box to type S
  private System.Windows.Forms.TextBox queryBox; 
 
  /**Button to run submitted SQL query**/ 
  private System.Windows.Forms.Button runButton; 
 
  /**Image list for displaying different icons on tree**/
  private System.Windows.Fo
 
  /**Tab page for creating and submitting SQL queries**/ 
  private System.Windows.Forms.T
 
 
  private System.Windows.Forms.TabPage dfqlTab; 
 
  /**Label of SQL text box
 
 
  /**Location of datab
  private string dbaseLoc = "
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   query = ""; 
 /**Sub menu of Main menu for creating DFQL operators**/ 
  
 
  * operators**/ 
  
 
  * operator**/ 
tMenuItem; 
 /**Sub menu of Basic menu for creating Project DFQL  
tem; 
 private System.Windows.Forms.MenuItem joinMenuItem; 
ce DFQL  
  * operator**/ 
  
 
  * operator**/ 
reating Group Count DFQL  
 private System.Windows.Forms.MenuItem groupcntMenuItem; 
enu of Operators menu for creating Advanced DFQL  
rivate nuItem; 
creating Eqjoin DFQL  
 private System.Windows.Forms.MenuItem eqjoinMenuItem; 
*Sub
  * DFQL operator**/ 






private System.Windows.Forms.MenuItem operatorsMenuItem; 
  /**Sub menu of Operators menu for creating Basic DFQL  
 
private System.Windows.Forms.MenuItem basicMenuItem; 
  /**Sub menu of Basic menu for creating Select DFQL  
 
  private System.Windows.Forms.MenuItem selec
 
 
   * operator**/ 
  private System.Windows.Forms.MenuItem projectMenuI
 
  /**Sub menu of Basic menu for creating Join DFQL  
   * operator**/ 
 
 
  /**Sub menu of Basic menu for creating Differen
 
private System.Windows.Forms.MenuItem diffMenuItem; 
  /**Sub menu of Basic menu for creating Union DFQL  
 
  private System.Windows.Forms.MenuItem unionMenuItem; 
 
  /**Sub menu of Basic menu for c
   * operator**/ 
 
 
  /**Sub m
   * operators**/ 
  p  System.Windows.Forms.MenuItem advancedMe
 
  /**Sub menu of Advanced menu for 
   * operator**/ 
 
 




  /**Sub menu of Advanced menu for creating Group N Satisfy  
   * DFQ
  private pnsatMenuItem; 









   * DFQ
 
  /**Sub  user defined 
   * DFQ








  /**Boo after mouse down 
   * on b
  private
 
  /**cou rator type for 
   * uniq
  private
 
  /**Ope perators 






   * operator**/ 
  private System.Windows.Forms.MenuIte
 
  /**Sub menu of Advanced menu for creating Group
   *  DFQL operator**/ 
  private System.Windows.Forms.MenuIte
 
 
   * DFQL operator**/ 
  private System.Windo
 
  /**Sub menu of Advanced menu for creating Group 
   * DFQL operator**/ 
  private System.Windows.Forms.MenuItem
 
 menu of User Defined menu for loading user defined 
L operator**/ 
  private System.Windows.Forms.MenuItem loadMenuItem; 
 menu of User Defined menu for saving
L operator**/ 
 System.Windows.Forms.MenuItem sa
 file location on mobile device**/ 
 static string xmfFilePath = @"My Documents\db.xml"; 
on to be taken after a mouse down event**/ 
 string action; 
lean flag to show operator information 
ody portion of operator**/ 
 bool show = true; 
nter to be used to concatenate with ope
ue dynamic naming of each operator created**/ 
 int counter = 0; 
rator Utility class for keeping track of o
ted**/ 
 OperatorUtility ou; 
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/**Sub reating Table DFQL 
operat
  private bleMenuItem; 
 
/**Sub ating Criteria DFQL 
operat
  private iteriaMenuItem; 
 
/**Sub menu of Remote menu for connecting to remote Northwind 
databa
  private enuRemoteNorthwind; 
 




  private ScrollBar; 
 




  private ; 
 
/**Sub ng and loading user 
querie
  private rQryMenuItem; 
  
   * scre
  private
 
 menu of Operators menu for c
or**/ 
 System.Windows.Forms.MenuItem ta





izontal Scroll Bar control for DFQL tab*
 System.Windows.Forms.HScrollBar hScrollBar; 
ical Scroll Bar control for DFQL tab**/ 
 System.Windows.Forms.VScrollBar v
el control used for creating scrollable p
 System.Windows.Forms.Panel panelA; 
el control used for creating displaying DFQL queries**/ 
 System.Windows.Forms.Panel panelB




  /**Operator class used for temporary storage of information before 
   * mouse down event in order to know where to show operator on
en before adding to list**/ 
 Operator op; 
 
  public Dfql() 
  { 
   // 
   // Required for Windows Form Designer support 
   // 
   InitializeComponent(); 
   moreInitialization(); 
 
   /**Create local database**/ 




 /// </summary> 
e void Dispose( bool disposing ) 
ose( disposing ); 
 
   #regio r generated code 
  /// Req
  /// the 
  /// </su mary> 
lizeComponent() 
esources.ResourceManager resources = new 
eof(Dfql)); 
   
 new 
ystem.Windows.Forms.MenuItem(); 
enuItem = new 
enuItem(); 
teMenuItem = new 
= new 







tMenuItem = new 
uItem(); 
ctMenuItem = new 
= new 
System.Windows.Forms.MenuItem(); 




  } 
 
  /// <summary> 
  /// Clean up any resources being used. 
 
  protected overrid
  {    
   base.Disp
  } 
n Windows Form Designe
  /// <summary> 
uired method for Designer support - do not modify 
contents of this method with the code editor. 
m
  private void Initia
  { 
System.R
System.Resources.ResourceManager(typ

































nsatMenuItem = new 
.MenuItem(); 
ectMenuItem = new 







enuItem = new 
.MenuItem(); 
ntrol = new System.Windows.Forms.TabControl(); 
   ws.Forms.Label(); 
   m.Windows.Forms.Button(); 
ms.TextBox(); 
  this.dfqlTab = new System.Windows.Forms.TabPage(); 
lA = new System.Windows.Forms.Panel(); 
.Windows.Forms.Panel(); 
llBar = new System.Windows.Forms.VScrollBar(); 
.HScrollBar(); 
   
   rid(); 






























   this.tabCo
   this.dbTab = new System.Windows.Forms.TabPage(); 
   this.treeView = new System.Windows.Forms.TreeView(); 
this.iconImageList = new 
System.Windows.Forms.ImageList(); 
   this.sqlTab = new System.Windows.Forms.TabPage(); 
this.queryLabel = new System.Windo
this.runButton = new Syste
   this.queryBox = new System.Windows.For
 
   this.pane
   this.panelB = new System
   this.vScro
   this.hScrollBar = new System.Windows.Forms
this.resultTab = new System.Windows.Forms.TabPage(); 






   
   
     
enu.MenuItems.Add(this.connectMenuItem); 
ms.Add(this.operatorsMenuItem); 
   
   
   is.connectMenuItem.MenuItems.Add(this.localMenuItem); 
ctMenuItem.MenuItems.Add 
; 
ectMenuItem.Text = "Connect"; 
+= new 
     
nuItem 
enuItem.Text = "Local"; 
new 
     
enuItem 
teMenuItem.MenuItems.Add 
   
 
     
emoteNorthwind 
RemoteNorthwind.Text = "Northwind"; 
+= new 
.menuRemoteNorthwind_Click); 
   
   







   this.mainM
   this.mainMenu.MenuIte
 











   // localMe
   //  





   // remoteM
   //  
this.remo
(this.menuRemoteNorthwind); 
this.remoteMenuItem.Text = "Remote"; 
//
   // menuR
   //  















ext = "Operators"; 
torsMenuItem.Popup += new 
_Popup); 
   
    tableMenuItem 
Table"; 
MenuItem.Click += new 
   
    criteriaMenuItem 
Criteria"; 
iaMenuItem.Click += new 
); 
   




   




   
   
   is.selectMenuItem.Text = "SELECT"; 















   //  






   //  






   //  
   this.basicMenuItem.MenuIte
   this.basic





   this.basicMenuItem.Text = "B
 







   //  
60 
   
   
   is.projectMenuItem.Text = "PROJECT"; 
ctMenuItem.Click += new 
ojectMenuItem_Click); 
   
   
   is.joinMenuItem.Text = "JOIN"; 
enuItem.Click += new 
.joinMenuItem_Click); 
  this.diffMenuItem.Text = "DIFF"; 
enuItem.Click += new 
is.diffMenuItem_Click); 
   
   
   is.unionMenuItem.Text = "UNION"; 
MenuItem.Click += new 
is.unionMenuItem_Click); 
   
   
   is.groupcntMenuItem.Text = "GROUPCNT"; 



















   //  
   // diffMenuItem 



















   //  
   // advancedMenuItem 














cedMenuItem.Text = "Advanced"; 
  //  
MenuItem.Text = "EQJOIN"; 
ick += new 
ventHandler(this.eqjoinMenuItem_Click); 
   
   
   
   
+= new 
   
   
     
nsatMenuItem.Text = "GROUPNSAT"; 





   
   IN"; 
 
  //  
axMenuItem 





   this.advan
 
   //  
   // eqjoinMenuItem 
 


















   //  
   // intersectMenuItem 
   //  
   this.intersectMenuItem.Text = "INTERSECT"; 
this.intersectMenuItem.Click 
 
   //  







   // groupm
   //  
   this.group
62 
.EventHandler(this.groupmaxMenuItem_Click); 
   
   
   is.groupavgMenuItem.Text = "GROUPAVG"; 
avgMenuItem.Click += new 
ler(this.groupavgMenuItem_Click); 
   
   
(this.loadMenuItem); 
   
   
  // loadMenuItem 
m.Text = "Load"; 
enuItem.Click += new 
k); 
this.saveMenuItem.Click += new 
ventHandler(this.saveMenuItem_Click); 




  this.tabControl.Size = new System.Drawing.Size(240, 264); 
   
   new System.Drawing.Point(4, 4); 
this.groupmaxMenuItem.Click += new 
System
 









   //  
   this.usrQryMenuItem.MenuItems.Add
this.usrQryMenuItem.MenuItems.Add(this.saveMenuItem); 
this.usrQryMenuItem.Text = "User Queries"; 
 
   //  
 
   //  




   //  
   // saveMenuItem 
   //  
   this.saveMenuItem.Text = "Save"; 
System.E
 
   //  
   // tabControl 
   //  
 
   this.tabCo
   this.tabControl.C
   this.tabCo
   this.tabControl.SelectedIndex = 0; 
 
 
   //  
   // dbTab 





   
   
     
iew.ImageList = this.iconImageList; 
on = new System.Drawing.Point(8, 8); 
iew.Size = new System.Drawing.Size(216, 224); 
   










  this.sqlTab.Text = "SQL"; 
bel 
   
l.Font = new System.Drawing.Font("Tahoma", 
  this.queryLabel.Location = new System.Drawing.Point(8, 8); 
Label.Size = new System.Drawing.Size(216, 32); 
ext = "SQL statement for: "; 
   
   
   this.dbTab.Size = new System.Drawin





   this.treeV
   this.treeView.Locati
















   //  
 
   //  
   this.sqlTab.Control
   this.sqlTa
   this.sqlTab.Controls.Add(this.queryBox); 
   this.sqlTab.Location = new System.Drawing.Point(4, 4); 
   this.sqlTab.Size = new System.Drawing.S
 
 
   //  





   this.query
   this.queryLabel.T
 






tton.Size = new System.Drawing.Size(56, 24); 
.Text = "Run"; 
tton.Click += new 
k); 
   
 System.Drawing.Font("Tahoma", 
8.25F, System.Drawing.FontStyle.Regular); 
is.queryBox.Location = new System.Drawing.Point(8, 40); 














is.panelB.Size = new System.Drawing.Size(432, 448); 
ing.Point(224, 
this.runButton.Location = new System.Drawing.Poin
   this.runBu





   // queryBox 
   //  
this.queryBox.Font = new
   th
   this.queryBo
System.Window
   this.queryBox.Size = new System.Dr
   this.queryBox.T
 
   //  
   //
   //  
   th
   this
   this
   this.dfqlTab.Location = new System.Drawing.P
   this.dfqlTab.Size = new System.Drawing.Size(232, 23
   this.dfqlTab.Text = "DFQL"; 
 
   //  
   // pan
   //  
   th
   this.panelA.Size = new System.Drawing.Size(224, 
 
   //  
   // panelB 
   //  
   th
 
   //  
   // vScrollBar 
   //  
   this.vScrollBar.LargeChange = 20; 
this.vScrollBar.Location = new System.Draw
0); 
65 
.vScrollBar.Maximum = 91; 
 System.Drawing.Size(16, 224); 
is.vScrollBar.SmallChange = 10; 
ler(this.vScrollBar_ValueChanged); 
n = new System.Drawing.Point(0, 
224); 
; 
rollBar.ValueChanged += new 
   //  
   this.resultTab.Contr
Results"; 
   
   
 
   
   
   
Databases(*.sdf)|*.sdf|All 
is.saveFile.FileName = "Dfql1"; 
.saveFile.Filter = "DFQL Queries(*.udo)|*.udo|All 
s(*.*)|*.*"; 
   this
   this.vScrollBar.Size = new
   th
this.vScrollBar.ValueChanged += new 
System.EventHand
 
   //  
   // hScrollBar 
   //  
   this.hScrollBar.LargeChange = 20; 
this.hScrollBar.Locatio
   this.hScrollBar.Maximum = 91; 
   this.hScrollBar.Size = new System.Drawing.Size(224, 16); 




   //  
   // resultTab 
ols.Add(this.resultGrid); 
   this.resultTab.Location = new System.Drawing.Point(4, 4); 
   this.resultTab.Size = new System.Drawing.Size(232, 238); 
   this.resultTab.Text = "
 
   //  
   // resultGrid 
   //  
   this.resultGrid.Location = new System.Drawing.Point(8, 8); 
this.resultGrid.Size = new System.Drawing.Size(216, 224); 




this.localFile.Filter = "SQLCE 
Files(*.*)|*.*"; 
   this.localFile.InitialDirectory = "\\My Documents"; 
 
   //  
   // saveFile 
   //  






   this.mainMenu; 
 #endregion 
entry point for the application. 
ary> 
l());    
u for choosing local database.  Creates tree  
se chosen showing database name,  
olumns.  Also creates XML file for storing  
ema information. 
rivate bject sender, System.EventArgs e) 
   Dialog
   if (dres
    
  } 
 
dows Form  
 code. 
   * Paint, mou
   * Operator U
   this.saveFile.InitialDirectory = "\\My Documents"; 
 
   //  
   // Dfql 
   //




   this.MinimizeBox = false; 
   this.Text = "DFQL"; 
 
  } 
 
 
  /// <summary> 
  /// The main 
  /// </summ
 
  static void Main()  
  { 
   Application.Run(new Dfq
  } 
   
  /** 
   * Calls builtin dialog after clicking local sub menu of  
   * connect men
   * display of databa
   * tables, and c
   * database sch
   * **/ 
  p  void local_Click(o
  { 
Result dres = localFile.ShowDialog(); 
 == DialogResult.OK)  
   { 
createTreeView(localFile.FileName); 
   } 
  /** 
   * More initialization not captured by Win
   * Designer generated
   * Initializes XML text writer, root tree node, 





   dbXml
   dbXml.WriteStartDocument(); 
   dbXml
   dbXml.Close(); 
FilePath); 
new XmlTextReader(strRdr); 
hile (xmlTxtRdr.Read())  
  { 
if(xmlTxtRdr.NodeType.ToString() == "Element")  





  this.treeView.Nodes.Add(rootNode); 









.panelB.MouseUp += new 
useEventHandler(DFQL_MouseUp); 
.hScrollBar.Minimum = 0; 
is.hScrollBar.Maximum = panelB.Width-panelA.Width; 
= new OperatorUtility(); 
  **/ 
  private void moreInitializa
  { 
this.dbXml = new XmlTextWriter(xmfFilePath, 
Encoding.ASC
.Formatting = Formatting.Indented; 
   dbXml.WriteStartElement("Databases"); 
   dbXml.WriteEndElement(); 
.WriteEndDocument(); 
 
   StreamReader strRdr = new StreamReader(xmf
   XmlTextReader xmlTxtRdr = 
   w
 
    
    { 
     
    
this.rootNode = new
      this.rootNode.Text = 
    
 
    
   } 
   xmlTxtRdr.Clo
   strR







   this.vScrollBar.Minimum = 0; 
   this
   this.vScrollBar.Maximum = panelB.Height-panelA.Height; 
   th
   this.ou 
   this.action = "none"; 
   op = new Operator(); 
  } 
   
  /** 
68 
in text box, runs query, 
sult in result tab page. 
_Click(object sender, System.EventArgs e) 
nDu.queryDb(this.dbaseLoc, 
ltGrid.DataSource = rslt; 
  this.tabControl.SelectedIndex = 3; 
 Shows result of Table or Columns data in results 
EventArgs e) 
   { 
    tableLoc = e.Node.FullPath.IndexOf('\\',10); 
 
ments\" + 
h.Substring (10,tableLoc - 10) + ".sdf"; 
nLoc = e.Node.FullPath.IndexOf 
 + 1);     
lNodeQryDu = new 
eUtility(); 
aTable(); 
   { 
string tblName = e.Node.Parent.Text; 
" + 
   * Captures SQL statement entered 
   * and shows re
  **/ 
  private void runButton
  { 
   this.query = this.queryBox.Text; 
   DatabaseUtility runButtonDu = new DatabaseUtility(); 
DataTable rslt = runButto
this.query); 
   this.resu
 
 
  } 
 
  /** 
   *
   * tab page. 
  **/ 
  private void colNodeQuery(System.Object sender,  
   System.Windows.Forms.TreeView
  {   
   int tableLoc = -1; 
    
   try  
   } 
   catch 
   { 
   } 
    
   if (tableLoc > -1)  
   {    
this.dbaseLoc = @"\My Docu
e.Node.FullPat
    int colum
('\\',tableLoc
     
DatabaseUtility co
Databas
    DataTable res = new Dat
    if (columnLoc > -1)  
 
     
this.query = "Select " + e.Node.Text + " From 
tblName; 
69 
     
Du.queryDb 
ltGrid.DataSource = res; 
h.Substring(10,tableLoc - 10) + " 
ataba e."; 
ery; 
    this.tabControl.Sele
   }    
  } 
 
  /** 
   * Makes sure database tab page is displayed when connect 
ct sender, EventArgs e) 
; 





L_MouseDown(object sender, MouseEventArgs e) 
erator at mouse down location**/ 
    } 
    else  
    { 
     this.query = "Select * From " + e.Node.Text; 
    } 
res = colNodeQry
(this.dbaseLoc,this.query); 
    this.resu
    this.queryLabel.Text = "Enter SQL statement for: " +  
e.Node.FullPat
d s
    this.queryBox.Text = this.qu
ctedIndex = 3; 
   * menu is selected 
  **/ 
  private void connectMenuItem_Popup(obje
  { 
   this.tabControl.SelectedIndex = 0
  } 
 
  /** 
   * Makes sure operator tab p
   * menu is selected 
  **/ 
private void o
System.EventArgs e) 
  { 
   this.tabControl.SelectedIndex =
  } 
 
  /** 
   * rmines what to do during mouse down. 
  **/ 
  private void DFQ
  { 
    
   Point newDown = new Point(0,0); 
   newDown.X = e.X; 
   newDown.Y = e.Y; 
    
   /**Create an op
70 
 (ou.c ckedA
     op.setX(e.X);
     op.setY(e.Y);
     ou.add(op);    
     counter++; 
    } 
   } 
h name of connected 
u.getOperatorTemp(); 
kedAt(newDown); 
 != "move")  
ring [] input = opTemp.getInput(); 











   /** 
    * Updates data for input no e of connected 
    * operator 
   if (action == "create")  
   { 
    if li t(newDown) == "space")  





   /** 
    * Updates data for input node A wit
    * operator 
   **/ 
   if (action == "connectA")  
   { 
    Operator opTemp = o
    action = ou.clic
    if (action
    { 
     st
     if (action == "out
     { 
input 
 
     
       input [0] = "inputA"; 
      
     
     else  
     
      input [0] = "inputA"; 
     } 
    } 
    else  
    { 
     ou.add(); 
    } 
    th lse; 
   } 
de B with nam
71 
   **/ 
   if (action == "connectB")  
   { 
peratorTemp(); 
put(); 
umberOfInputNodes() == 4)  
 
ou.getOperatorTemp().getName()
       
        input [1] = "inputB"; 
       
      } 
 = "inputB"; 
; 
e; 
   /** 
    * Updates data for input no
    * operator 
   **/ 
   if (action == "connectD")  
   { 
peratorTemp(); 
put(); 
    Operator opTemp = ou.getO
    action = ou.clickedAt(newDown); 
    string [] input = opTemp.getIn
    if(action != "move")  
    { 
     if (opTemp.getN
     { 
      if (action == "output" || action == "body")  
      { 







      else  
      { 
       input [1]
      } 
     } 
    } 
    else  
    { 
     ou.add()
    } 
    this.show = fals
   } 
 
de D with name of connected 
    Operator opTemp = ou.getO
    action = ou.clickedAt(newDown); 
    string [] input = opTemp.getIn
    if (action != "move")  
    { 
72 
umberOfInputNodes() == 4)  
 == "output" || action == "body")  
 




  { 
       input [2] = "inputD"; 
  } 
else  
 { 




   /** 
    * Updates data for input no
    * operator 
   **/ 
   if (action == "connectE")  
   { 
peratorTemp(); 
put(); 
umberOfInputNodes() == 2)  
 == "output" || action == "body")  
 
input [1] = 
ou.getOperatorTemp().getName()
;  
     if (opTemp.getN
     { 
      if (action
      { 
if 
[2]))  
     
 
     
      } 
      
     
       
     
     } 
    } 
    else  
    { 
     o
    } 
    this.show = fals
   } 
 
de E with name of connected 
    Operator opTemp = ou.getO
    action = ou.clickedAt(newDown); 
    string [] input = opTemp.getIn
    if (action != "move")  
    { 
     if (opTemp.getN
     { 
      if (action





  { 
   input [1] = "inputE"; 
     { 
  
umberOfInputNodes() == 3)  




       { 
        input = "inputE"; 
       } 
      } 
 
      {  






       { 
 } 
(opT
     
     
       } 
      } 
      else  
 
       input [1] = "inputE"; 
      }    
     } 
     if (opTemp.getN
     { 
      if (action == "output" || action == "body")  





      else  
      {
       input [2] = "inputE"; 
      } 
     } 
     if (opTemp.getNumberOfInputNodes() == 4)  
     { 
      if (action == "output" || action == "body")  
Name().Equals(in
        input [3] = "inputE"; 
      
      } 
      else  
74 
       input [
      } 
     } 
    } 
    else  
    { 
     ou.add(); 
    } 
   } 
nnected 
    * operator 
   **/ 
   if (action == "connectC")  
   { 
    Operator opTemp = ou.getOperatorTemp(); 
    action = ou.clickedAt(newDown); 
    string [] input = opTemp.getInput(
    if (action != "move")  
rOfInputNodes() == 3)  
"output" || action == "body")  
= 
u.getOperatorTemp().getName()
 = "inputC"; 
      { 
3] = "inputE"; 
    this.show = false; 
 
   /** 
    * Updates data for input node C with name of co
); 
    { 
     if (opTemp.getNumbe
     { 
      if (action == 







       { 
        input [1] = "inputC"; 
       } 
      } 
      else  
      { 
       input [1]
      } 
     } 
    } 
    else  
    { 
     ou.add(); 
75 
newDown); 
   Operator temp = ou.getOperatorTemp(); 
e(); 
*Update action flag or action taken when body or 
**/ 
   switch (action) 
{ 
     
  if (this.show == true)  
   if (temp.getType()=="Table")  
{ 






    {    
  
     table.Dispose(); 
    else  
  
 table.Dispose(); 









   if (temp.getType()=="Criteria")  
    } 
    this.show = false; 
   } 
   else  
   { 
    action = ou.clickedAt(
 
    string name = temp.getNam
 
    /*
     * output node of operator clicked 
    
 
    
     case "body":  
    
      { 
    




    
    
    
        } 
    
        {    
    
        
        }  
     
       } 
    
76 
   { 
 = new 
CriteriaForm(); 















        }
    
    
    
{ 
    w = true; 
    
     break; 




     break; 
reak; 
      
      




        {
criteria.Di
        } 
        else  







   } 
  } 
  else  
      
   this.sho
  } 
 
 case "output": 
DataTable rslt = 
      this.resultGrid.DataSource =
      this.tabControl.SelectedIndex = 3;                   
      break; 
     case "inputA": 
      action = "con
 
     case "inputB": 
      action = "connectB"; 
      b
     case "inputC": 
action = "connectC"; 
break; 
     case "inputD": 
77 
      action
      break; 
     case "inputE"
     action = "connectE"; 
      break; 
     default: 
      break; 
    } 
   } 
ject sender, MouseEventArgs f) 
   if(action == "move") 
    newDown.Y = f.Y; 
    ou.move(newDown)
    this.panelB.Invalida
   } 
  } 
   
  /** 
   * Add temporary operator back to list after move 
  **/ 
ventArgs g) 
    ou.add(); 
    action = "none"; 
    this.panelB.Invalida
   } 
  } 
t each operator and 
ifferently depending 
   * on type 




   this.panelB.Invalidate();    
  } 
 
  /** 
   * Update location on mouse move 
  **/ 
  private void DFQL_MouseMove(ob
  { 
   { 
    Point newDown = new Point(0,0); 
    newDown.X = f.X; 
; 
te(); 
  private void DFQL_MouseUp(object sender, MouseE
  { 
   if (action == "move") 
   { 
te(); 
   
  /** 
   * Reads operator list to pain
   * connections. 
   * Each operator is painted d
78 
  **/ 
  private void DFQL_Paint(o ventArgs e)  
  { 
   int width = 55; 
   int height = 25; 
 new 
ly.GenericSansSerif,7,FontStyle.Regular); 
u.count(); i++)  
(i); 
    int x =
    int y =
pe = opTemp.getType(); 
 alignX = 30-(type.Length*6/2); 
tNumberOfInputNodes(); 








" || type == "Criteria") && 
 && opTemp.getQuery() != 
     string opText    
     Graphics g =  
     SizeF size = ext,opFont); 
 fit operator box**/ 
e.Width > width)  
Text.IndexOfAny(new 
char[]{





   for (int i=0; i!= o
   {     
    Operator opTemp = new Operator(); 
    opTemp = ou.getOperator
    Point p = opTemp.getPoint(); 
 p.X; 
 p.Y; 
    string ty
    int
    int inputCount = opTemp.ge
    string [] 







     
e(new 
rkBlue),x+25,y+25,5,5); 
if ((type == "Table
(opTemp.getQuery()!=null
""))  
    {      
 = opTemp.getQuery(); 
 e.Graphics;   
g.MeasureString(opT
     g.Dispose(); 
 
     /**Prints out only text that will
     if((int)siz
     { 











       
else  
     
     n + 1; 
} 
raphics f = e.Graphics; 
ext,opFont); 
      
int)size.Width > width)  








      
      
      
p
Font,new 
     s
     
     else  










 position = 0; 
       } 
       
  { 
   position = newPositio
       
      } 
      G
size = f.MeasureString(opT
f.Dispose(); 
      if ((














  xAdju t,y+7); 
 } 





.Graphics;    
     SizeF size = 




    } 
     { 
      Point p
      if (pt.X
Operator op = 
emp(); 
pt = op.getPoint(); 
2,y-
,pt.X+27,pt.Y+27); 
      } 
      else  




     { 
      Point p
      if (pt.X
Operator op = 
emp(); 





     }    
    } 
    else  
    { 
     Graphics h = e
h.MeasureString(type,Font); 
     int xAdjust = (x+(width/2))-(int)(size.Wid
rawString(type,Font,new 
olor.Black), xAdjust,y+5); 
    
    if (inputCount == 2)  
    { 
     if (input[0]!= "inputA")  
t = ou.location(input[0]); 
 == 0 && pt.Y == 0)  
      { 
ou.getOperatorT




      { 




      } 
     } 
     if (input[1]!= "inputE")  
t = ou.location(input[1]); 
 == 0 && pt.Y == 0)  
      { 
ou.getOperatorT
81 
pt = op.getPoint(); 
2,y-
,pt.X+27,pt.Y+27); 
      } 
      else  





      






     } 
    } 
    if (inputCoun
    { 
if (type == 
"Diff" 






     } 
if (type == "GrpCnt" || type == "GrpAllSat" || 
" || type 
== "GrpAvg")
     { 
e.Grap
sh(Color.Green),x+10,y-5,5,5); 




      { 




      } 




     { 
e
     } 
     e
     { 
e
SolidBrush(Color.Red),x+4
t == 3) 
 == "Join" || type == "EqJoin" || type 















     } 
putA")  
nput[0]); 
 == 0 && pt.Y == 0)  
p = 
u.getOperatorTemp(); 
       
w 
      } 
      else  
u.location(input[0]); 
.Graphics.DrawLine(new 
      } 
     } 
putC")  
nput[1]); 
 == 0 && pt.Y == 0)  
p = 
u.getOperatorTemp(); 
       
w 
      } 
      else  
u.location(input[1]); 
.Graphics.DrawLine(new 
      } 






     if (input[0]!= "in
     { 
      Point pt = ou.location(i
      if (pt.X
      { 
Operator o
o




      { 




     if (input[1]!= "in
     { 
      Point pt = ou.location(i
      if (pt.X
      { 
Operator o
o




      { 




     if (input[2]!= "in
83 
nput[2]); 
 == 0 && pt.Y == 0)  
p = 
u.getOperatorTemp(); 
       
w 
      } 
      else  
u.location(input[2]); 
.Graphics.DrawLine(new 
      } 
     } 
= 4)  








t pt = ou.location(input[0]); 




      } 
      else  
     { 
      Point pt = ou.location(i
      if (pt.X
      { 
Operator o
o




      { 




    } 
    if (inputCount =
    { 
 





     } 
     if (input[0]!= "inputA")  
     { 
      Poin
      if (pt
      { 
Operator o
ou.getOperatorTemp(); 




    
    
e.Graphics.DrawLine(new 
.Black),x+12,y-
      } 
    
    
    
     Point pt = ou.location(input[1]); 
    




      ; 
en(Color.Black),x+22,y-
      } 
     } 
  
     { 
      Point p input[2]); 
 pt.Y == 0)  
      { 







  { 




 if (input[1]!= "inputB")  
 { 
 
  if (pt.X == 0 && pt.Y == 0)  
  { 
Operator o
ou.getOperatorTemp(); 
       pt = op.getPoint(); 
Pen(Color.Black),x+22,y-
2,pt.X
      } 
      else  
      { 




     if (input[2]!= "inputD")
t = ou.location(
      if (pt.X == 0 &&
OperatorTemp(); 




      } 
      else  
      { 
       pt = ou.location(input[2]); 
Pen(Color.Black),x+32,y-
2,pt.X+27,pt
      } 
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     if (input[3]!= "
     { 
      Point p
      if (pt.X t.Y == 0)  
      { 
= 
orTemp(); 




      else  
      { 
      pt = ou.location(input[3]); 
.Black),x+42,y-
 
   /** 
    * Operator currently
    * operator rather fro
    * moving operator is also captured during paint update. 
ove")  
r opTemp = new Operator(); 
    string 
    int alig
Count = opTemp.getNumberOfInputNodes(); 




     } 
inputE")  
t = ou.location(input[3]); 
 == 0 && p
Operator op 
ou.getOperat









      } 
     } 
    } 
 
   } 
 moving is taken from temporary 
m list.  This code makes sure 
   **/ 
   if (action == "m
   { 
    Operato
    opTemp = ou.getOperatorTemp(); 
    Point p = opTemp.getPoint(); 
    int x = p.X; 
    int y = p.Y; 
type = opTemp.getType(); 
nX = 30-(type.Length*6/2); 
    int input













if ((type == "Table" || type == "Criteria") && 
opTemp.getQ
   
tQuery(); 
s g = e.Graphics;    
  
     SizeF 
e(); 
idth > width)  
     





     
if(opText.IndexOf('.')== 
      
= 
osition+1); 
      
} 
     
     
        position = newPosition + 1; 
} 
      
      
   
      ; 
      










    {   
     string opText = opTemp.ge
     Graphic
size = g.MeasureString(opText,opFont); 
     g.Dispos
     if((int)size.W
     {  
int position = 0; 
while(opText.IndexOfAny(new 
ch










  position = 0; 
       
  else  
  { 
       
} 
Graphics f = e.Graphics;   
size = f.MeasureString(opText,opFont)
f.Dispose(); 
if ((int)size.Width > width)  
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     } 
    } 
    else  
    { 
     Graph  
     SizeF ,Font); 
     h.Disp
st = (x+(width/2))-(int)(size.Width/2); 
ont,new 
sh(Color.Black), xAdjust,y+5); 
     
    if (inputCoun
    { 
ics.FillEllipse(new 
0,y-5,5,5); 
0]!= "inputA")  






       x+24,y+12); 
      } 
      else  
{ 







     else  





   
ics h = e.Graphics;    
size = h.MeasureString(type
ose(); 
     int xAdju
e.Graphics.DrawString(type,F
SolidBru
    } 
t == 2)  
e.Graph
SolidBrush(Color.Green),x+1
     if (input[
88 




1]!= "inputE")  




= "Union")  
+40,y-5,5,5); 
     } 
e.Graphics.FillEllipse(new 
SolidBrush(Color.Red),x+40,y-5,5,5); 
    } 
nputCount == 3) 
  
(type == "Join" || type == "EqJoin" || type == 






     }





     { 




     } 
     if (input[
     { 




     } 
     if (type =
     { 
e.Graphics.FillEllipse(new 
SolidBrush(Color.Green),x
     else  
     { 
 
    } 
    if (i
  {      
if 





type == "GrpMin" || type == "GrpMax" || type == 
"GrpAvg")  





= "inputA")  
 { 
     Point pt = ou.location(input[0]); 
Pen(Color.Black),x+12,y-
     } 
 if (input[1]!= "inputC")  





     {
  Point pt = ou.location(input[2]); 
(Color.Black),x+42,y-
2,pt.X+27,pt.Y+27); 
    } 
Count == 4) 
  








     } 
 if (input[0]!= "inputA")  





     {
    
      
     if (input[0]!




    
     { 
      Poin
2,pt.X+27,pt.Y+27); 
     
   if (input[2]!= "inputE")  
 




    } 
    if (input
  { 
   if (






    
     { 
      Poin
2,pt.X+27,pt.Y+27); 
     
   if (input[1]!= "inputB")  
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  Point pt = ou.location(input[1]); 
(Color.Black),x+22,y-
2,pt.X+27,pt.Y+27); 





     } 
= "inputE")  
 { 
     Point pt = ou.location(input[3]); 
Pen(Color.Black),x+42,y-
     }
} 
   
  } 
es Select operator after clicking Select menu item and  
  * sets action**/ 
r, 
  
  tor(2,"Select" + counter.ToString(),"Select"); 
ction = "create"; 
  } 
 
r clicking Project menu item and  
ction**/ 
private void projectMenuItem_Click(object sender, 
g(),"Project"); 
ction = "create"; 
  } 
 
licking Join menu item and  
ction**/ 
private void joinMenuItem_Click(object sender, System.EventArgs 
e) 
    
e.Graphics.DrawLine(new 
Pen
     if (input[2]!= "inputD")  
     
    Point pt = ou.location(input[2]); 
2,pt.X+27,pt.Y+27); 
     if (input[3]!










private void selectMenuItem_Click(object sende
System.EventArgs e) 
{ 
 op = new Opera
   a
  /**Creates Project operator afte
   * sets a
System.EventArgs e) 
  { 
op = new Operator(2,"Project" + 
counter.ToStrin
   a
  /**Creates Join operator after c
   * sets a
91 
  




   * sets
k(object sender, System.EventArgs 
 { 
  
   
  
 
es Union operator after clicking Union menu item and  
   * sets
private unionMenuItem_Click(object sender, 












es Table operator after clicking Table menu item and  
   * sets
private uItem_Click(object sender, System.EventArgs 
"); 
  } 
 
 /**Creates Criteria operator after clicking Criteria menu item and  
rivate r, 
{ 
 op = new Operat
 action = "create"; 
} 
 





 op = new Operator(3,"Diff" + counter.ToString(),"Diff"); 






  { 
 
 action = "create"; 
} 
/**Creates Group Coun
   * and se
 void groupcntMenuItem_Click(object sender, 
  { 
o






  { 
   op = new Operator("Table" + counter.ToString(), "Table
   action = "create"; 
 
   * sets action**/ 




enu item and  
   * sets action**/ 




   action = "crea
u  




perator(4,"GrpNSat" + counter.ToString(), 
"; 
 
  /**Creates Intersect tersect menu item and  
sender, 
ction "crea
  { 
   op = new Operator("Criteria" + counter.ToString(), "Criteria"); 
   action = "create
  } 
 
  /**Creates Eqjoin operator after clicking Eqjoin m
eqjoinMenuItem_Click(object 
) 
  { 
 Operator(3,"EqJoin" + counter.ToString(), 
te"; 
  } 
 
  /**Creates Group All Satisfy operator after clicking GrpAllSat men
   *
private void grpallsatMen
System.EventArgs e) 
  { 
op = new Operator(3,"GrpAllSat" + counter.To
"GrpAllSat"); 
   action = "create"; 
  } 
 
  /**Creates Group N Satisfy operator after clicking GrpNSat menu  
  *item and sets action**/ 
private void g
System.EventArgs e) 
  { 
op = new O
"GrpNSat"); 
   action = "create
  } 
 operator after clicking In
   * sets action**/ 
private void intersectMenuItem_Click(object 
System.EventArgs e) 
  { 
op = new Operator(3,"Intersect" + counter.ToString(), 
"Intersect"); 
   a = te"; 




" + counter.ToString(), 
"GrpMin"); 
   action = "create"; 
ing GrpMax menu 
private void groupmaxM , 
System.EventArgs e) 
or(3,"GrpMax" + counter.ToString(), 
 
/**Creates Group Average operator after clicking GrpAvg menu 
vgMenuItem_Click(object sender, 
op = new Oper
"GrpAvg"); 
 file**/ 
private void loadMenuItem_Click(object sender, System.EventArgs 
r = "DFQL Queries(*.udo)|*.udo|All 
wDialog() == DialogResult.OK) 
rUtility ouTemp = new OperatorUtility(); 
ring result = null; 
Reader(localFile.FileName); 
   /** 
erator object and add to a 
     * temporary OperatorUtility 
/**Creates Group Minimum operator after clicking GrpMin menu 
item and sets action**/ 
private void groupminMen
System.EventArgs e) 
  { 
op = new Operator(3,"GrpMin
  } 
 
/**Creates Group Maximum operator after click
item and sets action**/ 
enuItem_Click(object sender
  { 
op = new Operat
"GrpMax"); 
   action = "create"; 
  } 
item and sets action**/ 
private void groupa
System.EventArgs e) 
  { 
ator(3,"GrpAvg" + counter.ToString(), 
   action = "create"; 
  } 
 
  /**Loads DFQL query
e) 
  { 
this.localFile.Filte
Files(*.*)|*.*"; 
   if (localFile.Sho
   { 
    Operato
    st




     * Read file and create Op
94 
  
    while((result = readerStream.ReadLine())!=null) 
string name = data[0]; 
    
new 
(data[3])); 
perator opTemp = new 
 
]; 
     
     
     
     
rUtility ouTempNew = new OperatorUtility(); 
.count(); 
 Rename operator and update other operators  
 * connected to it 
   **/ 
   for(int u = 0; u < ouTemp.count(); u++)  
 Operator opTemp = ouTemp.getOperator(u); 
tring(); 
string type = opTemp.getType(); 
    
    
); 
.getNumberOfInputNodes(); 
   
   
   
    nameTest = find.getName(); 
  **/ 
    { 
     string [ ] data = result.Split('|'); 
     
 string type = data[1]; 
Point pt = 
Point(Int32.Parse(data[2]),Int32.Parse 
     int n = Int32.Parse(data[4]); 
O
Operator(pt,n,name,type);   
   
     if(n > 0)  
     {  
      string [] inputs = new string[n
      for(int i = 0; i < n; i++)  
 { 
  inputs[i]=data[i+5]; 
 } 
 opTemp.setInput(inputs); 
     } 
     ouTemp.add(opTemp); 
    } 
    readerStream.Close(); 
    Operato
    int ouTempCount = ouTemp
    /** 
     *
    
 
 
    { 
    
string name = opTemp.getName() + 
this.counter.ToS
     
 int x = opTemp.getPoint().X; 
 int y = opTemp.getPoint().Y; 
     Point pt = new Point(x,y
     int n = opTemp
     
  for(int c = 0; c < ouTemp.count(); c++)  
  { 
   Operator find = ouTemp.getOperator(c); 
   string
95 
   
   > 0)  
   
       string [ ] ins = find.getInput(); 
   
   
mp.getName()) 
   
         ins[g] = name; 
   
       }
(ins); 
   
   
   
   
   
emp = new Operator(pt, n, name, 
      opTemp.setInput(inputs); 
   
   
opTemp = new Operator(pt, n, name, 
type); 
); 
 defined operators 
+)  
(v)); 
lFile.Filter = "SQLCE Databases(*.sdf)|*.sdf|All 
t DFQL query to file**/ 
   int m = find.getNumberOfInputNodes(); 
   if ( m 
   { 
    for(int g = 0; g < m; g++)  
    { 
if(ins[g] == 
opTe
     { 
     } 
 
ouTemp.getOperator(c).setInput 
   } 
  } 
  if ( n > 0 )  
  { 
   string [] inputs = opTemp.getInput(); 
opT
type); 
  } 
  else  
     { 
     } 
     ouTemp.replace(opTemp,u
     counter++; 
    } 
 
    /** 
     * Add renamed and updated user
    **/ 
    for(int v = 0; v < ouTempCount; v+
    { 
     ou.add(ouTemp.getOperator
    } 
   } 
this.loca
Files(*.*)|*.*"; 
  } 
 
  /**Saves curren
96 
_Click(object sender, System.EventArgs 
e) 
  { 
   
   
= new 
    
  
   unt(); o++)  
opTemp = ou.getOperator(o); 
+ 
0; t < 
    
     opTemp.getInput()[t] + "|"; 
    
    
    
   } 
y 
ata 
nnection cn = new SqlCeConnection(@"Data 
 
mmand cmd = new SqlCeCommand("DROP 
ustomers", cn); 
private void saveMenuItem





 Operator opTemp = new Operator();  
 for(int o = 0; o < ou.co
    { 
     
     string data = null; 
     data = data + opTemp.getName() + "|"; 
     data = data + opTemp.getType() + "|"; 
     data = data + opTemp.getX() + "|"; 
     data = data + opTemp.getY() + "|"; 
data = data 
opTemp.getNumberOfInputNodes() + "|"; 
for (int t = 
opTemp.getNumberOfInputNodes(); t++)  
 { 
  data = data +
     } 
 saveStream.WriteLine(data); 
} 
    saveStream.Close(); 
ou = new OperatorUtility(); 
  } 
 
 
  private void RDAPull()  
  { 
if (! System.IO.File.Exists(@"\M
Documents\Northwind.sdf"))  
   { 
SqlCeEngine eng = new SqlCeEngine(@"D
Source=\My Documents\Northwind.sdf"); 
    eng.CreateDatabase(); 
    eng.Dispose(); 






d2 = new SqlCeCommand("DROP 
ABLE Employees", cn); 
SqlCeCommand cmd3 = new SqlCeCommand("DROP 
 cmd4 = new SqlCeCommand("DROP 
ABLE CustomerCustomerDemo", cn); 
cmd5 = new SqlCeCommand("DROP 
new SqlCeCommand("DROP 
ABLE EmployeeTerritories", cn); 
SqlCeCommand cmd7 = new SqlCeCommand("DROP 




mand cmd12 = new SqlCeCommand("DROP 
nd("DROP 
md5.ExecuteNonQuery(); 
    
    
md9.ExecuteNonQuery(); 
    
    cmd11.ExecuteNonQuery(); 
   { 
    
SqlCeCommand cm
T




TABLE CustomerDemographics", cn); 
SqlCeCommand cmd6 = 
T
TABLE Order_Details", cn); 
S
TABLE Orders", cn); 
SqlCeCommand cmd9 = new SqlCeCommand("DRO
TABLE Products", cn); 
SqlCeCommand cmd10 = new SqlCeCommand("DR
TABLE Region", cn); 
SqlCeCommand cmd11 = new SqlC
TABLE Shippers", cn); 
SqlCeCom
TABLE Supplies", cn); 
SqlCeCommand cmd13 = new SqlCeComma
TABLE Territories", cn); 
   cn.Open(); 
   try  
   { 
    cmd.ExecuteNonQuery(); 
    cmd2.ExecuteNonQuery(); 
    cmd3.ExecuteNonQuery(); 
    cmd4.ExecuteNonQuery(); 
    c
cmd6.ExecuteNonQuery(); 
cmd7.ExecuteNonQuery(); 
    cmd8.ExecuteNonQuery(); 
    c
cmd10.ExecuteNonQuery(); 
    cmd12.ExecuteNonQuery(); 
    cmd13.ExecuteNonQuery(); 
   } 
   catch (SqlCeException sqlCeEx)  
 
   } 
   cn.Close(); 
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   cn.Dispose();
SqlCeRemot w 
string s





"SELECT * FROM Customers", 
Option.TrackingOff); 
CT * FROM Employees", 
 sCon, RdaTrackOption.TrackingOff); 
   rda.Pull("Categories", "SELECT * FROM Categories", 
  
CustomerCustomerDemo", "SELECT * 
FROM CustomerCustomerDemo", 
.TrackingOff); 
rda.Pull("CustomerDemographics", "SELECT * FROM 
CustomerDemographics", 
  
EmployeeTerritories", "SELECT * FROM 
EmployeeTerritories", 
.TrackingOff); 
rda.Pull("Order_Details", "SELECT * FROM [Order 
Details]", 
 sCon, RdaTrackOption.TrackingOff); 
 rda.Pull("Orders", "SELECT * FROM Orders", 
    sCon, RdaTrackOption.TrackingOff); 
    rda.Pull("Products", "SELECT * FROM Products", 
     sCon, RdaTrackOption.TrackingOff); 
    rda.Pull("Region", "SELECT * FROM Region", 
     sCon, RdaTrackOption.TrackingOff); 
    rda.Pull("Shippers", "SELECT * FROM Shippers", 
     sCon, RdaTrackOption.TrackingOff); 
    rda.Pull("Suppliers", "SELECT * FROM Suppliers", 
     sCon, RdaTrackOption.TrackingOff); 
    rda.Pull("Territories", "SELECT * FROM Territories", 
     sCon, RdaTrackOption.TrackingOff); 
   } 
   catch (SqlCeException sqlCeEx)  
   { 
   } 
 
eDataAccess rda = ne
SqlCeRemoteDataAccess(); 
Con = @"Provider=SQLOLEDB;Data 
Catalog=Northwind;integrated security=SSPI;"
+ @"Persist Security Info=False"; rda.Int
@"http://MyComputer/North
rda.LocalConnectionString = @"Data Source=\My 
Docum
   try 
   { 
    rda.Pull("Customers", 
     sCon, RdaTrack
    rda.Pull("Employees", "SELE
    
 
   sCon, RdaTrackOption.TrackingOff); 
rda.Pull("
     sCon, RdaTrackOption
   sCon, RdaTrackOption.TrackingOff); 
rda.Pull("
     sCon, RdaTrackOption
    




void menuRemoteNorthwind_Click(object sender, 
m.EventArgs e) 
RDAPull(); 
teTreeView(string fileName)  





   
 xmlDoc.DocumentElement; 
  XmlElement newElement = xmlDoc.CreateElement(temp); 
tChildNode.AppendChild(newElement); 
 new TreeNode(newElement.Name); 
dd(node); 
 new ArrayList(); 





TreeNode tblNode = new 
TreeNode(tableElement.Name); 
ageIndex = 2; 
yList columns = new ArrayList(); 
s.getColumnNames 
<columns.Count;c++)  
   rda.D




 {  
   
   string file = @"\My Documents\Northwind.sdf"; 
   createTreeView(file); 
  } 
 
rivate void crea  p
  { 
   DatabaseUti
   string temp = duDbNames.getDa
mlDocument   this.xmlDoc = new X
r file =    XmlTextReade
   this.xmlDoc.Load(fi
   file.Close();  
   XmlNode firstChildNode =
   
 
   firs
   TreeNode node =
   node.ImageIndex = 1; 
de.SelectedImageIndex = 1;    no
   rootNode.Nodes.A
rrayList tables =   A
   DatabaseUtility duN
   tables = duNames.g
   for(int t=0; t<tables.Count;t++)  
   { 
XmlElement 
xmlDoc.CreateElem
   newElement.Appen 
    
    tblNode.Im
    tblNode.SelectedImageIndex = 2; 
e.Nodes.Add(tblNode);     nod
Arra    
columns = duName
(fileName,tableElement.Name); 
    for(int c=0; c





colNode = new 
TreeNode(columnElement.Name); 
 colNode.ImageIndex = 3; 
    colNode.SelectedImageIndex = 3; 
   
ode.Nodes.Add(colNode);   





1 * vScrollBar.Value; 
XmlElement 
xmlDoc.CreateEle
     tableElement.Ap
TreeNode 
    
 
    
     tblN
    
    } 
   } 
   treeView.ExpandAll(); 
   d
   xmlDoc.Save(xmfFi




  { 
   panelB.Left = -1 * hScrollBar




  { 
   panelB.Top = -
  } 
 


















 Ope e, 
















  * rator class for storage of information regarding nam
  * tion, type, number of inputs, inputs, database, and q
 **/ 
rator  public class Ope
 { 
private int x; 
  private int
  private int numberOfInputNo
  private string name; 
  private string [] input; 
  private string type; 
  private string query; 
  private string dbLocation; 
 
 
  /** 
   * Operator constructor 
   * Initializes operator when no parameters re
  **/ 
  public Operator() 
  { 
   this.setX(0); 
   this.setY(0); 
   this.setNoOfInputNodes(0); 
ame(null);    this.setN
   this.setType(null); 
uery(null);    this.setQ
 
  } 
 
  /** 
structor    * Operator con
  * Initializes ope 
   * as par
 **/  
  public Operator(string opName, string
  { 
is.setX(0);    th
   th
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is.setName(opName); 
  this.setType(opType); 
  * Operator constructor 
 number of input nodes, 
pName, string opType) 




  if(nuInputNode == 2)  
 
this.input[0] = "inputA"; 
"; 
opType)  
   { 
t": 
  break; 
  break; 
   } 
this.input[0] = "inputA"; 
   this.input[1] = "inputC"; 
         
input = new string [4]; 
   this.input[0] = "inputA"; 
   this.setNoOfInputNodes(0); 
   th
 
   this.setQuery(null); 
 
  } 
 
  /** 
 
   * Initializes operator when only
   * name, and type received as parameters 
  **/ 
  public Operator(int nuInputNode,string o
  { 
 
   this.setY(0); 
   this.setNoOfInputNodes(nuI
   th
   this.setType(opType); 
   th
 
   { 
    input = new string [2];
    
    this.input[1] = "inputE
    switch (
 
     case "Selec
       
    
     default: 
    
 
   } 
   if(nuInputNode == 3) 
   { 
    input = new string [3]; 
    
 
    this.input[2] = "inputE"; 
    }
   if(nuInputNode == 4)  
   { 
    
 
    this.input[1] = "inputB"; 
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this.input[3] = "inputE"; 
 } 
tor constructor 
 point location, number  
t nodes, name, and type are received as  
  * parameters 
, int nuInputNode, string opName, string 
  
is.setY(p.Y); 
  this.setNoOfInputNodes(nuInputNode); 
is.setQuery(null); 
  { 
inputA"; 
 = "inputE"; 
   this.input[0] = "inputA"; 
nputC"; 
 "inputE"; 
   this.input[0] = "inputA"; 
 "inputB"; 
] = "inputD"; 
this.input[3] = "inputE"; 
 } 
ut nodes**/ 
 setNoOfInputNodes (int inputNodeCount)  
    this.input[2] = "inputD"; 
    




  /** 
   * Opera
   * Initializes operator when
   * of inpu
 
  **/ 
public Operator(Point p
opType)
  { 
   this.setX(p.X); 
   th
 
   this.setName(opName); 
   this.setType(opType); 
   th
   this.input = new string[nuInputNode]; 
   if(nuInputNode == 2)  
 
    this.input[0] = "
    this.input[1]
   } 
   if(nuInputNode == 3) 
   { 
 
    this.input[1] = "i
    this.input[2] =
   } 
   if(nuInputNode == 4)  
   { 
 
    this.input[1] =
    this.input[2
    




  /**Sets the number of inp
  private void
  { 
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is.numberOfInputNodes = inputNodeCount; 
 } 
tor**/ 
 setName (string operatorName)  
is.name = operatorName; 
  /**Sets the type of operator**/ 
  private void setType (string operatorType)  
  { 
   this.type = operatorType; 
  } 
 
  /**Sets the x-coordinate of operator**/ 
  public void setX (int xCoordinate)  
  { 
   this.x = xCoordinate; 
  } 
 
  /**Sets the y-coordinate of operator**/ 
  public void setY (int yCoordinate)  
  { 
   this.y = yCoordinate; 
  }   
 
  /**Sets the inputs of operator**/ 
  public void setInput (string [] inputStrings)  
  { 
   inputStrings.CopyTo(this.input,0); 
  } 
 
  /**Sets the query of operator**/ 
  public void setQuery (string operatorQuery)  
  { 
   this.query = operatorQuery; 
  } 
 
  /**Sets database location of operator**/ 
  public void setDbLoc (string dbLoc)  
  { 
   this.dbLocation = dbLoc; 
  } 
 
  /**Gets the x-coordinate of operator**/ 
   th
 
 
  /**Sets the name of opera
  private void
  { 
   th








 odes()  
odes; 
nput; 
  public int getX()  
  { 
   
  } 
 
  /**Gets the y-coordin
 public int getY()   
  { 
   
  } 
 
  /**Gets the point of operator using x and y coordinates**/ 
  public Point getPoint()  
  { 
   Point pt = new Poin
return pt;    
  } 
 
/**Gets number of input nodes of operator**/ 
public int getNumberOfInputN 
  { 
   return this.numberOfInputN
  } 
 
  /**Gets name of operator**/ 
tring getName()    public s
  { 
is.name;    return th
  } 
 
  /**Gets inputs of operator**/ 
  public string [] getInput()  
  { 
is.i   return th
  } 
 
**Gets  /  type of operator**/ 
tType()    public string ge
   {
   return this.type; 
  } 
 
f operator**/   /**Gets query o
  public string getQuery()  
  { 
eturn this.query;    r
106
 } 














  /**Gets database location of operator**/ 
  public stri
  { 
   re































ames ace DFQL 
ed Enrollment.  It has two purposes. 
 queries againts. 
ort DFQL queries. 
df"; 
" + @"My 




reate database at " + 












 * Creates a local database call 
  * One is to have a local database to create DFQL
 * Second is for creating temporary tables to supp 
 **/ 
 public class AddLocalDatabase 
 { 
  private string strFile = @"My Documents\Enrollment.s
private string strConn = "Data Source=
Documents\Enrollment.sdf"; 
 
  /** 
   * AddLocalDatabase constructor 
e one   * Delete database if it exists else creat
  **/ 
 public AddLocalDatabase()  
  { 
  if (File.Exists(strFile))   
   { 
    File.Delete(strFile); 
   } 
   SqlCeEngine dbEngine = new SqlCeEngine();
  dbEngine.LocalConnectionString = strConn;  
   try  
  {  
    dbEngine.CreateDatabas
    }
   c  SqlCeException exSQL )  
   { 
    MessageBox.Show("Unable to c
ile +      strF
    ". Re 
     exSQL.Errors[0].Mess
  }  
   populateDB(); 
   dbEngine.Dispose(); 
  } 
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  * Creates Tables and Columns and inserts predefined data 
 private void populateDB()  
qlCeConnection(); 
mand(); 
  connDB.ConnectionString = strConn; 
   " (CNO nchar(5) not null " + 
+ 
   " , INO nchar(5) not null " + 
   " INSERT Course " + 
1', 'I001')"; 
   " INSERT Course " + 
2', 'I002')"; 
   " INSERT Course " + 
3', 'I001')"; 
 
  /** 
 
  **/ 
 
  { 
   SqlCeConnection connDB = new S
   SqlCeCommand cmdDB = new SqlCeCom
 
 
   connDB.Open(); 
 
   cmdDB.Connection = connDB; 
 
   cmdDB.CommandText = 
    " CREATE TABLE Course " + 
 
    " , TITLE nchar(25) not null " 
 
    " )"; 
 
   cmdDB.ExecuteNonQuery(); 
    
 
   cmdDB.CommandText =  
 
    "(CNO, TITLE, INO) " + 
    "VALUES ('C001','Course0
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
 
    "(CNO, TITLE, INO) " + 
    "VALUES ('C002','Course0
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
 
    "(CNO, TITLE, INO) " + 
    "VALUES ('C003','Course0
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
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   " INSERT Course " + 
4', 'I002')"; 
   " CREATE TABLE Instructor " + 
 
ll " + 
  cmdDB.ExecuteNonQuery(); 
  cmdDB.CommandText =  
  cmdDB.ExecuteNonQuery(); 
  cmdDB.CommandText =  
  cmdDB.ExecuteNonQuery(); 
  cmdDB.CommandText =  
  cmdDB.ExecuteNonQuery(); 
  cmdDB.CommandText = 
 + 
+ 
   " )"; 
  cmdDB.ExecuteNonQuery(); 
 
    "(CNO, TITLE, INO) " + 
    "VALUES ('C004','Course0
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText = 
 
    " (INO nchar(5) not null " +
    " , INAME nchar(25) not nu





    " INSERT Instructor " + 
    "(INO, INAME) " + 





    " INSERT Instructor " + 
    "(INO, INAME) " + 





    " INSERT Instructor " + 
    "(INO, INAME) " + 





    " CREATE TABLE Enroll "
    " (ECno nchar(5) not null " 
    " , ESno nchar(12) not null " + 





   cmdDB.CommandText =  




   " INSERT Enroll " + 
+ 
   
 
  cmdDB.ExecuteNonQuery(); 
  cmdDB.CommandText =  
   " INSERT Enroll " + 
+ 
14','A')"; 
  cmdDB.CommandText =  
   "(ECno, ESno, GRADE) " + 
1115','B')"; 
   " INSERT Enroll " + 
   "VALUES ('C001','111-11-1116','A')"; 
   "(ECno, ESno, GRADE) " + 
1','A')"; 
    "(ECno, ESno, GRADE) " + 
    "VALUES ('C001','11
 
   cmdDB.ExecuteN
 
   cmdDB.CommandText =  
 
    "(ECno, ESno, GRADE) " 




    " INSERT Enroll " + 
    "(ECno, ESno, GRADE) " + 
    "VALUES ('C001','111-11-1113','B')"; 
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
 
    "(ECno, ESno, GRADE) " 
    "VALUES ('C001','111-11-11
 
   cmdDB.ExecuteNonQuery(); 
 
 
    " INSERT Enroll " + 
 
    "VALUES ('C001','111-11-
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
 
    "(ECno, ESno, GRADE) " + 
 
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
    " INSERT Enroll " + 
 
    "VALUES ('C002','111-11-111
 
   cmdDB.ExecuteNonQuery(); 
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   "VALUES ('C002','111-11-1112','A')"; 
(); 
mdDB.CommandText =  
 " INSERT Enroll " + 
   "(ECno, ESno, GRADE) " + 
    "VALUES ('C003','111-11-1113','A')"; 
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
    " INSERT Enroll " + 
    "(ECno, ESno, GRADE) " + 
    "VALUES ('C003','111-11-1114','A')"; 
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
    " INSERT Enroll " + 
    "(ECno, ESno, GRADE) " + 
    "VALUES ('C003','111-11-1115','B')"; 
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
    " INSERT Enroll " + 
    "(ECno, ESno, GRADE) " + 
    "VALUES ('C003','111-11-1116','B')"; 
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText =  
    " INSERT Enroll " + 
    "(ECno, ESno, GRADE) " + 
    "VALUES ('C004','111-11-1112','A')"; 
 
   cmdDB.ExecuteNonQuery(); 
 
   cmdDB.CommandText = 
   " CREATE TABLE Student " + 
   " (SNO nchar(11) not null " + 
 
   cmdDB.CommandText =  
    " INSERT Enroll " + 
    "(ECno, ESno, GRADE) " + 
 
 
   cmdDB.ExecuteNonQuery
 
   c





" , SNAME nchar(25) not null " + 
 " , AGE int " + 
 " , GENDER nchar(6) not null " + 
" )"; 
teNonQuery(); 
mandText =  
" INSERT Student (SNO, SNAME, AGE, GENDER) VALUES 
('111-11-1111','Student01',22,'female')";    
ery(); 
" INSERT Student " + 
ME, AGE, GENDER) " + 
11-11-1113','Student03'" + 
";    
xecuteNonQuery(); 
 GENDER) " + 
ALUES ('111-11-1114','Student04'" + 
 
xecuteNonQuery(); 
   
 
mdDB.ExecuteNonQuery(); 
    
   
   
    
 
   cmdDB.Execu
 
  cmdDB.Com 
 
   cmdDB.ExecuteNonQu
 
   cmdDB.CommandText =  
 " INSERT Student " +    
    "(SNO, SNAME, AGE, GENDER) " + 
     "VALUES ('111-11-1112','Student02'" +
    ",25,'male')";    
 
);    cmdDB.ExecuteNonQuery(
 
  cmdDB.CommandText =   
    
    "(SNO, SNA
"VALUES ('1    
    ",31,'female')
 
   cmdDB.E
 
CommandText =     cmdDB.
    " INSERT Student " + 
   "(SNO, SNAME, AGE, 
    "V
    ",38,'male')";    
   cmdDB.E
 
   cmdDB.CommandText =  
    " INSERT Student " + 
    "(SNO, SNAME, AGE, GENDER) " + 
 "VALUES ('111-11-1115','Student05'" + 
",27,'female')";       
 
  c 
 
   cmdDB.CommandText =  
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 Student " + 
 
"VALUES ('111-11-1116','Student06'" + 
 


















    " INSERT
    "(SNO, SNAME, AGE, GENDER) " +
    
    ",29,'male')";   
 
 
   cmdDB.Dispose(); 
   connDB.Close(























. able. s 
om a tree. 
s.Forms.Form 
e; 
ng chosenTable = null; 
ing chosenDatabase = null; 
ableForm() 
ner support 
   
omponent 
indows.Forms.TreeNode(); 
is.rootNode.Text = "Database"; 
.treeView.Nodes.Add(rootNode); 












 * Class to choose table fr 
 **/ 
ublic class p  TableForm : System.Window
 { 
  private System.Windows.Forms.ImageList imageList; 
ystem.Windows.Forms.TreeView treeView;   private S
  private System.Windows.Forms.Button okButton; 
ystem.Windows.Forms.TreeNode rootNod  private S
 private stri 
  private str
 
  /** 
   * TableForm constructor 
  **/ 
 public T 
  { 
   // 
   // Required for Windows Form Desig
   // 
InitializeComponent(); 
 
   // 
//TODO: Add any constructor code after InitializeC
call 
   // 
is.rootNode = new System.W   th
  th 
   this
treeView.AfterSelect += new 
TreeViewEventHandler(nodeChosen); 
    
  } 
 
mary>   /// <sum
  /// Clean
115
ide void Dispose( bool disposing ) 
disposing ); 
rated code 
r Designer support - do not modify 
nent() 
ces.ResourceManager resources = new 
anager(typeof(TableForm)); 
 new System.Windows.Forms.Button(); 
   this.treeView




this.okButton.Location = new System.Drawing.Point(88, 
ystem.Drawing.Size(64, 24); 






is.treeView.Location = new System.Drawing.Point(8, 8); 
  this.treeView.Size = new System.Drawing.Size(224, 224); 
  







  /// </summary> 
  protected overr
  { 
   base.Dispose( 
  } 
 
  #region Windows Form Designer gene
  /// <summary> 
  /// Required method fo
  /// the contents of this method with the code editor. 
  /// </summary> 
  private void InitializeCompo
  { 
System.Resour
System.Resources.ResourceM
   this.okButton =
 = new System.Windows.Forms.TreeView(); 
t = new System.Windows.Forms.ImageList(); 
   //  
   // okButt
   //
240); 
   this.okButton.Size = new S
   th
this.okButton.Click 
S
   //  
   // treeView 
   //
   this.treeView.ImageList = this.im
   th
 
 
 //  
 // imag










   this.Controls.Add(th
   this.Text = "TableFo
 
  } 
  #endregion 
fter choosing table 
Click(object sender, System.EventArgs e) 
lt = DialogResult.OK; 
se schema into a tree from XML document 
ublic void localDatabase(string xmlFileLoc, string output)  
 { 
 
   XmlDocument dom = new XmlDocument(); 
   dom.Load(xmlFileLoc); 
   this.treeView.Nodes.Clear(); 
this.treeView.Nodes.Add(new 
TreeNode(dom.DocumentElement.Name)); 
   TreeNode tNode = new TreeNode(); 
   tNode = this.treeView.Nodes[0]; 
   AddNode(dom.DocumentElement,tNode,0); 
   treeView.ExpandAll(); 
   chosenTable = output; 
  } 
 
  /** 
 * Node chosen and determines which database chosen node 
belongs to. 
  **/ 
  private void nodeChosen(System.Object sender,  
   System.Windows.Forms.TreeViewEventArgs e) 
  { 
   this.imageList.ImageSize = new System.Drawing.
   16); 
 
   //
   // TableForm 
   //  




  /** 
   * OK button a
  **/ 
  private void okButton_
  { 
   this.DialogResu
  } 
 
  /** 
   * Loads databa






 if(e.Node.Text != "Databases")  
{ 
 chosenTable = e.Node.Text; 
eLoc = -1; 
 { 
  tableLoc = e.Node.FullPath.IndexOf('\\',10); 
 } 
Documents\" + 




thod for populating treenode with xmlnode**/ 
int cou
   
   if(e
   
   
    
    
    } 
bl    int ta
   try   
   
   
   
    catch  
    { 
    } 
 if (tableLoc > -1)     
    { 
chosenDatabase = @"\My 
e.Node.FullPath.Substring(10,
".sdf"; 
    } 
   } 
  } 
 
*/   /**Get chosen table method*
 string getChosenTable  public
  { 
   return chosenTable; 
  } 
 
hosen database met  /**Get c
  public string ge
   {
osenDatabase;    return ch
  } 
 
  /**AddNode me
private void AddNode(XmlNode inXmlNode, TreeNode inTreeNode, 
nter)  
  { 
   XmlNode xNode; 
   TreeNode tNode; 
   XmlNodeList nodeList; 
   int index = counter; 
index++; 
 (inXmlNode.HasChildNodes)     if
  {  
118
t = inXmlNode.ChildNodes; 
t-1; i++)  
 { 
lNode.ChildNodes[i]; 








   









    nodeLis
    if(counter<2)  
    { 
     for (int i = 0; i<=nodeList.Coun
    
      xNode = inXm
      inTreeNode.Im
inTreeNode.Nodes.Add
    
      tNode = inTreeNode.Nod
      
    
    
 } 
 else  
    { 
     inTreeNode.ImageIndex = counter; 
     inTreeNode.SelectedImageIndex = counte
    } 

























  * Class for c
  * Displays a 
  * on column 
 **/ 




















reating criteria information easier for user. 
tree view of databases connected. User clicks 
nodes and is displayed in a text box. 
riteriaForm : System.Windows.Forms.Form 
  private System.W
  private System.Windows.For
Windows.For  private System.
  private System.Windows.Forms.ToolBar toolBa
a  private System.Windows.Forms.ImageList im
  private System.Windows.Forms.TreeNode roo
  private string criteria = null; 
  
 /**  
   * Criteri
  **/ 
 public CriteriaForm 
  { 
   // 
equired for Windows Form Designer support    // R
   // 
itializeComponent();    In
 
   // 
// TODO: Add any constructor code 
call 
// 
s.Forms   this.rootNode = new System.Window
   this.rootNode.Text = "Database"; 
   this.treeView.Nodes.Add(rootNode); 
+= treeView.AfterSelect 
ChosTreeViewEventHandler(node
  } 
 
120
 /// <summary> 
p any resources being used. 
rride void Dispose( bool disposing ) 
s Form Designer generated code 
 of this method with the code editor. 
ializeComponent() 
ces.ResourceManager resources = new 
; 
ystem.Windows.Forms.TreeView(); 
   this.textBox = new S
   this.okButton = new ws.Forms.Button(); 
tem.Windows.Forms.ToolBar(); 
 new System.Windows.Forms.ImageList(); 
  
  // treeView 
List = this.imageList; 
is.treeView.Size = new System.Drawing.Size(240, 144); 
  
  // textBox 
; 
is.textBox.Multiline = true; 
= 
ystem.Windows.Forms.ScrollBars.Vertical; 




= new System.Drawing.Point(88, 
ystem.Drawing.Size(56, 24); 
 
  /// Clean u
  /// </summary> 
  protected ove
  { 
   criteria = this.textBox.Text; 
   base.Dispose( disposing ); 
  } 
 
  #region Window
  /// <summary> 
  /// Required method for Designer support - do not modify 
  /// the contents
  /// </summary> 
  private void Init
  { 
System.Resour
System.Resources.ResourceManager(typeof(CriteriaForm))
   this.treeView = new S
ystem.Windows.Forms.TextBox(); 
 System.Windo
   this.toolBar = new Sys
   this.imageList =
 
   //
 
   //  
   this.treeView.Image
   th
 
   //
 
   //  
   this.textBox.Location = new System.Drawing.Point(0, 152)




   this.textBox.Text = ""; 
 //  
   //
   //  
this.okButton.Location 
200); 
   this.okButton.Size = new S
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mageSize = new System.Drawing.Size(16, 
trols.Add(this.okButton); 
is.Controls.Add(this.textBox); 
  this.Controls.Add(this.treeView); 
this.Controls.Add(this.toolBar); 
  this.Text = "CriteriaForm"; 
 
  } 
  #endregion 
 
  /** 
   * Loads database schema into a tree from XML document 
  **/ 
  public void localDatabase(string xmlFileLoc, string output)  
  { 
   XmlDocument dom = new XmlDocument(); 
   dom.Load(xmlFileLoc); 
   this.treeView.Nodes.Clear(); 
this.treeView.Nodes.Add(new 
TreeNode(dom.DocumentElement.Name)); 
   TreeNode tNode = new TreeNode(); 
   tNode = this.treeView.Nodes[0]; 
   AddNode(dom.DocumentElement,tNode,0); 
   this.textBox.Text = output; 
   treeView.ExpandAll(); 
  } 




   //
   // imageList 










   //  
   // CriteriaForm 
   //  
   this.Con
   th
 




mines which node is chosen and displays it 
sen(System.Object sender,  
ws.Forms.TreeViewEventArgs e) 
    
if(e.Node.GetNodeCount(false)==0)  
{ 
ext +  
e.Text; 
e.Text != "Databases")  
t != "Databases")  
x.Text + 
; 
o re-enter it after closing form**/ 
OK when okButton clicked**/ 
r, System.EventArgs e) 
esult = DialogResult.OK; 
ode method for populating treenode with xmlnode**/ 




   * Deter
   * in text box 
  **/ 
  private void nodeCho
  System.Windo 
  { 
   
   
    this.textBox.Text = this.textBox.T
     e.Node.Parent.Text+"."+e.Nod
   } 
   else  
{    
    if(e.Nod
 {    
     if (e.Node.Parent.Tex
     { 
this.textBox.Text = this.textBo
e.Node.Text
     } 
   }  
   } 
  } 
 
iteria in order not t  /**Gets cr
  public string getCriteria()  
  { 
   return criteria; 
  } 
 
 /**Send  
  private void okButton_Click(object sende
  { 
is.DialogR   th
  } 
 
 /**AddN 
private void AddNode(XmlNode inXml
int counter)  
  { 
   XmlNode xNode; 
reeNode tNode;    T
  X 
   int index = counter; 
123
nodeList = inXmlNode.ChildNodes; 
   for (int i = 0; i<=nodeList.Count-1; i++)  
mlNode.ChildNodes[i]; 
 inTreeNode.ImageIndex = counter; 
dex = counter; 
inTreeNode.Nodes.Add(new 
TreeNode(xNode.Name));    
   
AddNode(xNode,tNode,index);   




   index++; 
   if (inXmlNode.HasChildNodes)  
   { 
    
 
    { 
     xNode = inX
    
     inTreeNode.SelectedImageIn
     tNode = inTreeNode.Nodes[i]; 
     
   
    } 
   } 
   else  
   { 
    
    inTreeNode.SelectedImageIndex = cou
   } 



























zes data members 















* Oper operators,   atorUtility class that keeps track of 
hich part of the operator wa  * determines w
* oper tor loc  a ation, appropriate query, a
  * d n of temporary tables that act as view 
 **/ 
 public class OperatorUtility 
 {  
  /**Arraylist for storing operators**/ 
tions.ArrayList operatorList;   private System.Collec
 
or**/   /**Multi-purpose temporary operat
  private Operator op; 
 
  /** 
torUtility const   * Opera
  * Initiali 
  **/ 
  public OperatorUtility() 
  { 
s.operato   thi
   this.op = new Operator
  } 
 
**Adds  /  temporary operator to the list**/
  p void add ()  
  { 
   this.operatorList.Add(op); 
  } 
 
  /**Adds a given operator to the list**/ 
ator o)    public void add (Oper
  { 
o);    this.operatorList.Add(
  } 
 
  /**Counts the number of operators on the
125
is.operatorList.Count; 
 /**Removes an operator from the list given an index number**/ 
id remove (int index) 
ces Operator at a given index with a given 
* 
f 
  **/ 
  public void move (P
   op.setY(p.Y); 
  } 
umber**/ 
ex)  
   Operator opTemp = (Opera
   return opTemp; 
 } 
 
  /**Gets operator given a name**/ 
  public Operator getOperator (strin
  { 
; 
   Point p = new Point(0,0); 
   p = location(name); 
  int loc = location(p); 
   if (loc > -1)  
   { 
    opTemp = (Operator) operatorList[loc]; 
  public int count()  
  { 
   return th
  } 
 
 
  private vo
  { 
   this.operatorList.RemoveAt(index); 
  } 
 
  /** 
   * Repla
   * Operator 
  **/ 
  public void replace (Operator op, int index)  
  { 
   operatorList[index] = op; 
  } 
  /*
   * Given a point, updates the x and y coordinates o
   * temporary operator 
oint p)  
  { 
   op.setX(p.X); 
 
  /**Gets operator located at given index n
  public Operator getOperator (int ind
  { 
tor) operatorList[index]; 
 
g name)  
   Operator opTemp = new Operator()
 
126
   } 
   return opTemp; 
  } 
 
   return op; 
  } 
 
  /**Determines point location of operator given a name*
  public Point location (string name)  
   Point p = new Point(0,0); 
   Operator opTemp = new Operator(); 
   for (int c=0;c!=operatorList.Count;c++) 
   {      
    opTemp = (Operator) operatorList[c]; 
    { 
     p = opTemp.getPoint(); 
     break; 
    } 
   } 
 
  /** 
  private int location (Point p)  
  { 
   int result = -1; 
   Operator opTemp = new O
   for (int d=0;d!=operatorList
 
    opTemp = (Operato
    opPoint = opTemp.getPoint(); 
 opPoint.X+55>=p.X)  
    if (opPoint.Y-5<=p.Y && opPoint.Y+30>=p.Y)  
     { 
      result =
      break; 
  /**Gets temporary operator**/ 
  public Operator getOperatorTemp()  
  { 
*/ 
  { 
    if (opTemp.getName() == name) 
   return p; 
  } 
   * Determines index location of operator given  
   * a point location 
  **/ 
   Point opPoint = new Point(0,0); 
perator(); 
.Count;d++) 
   {     
r) operatorList[d]; 
    if (opPoint.X<=p.X &&




     } 
    } 
   return result; 
  } 
 
  /** 
and 
   * returns result as a data table given the name 
   * the operator 
  **/ 
  public DataTable processOutput(string name)  
  { 
   string defaultDbLoc = @"\My Doc
   string [] input = tempO.getInput(); 
   DataTable tempDt = new DataTab
   for(int i=0;i<=tempO.getNumberOfInputNodes()-1;i++) 
   {     
    /**Determines if operator connected to a Table**/ 
) 




     tempDt = processOutput(input[i]); 
      if(i<1)  
      { 




/**Creates appropriate query 
depending on type**/ 
foreac
tempDt.Columns) 





   } 
   * Processes operator to determine output query 
of 
   Operator tempO = getOperator(name);  
uments\Enrollment.sdf"; 
le(); 
    if(!input[i].StartsWith("Table")
    { 
/**Determines 
Criteria**/ 
     if (!input[i].Start
     { 




string query = 
TableA (
h(DataColumn colName in 






string type = 
colName.Dat
ng();    
 
        
        switch




query + " 









          break; 
query = 
          break; 
       
       
= 
query.Remove(query.Length-




       
















query + " 
datetime,
         default: 





query = query + ")"; 
DatabaseUtility du = new 
DatabaseUtility(









       { 
"insert into TableA 
 
olumns) 
        
ata = 
g(); 












string query = "create table 
B ("; 





string type = 
colName.DataType.ToStri
ng(); 
      
        { 
"System.String": 









       
query = query + ")"; 
du.nonQueryDb(defaultDb
     
     
     
      else  
      { 




depending on type**/ 
foreach(DataColumn colName in 
tempDt.Colu





  switch(type)  
case 
130




query + " 
  break; 
= 
query + " 
datetime,"; 
  break; 
       
 = 
       
       
query = 
query = query + ")";   
     






query into temporary TableB**/ 
foreach(DataRow rows in 
tempDt.Rows) 
into TableB 
(DataColumn col in 
 
query = 








        
  default: 
query
query + ","; 
   break; 
 } 
       } 
query.Remove(query.Length-
1,1); 
       
Databas
du.nonQueryD
       query = null; 
/**Inserts data fro
       { 




        { 









      
      
    { 
     Opera  = getOperator(input[i]); 
ery depending on type of 
f inputs. Sends the query and  
    * populates a
   **/ 
   switch(tempO
   { 
    case "S
 
getOpe
     bool se e; 
arA.StartsWith("Table"))  
     
tempO.setQuery("select distinct * from " 
ctOperA.getQuery());  
 
istinct * from 
 
query = query + 
"'"+data.Rep
"''")+"',"; 
  } 
th-1,1); 
query = query + ")"; 
du.non
(defaultDbLoc,query)
       } 
 
} 
     } 
    } 
    else  
tor opTable
     tempO.setDbLoc(opTable.getDbLoc()); 
    } 
   } 
    
   /** 
    * Determines appropriate qu
    * operator and type o
 data table. 
.getType())  
elect": 
     string selectVarA = input[0];
Operator selectOperA = 
rator(selectVarA); 
lTableACreated = fals
     if(selectV
     {  
+ sele
    
     } 
     else  
     { 
tempO.setQuery("select d
tableA"); 
      tempO.setDbLoc(defaultDbLoc);
132
     } 
     string selectV
     if(selectVarB
selectOperB = 
ator(selectVarB); 
      if(selec




string opText = 
pText = criteriaProcess(opText); 
      } 
duSelect = new 
(); 
      
tempDt = duSelect.queryDb(tempO.getDbLoc() 




    case "Project
Opera
getOp




      selTableACreated = true;   
    
arB = input[1]; 
.StartsWith("Criteria")) 







      } 
      e
      { 
selectOperB.getQuery(); 
       o
tempO.setQuery(tempO.getQuer
y()+ " where " +opText); 




      
     if(selTableACreated) 
     { 
     
d
(defaultDbLoc,dropQuery)
     } 
     break; 
": 
     string projectVarB = input[1]; 
tor projectOperB = 
erator(projectVarB); 
     if(projectVarB.S






string projectVarA = input[0
Operator projectOperA = 
getOperator(projectVarA); 
     if(projectVarA.StartsWith("T






      tempO.setDbLoc(de
 






   
ueryDb(defaultDbLoc, 
le TableA"); 
     } 
     break; 
     
      getOperator(joinVarA); 
se; 
TableBCreated = false; 
     Opera
     if(joinVarA.StartsWith("Table"))  
     
projectOpText = 
ext+ " from"); 
       
     } 
]; 
able")) 
   
pO.getQuery()+" 
uery()); 
     } 
     else 
     {     
pO.getQuery()+" 
faultDbLoc); 
      if(projectVarB != null) 
      { 
       prjTableAC
      
      } 
     } 
ject = new 
= 
getDbLoc(), 
     if(prjTableACreated) 




    case "Join": 
string joinVarA = input[0]; 
Operator joinOperA =
     bool joinTableACreated = fal
     bool join
     string joinVarB = input[1]; 
tor joinOperB = getOperator(joinVarB); 






     { 
tempO.setQuery("select distinct * 
.getQuery()+", 
joinTableBCreated = true; 
      
         
t * 
tableA,"+ 
inTableBCreated = true; 
      } 
      tempO
      joinTa
    
     } 
     string joinVar
tsWith("Criteria")) 
r joinOperC = 
inVarC); 
&& 
> opText.IndexOf('=') + 
1) 
      { 
       string 
       if(joinT
      if(joinVarB.StartsWith(
      { 
tempO.setQuery("select distinct *
from " + joinOperA.getQuery(
+"
      } 




       
 tempO.setDbLoc(defaultDbLoc); 
}    
     } 
     else  
     { 
      if(joinVarB.StartsWith("Table")) 




      } 
      else 
      { 
tempO.setQuery("select distinct * 
from tableA, tableB"); 
       jo
.setDbLoc(defaultDbLoc); 
bleACreated = true;   
C = input[2]; 
     if(joinVarC.Star
     { 
Operato
getOperator(jo
      string opText = joinOperC.getQuery(); 
if(opText.IndexOf('=')>0 
opText.Length 
[ ] sides = opText.Split('='); 
ableACreated) 
135
       { 
    
ides[0].Split('.'); 
 { 




       





       else 
       { 
        





setQuery(tempO.getQuery() + " 
here " +opText); 
     
eryDb(tempO.getDbLoc(), 
bleACreated) 
      eA"; 
eryDb(defaultDbLoc,drop
uery); 
    
string [] sideA = 
s
        if(joinTableBCreated) 




    
 } 
 else 
        
        } 






        }  
        
       } 
      } 
tempO.
w
     } 
DatabaseUtility duJoin = new DatabaseUtility(); 
tempDt = duJoin.qu
tempO.getQuery()); 
     if(joinTa
     { 
string dropQuery = "drop table Tabl
duJoin.nonQu
Q
     } 
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bleBCreated) 
      eB"; 
eryDb(defaultDbLoc,drop
uery); 
    break; 
     
     eria")) 
= 
     
     cess(opText); 
erA = getOperator(diffVarA); 
     bool diffTable
     bool diffTable
     string diffVarB
     Operator diffO
     if(diffVarA.Sta






       
" + diffOperA.getQuery()+" 
where "+diffVarC+" not 
     if(joinTa
     { 
string dropQuery = "drop table Tabl
duJoin.nonQu
Q
     } 
 
 
    case "Diff": 
string diffVarC = input[2]; 
if(diffVarC.StartsWith("Crit
     { 
Operator diffOperC 
getOperator(diffVarC); 
 string opText = diffOperC.getQuery(); 
 opText = criteriaPro
      diffVarC = opText; 
     } 
     string diffVarA = input[0]; 
     Operator diffOp
ACreated = false; 
BCreated = false; 
 = input[1]; 
perB = getOperator(diffVarB); 
rtsWith("Table"))  
     {   
      if(diffVarB.S
      { 
tempO.setQuery("select distinct " 





      } 
      e
      { 
       
       tempO.setDbLoc(defaultDbLoc); 
       if(diffVarC != 
{ 
tempO.setQuery("select 
distinct " +diffVarC+ " from 
137
        diffTableBCreated = true; 
     
 
(diffVarB.StartsWith("Table")) 
     
O.setQuery("select distinct " 
rC+" not in(select 
from 
"+diffOperB.getQuery()+")"); 
      




TableA where "+diffVarC+" 
not in(select "+diffVarC+" 
from TableB)"); 
       diffTableBCreated = true; 
(diffVarC != null)  
      
       diffTableACreated  true; 
      
      
     Databa




     } 
     if(diffTableBCreated) 
in(select "+diffVarC+" from 
TableB)"); 
       } 
      }  
     } 
     else  
     {
      if
 { 
temp
+diffVarC+ " from TableA where 
"+diffVa
"+diffVarC+" 
      } 
else 
{ 
       
       if(diffVarC != null)  
       
tempO.setQuery("select 
distinct " +diffVarC+ " fr
 
       } 
      } 
      tempO.setDbLoc(defaultDbLoc); 





     } 
seUtility duDiff = new DatabaseUtility(); 
tempO.getQuery()); 
     if(diffTab
     { 




     { 
      ble TableB"; 
     } 
    case "U
      
= 
nTableACreated = false; 
     bool un
     string u
Operator unionOperB = 
ator(unionVarB); 
.StartsWith("Table"))  
     
      





     
     
     
select distinct * 
from " + 
 
       unionTableBCreated = true; 
tempO.setDbLoc(defaultDbLoc); 
      
    } 
     
     .StartsWith("Table")) 
tempO.setQuery("select distinct 
perB.getQuery()); 
      
      
      
string dropQuery = "drop ta
duDiff.nonQueryDb(defaultDbLoc, 
dropQuery); 
     break; 
 
nion": 
string unionVarA = input[0];
Operator unionOperA 
getOperator(unionVarA); 
     bool unio
ionTableBCreated = false; 
nionVarB = input[1]; 
getOper
     if(unionVarA












select distinct * from TableB"); 
       
      } 
 
     else  
{ 
 if(unionVarB
      { 






tempO.setQuery("select distinct * 
from TableA union select distinct 
rom TableB"); 
     
     
Loc); 
nionTableACreated = true;  
     




     if(unionTable
     { 
opQuery = "drop table TableB"; 
bLoc, 
ropQuery); 
    break; 
     
     riteria")) 
= 
ery(); 
arB = opText; 
     } 
     string grpCnt




  unionTableBCreated = true; 
 } 
      tempO.setDbLoc(defaultDb
      u
DatabaseUtility duUnion = new 
DatabaseUtility(); 
tempDt = duUnion.queryDb(tempO.getDbLoc(), 
tempO.getQuery()); 
     if(union
     { 
      string dropQuery = "drop table TableA"; 
n.nonQueryDb(defaultDbLoc, 
uery); 
     } 
BCreated) 
      string dr
duUnion.nonQueryDb(defaultD
d
     } 
 
 
    case "GrpCnt": 
string grpCntVarB = input[1]; 
if(grpCntVarB.StartsWith("C
     { 
Operator grpCntOperB 
getOperator(grpCntVarB); 
string opText = 
grpCntOperB.getQu
      opText = criteriaProcess(opText); 
tempO.setQuery("select distinct 
"+opText+",count(*) as "); 
      grpCntV
VarC = input[2]; 
.StartsWith("Criteria")) 






      opTex cess(opText); 




     { 
tempO
CntOperA.getQuery()+" group by 
tVarB); 
     { 
tempO uery()+ 
ableACreated = true; 




     if(grpC
     { 
      
ltDb c, 
     } 









Text+" from "); 
     } 
     string gr
Operator 
getOper
     bool grpCntTableACreated = false; 
     if(grpCntVarA.S
.setQuery(tempO.getQuery()+grp
"+grpCn
     } 
     else 
.setQuery(tempO.getQ
"tableA group by "+grpCntVarB); 
      grpCntT
      tempO.setDbLoc(defaultDbLoc); 







string dropQuery = "drop table TableA"; 
duGrpCnt.nonQueryDb(defau Lo
dropQuery); 
    case "Table": 
DatabaseUtility duTable = new 
DatabaseUtility(); 
     if(tempO.getQuery()!=null) 
     






     } 
     break; 
    case "Criteria": 
DatabaseUtility duCrit
DatabaseUtility(); 
     if(tempO.getQuery()!=null) 




      tableCriteria.Column
      string [] criterias = o
      
s.Length;c++) 




      } 
      tempDt = tableCriter
     } 
     break; 
 
string eqJoinVarA = input[0]; 
qJoinOperA = 
JoinVarA); 
     bool eq
     bool eqJoinTableBCreated = false; 
JoinVarB = input[1]; 
VarB); 
     
      
     StartsWith("Table"))  
tempO.setQuery("select distinct * 
 
      
lse 
eria = new 
riteria = new 
DataTable(); 
      string opText = tempO.ge
      DataRow criteriaRow;
s.Add("Criteria"); 
pText.Split(','); 
      for(int c = 0; c<criteria
      {   
criteriaRow
tableCrit
       criteriaRow["Criteria"]=criterias[c]; 
tableCriteria.Rows.Add 
ia; 
    case "EqJoin": 
     
Operator e
getOperator(eq
JoinTableACreated = false; 
     string eq
Operator eqJoinOperB = 
getOperator(eqJoin
if(eqJoinVarA.StartsWith("Table"))  
{      
 if(eqJoinVarB.
      { 
from " + eqJoinOperA.getQuery()
+"," +eqJoinOperB.getQuery()); 
} 
      e





eqJoinTableBCreated = true; 
tempO.setDbLoc(defaultDbLoc); 
     }       
     
     
tableA,"+ 
); 
     
     
t * 
from tableA, tableB"); 
      
      
oc(defaultDbLoc); 
     eqJoinTableACreated = true;  
     
     } 
     string eqJoinVarC = input[2]; 
     if(eqJoinVarC
     { 
Operator eqJoinOperC = 
getOp
string opText = 
perC.getQuery();   
   
Text.IndexOf('=')>0 && 
pText.Length > opText.IndexOf('=') + 
      
       
       
    
A = 
       d) 
       




       
       
 
     } 
     else  
     { 
 if(eqJoinVarB.StartsWith("Table")) 
 { 





      { 
tempO.setQuery("select distinc
 eqJoinTableBCreated = true; 
} 










       string [] sides = opText.Split('='); 
if(eqJoinTableACreated) 




 {    
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"TableA."+sideA[1]+
   
    
     
        else 





      
       {
 if(eqJoinTableBCreated) 
 {    
    




       
    
     
     
O.getQuery() + " 
     




     if(eqJo
     { 
ry = "drop table TableA"; 
duEqJ
dropQ
     } 
     if(eqJoinTable
     { 





   } 
   { 
opText 
"="+ sid
       
       } 
 else 
 
       






   }  
  } 
 } 
tempO.setQuery(temp













      string dropQuery = "drop table TableB"; 
duEqJ
dropQ
     } 
     break; 
 
pAllSatVarB = input[1]; 
lSatVarC = input[2]; 
r grpAllSatOperB = 
getOpe




     bool grpAllSa
     if(grpAllSatVa
     { 
if(grpA a")&&
grpAllS















    case "GrpAllSat": 
     string gr




     string grpAllSatVarA = input[0]; 
grpAllSatOperA = 
rpAllSatVarA); 













      } 
     } 
     else 
     { 
if(grpAllSatVarB.StartsWith("Criteria")&&
grpAllSatVa








pTextB+" from tableA where 
 by 
grpAllSatTableACreated = true; 
      
      
     } 
Databa = new 
= 
lSat.queryDb(tempO.getDbLoc(), 
     
     
"; 
oc,
     
     
arC = input[2]; 
     string grpNSa
Operator 
getOperator(
Operator grpNSatOperC = 
getOperator(
Operator grpNSatOperD = 
pNSatVarD); 
A = input[0]; 
grpNSatOperA = 
getOperator(
     bool grpNSat
     if(grpNSatVa

























    case "GrpNSat": 
     string grpNSatVarB = input[1]; 
     string grpNSatV





     string grpNSatVar
Operator 
grpNSatVarA); 










     else 
     { 
if(grpN
grpNS









xtB+" from tableA where 
"+opTextC+" group by 
having 
count(*)"+opTextD); 
       tempO.setDbLoc(defaultDbLoc); 
      




     
     rop table TableA"; 







      } 




      {  
string opTextB =
grpNSatOperB.getQuery(); 










       grpAllSatTableACreated = true; 
} 




     if(grpNSatTableACreated) 
{ 
 string dropQuery = "d
duGrpNSat.nonQueryDb(defaultDbLoc,
dropQuery); 
     } 
147
 




      opTex  
      interse
     } 
     string intersec
Operator intersectOperA = 
getOperator(i
     bool intersect
     bool intersect
     string intersec
Operator intersectOperB = 
ersectVarB); 
ctVarA.StartsWith("Table"))  
     




      } 
      else 
      { 
stinct " 
 TableB)"); 
     
     
     
      if(intersectVarB.StartsWith("Table")) 
      { 
ntersect": 
     string intersectVarC = input[2]; 
     if(intersectVarC.StartsWith("Criteria")) 






ctVarC = opText; 
tVarA = input[0]; 
ntersectVarA); 
TableACreated = false; 
TableBCreated = false; 
tVarB = input[1]; 
getOperator(int
     if(interse
     {  
      if(intersectVarB.StartsWith("Table"))  
{ 
tempO.setQuery("select dist






+intersectVarC+ " from " + 
intersectOperA.getQuery()+" 
where "+intersectVarC+" in(select 
"+intersectVarC+" from
       intersectTableBCreated = true; 
       tempO.setDbLoc(defaultDbLoc); 
      }  








      
      
tempO.setQuery("select distinct " 
+intersectVarC+ " from TableA 
where "+intersectVarC+" in(select 
ntersectVarC+" from TableB)"); 
 = true; 
     
      intersectTableACreated = true;  
     




     { 
      A"; 
nQueryDb(defaultDbLoc, 
dropQ
     } 
     if(intersectTa
     { 
      string d
duInte
(defau
     } 
     break; 
 
    case "GrpMin": 
rB = input[1]; 
pMinVarC = input[2]; 
grpMinOperB = 
ator(grpMinVarB); 
Operator grpMinOperC = 
getOpe
tempO.setQuery("select distinct " 
+intersectVarC+ " from 
where "
"+intersectVarC+" 




       intersectTableBCreated








     if(interse




ropQuery = "drop table TableB"; 
rsect.nonQueryDb 
ltDbLoc,dropQuery); 
     string grpMinVa




     string grpMinVarA = input[0]; 
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     bool grpMinT
     if(grpMinVarA
     { 
if(grpM )&& 
grpMin
      { 
in("+grpMinOperC.getQuery()+"
) as MIN_"+opTextC+" from 
 by 
     
     
           













Operator grpMinOperA = 
getOperator(grpMinVarA); 

















     else 












group by "+opTextB); 
       tempO.setDbLoc(defaultDbLo
      } 
     } 






     if(grpMinTabl
     { 
      string d
duGrpMin.nonQueryDb(defaultDbLoc, 
dropQ
     } 
     break; 
 
    case "GrpMax": 
arB = input[1]; 
pMaxVarC = input[2]; 
grpMaxOperB = 
ator(grpMaxVarB); 
Operator grpMaxOperC = 
getOpe
Operator grpMaxOperA = 
getOperator(g
     bool grpMaxT
     if(grpMaxVarA
     { 
if(grpM ")&& 
grpMa
      { 
ax("+grpMaxOperC.getQuery()
+") as MAX_"+opTextC+" from 
 by 
     
     




ropQuery = "drop table TableA"; 
uery); 
     string grpMaxV




     string grpMaxVarA = input[0]; 
rpMaxVarA); 

















     else 





string opTextB =    
      grpMaxOperB.getQuery(); 
opTextB = 
criteriaProcess(opTextB); 








  grpMaxTableACreated = true; 
   tempO.setDbLoc(defaultDbLoc); 
 } 




    axTableACreated) 
     
aultDbLoc, 
     break; 
 
    case "GrpAvg
1]; 





ring grpAvgVarA = input[0]; 
Operator grpAvgOperA = 
perator(grpAvgVarA); 
 bool grpAvgTableACreated = false; 








     
    
      } 






     { 
 string dropQuery = "drop table TableA"; 
duGrpMax.nonQueryDb(def
dropQuery); 
     } 
": 
     string grpAvgVarB = input[





     st
getO
    
 
    
if(grpAvgVarB.StartsWith("
grpAvgVarC.St
      { 
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string opTextC =    







) as AVG_"+opTextC+" from 
grpAvgOperA.getQuery()+" 
by 































      } 
 
     els
     { 
if(grpAvgVarB.StartsWith("Criteria")&
grpAvgVarC.StartsWith("Criteria






tableA group by "+opTextB);
       grpAvgTableACreated = true
      
      






     if(grpAvgTableACreated) 
     { 




     break; 
 
    default: 
     break; 
 
 
  /** 
   * Processes criteria to remove original table 
  private string criteriaProcess(string criteria)  
  { 
   string text = criteria; 
while(text.IndexOfAny(new char[]{'.',',',' ',  
position)>0) 
    { 
(new 
     if(text.IndexOf('.')==newPo
     { 
text = 
sition-
     } 
     else  
     { 
   } 
   return text; 
  } 
 
  /** 
   * Determines which part of the operator a point is at. 
   * Method returns the location as a string. 
   * (i.e. space, body, move, delete, inputA, inputB 
   * inputC, inputD, inputE, or output) 
   } 
   return tempDt; 
  } 
   * information when temporary tables are to be 
   * used. 
  **/ 
   if(criteria != null)  
   { 
    int position = 0; 
'=','!','<','>'},





      position = 0; 
      position = newPosition + 1; 
     } 
    } 
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  **/ 
  public string clickedAt(Point p)  
  { 
   int operatorLocation = location(p); 
   /**If the given point is occupied by an op
   if (operatorLocation >= 0)  
   { 
    Point opPoint = new Point(0,0); 
    op = (Operator) operatorList[operatorLocation]; 
    opPoint = op.getPoint(); 
 
    /** 
     * If point lies within this space then move node 
     * was clicked.  Remove the operator from the list 
     * and work with temporary operator ins
    **/ 
    if (opPoint.X<=p.X && opPoint.X+5>=p.X
    { 
     if (opPoint.Y<=p.Y && opPoint.Y+5>=p.Y)  
     { 
      result = "move"; 
      remove(operatorLocation);
     } 
    } 
 
    /** 
     * If point lies within this space then delet
     * node was clicked.  Remove the operat
     * the list and update other operators connected 
     * to it. 
    if (opPoint.X+50<=p.X && opPoin




nd = op.getName(); 
perator opTemp = new Operator(); 
for (int e=0;e!=operatorList.Count;e++) 
     {      
opTemp = (Operator) 
   string result = "space"; 
 
erator**/ 






    **/ 
t.X+55>=p.X)  
     if (opPoint.Y<=p.Y && opPoint.Y+5>=p.Y
     { 
      result = "delete
      remove(
      string fi
      O












== 2)  
  if(g == 0)  
    { 
[g] = 
"; 
   } 
else  






   { 
  




  else  
   { 






if(g == 2)  
string 
for (int g=0; g! = 
s(); g++)  
       
        if (inputTem
       
         { 
        
      
inputTemp
"inputA
       
          
       
          } 
         } 
== 3)  
      
          if(g == 0)
       
inpu
          } 
        




mp [g] = 
putE"; 
} 




























within this space then output 
input
"in
        
        
== 4)  









      
opTemp.setInput 
         break; 
       
       } 
      } 
      
     } 
    } 
 
    /*
     * If point lies 
157
 clicked. 
   if (opPoint.X+25<=p.X && opPoint.X+30>=p.X)  
    { 
     if (opPoint.Y+25<=p.Y && opPoint.Y+30>=p.Y)  
     { 
      result = "output"; 
     } 
    } 
 
    /** 
     * If point lies within this space then inputA 
     * node was clicked. 
    **/ 
    if (opPoint.X+10<=p.X && opPoint.X+15>=p.X)  
    { 
     if (opPoint.Y-5<=p.Y && opPoint.Y>=p.Y)  
     { 
      result = "inputA"; 
     } 
    } 
 
    /** 
     * If point lies within this space and operator 
     * type is GrpNSat then inputB node was 
     * clicked. 
    **/ 
    if (opPoint.X+20<=p.X && opPoint.X+25>=p.X)  
    { 
     if (opPoint.Y-5<=p.Y && opPoint.Y>=p.Y)  
     { 
      string type = op.getType(); 
      if (type == "GrpNSat")  
      { 
       result = "inputB"; 
      } 
     } 
    } 
 
    /** 
     * If point lies within this space and operator 
     * type is not GrpNSat then inputC node 
     * was clicked. 
    **/ 
    if (opPoint.X+25<=p.X && opPoint.X+30>=p.X)  
    { 
     * node was
    **/ 
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if (opPoint.Y-5<=p.Y && opPoint.Y>=p.Y)  
  { 
   string type = op.getType(); 
 if (type == "GrpNSat")  
 { 
  } 
 else  
 { 
    result = "inputC"; 
   } 
  } 
t lies within this space and type 
rator is GrpNSat then inputD was 
* clicked. 
=p.X && opPoint.X+35>=p.X)  





   result = "inputD"; 
   




   
lt; 
     
   
   
     
     
    
     
     
   
   
   
    } 
 
 /**    
     * If poin
 * of ope    
     
    **/ 
if (opPoint.X+30<    
    { 
 if (opPoint    
     
      string type = op.g
 if (type == "GrpN     
     
    
      } 
     } 
}     
 
 /** 
     * If point lies within this
 * was clicked.     
    
    if (opPoint.X+40<=p.X && opPoint.
    { 
 if (opPoint.Y-5<=p.Y && opPo    
     { 
      result = "inputE"; 
     } 
    } 
    if (result == "body")  
    { 
    } 
} 












  }//end of clicked







































essing databases.  Gets database information and 
ng SQL queries and non-queries. 
ublic 
// 
  } 
given filepath**/ 
aseName(String filePath)  
NameWithoutExtension 
  /**Gets table names
th)  
BLES" + 
   ArrayL
ource=" + filePath;    
 connDB = new SqlCeConnection 
lity.cs 
using System.IO; 








 * Utility for acc 
  * used for passi
*/  *
 p class DatabaseUtility 
 {   
  /** 
aseUtility constructor    * Datab
  **/ 
ublic D  p atabaseUtility() 
  { 
/    /
   // TODO: Add constructor logic here 
   
 
e   /**Gets database nam
b  public string getData
  { 
eName = Path.GetFilestring databas
(filePath); 
eturn d   r atabaseName; 
  } 
 
 in arraylist given filepath**/ 
  public ArrayList getTableNames(String filePa
  { 
   string strGetTableNames = 
T TABLE_NAME" +     "SELEC
    "  FROM Information_Schema.TA
    " WHERE TABLE_TYPE = 'TABLE'"; 
ist tableArray = new ArrayList(); 
 "Data S   string  strConn =
ionSqlCeConnect
(strConn); 
   try  
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   drdrTableNames = cmndDB.Exec
   while ( drdrTableNames.Read() ) 
bleNames.GetString(0)); 
   } 





   ArrayList columnArray = ne
ce=" + filePath;    
ew 
onn); 
   catch ( SqlCe
   { 
to open database at " + 
sage); 
taReader drdrColumnNames; 
   { 
    connDB.Open(); 
   } 
   catch ( SqlCeException exSQL )  
   { 
    MessageBox.Show("Unable to open data
     strConn
     ". Reason: " + 
     e .Errors[0].Message); 
   } 
   SqlCeDataReader drdrTableNames; 
SqlCeCommand  cmndDB = 
(strGetTableNames, connDB);    
uteReader(); 
   { 
    tableArray.Add(drdrTa
ose(); 
   connDB.Close(); 
   return t
  } 
 
  /**Gets column names is arraylist given filepath and ta
  public ArrayList getColumnNames(string filePath, string tableName
  { 
string strGetColumnNames = "SELECT * FROM " + 
w ArrayList(); 
   string  strConn = "Data Sour
SqlCeConnection connDB = n
SqlCeConnection(strC
   try  
   { 
    connDB.Open(); 
   } 
Exception exSQL )  
    MessageBox.Show("Unable 
     strConn + 
     ". Reason: " + 
     exSQL.Errors[0].Mes
   } 
   SqlCeDa
162
qlCeCommand  cmndDB = new 
SqlCeCommand(strGetColumnNames, connDB);  
; 
r ( int c = 0; c < drdrColumnNames.FieldCount; c++ ) 
nNames.GetName(c)); 
   drdrCo
   connD
y;    
  /** 
   * Queries database
yDb (string filePath, string query)  
esult = new DataTable("Result"); 
   if(filePath != n
   { 




  connDB.Open(); 
    
    } 
    catch ( SqlCeException exSQL )  
    { 
MessageBox.Show ("Query error. Unable to 
open database at " + 
      strConn + 
      ". Reason: " + 
      exSQL.Errors[0].Message); 
    } 
    SqlCeDataReader reader; 
SqlCeCommand  cmndDB = new SqlCeCommand 
(query, connDB); 
    try 
    { 
     reader = cmndDB.ExecuteReader(); 
S
  
   drdrColumnNames = cmndDB.ExecuteReader()
   fo
   { 
    columnArray.Add(drdrColum




  } 
 
 given filepath and query and returns 
   * result as datatable 
  **/ 
  public DataTable quer
  { 
   DataTable tblR
ull && query != null)  
    string  strConn = "Data Source
  
SqlCeConnection connDB = new SqlCeConn
(strConn
    try  
    { 
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     colCount 
     
    ng[colCount]; 
     
     for ( int c = 0; c < colCount; c++ ) 
     { 
      colName[c] = reader.GetName(c); 
       d = 0; d < c; d++)  
      {
if(colName[c]==colName[d]) 
    { 
colName[c] = colName[c] 
+ dupCount.ToString(); 
    } 
   } 
tblResult.Columns.Add(colName[c], 
reader.GetFieldType(c)); 
     } 
    
     while (reader.Read()) 
    { 
      DataRow rowData; 
   owData = tblResult.NewRow(); 
 ( int r = 0; r < colCount; r++ )  




   lResult.Rows.Add(rowData); 
   lose();     
   c xception exSQ )  
eBox.Show("S ething wrong with 
   uery + 
      ". Reason: " + 
   xSQL.Errors[ essage); 
    }    
   (); 
   } 
  return t
 
int colCount = 0; 
= reader.FieldCount; 
 string [] colName = new stri
int dupCount = 0; 
for(int
 
       
   
        dupCount++; 
   
   
 
 
      
  r
for
   {
      }
 













SQL statement: " + 
om
   q





 /**Sends non-query SQL to database given filepath and query**/ 
 public void no ing filePath, string query)  
  { 
   string  strConn = "Data Source=" + filePath; 
   if (filePath!=null && query !=null)  
   { 
SqlCeConnection conn = new 
SqlCeConnection(strConn); 
   try  
     
    connDB
SqlCeCom new 
SqlCeC ry, connDB);    
     cmndDB.ExecuteNonQuery();; 
      
    } 
    catch ( SqlCeException exSQL )  
    { 
essageBox.S Non-Query error. Unable 
to open database at " + 
 s nn + 
      ". Reason: " + 
 e L.Errors[0].Mess
    } 
DB.Close












    {
 .Open();   
mand  cmndDB = 
ommand(que
M how("
     trCo
     xSQ age); 
















LOCAL DATABASE (ENROLLMENT) 
 
Course: 
CNO TITLE INO 
APPENDIX – B 
C001 Course1 I001 
C002 Course2 I002 
C003 Course3 I001 
C004 Course4 I002 
 
Enroll: 
ECno ESno GRADE 
C001 111-11-1111 A 
C001 111-11-1112 B 
C001 111-11-1113 B 
C001 111-11-1114 A 
C001 111-11-1115 B 
C001 111-11-1116 A 
C002 111-11-1111 A 
C002 111-11-1112 A 
C003 111-11-1113 A 
C003 111-11-1114 A 
C003 111-11-1115 B 
166
C003 111-11-1116 B 









SNO SNAME AGE GENDER 
111-11-1111 Student01 22 female 
111-11-1112 Student02 25 male 
111-11-1113 Student03 31 female 
111-11-1114 Student04 38 male 
111-11-1115 Student05 27 female 
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