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The objective of this M Eng work is the design and development of a low-cost omni-
directional mobile robot that has specific required abilities that will aid it in its safe 
autonomous navigation in an unknown environment.  
 
Some of the abilities are omni-directional motion capability that allows it to be 
holonomic, ground edge detection capabilities that will prevent the robot from 
experiencing a fall, obstacle avoidance which is essential as it moves to a goal 
location, carry a note book that will serve as a higher level control which will allow 
wireless communication, navigation computation and a platform for further 
developments (such as the attachment of a camera for vision processing) and collision 
detection so that the robot will be aware that it has collided into an obstacle. 
 
A microcontroller has been custom designed for the low-level control of the mobile 
robot architecture. It consists of three ARM Cortex-M processors that will 
communicate with the three actuators and sensors on the robot. The two Slave 
processors on board have also been programmed to communicate reliably with a 
Master processor which will be the gateway for communication to the notebook for 
higher-level control. The communication protocol between the microcontroller and 
the notebook has also been set up. It will send data which will be used in the 
navigation computation, writing to file and be displayed on a Graphical User Interface 




With the aim of this project to be low cost, reliable working components were 
obtained where possible and fabrication was done in-house by the author. The robot’s 
mechanical design is built from scratch and having three wheels, the kinematics of 
motion that relates the overall robot’s velocity and the individual wheel’s velocities 
has been derived. A control algorithm of the actuator has been implemented and 
shows good performance. A navigation algorithm has also been implemented and 
efficacy has been demonstrated.  Performance analysis has been performed and 
drawbacks to both the control and navigation algorithm are discussed. This 
autonomous holonomic robot is also meant to serve as a platform for future 
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1.1 Omnidirectional Vehicles 
 
The very first omnidirectional wheel was patented in 1919 by J. Grabowiecki in the 
US [1]. Appendix H shows an image from the patent application. Even as early as 
1907, inventors were considering the design of vehicles capable of moving forward 
and sideways without steering the wheels [2]. One of the first modern omnidirectional 
wheels was developed by the Swedish inventor Bengt Ilon around 1973 [3]. Although 
it was patented at an early stage, the traditional Ackerman steering still dominated the 
field of mobile vehicles/robots [18]. These can also be seen in our everyday 
automobiles. However, omni-directional wheels are getting more popular due to its 
unique ability of being able to translate and rotate at the same time and move in any 
direction at any given point in time. This is especially useful in confined spaces where 
there is limited mobility. An example would be doing parallel parking with only a 
length of the vehicle’s space available. A traditional vehicle with Ackermann steering 
vehicle would not be able to park as quickly and efficiently as an omnidirectional 
vehicle. 
 
Omnidirectional wheels can be seen in robotics, industry, and logistics. The main 
sources of omnidirectional wheels are companies which produce them for 
omnidirectional conveyor systems, for example, for handling packages. Some 
examples would be Interoll and Kornylak[4][5]. A company that has applied this 
technology in the industry is AirTrax. AirTrax build forklifts that use these wheels for 




Another field in which omnidirectional capabilities is popular is Robocup (Robot 
Soccer Competition, [7]). In this field, they are desirable because it is not hampered 
by non-holonomic constraints and is capable to maneuver in between robotic players 
in a soccer field robots are put into action, especially in confined or congested spaces 
[7]. 
A recent novel omnidirectional wheel is the gimbaled wheel which seems to be able 
to provide motion control using a single actuator and a single wheel[19]. It utilizes a 
hemispherical wheel spinning like a spinning top. So for example, if the hemisphere is 
spinning clockwise, looking from above, tilting it so that the right side contacts the 
ground will "pull" the robot/vehicle forward, with the amount of torque directly 
proportional to the tilt of the hemisphere, like an infinite gear ratio without any gears. 
It assumes a single point of contact with the ground, and thus requires a flat, hard 
floor. This is limiting [20]. Not only that, it has been tested on lego robots and it is 
now known whether is able to handle greater amount of loading as it is intended for a 
car-sized version to be built. 
1.2 Motivations 
 
The drive behind the design and development from scratch is to be able to understand 
and appreciate the ability to articulate the lower level and, at the same time, be able to 
have higher level control to be implemented on it. This will allow a research 
framework to be established from which further research may be conducted; be it for 
research in more advanced navigation algorithm, advance motion control, motion 
tracking using a camera, swarm robots in cooperation or remote surveillance. Low-
level control would be defined as work relating to the PCB microcontroller which 
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would be the PWM signal to the motors, reading of the various sensors and the inter-
processor communication. High Level control would be work relating to the laptop 
PC which would be reading of information sent by the microcontroller, writing of 
velocity commands and the navigational strategy implemented based on code written 
and ran on the laptop PC. 
1.3 Objectives 
 
To further extend the ability of these mobile robots effectively, the mobile robots 
should be able to keep track of their current position (localization), sense their 
surroundings (perception) and be able to reach its destination (navigation) in a timely 
fashion. These formulate the objective for this low cost research platform. This robot 
must be assembled within the budget allocated which is $3500. Not only that, the 
robot must: 
1. Be Omni-directional, with a maximum safety linear translational speed of 1m/s and 
a maximum rotational speed of 20deg/s. 
2. Be able to avoid static obstacles in an unknown static environment. 
3. Know it has come in contact with objects 
4. Detect the edge of a table, to avoid sudden fall of the robot 




In this dissertation, the kinematics behind a three wheeled omnidirectional platform 
will be introduced in Chapter 2. This will relate the robots global or local velocity to 
the individual wheels’ velocities. In Chapter 3, the robots mechanical design will be 
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explained together with the various actuators and sensors utilized. In addition, the 
electronic design behind the custom designed microcontroller will be revealed and 
various problems faced and how they were addressed. Lastly, the software 
programming flow for both the low and high level control will be detailed. Aspects of 
Real Time Low Level Control methodology will also be touched on. The control 
algorithm used to control the DC Motors will be explained in Chapter 4 and the 
navigation and performance evaluation will be discussed in Chapter 5. The last 
chapter will be the conclusion on what has been done and what can be done to 






















In this section, the kinematics involved in a three-wheeled configuration is formally 
introduced. In order to prescribe the robot’s movements in the environment, 
knowledge of how these variables relate to the primary variables that can be 
controlled is required: the angular positions and velocities of the wheel shafts. 










Figure 1: Kinematic Diagram of robot 
 
To begin the kinematics derivation, a global frame [x, y] which represents the 
environment of the robot needs to be defined, see Figure 1. The robot’s location and 
orientation in this global frame can be represented as(x, y, θ). The global velocity of 
the robot can be written as (
...
,, θyx ). 
 
A local frame [xL, yL] is also defined that is attached to the robot itself. The center of 
this local frame coincides with the center of gravity of the robot. The three 


















take the local axis xL as starting point and count degrees in the clockwise direction as 
positive, we have α1 = 0°, α2 = 120° and α3 = 240°. 
 
From Figure 1, it is obvious that the elements that connect the environment with the 
robot are the wheel hubs and are thus a good starting point for a kinematic relation. 
The translational velocities of the wheels vi on the floor determine the global velocity 
of the robot in the environment (
...
,, θyx ) and vice versa. The translational velocity 
of wheel hub vi can be divided into a part due to pure translation of the robot and a 
part due to pure rotation of the robot: 
 
rotitransi ννν += ,       (2.1) 
 
 
First, pure translation will be considered. In Figure 2, a close-up of vtrans,1, the 





y  to obtain (2.5). 
 
 
Figure 2: Close-up translational velocity at wheel 1 
..
1, )cos()sin( yxtrans θθν +−=     (2.2) 
This vector mapping for all wheels is generalize when we take into consideration that 




1, )cos()sin( yx iitrans αθαθν +++−=    (2.3) 
When the platform executes a pure rotation, the hub speed vi needs to satisfy the 
following equation: 
.
θν Rrot =        (2.4) 
Here R is the distance from the center of gravity of the robot to the wheels along a 
radial path. R = 0.17m. When both influences in (2.1) are substituted, the following is 
produced: 
...
)cos()sin( θαθαθν Ryx iii ++++−=   (2.5) 
 
The translational velocity of the wheels are now coupled to the global velocities of the 
omnidirectional platform. The translational velocity of the hub is related to the 
angular velocity i
.
φ  of the wheels through: 
ii r
.
φν =        (2.6) 
 
 
where r is the radius of an omnidirectional wheel: 0.08m. Thus (2.6) can be subtitued 














iii   (2.7) 
 
 
(2.7) can be transformed to matrix representation (2.8) and (2.9): 
..




In this relation, Jinv  is the inverse Jacobian for the omnidirectional robot that provides 
a direct relationship between the angular velocities of the wheels 
.










































































In most cases, it is not convenient for users to steer a robot in global coordinates 
however. It is far more natural to think and steer in local coordinates. Fortunately, 
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This matrix relation in the local frame can also be expanded to three separate 


































                 
 




















































3. Mechanical Design 
  
3.1 Mechanical System 
3.1.1 Structure 
In this section, the motivation behind the structure and the changes made to the design 
to make it more robust under budget constraints are discussed. In this section, the 
conceptual design of motion, sensing and the overall structural design is presented. To 
decrease the overall cost, a three-wheeled configuration, instead of four, will be 
chosen. The drawback is that it cannot carry a heavier payload and the chance of it 
tipping is greater as shown in Figure 3(a) and 3(b). Interolls plastic wheels are chosen 
as they are cheap and they can satisfy a load of 250N each[4]. 
 
(a)                       (b)                                               (c)             
Figure 3: (a)(b)Three wheel vs Four Wheel (c) Interolls Wheels 
 
A computer aided design (Figure 4) was visualized and constructed. This allowed a 
better understanding in the design and details of the various parts be it the screws, 
dimensions and materials. The three actuators are located on the lower platform and 
three profiled aluminum bars acts as both the holder for the sensors and as well as the 
pillar of support for the upper level. The upper level has a gap for wires for power to 





Figure 4: 3D Computer Aided design 
 
All mechanical components were obtained and fabricated in house by the author. If a 
certain machining job had some complexity, help was sought from the Fabrication 
Support Centre (FSC), National University of Singapore (NUS). The initial structure 
consists of two platforms made from two pieces of 50x50cm High Density 
Polyethylene (HDPE). This was obtained as scrap material found among workshops 
in NUS. It was then machined to be in a circle so that any rotational movements 
would not cause any different length size if say the platform would like to pass 
through tight spaces. Also, all sensors are positioned in such a way that it would not 





Figure 5: Top View of Mobile Platform 
Some changes made from the initial design, in Figure 6(a), is the addition of a bearing 
at the end of the motor shaft and the placement of the actuator unit below the lower 
platform, seen in Figure 6(b). This would allow greater clearance between the 
platform and the ground and a greater load bearing of the platform. The payload of 
90kg is based on the maximum motor shaft load and the housed bearing. This is 
limited to 50kg for safety concern. 
 
(a)                                                     (b) 





(a)                                                  (b)  
Figure 7: Third Platform and Bumper 
 
In addition, a third metal platform was added to not only support the laptop PC but to 
provide a cheap form of partial shielding from the laptop PC’s hard drive which 
would affect readings from the digital compass. The digital compass was placed 
above the second platform as the magnetic interference from the DC Motor was 
significant. 
 
8 metal brackets are also added that would extend the coverage of the bumping 
sensing. These are the green colored metal brackets covered with black padding on 
the lower platform seen in Figure 7(b). Not only is it rigid but it provides 360 degrees 
sensing ability. These metal brackets, required some experimenting with the brackets 
to find the appropriate design that fits the mobile platform. (APPENDIX B shows 
details of the metal brackets.) 
3.1.2 DC Motor & Encoder 
The three actuators used are 70 Watt DC Faulhaber Motors. The motor has a no load 
speed of 5300rpm and stall torque of 0.51Nm. They each have a gear and an encoder. 
The Gear ratio is 3.71:1. The DC Motor is controlled by using a H-Bridge which will 
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be discussed in Section 3.2. Encoder signals are obtained from the encoder and are fed 
into the microcontroller as digital signals.  
   
(a)                                     (b)                                   (c) 
Figure 8: (a) Gear (b) DC Motor (c) Encoder, HEDS5540 
 
3.1.3 Infrared 
SHARP infrared sensors are chosen for this project as they are proven to be reliable 
and they used in conjunction with sonars. The infrared has a point based distance 
ranging while sonars have a cone style distance ranging. Both have pros and cons. An 
infrared would not be able to detect the chair of a leg while sonar would be able to. 
On the other hand, an infrared would be able to detect a way through a door way 
while sonar would not. The SHARP GP2D120, Figure 9, has an official minimum 
distance of 4cm but can range down to 2cm. This allows the sensors to be placed near 
the edge of the robot. It has an official maximum range of 30cm but it can range up to 
80cm though with much fluctuations. A capacitor is placed across the supply voltage 
and ground to smooth fluctuations caused by the load as seen in Figure 9. Value 
chosen is 100µF for the capacitor as recommended in its manual [9]. The sensors 
provide an analog signal and its voltage/distance relationship has to be linearized and 
it seen in APPENDIX D (b). Three sensors shall be used to detect the ground (to 




                              
Figure 9: SHARP GP2D120 with a 100µF Capacitor 
 
3.1.4 Sonars 
Devantech Ultrasonic sensors are chosen as they are cheap, accurate and flexible in 
programming. Three sensors shall be mounted on the structural beam and three shall 
be attached to the top platform. To cut down on cost, four sonars that Control and 
Mechatronics Laboratory already have shall be used. Two more sonars are required. 
These are SRF 08 which are very powerful sonars capable of ranging up to six meters. 
Both models provide digital signals but there are two advantages using SRF08. 
SRF05 requires a timer to measure the Pulse Width Modulation (PWM) provided by 
the sensor to obtain the distance while the SRF08 does not need it [10]. Also, the 
SRF05 requires a dedicated I/O pin for one device while the SRF08 uses I2C protocol 
[11]. This allows up to 32 devices to be connected to the just two I/O pins. They are 
chosen over SRF08 as they are cheaper and range of four meters is suitable for indoor 
navigation. As such there are four SRF08 and two SRF05. 
 
 
(a)                                             (b) 
Figure 10(a) SRF 05 (b) SRF 08 
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3.1.5 Digital Compass 
The digital compass is used to provide a form of absolute bearing to the mobile 
platform. The compass used is a Devantech CMPS09 which has already be pre-
calibrated at the factory. This compass is severely affected by external magnetic 
interference such as DC Motors and the hard disk from a laptop PC. As such, it is 
placed on the second platform of mobile robot. This provides the most stable location 
for reading it. This compass can be read through PWM, serially or through I2C. This 
compass will be read through I2C as this would allow it to share a common bus with 
the SRF08 [12]. 
 
Figure 11: Digital Compass CMPS09 
 
3.1.6 Bump sensors 
The Control and Mechatronics Laboratory provides these limit switches and these will 
not cost anything towards the budget of this project. As seen in Appendix A, eight 
switches shall be used as bump contact. These are connected in such a way that they 
are active high when switched on. These would provide digital signal to the 
microcontroller that would serve as an external interrupt when the mobile robot comes 
in contact with an obstacle. 
 




In reference to Appendix I, the total cost of the hardware together with the cost of 


























4. Electronic design 
 
4.1 Microcontroller 
In this section, the electronics behind the mobile robot will be introduced. The custom 
design microcontroller, Figure 14, was the fruition of a PhD candidate, Tomasz 
Marek Lubecki for this M.Eng project. It is a dual layer Printed Circuit Board (PCB), 
has three 32bit ARM Cortex-M3 processors which are each connected to a host of 
peripherals, have three sets of H-bridges for DC Motor control and one USB 
connection for communication to a laptop PC. 
 
Figure 13: Microcontroller 
 
In Figure 14(a), the location of the three processors and the array of peripherals that 
each processor communicates with are illustrated. Each processor is supplied with an 
external oscillator of 12MHz as seen in Figure 14(b). Phase Lock Loop is used to 
multiply this to 24MHz which has proven to be sufficient. It can operate at a 





(a)                                                          (b) 
Figure 14: (a) Location of  Processors (b) Crystals 
 
Each processor has five Digital I/Os and five Analog I/Os, giving the board a total of 
15 Digital I/Os and 15 Analog I/Os. The digital I/Os are connected to the sonars and 
compass while the Analog I/Os are connected to the Infrareds which provide analog 
signal. The bump sensors are also connected to the analog inputs as there is already a 
+5V source in the analog pins which provides active high and it allows the 
modification of such grouped arrangement easier. 
 
(a)                                               (b) 




This microcontroller also features three sets of H-bridges which are used to control 
the speed and direction of the motor. To ensure that this motor control is a closed 
loop, an encoder interface pins are also provided. These can be seen in Figure 16. 
 
Figure 16: H-Bridges and Encoder Interface 
 
4.2 H-Bridge 
In a quick overview on the operation of a H-bridge, in reference to Figure 17(a), if Q2 
and Q3 are turned on, the left lead of the motor will be connected to ground, while the 
right lead is connected to the power supply. Current starts flowing through the motor 
which energizes the motor in the forward direction and the motor shaft starts spinning. 
If Q1 and Q4 are turned on, Figure 17(b), the reverse will occur, the motor gets 
energized in the reverse direction, and the shaft will start spinning in the other way. 
For speed variation is required, the MOSFETs are controlled in a PWM fashion. The 
average voltage seen by the motor will be determined by the ratio between the 'on' and 




   
(a)                                (b)                                     (c) 
Figure 17: (a) Forward Direction (b) Reverse Direction (c) MOSFETs 
 
 
Figure 18: (a) Varying Duty Cycle  
 
4.3 Catch Diodes 
A key aspect that is often overlooked is the catch diodes seen as D1, D2, D3, D4 in 
Figure 17(a) & (b). When the switch is turned off, that field has to collapse, and until 
that happens, current must still flow through the windings. That current cannot flow 
through the switches since they are off, but it will find a way. The catch diodes 
provide a low-resistance path for that collapsing current and it will keep the voltage 




4.4 Current Measurement - Calibration 
Measuring the current drawn by motors is useful as one is able to control and limit the 
amount of current being drawn by the motors. By regulating the amount of current 
drawn, we are able to prevent the MOSFETs from being burnt especially when the 
motors are stalled. In order to do this, the microcontroller was designed to measure 
the current using current sensing resistor and an op-amp, as can be seen in Appendix 
C. But before being able to measure the current, the schematics in Appendix C needs 
to be calibrated by choosing the appropriate values for the resistors. This is done by 
simulating the circuit in, Appendix C (a) & (b), in a software called LTSpiceIV, 
Appendix C (c). This software allows one to simulate the voltage or current output in 
a circuit drawn up. The objective of this simulation is choose the right combination of 
Surface Mounted Resistors (SMD) values such that a 1A flowing through the resistor 
would correspond to a 1V output of the opamp. The limit would be 3A and 3V as 
3.3V is the limit of the voltage input to the microprocessor analog input. The values 
seen in Appendix C (c) were chosen and components were soldered to the Printed 
Circuit Board (PCB). 
4.5 Current Measurement – Linearisation 
Having calibrated the circuit for current measurement, another experimental action 
needs to be taken. Because of the non-linearity of the op-amp’s output, it is possible 
for the microcontroller to realize a value that is lower than what is truly is. This can be 
unsafe for the MOSFETs and this must be addressed. As such, certain measurements 
need to be made and a function must be established to map the “false” value of the 




Figure 19: (left to right) Measurement of PWM & Op-amp output, Current 
Probe Waveform 
A four channel oscilloscope was needed to measure the PWM output, Op-amp output 
and the actual current flowing to the motors. The PWM output and the Op-amp output 
were measured using the probes as seen in Figure 19 and a current probe was used to 
measure the actual current flowing to the motors, as seen in Figure 19. The output 
waveforms can be seen in Figure 19 where the top is the PWM, middle is the Op-amp 
output and the lowest is the current probe readings. Although it appears not 
synchronized, the current probe has an inherent phase shift to the signal. The motor 
terminal ends of the microcontroller are connected to power resistors and inductors, 
the basic circuit elements that make up a motor, as seen in Figure 20. 
 
Figure 20: Power Resistors and Inductors to simulate a motor 
The experimental data was obtained by setting the duty cycle of the PWM signal from 
0%, 5%, 10%...100%. At each signal, the op-amp value and the actual current value 
were recorded. With the experimental data, a 3D function is required to relate the 
  
24
PWM and Op-amp as inputs and the actual current as the output. Three 3D functions 
are obtained for the master and the two slave processors. APPENDIX F shows the 
absolute error of this 3D function, the contour plot of this error and the surface plot of 
the function. The function is then implemented in the code where during current 
measurement; this “false” current value together with the PWM will provide the true 
value of the current. 
4.6 Problems Faced – Current Overload 
There were numerous problems encountered in this project but one problem that is 
worth noting is the following problem. At the point in time when the problem 
surfaced, the two slaves had been programmed, the master processor had been 
programmed, a Graphical User Interface (GUI) had also been written and developed 
and all of the mentioned elements above were communicating with each other. 
Motors and all sensors were connected and were in operation. 
At random intervals during the operation, the microcontroller would reset. This can be 
seen firstly from the GUI. The microcontroller would send a Frame Index, which is 
the number of frames that it has sent. It would reset back to zero. Secondly, the LED 
lights on the microcontroller would be switched off temporarily before coming back 
on when it has done a full reset. 
It was difficult to pin-point the root cause because of the nature in the problem. The 
nature in that it did not occur at regular, deterministic intervals. This sometimes took 
10 to 20 minutes for it to occur. Much time was spent to see if the problem was still 
there. At the same time, one would not be sure if the problem lies in the code written 
for the GUI, Master, Slaves, the communication between the GUI and microcontroller 
or the inter-processor communication or was it hardware related. 
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The GUI was disconnected and the problem occurred. The two slaves were 
disconnected and the problem was not there. The author assumed that the problem 
was in the code for the slaves. But the code written for the slaves was based on the 
Master processor with some modifications. Code was checked line by line but the no 
problem could be identified. One slave was connected and the problem did not occur. 
But when both slaves were connected, the problem resurfaced. The hardware was 
physically inspected and the various connections were tested for validity. With the 
Bumper switches and the motors removed, the problem still persists. When the 
infrareds were removed, the problem was no longer there. With everything connected 
except the infrareds, the problem was still there. The DC-DC converter on the PCB 
was tested and the voltage that supplied the 5V was affected during operation. A 
current probe was used to measure the supply line of all the infrareds and varying 
amount of current was drawn. It was noted that the reset occurred at the same time 
when the largest peak-to-peak current was drawn. In reference to SHARP’s reference 
manual in Appendix D, it was only stated the average current consumption which was 
typically 33mA or maximum of 50mA. One must realize that this does not represent 
the peak current consumption which turned out to be 200mA.  
To mitigate this problem, an inductor of 330H was placed in series between +5V 
supply pin of the microcontroller and the +5V pin of the sensor. This inductor will 
reduce the peak-to-peak current consumption as it essentially stores energy and 
release it when it is drawn upon. This can be seen in Figure 22. With this addition, an 




(a)                                    (b)                                          (c) 
Figure 21: (a) Inductor on veraboard (b) Underside connection (c) Inductor for 
motors 
In line with the above method to reduce the current fluctuation, an inductor was also 
placed in between the motor signal output from the microcontroller and the motor as 
seen in Figure21(c). As such, this reduced the current fluctuations. 
4.7 Problems Faced – Hard modifications 
During the programming of the Serial Peripheral Interface (SPI), it was noted that the 
connections on the PCB tracks were incorrect. The Master Out/Slave In (MOSI) was 
connected to Master In/Slave Out (MISO) when it should be connected to MOSI. As 
such, the tracks on the PCB needed to be cut and redirected. This irreversible or hard 



















Cut using a pen knife 
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5. Software Architecture  
 
    
 
Figure 23: Overall Architecture 
 
Figure 23 shows the overall architecture of this mobile robot. It consists of two level 
of control. A higher and a lower level control. The infrastructure of this system was 
built from the ground up and the lower level control was conceived earlier. The lower 
level control, a real time embedded system, handles the reading of the various sensors, 
sending the appropriate motor commands, inter-processor communication and 
communication with the higher level control. Using an embedded system, by itself, 
does not guarantee a real time control because the methodology used in the software 
programming discussed in this section is also essential in ensuring this. This real-time 
embedded system comes in the form of a microcontroller that has three independent 
ARM Cortex-M3 processors operating at 24MHz each. There are two slave 
processors that perform synchronous communication with the master processor 
through the means of Serial Peripheral Interface (SPI). This high-speed 




Higher Level Control 
Lower Level Control 
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communication allows the master to send motor commands and to receive data from 
the peripherals under the slaves’ command. This is critical in ensuring that the motors 
execute the same command at the same time.  
The higher level control serves as an intermediary platform from which navigation 
can be implemented and navigation commands, such as position/velocity commands 
can be given. It can also serve as a bridge to the outside world for desktop computers 
to communicate with the mobile platform wirelessly thus allowing the robot to have 
higher level intelligence. 
5.1 IDE – Libraries 
After covering good ground in the mechanical and the electronics of the system, it is 
now time to cover the software. To write and develop codes for the ARM Cortex M3, 
a product of STMicroelectronics, Rasisonnance Integrated Development 
Environment, (RIDE7) provided by Raisonnance is used [13]. They also have 
libraries that allow the easier changes of the various registers and configurations of 
the microcontroller. This allows seamless control of application development from 
compilation to debugging. Appendix E shows a snapshot of the IDE. Some of the 
libraries used for programming the Cortex-M3 are the following: 
• RCC (Reset & Clock Control) – Clocking and Phase Lock Loop (PLL) 
• GPIO (General Purpose Input/Output) – Digital and Analog I/O 
• NVIC (Nested Vector Interrupt Controller) – Different levels of interrupt 
• DMA (Direct Memory Access) – Various Peripherals 
• SPI (Serial Peripheral Interface) – Inter-processor communication 
• I2C (Inter-Integrated Circuit) - Sonar 
• EXTI (External Interrupt) – Bumper Sensors 
• ADC (Analog to Digital Converter) – Infrared & Current Measurement 
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• TIM (General Purpose Timer) – Motor Signals, Encoder and Sonar 
• USART (Universal Synchronous Asynchronous Receiver and Transmitter) – 
Communication with Laptop PC 
Provided in the features of the microcontroller is an essential function called the 
DMA. DMA is used in order to provide high-speed data transfer between peripherals 
and memory as well as memory to memory. Data can be quickly moved by DMA 
without any CPU actions. This keeps CPU resources free for other operations. Certain 
processes are handled by the DMA while others are by the CPU. DMA is used as 
much as possible. The following section describes these in detail. 
 
5.2 Master Processor 
For the master processor, it is programmed to control the inter-processor 
communication, laptop PC communication, two sonar, two infrared, two bump 
sensors, digital compass, kinematics, inverse kinematics, current measurement and 
motor commands. The DMA handles the following processes: 
• Inter-processor communication 
• Infrared 
• Current Measurement 
 
The CPU handles the rest and a scheduler is used to decide how often certain 
processes should occur and should two processes occur at the same time, which 
process has higher priority over the other. It must be said that DMA can handle all 
operations if there is only one other processor but since there are two slaves, CPU 









Kinematics Sonar Data 
Processing 
GUI 
Highest Priority                                                                                       Lowest Priority 
Table 1: Process Priority 
 
In reference to a portion of the source code in Appendix G, the scheduling is done 
using a counter, modulus, switch case and pointer to functions. Whichever function 
that is placed higher is given higher priority. 
5.3 Slave Processor 
For the slave processor, it is programmed to control the inter-processor 
communication, two sonar, two infrared, two bump sensors, current measurement and 
motor commands. The DMA handles the following processes: 
• Inter-processor communication 
• Infrared 
• Current Measurement 
 
The CPU handles the rest and the same style of scheduler, as in Table 1 and Appendix 
G, is used to decide how often certain processes should occur and should two 
processes occur at the same time, which process has higher priority over the other.  
 
5.4 Real Time Control 
In this section, a few techniques and aspects will be touched on to relate how this low 
level control lends itself well to a real time system. We first must understand the 
characteristics of a real time system. A real-time system is concerned with the 
timeliness of the outputs. Thus, a real time system would have deterministic behavior 
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that will have little jitter and strong consistency. Such systems can be classified as a 
hard, firm or soft real-time system. A hard real-time system would have the least 
amount of jitter in meeting its deadline while a soft real time system would have a 
grater amount of jitter and would pass its deadline. Whether the passing of the 
deadline would cause any failure would depend on the system requirements. In this 
case a hard real time system is required because a failure to detect the edge of a table 
would lead to serious damage to the robot.  
Below elaborates on the five elements that allow this low level system to be a hard 
real time control. 
5.4.1 Embedded Systems 
 
Being an embedded system, it is designed to perform one or a few dedicated 
functions. Opposed to this, would be an Operating System (OS) that is meant to do 
general task and control is surrendered to the OS in terms of the scheduling and 
interrupt priority. 
5.4.2 Multiprocessors – Distributed processing 
 
Having three ARM processors, distributed processing can occur. Process can occur in 
parallel and the work required is distributed as equal as possible with the Master 
processor handling slightly more processes. 
5.4.3 Scheduler – Varying Frequency and priority 
 
Having full control over the scheduler, processes can be executed in such a way that 
allows different processes to have varying frequency to execute at desired intervals. 
Not only that, the individual processes can also be prioritized to execute if two or 
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more processes are required to execute at that particular point in time. This can be 
seen in Appendix G. 
5.4.4 Critical Section – different level of Interrupts 
 
Besides the priority of processes, certain sub processes require an atomic execution. 
This means that it must finish its task without being interrupted by any other process. 
This can be seen in the control algorithm for the motor commands. It is undesirable to 
have the H-bridge switching being interrupted such that its state is not defined (Only 
one MOSET is switched on). 
5.4.5 Semaphore – flags for execution 
 
Semaphores are basically flags that are checked first before executing an operation or 
being able to enter a shared resource. This is useful especially when, during the 
scheduling, certain processes are not ready to be attended to. Instead of the CPU 
polling for that process to be ready, it can attend to other processes. An example 
would be the sonar SRF08. After giving the command to range, the CPU can wait for 
it to be ready by checking the pulse on the Data Line. If the ready-to-be-read pulse is 
on the wire, it will set a flag for it to be read. 
5.5 GUI – Libraries 
Having covered the low level control, it is time to introduce the higher level control. 
This higher level control will perform the navigation and provide the velocity 
commands to the lower level control. The GUI is executing in a Windows XP 
environment using a 1.6GHz Intel Atom processor and 2GB of RAM. The GUI is 
written in Visual Basic 6 (VB6) and it uses libraries Visual Basic for Applications for 
Runtime Objects and procedures, Windows Image Acquisition Library v2.0 and 
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Microsoft Excel 14.0 Object Library. These allow the execution of the VB6 GUI, 








Figure 24: Screenshot of GUI developed 
 
Although the low level control is a hard real time system, the GUI to which the 
microcontroller is connected to is not. When the GUI is executing its operation of data 
acquisition, the control over scheduling, priority or atomic execution is lost. As such, 
navigation algorithm that is being executed might be interrupted and is less 
deterministic in nature due to the Windows OS that it is executing in. The program 


















Figure 25: Program Flow for Higher Level Control 
 
In this program flow, Data Processing is first done. Data is collected in the input 
buffer and after it has reached a certain threshold, action will be taken to move that 
data into a circular buffer. This circular buffer will help to mitigate the irregularity in 
the speed of the transmission. The program will then search for start bytes and take 
the next 94 bytes (Data Frame Size) and dissect it to form useful number 
representation. Display to Screen is then done for visualization and debugging. Using 
the data sent, Navigation is done and the velocity commands are computed to be sent 
to the microcontroller. All the data collected is stored and it will only be written to an 
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Navigation 







Figure 26: Data Frame 
 
5.5.1 Problems faced – Corrupted Data 
One of the problems faced in the Software Engineering, is the corrupted data. 
Corrupted data is an aspect that is undesirable but will be faced in data transmission 
due to magnetic or electric interference. Navigation computation that relies on these 
data would be calculated incorrectly. As such, a checksum is required to ensure data 
integrity. An XOR checksum is implemented. The sender performs an XOR operation 
on every byte in the Data Frame and stores it in the last byte in the data frame. The 
recipient will then also perform the same operation and verifies if its own calculated 
checksum is the same as the last byte of the Data Frame. 
5.5.2 Problems faced – Data/Timing Synchronization 
Another issue faced is the Data and Timing synchronization issue. When Data was 
received in the GUI, a time stamp was required for it to be written to file. A 
timestamp generated by the GUI is not accurate and not consistent because of the 
environment. Having said that, although the GUI is executing in a non- Real Time 
Operating System (RTOS), Data and Time synchronization can still be achieved. This 
is achieved by sending a timestamp, generated by the real time lower level control, 
together with the Data Frame. This allows the data written to file to have an accurate 
timestamp. 
Frame (94Bytes): | Start Bytes(2) | Wheel Position(6) | Wheel Velocity(6) | 
| P Signal(6) | I Signal(6) | D Signal(6) | Control Signal(6) | Sonar(12) | 
| Infrared(6) | Frames_sent(2) | Digital Compass(2) | CurrentMeasurement(12) | 
| X_Y_Theta_Displacement(6) | wheel_ref_vel(6) | X_Y_Theta_ref(6)| Time(2) | 
| Bump Sensor(1) | Checksum(1) | 
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5.6 Control  
5.6.1 Control Algorithm 
In this section, we discuss the control algorithm and its implementation to the control 
of a DC Motor. The basic controller employed is a PID Controller because it is an 
industrially proven control algorithm and it is simple to implement. Figure 27 shows 
the PID block diagram. 
 
Figure 27: PID Control Block 
The PID controller was tuned manually. A P Controller was first adopted then its Kp 
was then tuned with the aim of no overshoot and as little error as possible. After that, 
a PI was introduced and the Ki term was tuned to minimize the offset error. This 
proved to be enough for decent performance and there was no D term. These gains 
were tuned for velocity control and commands. The PID controller is executed at 
20kHz and as an atomic process in the interrupt so that the control signal can update 
the H-bridge without interruption.  
In each of the P, I and Output Control Signal, there is an upper and lower bound limit 
to prevent any unfortunate extremity in signal. The same goes for the current 
measurement for the motors. When this limit is reached, a saturation flag is raised that 
will signal to the I-term to stop integrating the error. This is an anti-windup measure 
in place to prevent windups. 
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In reference to Figure 27, the input is the wheel reference velocity command extracted 
from the robots X-Y-Theta command through the kinematics. The control signal will 
be used to update the duty cycle of the PWM command to the H-Bridge. The process 
output signal is the actual wheel’s velocity measured by the encoder which provides 




Due to the nature of the placement of the wheels, one is unable to get the 
displacement travelled just by computing from the individual wheels displacement. 
As such, an inverse kinematics must be performed from the actual wheel’s velocity to 
obtain the robot’s displacement. Eqn 2.11 is reprinted below in an inverse kinematics 









































































        
 
By inputting the robots individual wheels velocity as i
.
φ  , we are able to compute the 




Ly  and 
.
Lθ , we are able 
to integrate these velocities and obtain the computed displacement. These will be used 






6. Navigation Experiments and Performance 
Analysis 
6.1 Overview 
To imbue the robotic platform the ability obstacle avoidance, a basic navigation 
algorithm must be implemented. This will allow for autonomous navigation from an 
initial point to an end point while avoiding obstacles.  
6.2 Mathematical Representation 
The algorithm chosen is potential field method [14]. This is chosen for its simplicity 
in concept and calculation and its general effectiveness in navigating. The strategy is 
that for a goal location, it will generate an attractive potential field, Uatt (q) and for 
obstacles it will generate a repulsive potential field, Urep (q). Summing up the fields 
will generate an overall potential field, to which it will direct the robot to reach its 
destination seen in equation 5.1. 
U(q) = Uatt (q) +Urep (q)                                   (5.1) 





















                                                  (5.2) 
We can the generate artificial force field F(q) as the gradient of the potential field: 
F(q) = -∇ U(q)                                            (5.3) 
F(q)   = -∇ Uatt (q)  - ∇ Urep (q)                   (5.4) 
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6.2.1 Attractive Potential Field     
We can go ahead and define the attractive and repulsive potential field. To do so, a 
quadratic function which is differentiable is defined in equation 5.5. 





goalρ  (q)                         (5.5) 
where goalρ (q) is the Euclidean distance: goalqq −  . 
Using equation 5.3 and 5.5, we are able to obtain equation 5.6. 
Fatt(q) =  -katt . ( )goalqq −                     (5.6) 
6.2.2 Repulsive Potential Field     






























k rep                        (5.7) 
where 
)(qρ : minimal distance to the obstacle from q 
0ρ  is distance of influence of obstacle 
 










































This algorithm is implemented in the higher level control of the system. It is executed 
in VB6 under a windows XP environment. In reference to Figure 25, when the 
Navigation is being executed, the program will first check if there is a table edge from 
the three infrared sensors. If so, this poses a threat to the safety of the robot and would 
have the highest priority of avoidance. A repulsive force is then calculated with a 
constant that can be tuned experimentally and corrective action is taken until there is 
no table edge detected. If there is no table edge, it will then check if it has collided or 
made contact with an obstacle. If so, it will also generate a repulsive force that is 
tunable with a constant and take corrective action for a period that is also determined 
experimentally. This will allow the robot to move away from the obstacle after 



















Is table edge detected? 
Is collision detected? 
Table Edge Recovery Action 




6.4 Overall Performance  
 
In this section, the performance of the autonomous system as a whole executing 
certain tasks are evaluated. All tasks are performed in the laboratory in a closed static 
unknown environment. The leveled floor is a tiled floor with each tiles measuring 
30cm x 30cm. These tasks would include:  
1. Translational  motion 
2. Rotational  motion 
3. Translational and Rotational motion 
4. Local Navigation 
6.4.1 Translational Motion 
First test is for its strict translational motion. The platform has a safe velocity limit of 
0.2m/s. The robot starts at (0,0). A coordinate of (x,y) of (-60,-60) is provided at 
around T  = 5s and after reaching its goal, it is commanded to return to the origin at 
around T = 18s. Figure 29 shows the result of its trajectory and Figure 30 shows the 
individual wheels velocities. 
 




Figure 30: Wheel's Reference & Actual Velocities 
 
It can be seen in Figure 29 that there is no overshoot and its rise time, Tr = 3.083 and 
its settling time is Ts = 4.087s. In Figure 30, it can be seen that the individual wheel’s 
actual velocities tries to match its reference value. 
 
6.4.2 Rotational Motion 
Next, its strict rotational motion is tested. A bearing command of 90 degrees is 
provided at around T = 5s and after reaching its goal, it is then commanded 180 
degrees at around T = 8s, 270 degrees at around T = 16s and finally 360 degrees at 
about T = 21s. Figure 31 shows the result of its trajectory and Figure 32 shows the 









Figure 32: Individual wheel’s velocities for strict rotational motion 
 
It can be seen in Figure 31 that there is no overshoot and its rise time, Tr = 2.964s and 
its settling time is Ts = 3.953s. Just before T=21s, a 0 degrees command was given in 
which the robot rotated to 360degrees mark. In Figure 30, it can be seen that the 
individual wheel’s actual velocities tries to match its reference value. 
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6.4.3 Translational and Rotational motion 
Having established the strict translational and rotational motion, it is useful to observe 
its combined behavior. Its combined translational and rotational motion is now tested. 
A bearing command of 90 degrees is provided at around T = 1s and, at the same time 
an (x,y) command of (-60,-60) is given. Figure 33 shows the result of its translation 








Figure 34; Rotational trajectory for combined motion 
 
Figure 35: Individual wheel’s reference and actual velocities for combined 
motion 
For its rotational motion, it can be seen in Figure 33 that there is no overshoot and its 
rise time, Tr = 4.039s and its settling time is Ts = 6s. For its rotational motion, it can 
be seen in Figure 34 that there is no overshoot and its rise time, Tr = 1.967s and its 
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settling time is Ts =4.062s. In Figure 35, it can be seen that the individual wheel’s 
actual velocities tries to match its reference value. 
6.4.4 Local Navigation I 
Having tested it motion control, its ability to avoid obstacles while heading to a goal 
point is evaluted. In Figure 36, contains a map with the obstacles (denoted by the 
black boxes), initial location and final location. The environment is unknown to the 
robot. The robot will then be given its goal coordinates for which it will have to 
navigate while avoiding obstacles. In this case, it is (-240,240) and after reaching it, it 
will then be given the command to return back to its starting point. Axis units are in 



































Figure 37: Local Navigation I - Reverse 
 
Figure 36 and 37 shows that the robot is able to avoid the obstacles and reach its 
intended destination in a timely fashion. It can also be seen in that Figure 36 and 37 
that the robot oscillates as it moves down a narrow corridor. This is one of the 








6.4.5 Local Navigation II 
Another map is done up for the robot’s navigation to be tested as can be seen in 
Figure 38. Although in Section 5.4.4, the robot was able to reach its destination on its 
own, it was also important to expose the theoretical shortcomings of the navigation 
algorithm so that one can verify that the algorithm was implemented accordingly to 
theoretical means. In this scenario, the goal coordinates are (0,-210). 
 
Figure 38: Local Navigation II where robot does not reach goal point. 
 
It was then observed that the robot did reach the goal point but oscillated near the goal 
point due to the presence of the obstacles. This problem is known as the “local 
minimum” problem where the robot is trapped into a local minimum where the 




6.4.6 Discussion on overall design 
6.4.6.1 Mechanical Design 
 
Looking at the overall mechanical design, it must be highlighted that is was made 
from cheap and readily available materials found in the laboratory and in-house. It 
was designed to be simple and yet be able to withstand the experimental runs 
conducted. 
From just having eight bump switches on eight specific locations surrounding the 
robot, its touch coverage has been extended to 360 degrees. Its mechanical lever is 
made from metal with a cheap sponge covering it. 
Bearing has been added for greater weight bearing for the overall robot but a lack of 
coupling might not be ideal. This was a compromise for the platform to be cheap, 
made in a short possible time and for the size to be accommodated in the robots 
structure. 
The plastic platform is cheap, easy to machine but don’t have uniformity in its shape 
or flatness as compared to metal. Any threads made in this HDPE would also wear out 
over time as it is prone to wear and tear. This material was chosen as there was no 
wide enough material during the time of fabrication  
Generally, wires are prevented from getting entangled with the wheels motion but 
they are not covered from the human eye. As such, more aesthetic works to hide the 





6.4.6.2 Electronic Design 
 
In the review of the electronic design, it must be said that having an embedded 
systems with three ARM processors allows parallel processing. This allows the 
computational workload to be distributed between and having SPI allow high-speed 
reliable communication between the various processors for the exchange of 
information 
Having said that, there were mistakes in the wiring of the SPI communication but this 
is to be expected as it is a prototype board and changes were made to rectify it. 
This PCB has a great robust design that allows a sufficient width of copper tracks for 
high current drawing devices such as the motor controller which is also included and 
part of this microcontroller. 
This has a more than the required number of GPIO pins to meet the demands and it is 
also able to measure the current draw from a motor. 
Although there was a need for an inductor to minimize the current fluctuations for the 
infrared, it is of the author’s opinion that it was the lack of information from the 
manual to provide the peak to peak current consumption that led to this. Without 
knowing this critical information a large amount of time was spent debugging to find 
out the root cause of the microcontroller reset. 
6.4.6.3 Software Design 
 
Some plus points on the software design is the real time low level control as 
mentioned in Section 3.3.4. These software methodologies allow the deterministic 
behavior of the low level control that creates a predictable time performance. 
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Not only that, there are data integrity check on both low level inter-processor 
communication and high level communication. This allows fast and reliable 
communication and more accurate computation done as a reason for this valid data 
being communicated. 
One of the aspects that are left wanting is the GUI which is a soft real time system. 
The lack of control as compared to the low level control does not allow a higher 
frequency in the data communication and faster processing of the navigation 
algorithm. 
Lastly, current control has been programmed as a form of limiting switch where if the 
current draw gets too high, the control signal will stop increasing in the form of the 
integral term. However, it is more desirable if a cascade control were to be 
implemented where there would be an additional inner loop of a current control. This 
would allow the inner loop to regulate the torque and having the control loop divided 














In conclusion, the mechanical design has been fabricated and the custom designed 
PCB has all the necessary components soldered. Hardware connections between the 
various devices have been hardware tested and the various sensors such as sonar, 
infrared, digital compass, encoder and bump sensor can be ranged and detected using 
the software libraries provided by RIDE7. The SPI has also been configured for fast 
reliable Inter-processor Communication. 
The kinematics has been formally introduced to relate the robots overall velocity with 
its individual wheels velocity. This is helps the user provide a reference velocity 
vector and the robot will compute the wheel’s reference velocity. In contrast, the 
inverse kinematics has also been calculated, simplified and implemented. This will, 
based on the individual wheel’s actual velocity, allow the computation of the 
platforms actual velocity. Using this, the displacement of the robot is obtained. 
DC Motor control and omnidirectional motion control has been established and tested. 
The robot is also tested on its close proximity to obstacles and whether it is able to 
reach its final destination based on the user input coordinates. It is also able to detect 
the edge of a table. It is also able to detect that it has collided with an obstacle and 
take corrective action. Videos of these have been taken [16]. 
A GUI has been developed for reliable Microcontroller and notebook communication. 
Not only that, it can also be used for debugging and plotting of control responses, 
navigation computation and documentation. Although not extensively used, an image 
capture is provided in the GUI that displays video from the laptop PC’s webcam. 
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7.1 Future Works 
Although the objectives of this project have been met, there are some key areas for 
which it can be improved on. 
7.1.1 Controller 
Although a PID controller was utilized which provided decent performance, it cannot 
cater to a different dynamics in the robot. If say, we were to add additional load, the 
performance would be different. 
A better performance might be achieved through more advanced adaptive controllers 
such as neuro-fuzzy controllers. Such algorithms would allow the robot despite not 
knowing the dynamics of the robot, be able to learn through iterative means to tune its 
parameters to achieve its target through imprecise and uncertainty. Using a more 
advanced control algorithm on this research platform can be a way for theoretical 
algorithms to be tested. 
7.1.2 Navigational Computation Environment 
The environment from which the navigation is executing, under the higher level 
control, does not allow control real-time scheduling. Using the latest Linux Kernel 
patch, PREEMPT_RT patchset, allows the Linux environment to be a viable choice 
for a real time OS. 
7.1.3 Improved Navigation Algorithm  
Potential Fields is a navigation algorithm that has a number of flaws. Some of the 
flaws, besides those that were mentioned in Section 5.4.4 and 5.4.5, include the local 




Using a more advanced navigational algorithm on this research platform can be a way 
for theoretical algorithms to be tested. One promising algorithm is Vector Field 
histogram (VFH+). This takes into account the dynamics and shape of the robot, and 
returns steering commands specific to the platform. While considered a local path 
planner, it uses histogram grids, as a way to overcome the local minimum problem 
[17]. 
7.1.4 Vision 
Having vision or even stereoscopic vision in a robot would allow greater options in 
the higher level control. It can be used to provide the goal destination for which the 
robot can head to or for human tracking. With the image capture provided in VB6, it 
was thought to convert OpenCV functions into a DLL file. This would then allow 
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                      (c)                                                                                            (d) 
(a) Location of Ultrasonic sensors equally spaced at 60
o
 
(b) Location of Infrared sensors(2 IRs at each dot;1 pointed down for edge 
detection and 1 pointed parallel to the ground for ranging) equally spaced at 60
o
 
(c) Location of actuators attached with omniwheel equally spaced at 120
o 
(d) Location of limit switches(2 at each dot; 1 pointed down for edge detection 








APPENDIX B – Mechanical Bumper 
(a) and (b) shows the intial design of the mechanical bumper 














(c)                                                                                          (d) 
(c) and (d) show the improved design of the mechanical bumper which extended to full 360 















(a) Opamp to output voltage across sensing resistor and ground 
(b) R38  and R39 current sensing resistors below the Left low and Right low of the H-bridge 
(c) LTSpiceIV software used to simulate 
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(a) Infrared Electro-optical Properties 
 
(b) 
(b) Infrared Linearization of Voltage to Distance through experimental means 
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APPENDIX E – Ride7 & Flash Loader 
 
Below shows screen shot of the IDE used in the code development and the flash loader used 





(a) IDE – Used for code development 
(b) Flash Loader – Used to flash program on microcontroller to be executed 
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APPENDIX F – 3D functions 
Below shows the 3D function fitting to the data used in Section 4.5. 
X Data – PWM 
Y Data – OpAmp 
Z Data – Actual Current 
Master function fitting 
 
(a) Absolute Error     (b) Contour Plot of absolute error   (c) Surface Plot Function 
Slave 1 function 
 
(a) Absolute Error     (b) Contour Plot of absolute error   (c) Surface Plot Function 
Slave 2 function 
 
(a) Absolute Error     (b) Contour Plot of absolute error   (c) Surface Plot Function 
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APPENDIX G - Scheduler 





GPIOB->BSRR = GPIO_Pin_9;  
 (*array_ptr[2])(); 
}         
switch (Main.counter%Process.Traj_count) 
{ 





















switch (Main.counter%Process.GUI_count ) 
{ 
case 0:           
(*array_ptr[6])(); 
GPIOB->BRR = GPIO_Pin_9; 
}         






























APPENDIX I – Bill of Materials 
 
Part Name Total Cost (SGD$) 
Platform 100 
Structural Beam 20 
Infrared(6units) 138.60 
Ultrasonic Sensors(6 units) 98.60 
Digital Compass(1 unit) 55 
Geared Motors(3 units) 2400 
Limit Switch(8 units) 1.60 
Omniwheels(3 paired units) 37.20 
Electronics 200 
TOTAL 3051 
 
