The 
Introduction
Most of human knowledge is acquired through analogy. Although it does not provide conclusive understanding, analogy may be considered one of the best feasible scientific means that establish confidence, but with a degree of probability [1] . For example, analogy is a fundamental problem solving device that is used by engineers to solve new problems based on knowledge and experience with solutions of similar past problems.
Software design, architecture definition in particular, can be regarded as a form of software construction knowledge. To this end, analogies can be drawn between previously designed and implemented software and new software. In software architecture, design knowledge is typically exemplified by the use of architectural tactics, design patterns, assumptions, alternatives and constraints [5, 7] . In addition to the need for different architectural views, it is necessary to articulate explicitly the design decisions, such as tactics and design patterns, which are typically embodied in the architectural process [10] . To this end, the reuse of the architecture would be incomplete if only carried out based on the architectural views, i.e. without regard to the design reasoning behind the architectural process. In this paper, we address the reuse of architectural knowledge through the use of derivational analogy. Specifically, we employ the derivational analogy concept in the design of a new architecture by replaying the architectural process of a previously defined and validated architecture.
The rest of the paper is structured as follows. Section 2 and 3 compare and contrast two widely used approaches to establishing an analogy: transformational analogy and derivational analogy [2] . Section 4 presents a process for capturing and representing architecture knowledge. Next, Section 5 presents a design of a new architecture by replaying the architectural reasoning process, through the retrieval, analysis and adaptation of the architecture knowledge captured in Section 4. The paper concludes with a discussion of the suitability and practicability of applying derivational analogy to the capturing and replaying of the architectural reasoning.
Transformational Analogy
Transformational analogy is a straightforward concept. If a solution has successfully solved an earlier problem, it can be applied to solve a similar problem as long as the two problems share a number of relevant elements. In the context of architecture design, the application of transformational analogy means copying the architectural design solutions from a past design and reapplying them to a new design problem as long a sufficient number of relevant goals and conditions exist between the two design problems.
An obvious advantage of transformational analogy is the improvement in the efficiency, in terms of cost and time, of solving a design problem. By reusing a trustworthy past design solution, architects and designers need not reason beyond showing similarity and relevance between the new and old design problem. In such a case, the payoff of design reuse can be expected to be high. However, the cost-effectiveness of the design should not be regarded in isolation from other integral aspects such as design integrity and accuracy. Such aspects cannot be proven without regard to (1) the assumptions and justifications behind the design steps and the decomposition of the system, (2) the design dependencies, and (3) the rationale behind the rejection of design alternatives. In other words, the process of demonstrating the achievement of a certain level of design quality and accuracy goes beyond the mere presentation and reuse of the design steps to require the reasoning behind these steps. This kind of reasoning may be missing in transformational analogy since it is centred on reapplying the successful design steps only.
Derivational Analogy
Instead of reusing (or transferring) past solutions directly, derivational analogy replays the process leading to these past solutions. In doing so, particular design steps or routes are skipped if the design assumptions do not hold in the context of the new problem. In other words, derivational analogy can detect and overcome mismatches between earlier design decisions and the new problem's requirements [3] . Although derivational analogy might require more effort and involvement of the architects and designers (as compared to transformational analogy), it attempts to ensure the correctness and integrity of the new solution by uncovering any mismatches between the new and past designs. Derivational analogy involves design adaptation when mismatches are encountered during the replay of a recorded design solution of a past problem [3] . A mismatch occurs when a goal of a new design does not correspond to a goal in a past problem and vice versa. Adaptation depends on the flexibility of the old and new designs. In some cases, the old solution might be modified in order to meet the new problem's goals. This requires careful involvement of the architects of the old system in order to understand the context of, and dependencies between, the old and new systems.
Mostow provides a list of factors that may constrain a design replay process [4] : The abovementioned steps of design replay, which are defined according to the concept of derivational analogy, show clearly the pivotal role of the capture and representation of architectural reasoning in the form of design decisions, assumptions and alternatives. The architectural reasoning is the basis upon which the design process is replayed. Any flaws in the way the architectural knowledge is captured and validated may propagate into future architectures which are derived through replaying that architectural knowledge. Therefore, it is important to carry out the process of capturing and documenting the architectural knowledge using a systematic approach. Such an approach should define clearly the drivers of the architectural design, the design knowledge, and the evaluation of the design knowledge in meeting these drivers. In short, the architecture knowledge can be represented, briefly, as follows:
Architecture Knowledge = {drivers, decisions, analysis}
The architectural analysis, in particular, should be part of the architectural knowledge as it discovers and defines the assumptions, risks and constraints within which the architectural design can be safely reused.
In this paper, in order to capture and analyse the architectural knowledge, we use three methods, developed by the Software Engineering Institute (SEI), namely: Quality Attribute Scenarios, Attribute Driven Design Method (ADD) and Architecture Tradeoff Analysis Method (ATAM) [5] . We find that these methods (1) support a clear definition of the architectural drivers using Quality Attribute Scenarios, (2) stimulate the generation and articulation of design decisions using ADD, and (3) evaluate the effectiveness of these design decisions using ATAM. In particular, we observe that ATAM plays a great role in enriching and refining the architectural design decisions. The application of ATAM can generate a set of parameters that define the circumstances within which a claim can be made about the satisfaction of the architectural drivers by the design decisions. These evaluation parameters are vital for architectural knowledge reuse as they constrain the way such a type of knowledge is reapplied.
The next section presents a process for capturing and representing the architectural knowledge. After that, Section 5 presents a design of a new architecture through the retrieval, analysis and adaptation of the architectural knowledge captured in Section 4.
Capturing Architecture Knowledge
It is important to note that the aim of this section is not to present an example application of the aforementioned SEI methods. Instead, this section aims at showing an example of how the first step of derivational analogy, i.e. design capture and representation, can be best carried out systematically in a way that articulates the architectural knowledge using well-known architectural techniques.
In order to better communicate the design capture and representation, an architecture of a Geographic Information System (GIS) is used in this paper to illustrate the capturing and representation of the architectural knowledge of a real, nontrivial software system. GIS is a computerised system for creating and depicting digital visualisations of the earth's surface [6] . GIS allows the visualisation, management, and analysis of spatial data. The majority of GIS systems are found in utilities companies, defence and security agencies and governmental organizations. In order to provide a focused discussion of design capture, we limit our discussion in the rest of this section to architectural knowledge concerned with the maintainability aspects of the GIS architecture. Detailed description of the complete decomposition and representation of the whole system can be found in [8] . The rest of this section focuses on three steps for representing architectural knowledge: (1) recording architectural drivers, (2) recording architectural design decisions, and (3) recording the analysis of these decisions in achieving the architectural drivers.
Recording Architectural Drivers
Any architectural framework requires an unambiguous articulation of the requirements that drive the design. There is a consensus, amongst the software architecture community [5] , that architecture design is driven by the need to achieve the quality requirements (in this paper, we do not differentiate between quality attributes, quality requirements and non-functional requirements). The software can then be systematically designed and evaluated against these quality attributes. System administrator/data administrator Stimulus:
A request to port GIS system onto a different data source repository Artefact:
GIS system (Data source) Environment:
GIS data is ported onto a different data source with no data inconsistency Response Measure:
No programming effort, configuration time is 2 administrator-days Change GIS Data Exchange Format Source:
GIS programmer

Stimulus:
A request to convert the data exchange format of a portion of the GIS services Artefact:
GIS system Environment:
Compile time
Response:
The required format is converted with no data inconsistency Response Measure:
No impact on the data source format. Integration and verification time is 5 developer-days Interface GIS with External Software System Source:
GIS programmer/system administrator Stimulus:
A request to enable GIS to communicate with an external software system Artefact:
GIS system/ GIS environment Environment:
Compile Time + Runtime Response:
The GIS system is interfaced with an external software system Response Measure:
Impact should not propagate to elements other than boundary interfaces. 1 system administrator day (+ 5 developer-days if adaptation is required)
In this paper we use the SEI scenarios to document the software quality attributes. Each scenario documents the source of stimulus, stimulus, environment, artefact, response, and response measure. This mitigates the lack of accepted definitions of many quality attributes such as usability, portability, and maintainability [5] . Table 1 shows the documentation of three quality attribute scenarios addressing the maintainability of the GIS software. The explicit articulation of each scenario's response and response measure offers specific means to assessing the architecture. This is particularly important for capturing the architectural knowledge as the architect will be encouraged to demonstrate, and ideally document, how the design decisions achieve the required response and response measure. Furthermore, during the replay of the architectural process, i.e. to derive a new architecture, quality attribute scenarios can play a key role in demonstrating relevance between the new architecture and the old architecture. In short, a concrete documentation technique, such as quality attribute scenarios, can provide specific criteria against which the architectural design decisions can be made, analysed and later replayed.
Recording Architectural Design Decisions
The previous section stresses the need for measures against which architectural decisions can be made. It suggests that quality attribute scenarios can be a plausible technique for capturing these measures, on the assumption that quality attributes drive the architectural design. In this section we use the Attribute Driven Design (ADD) method to define the architecture, and most importantly, to capture the architectural reasoning behind the design. ADD is a recursive approach to architecture design based on the quality attributes that the software needs to achieve [5] . It accepts architectural drivers as inputs and produces a conceptual architecture as an output. During each design iteration, a selected design element is decomposed according to one or more design decisions that satisfy one or more architectural drivers. Next, functionality is assigned to the design elements. The final step in an iteration is to validate and refine the architectural decomposition and requirements.
The application of ADD, as far as maintainability scenarios are concerned, required three iterations. During the first iteration (Figure 1 and 'User-Interface' subsystems. Such encapsulation aids each subsystem to provide its services with minimum dependence on other subsystems.
-Published interfaces:
The four subsystems shown in Figure 1 interact through stable interfaces. Therefore, changing the data format in the 'Spatial Data' subsystem, for example, does not affect the 'GIS service' subsystem as long as the interface between these two subsystems is stable.
Figure 1. First Decomposition -Entire Software
At the second iteration, the 'GIS service' subsystem is decomposed into four subsystems (Figure 2 ). The 'Change GIS Data Exchange Format' scenario is addressed at this iteration by the application of one design decision, namely:
-Mediator design pattern [7] : Adding a mediator element encapsulates the interaction between the 'UserInterface' subsystem and GIS services and consequently supports changing the data exchange format of the GIS services with no impact on the rest of the system.
Figure 2. Second Decomposition -GIS Service Subsystem
At the third iteration, the 'Mediator' is refined by the application of the Builder design pattern (Figure 3 ): -Builder design pattern: This pattern separates the creation of an object from its representation, thereby enabling the object to have different representations without altering its creation mechanisms [7] . The Builder module is responsible for converting the format of the data which is communicated between the GIS clients (via the 'User `Interface' subsystem) and the spatial services provided by the system. At the end of this architectural design stage, the architectural knowledge comprises the drivers of the design, represented in scenarios, and to a set of architectural design decisions which address the realisation of these drivers. The next step is to record, as part of the architectural knowledge, the analysis of these decisions in achieving the architectural drivers.
Recording Architectural Analysis
The mere employment and representation of a set of design decisions does not mechanically imply that the architecture is fit for purpose. Not only does the suitability of design decisions need to be assessed, but also the clarity and completeness of their representation. Otherwise, it would be infeasible to communicate, and thus replay, the reasoning behind the architecture.
Table 2. Sample ATAM Result
Change GIS Data Exchange Format Source:
GIS programmer
Stimulus:
Response:
No impact on the data source format. Integration and verification time is 5 developer-days Architectural Decision Sensitivity Tradeoff Risk
Mediator
Design Pattern S1 T1 R1 S1: Ripple effect prevention, and consequently minimisation of the number of components affected by a change, improves by promoting weak coupling between the user-interfaces and the core GIS services. T1: Performance degrades due to the required service or data conversion. R1: Conversion errors in the Mediator subsystem may constitute a single point failure, which could propagate into GIS services and data.
In this paper, we use the Architecture Tradeoff Analysis Method (ATAM) to evaluate the GIS architecture. ATAM expresses the fitness of the architecture in terms of design sensitivity points, risks, and tradeoff points [5] . In addition to enhancing and enriching the architectural knowledge, sensitivity points, risks, and tradeoff points articulate the parameters needed for effective reuse of architectural design decisions. Table  2 shows an extract from the application of ATAM to the GIS architecture, specifically revealing the analysis of the use of the Mediator design pattern.
Figure 4. Architectural Knowledge Elements
At the end of the architectural evaluation stage, the architectural knowledge comprises three complementary elements: architectural drivers, design decisions, and analysis results (Figure 4) . Each of these elements plays a key role during the replay of the architectural process as part of a derivational analogy approach. Specifically, the architectural drivers establish the criteria for architectural knowledge retrieval and relevance assessment. Subsequently, recorded design decisions are replayed and constrained according to the recorded design analysis results, thereby satisfying the replay and adaptation steps of derivational analogy.
Architecture Derivation through Process Replay
In this section, a new GIS architecture is derived by replaying the architectural knowledge captured in the last section. In addition to maintainability aspects considered in the last section, the new architecture is required to realise safety-related services, which provide mapping and navigational information to an Ambulance Dispatch System. Therefore, the safety factor needs to be considered during the replay of the architectural process. In this section, the replay of the architectural process entails the retrieval of the design reasoning (design decisions and rationale). Then, a gap analysis is carried out where only relevant design sequences are reapplied in the context of the new architecture. Adaptation is required when mismatches are encountered. Finally, the new architecture is evaluated against its own specific requirements.
Retrieval and Relevance
The architectural drivers of the new architecture share the same maintainability drivers with the GIS architecture defined in the previous section. A major difference lies in the safety-related services required for the new architecture. Safety is a system property and hence needs to be considered at the architectural level. To provide reliable safety-related services for the Ambulance Dispatch System, the probability of a dangerous failure of these services is, in this case, less than 10 -4 /hour. The new safety driver is defined in Table 3 .
Table 3. Safety Quality Attribute Scenario
Safety Services of Ambulance Dispatch System
Source:
A request by the Ambulance Dispatch System Stimulus:
A request for a spatial mapping for a dispatched ambulance Artefact:
Ambulance Dispatch System Services Environment:
Runtime Response:
Directions and routing information is provided Response Measure:
Probability of a dangerous failure is less than 10 -4 /hour
Replay and Adaptation
When the recorded architectural process is replayed in the design of the new architecture, design mismatches occur at the second decomposition level when the safety aspects of the Ambulance Dispatch System are considered. Specifically, adaptation is required to deal with mismatches in the 'GIS service' subsystem. For the first and the third iteration, the recorded architectural process is replayed as-is without the need for any alternation (resulting in decomposition structures which are the same as those in Figure 1 and Figure 3) . In other words, the design decisions are reapplied successfully and the design constraints and assumptions, as defined in the recorded design analysis, hold.
For the second iteration, namely the decomposition of the 'GIS service' subsystem, the recorded architectural knowledge shows that all requests to the GIS services are processed through the 'Mediator' Subsystem, noticeably due the application of the mediator design pattern. Further, the recorded architectural analysis reveals that the mediator may constitute a single point of failure, a risk that cannot be tolerated in safety-related services. It is important to emphasise at this point that such a risk had been recorded and made explicit in the architectural knowledge, specifically in the architectural analysis part (R1 in Table 2 ). This shows the value of including the results of the design analysis in the recorded architectural knowledge.
Figure 5. Adapted 'GIS Service' Subsystem
To mitigate the risks of the 'Mediator' Subsystem, the design is refined in such a way that the mediator design pattern does not impact the safety-critical services, a major alternation to the recorded architectural knowledge. A new explicit architectural decision is made, namely 'freedom of interference by non-safety functions', in order to separate safety-related services from non-safety services. Unlike non-safety services, the safety-related services need to achieve high reliability (with regard to hazardous failures) by being coded using a safe programming language subset and verified using rigorous techniques such as formal methods and static analysis. The application of the 'freedom of interference by nonsafety functions' decision results in the decomposition shown in Figure 5 .
Replay Evaluation
After replaying the entire recorded architectural process, which embeds the architectural knowledge, the resultant architecture has to be evaluated as if created from scratch. However, as previously emphasised, the recorded architectural knowledge encompasses the architectural analysis results. Therefore, these results can be reused in the analysis of any derived architecture, as long as sufficient aspects are shared between the two architectures. In the case of the newly derived software architecture presented in this section, additional safety analyses are needed, e.g. functional safety assessment, in order to evaluate the safety integrity level attained by the software.
Discussion
This paper has presented the derivational analogy concept and an extract of an experiment we have carried out in the derivation of a new architecture by replaying the reasoning process behind a previously designed and analysed architecture. This section presents a number of observations and discusses the suitability and practicability of applying derivational analogy to the architectural knowledge.
The extent of design knowledge reuse achieved during the architecture derivation in Section 5 is not only a consequence of replaying the architectural process, but is primarily the result of the systematic articulation of the architectural drivers, design decisions, and design analysis. Such articulation is the basis on which the architectural derivational process depends. ATAM's parameters (sensitivity points, tradeoff points and risks) enable the proper and relevant reuse of the architectural decisions in the design of a new architecture. However, such reuse could have been more effective, from the costbenefit perspective, if an economic assessment had been performed. That could have provided the cost reduction achieved by deriving the architecture through process replay.
Regarding the derivation effort, one disadvantage lies in the time required to carry out the architecture derivation. However, this should not be considered in isolation from other qualities such as design analysability. Replaying the architectural process results in an analysable architecture, particularly with respect to the way the key design decisions are reused. Being applied iteratively, the replay of the design process examines the possibility of reusing each design decision and does not just copy the entire architecture at once.
The practicality of recording and retrieving architectural knowledge is a challenging undertaking for software architects. The ability to make architectural design decisions and record the architectural knowledge require software architects to be abstractionists [12] . They have to be competent in communicating design concepts without referring to implementation details. It is the belief of some that architects are born rather than made. Having a systematic architecture design method can be useful, as far as explaining the architecture to other stakeholders is concerned. However, the process of making the architectural decisions may be based on intuition and tacit knowledge, therefore leading to the difficulty of articulating such decisions, let alone reusing them. This notion supports the view that the software architecture is a product of three factors: intuition, method and reuse [11] .
In this paper, we have applied the concepts of process replay using derivational analogy to an architectural process comprising three main elements: architectural drivers, decisions and analysis. Nevertheless, in principle, the same process replay concepts can be applied to other architectural knowledge approaches such as the ontologydriven example in [13] . In [13] , the authors capture the architectural knowledge behind the design of a complex real-time credit-approval system by documenting more specific elements, namely: stakeholder concerns, architectural decisions, architectural assets, and the implementation roadmap. Specifically, the implementation roadmap can provide key traceability links between the architectural decisions and subsequent development artefacts.
Finally, capturing the design reasoning is essential in the course of justifying and assuring the dependability of critical systems. For safety-critical systems, certification authorities mandate transparency with respect to the carrying out of the design process [9] . Many software safety certification standards are process-based, i.e. they associate the integrity of the artefact, such as the architecture, with the integrity of its underlying process. Consequently, referring only to an earlier successful implementation, without revealing the reasoning behind the design process, will not suffice. Without referring to the design reasoning, the reuse of architecture could be a deceptive and dangerous process that might violate the reused architecture's original design assumptions and dependencies.
Conclusions
We attempt in this paper to exploit the concepts of derivational analogy to derive software architectures by replaying the architectural design process of a previously designed and evaluated software. Although process replay may seem a time-consuming activity, as compared to direct reuse, it produces an analysable architecture. This paper shows that the systematic capture and documentation of the architectural knowledge is a prerequisite for replaying the design process. Furthermore, the paper demonstrates that the architectural drivers can define the principal features that determine relevance between an old and a new architecture. Finally, the replay of the design process is not straightforward. Adaptation is necessary when mismatches are encountered.
