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INTRODUCTION 
Ce mémoire traite d · un projet d · Enseignement Assistê par 
Ordinateur visant a amêliorer 1·êtude et la comprêhension de la notion 
de fraction dans le cadre de 1 · enseignement primaire, et plus 
particulièrement a partir du niveau de la quatrième année. 
Beaucoup considèrent aujourd·hui que 1 · informa.tique constitue une 
branche d·avenir. Nêanmoins, au cours de 1-êlaboration de ce travail, 
nous avons rencontrê des enseignants et des parents pour qui 
1·utilisation de 1·ordinateur ne reprêsente qu · une mode passagère et 
qui ne comprennent pas 1·intêrêt que cet outil peut apporter au sein 
de 1 · êcole. o · autres, enfin, impressionnés par 1·êsotêrisme qui 
entoure 1·informatique n · essaient même pas de se recycler dans ce 
domaine. 
Le premier chapitre de ce mémoire permettra de situer notre 
démarche parmi 1·éventail des possibilités existantes en E.A.O .. Les 
chapitres suivants seront consacrès a la prêsentation du projet au 
travers des différentes étapes de son cycle de vie: le chapitre 2 
traitera de 1-élaboration du projet et de 1·analyse fonctionnelle; le 
chapitre 3 présentera la conception des modules les plus significatifs 
issus de cette analyse, et le chapitre 4 soulignera les détails 
d·implêmentation du projet. 
Que ce travail destine a servir a la fois de mémoire de fin 
d·études et de projet en E.A.O., permette, modestement, de démystifier 
1·utilisation de 1 · ordinateur. Quant aux informaticiens, ils 
trouveront, dans ces pages, le dètail de la réalisation d · un exemple 
de projet d·Enseignement Assistê par ordinateur. 
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1. INTRODUCTION 
buts 
L' introduction de l'informatique dans 1·êcole poursuit diffêrents 
L'informatique peut etre considêrêe comme un moyen de gestion dans 
l ' êtablissement ceci constitue une importante application de 
l ' informatique et se caractêrise par 1 · exêcution de progranunes de 
calculs qui permettent l'êdition de factures, de bordereaux 
comptables, de fichiers d ' êlêves, etc. 
L'informatique peut êgalement etre utilisêe en tant qu·outil 
pédagogique rêservê a 1·usage exclusif des enseignants, (constitution 
de bibliothèques, entrainement a de nouvelles techniques, etc.). 
L'informatique doit êgalement pênêtrer dans l'êcole comme matière 
d ' enseignement, au même titre que d·autres matières scientifiques 
comme la physique, la biologie ou la chimie. 
Enfin, l'informatique peut aussi etre utilisêe comme moyen pédagogique 
a 1 · usage des êlêves. on appelle cette pratique d'enseignement 
"Enseignement Assiste par Ordinateur" ou encore en abrêgê E.A.O .. 
c · est cette dernière forme d'introduction de l'informatique dans 
l ' êcole qui nous intêressera dans le cadre de ce travail. Nous examinerons 
d ' abord en quoi consiste 1-E.A.O. et les divers types d'enseignement 
assistê par ordinateur. Nous êtudierons ensuite les conditions prêalables 
a sa bonne utilisation et enfin, nous observerons la situation actuelle 
belge ainsi que ce que nous propose l'Education Nationale. 
2. LES DIVERS TYPES !t ENSEIGNEMENT ASSISTE PAR ORDINATEUR 
Nous distinguerons d"abord 1·utilisation de 1·ordinateur par les 
êlèves en tant qu·instrument d"enseignement individualise, de 1 · utilisation 
de 1 · ordinateur par 1·enseignant en tant qu·outil pédagogique nouveau · dans 
un enseignement traditionnel. 
2 . 1. Enseignement individualisê 
Nous pensons qu"il faut a nouveau distinguer ici le cours proprement 
dit des activitês individuelles des êlèves destinêes a fixer et a contrôler 
les connaissances acquises dans les cours. 
l. Cours individualisê 
Il s·agira ici d ' une utilisation de 1·ordinateur en vue de 
prêsenter et d'expliquer, sans la prêsence continuelle d ' un 
professeur, de nouveaux concepts, de nouvelles connaissances ou de 
nouvelles techniques. Elle est êgalement adaptee a un enseignement 
destine a des personnes qui ne peuvent pas etre prêsentes 
simultanément au meme endroit. 
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2. Fixation et vérification des connaissances 
Il s·agit ici de 1·utilisation de 1·ordinateur en vue de la 
manipulation et de 1·assimilation profonde de concepts présentés 
anterieurement (d·une manière quelconque). Dans cette approche, 
1·ordinateur pourra être utilisé pour poser des questions-problèmes 
mettant en oeuvre la nouvelle notion supposee acquise. 
un didacticiel bien conçu permettra a 1·é1eve d·explorer les divers 
aspects du concept enseigne; il sera a même de suivre son cheminement 
dans la recherche des solutions, et de reagir aux erreurs. Il choisira 
les problèmes poses en fonction du modèle qu·il se fait de 1-élève sur 
base des réponses aux questions posées antérieurement. Le didacticiel 
ne pourra pas être un carcan obligeant 1 -élève a passer exactement par 
les étapes programmées mais lui laissant le plus ct·initiative possible 
dans la recherche des solutions. L·enseignant reste toujours un 
recours dans le cas où le logiciel n·arrive plus a suivre le 
cheminement de 1·e1eve . 
On peut concevoir cette approche co11U1te des travaux pratiques relatifs 
au cours. Les travaux pratiques exigent toujours une démarche 
constructive personnelle (ou par petit groupe). L·ordinateur qui met 
1·enseignant-garde-fou a la disposition permanente de 1·élève nous 
semble pouvoir jouer ici un rôle plus important que dans le cours 
lui-même. Il permettra éventuellement aux élèves les plus avancés 
d·explorer des situations plus complexes. 
Certains logiciels mettront particulièrement 1· accent sur 1 · aspect 
entrùnement ( "drill and practice" ), d- autres s· intéresseront a 
détecter les faiblesses des élèves et leur proposeront des 
remèdiations, a · autres encore s·attacheront simplement a contrôler si 
des connaissances sont acquises soit pour permettre a 1·e1eve de 
vérifier son niveau d·assimilation de la matière, soit pour permettre 
a 1·enseignant de procéder a des interrogations automatiques. 
2.2. ~·ordinateur outil pédagogique de 1·ensei9nant 
L·ordinateur est ici utilisé par 1·enseignant pour illustrer les 
concepts qu·i1 presente. Au meme titre que d · autres outils (tableau noir, 
rétroprojecteur, enregistreur, vidéo, ... ), 1·ordinateur permet aux 
enseignants de présenter et a-illustrer les nouveaux concepts. L· apport 
principal de 1·ordinateur permet de reagir rapidement a des données 
construites sur le moment élaboration de schémas, graphiques, 
statistiques, etc ... Le professeur peut visualiser directement 1 · effet des 
propositions formulées par les élèves. un modèle de la réalité étant 
programmé sur 1·ordinateur, 1-êlève peut expérimenter a travers le modèle 
et ainsi découvrir les règles sous-jacentes aux phénomènes qu · il étudie. 
Cette approche se révèle très utile dans les cas où 1·expêrimentation 
reelle s·avêrerait trop dangereuse ou trop conteuse. L·enseignant veillera 
cependant a ne pas remplacer par une simulation sur ordinateur les 
expériences qu · il a la possibilité de réaliser réellement. L·enseignant 
selectionnera les parties de cours où 1·ordinateur peut lui apporter 
quelque chose, notamment les lois qui sont introduites sous la forme "Si on 
faisait telle chose, on pourrait observer que ... ". Certaines de ces lois 
pourraient être introduites par simulation sur ordinateur, le plan 
d · experience etant realisê en classe avec les élèves. 
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3. POUR !!'ORDINATEUR~ !!'ECOLE, OUI, MAIS COMMENT? 
Les parents, les enseignants et les jeunes ont aujourd'hui, pour la 
plupart, conscience de ce que 1·informatique constitue une branche 
d'avenir. Mais, a certains moments, ils êprouvent des doutes, ressentent 
des craintes ou se sentent tout simplement démobilises par le halo 
d'êsoterisme qui entoure 1·utilisation de 1·ordinateur. Il importe donc de 
dêmystifier le phènomene. 
En ce qui concerne 1·enseignement assistê par ordinateur, il est 
impensable d'envisager que ce type d'enseignement soit appelè un jour a 
remplacer les enseignants; au contraire, 1-E.A.O. doit faire partie de la 
globalitê du projet êducatif (Toutes les formes d'enseignement peuvent etre 
utiles aux jeunes puisqu'ils forment eux-mêmes des groupes très 
hètêrogènes. On ne peut nègliger ni les cours, ni les livres, ni les 
syllabus, ni les exercices, ni le dialogue collectif). 
L'ordinateur n·exclut donc pas la parole du maitre. Il en est l'adjoint 
actif. Entre-eux s·etablit une complementaritê indissociable. ce type de 
relation nouvelle cree une pédagogie dont 1·avantage est d'être motivante. 
L'êlêve dispose de la facilite de dialoguer soit avec 1·ordinateur, soit 
avec le maitre. L'approche de la matière a pris pour lui une autre 
dimension il acquiert chaque nouvelle notion comme une solution a un 
problème qu'il s·est pose ou que lui a présente 1 · enseignant. Pour le 
maitre, il ne s · agit plus d'étaler des solutions mais bien de poser des 
problèmes. Cela va a 1·encontre d'une pédagogie qui, a longueur de 
trimestres, presente a 1·enfant-êlève des solutions formalisèes a des 
problèmes qu·il n·a pas eu 1·occasion de rencontrer. 
Dans un environnement informatise, 1·enfant n·est plus un simple recepteur 
ou rêpondeur. Il n·est pas non plus un simple observateur du matèriel que 
le maitre manipule. Il devient 1·acteur qui apprend en faisant et qui 
pense ce qu · il fait. Ses qualités cognitives se dèveloppent plus 
harmonieusement et avec de meilleures garanties puisqu'il apprend par 
1·action. 
Tout n·est pourtant pas aussi aise qu·on pourrait le croire. Un point 
essentiel de notre rêflexion ramène le débat sur le problème de la 
formation des enseignants. ceux-ci doivent, en effet, s·adapter a un monde 
qui, jusqu·il y a peu, leur etait inconnu. Dèja de nombreux efforts ont 
ete consentis dans le domaine de la préparation ou de la formation 
récurrente des êducateurs. Nous sommes malheureusement loin du compte et 
il faudra reactiver le processus si nous ne voulons pas voir nos pedagogues 
devenir les élèves de 1 · ordinateur ou pire encore, ceux de leurs élèves 
entre-temps devenus maitres de 1 · outil. 
Un autre élément nous porte également a réfléchir c·est celui de la 
construction des programmes adaptes aux matières enseignees les 
logiciels. 
un dernier point est egalement a retenir les moyens accordes au 
dêveloppement de l ' informatique. En effet, 1·utilisation de 1·ordinateur 
dans les écoles exige de grands moyens d'investissement en qualification 
des enseignants et surtout en frais de matêriel. 
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Examinons plus attentivement ces trois problemes 
i. La formation des enseignants 
8 
L·appropriation du savoir par 1·e1ève passe nêcessairement par la 
maitrise des moyens qui servent a le vêhiculer. La première tache de 
1· enseignant consiste donc a apprendre a 1·e1ève non seulement des 
connaissances mais aussi 1·utilisation efficace des moyens. Cela 
suppose de 1·educateur qu·i1 soit compètent sur le contenu car 
1·enseignant ne saura remplir sa fonction de médiateur que s · il 
maitrise le support du message aussi bien que le contenu lui-même et 
qu·i1 participe a la fabrication des supports. En effet, il est 
prouve qu·on maitrise d·autant mieux un type de support si on a 
participe a son êlaboration et a sa production. o·oa 1 · accent a 
mettre sur 1•idêe que les enseignants soient formés 1 
Les objectifs de la formation a donner sont donc de trois ordres 
Initiation a 1•informatique. 
Il faut que les êducateurs apprennent a se servir des moyens 
informatiques et a realiser au moins des programmes simples. 
ouverture aux problèmes lies a 1·informatique, problèmes lies au 
developpement de 1·informatique comme technique et savoir, 
problèmes lies a 1· informatisation de la societe. 
Initiation a 1·usage de 1· informatique dans la pêdagogie et dans 
la recherche psychologique et pedagogique. 
2. La construction des logiciels 
L·elaboration d·un matériel est un travail lourd. Le temps 
nêcessaire est fonction de nombreux paramètres : type d·enseignement 
assiste auquel on veut arriver, connaissance de la matière et de sa 
pédagogie, outil utilise, connaissance de 1·outil utilisé, ... De 
toute manière, elle exige des interventions au niveau de la matière, 
de sa pedagogie et de 1· outil utilise. 
Deux agents sont a 1·origine de la production de didacticiels les 
informaticiens et les enseignants. 
Les informaticiens travaillent le plus souvent pour le compte de 
firmes qui vendent ou louent des didacticiels. ces produits restent 
rares sur le marché et sont pour la plupart totalement rigides, ce qui 
ne convient pas aux besoins des utilisateurs. 
Les enseignants souhaitent pouvoir écrire eux-mêmes des programmes 
adaptés a leur pêdagogie, a leurs problèmes. Mais cela nêCessite une 
formation plus complète en informatique et notamment 1·apprentissage 
d·un langage de programmation. Le type de formation variera en 
fonction de la complexité des problèmes auxquels 1·enseignant souhaite 
s · attaquer. Certains langages (tutor, ego, ... ), appelés langages 
d·auteurs, ont ete specialement conçus pour le développement de 
didacticiels. Mais ces langages sont extrêmement limitatifs 
puisqu·ils permettent essentiellement de réaliser des didacticiels de 
type tutoriel. De plus, si les constructeurs proclament que ces 
langages ont étê specialement conçus pour des non-informaticiens, en 
réalite leur apprentissage nécessite une véritable formation. 
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3. L·investissement 
L·informatique a 1·ecole deviendra tres rapidement une real.itè. 
Son dêveloppement ne fait que commencer et dêja les projets se 
multiplient : banques de donnêes, banques de questions, séquences de 
cours ou programmes d·enseignement ... Tout cela suppose la presence 
dans les locaux scolaires d·un matêriel approprie. Ce matériel coate 
encore relativement cher malgrê les progrès réalises. Il reste a 
trouver le moyen de diminuer les coats. Peut• tre qu·en fabriquant 
les ordinateurs scolaires chez nous, on y arriverait ... Mais cela 
est une autre réflexion 1 
4. LA SITUATION BELGE 
La rêalisation belge la plus marquante consiste en la creation, par le 
Ministère de 1·Education national.e, d·un reseau de centres d·information 
sur 1·enseignement et 1·apprentissage assiste par ordinateur, le reseau 
o.s.E. abrège de Ordinateur au service de 1-Education. 
Celui-ci a pour objectifs de : 
reunir et enrichir une documentation, aussi complète que possible, sur 
la micro-informatique en général et les problèmes que pose son 
integration dans la societe et a 1·école ; sur les logiciels 
disponibles; sur la thêorie et la pratique de 1·E.A.O., ainsi que sur 
les diffêrentes expériences tentêes dans ce domaine dans les écoles 
belges et etrangères; sur les différents types de micro-ordinateurs, 
leurs caractéristiques, les possibilités graphiques, les extensions 
possibles, les langages de programmation disponibles, etc .... ; 
répondre aux demandes particulières d·information emanant des 
directions d·ecoles, de professeurs, d·associations de parents, sur la 
micro-informatique, 1·achat de matériel, 1·e1aboration de logiciels, 
etc .... ; 
organiser des séances d·information, des exposes sur, par exemple, 
1·experience de 1·utilisation d·un matériel intéressant dans une école 
de la région, un langage de programmation particulièrement oriente 
vers une création de logiciels pedagogiques, des didacticiels mis au 
point par une équipe de professeurs de la région, un logiciel de 
traitement de texte particulièrement performant; 
présenter du matériel et des logiciels que les enseignants pourront 
essayer avec 1·aide des personnes du centre. 
o·autre part, le 18 décembre 1983, parut au Moniteur 
de la conununaute française relatif a 1·informatique 
appendice 1). Examinons ce qu·i1 propose quant aux 
souleves ci-dessus. 
belge un décret 
a 1·ecole (cfr 
trois problèmes 
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L"article 3 du décret prêcise que c·est l"Exécutif de la Communautê 
qui "organise des journées d"études afin d·assurer la formation ou le 
recyclage des enseignants appelês a enseigner les notions d"informatique ou 
a utiliser 1·ordinateur dans le cadre de leurs cours'". 
Il incombe donc a la communautê d'organiser ces recyclages; chaque pouvoir 
organisateur, au nom de la liberté pêdagogique qui lui est reconnue, pourra 
garder la maitrise du recyclage de ses enseignants. 
En ce qui concerne 1·achat de matériel, 1·article 4 du decret en parle 
mais sans préciser par qui cet achat sera effectué. Il précise en effet : 
"L· achat de matériel se fera en fonction du développement des programmes de 
formation ou de recyclage des enseignants et de la fabrication des 
didacticiels ainsi qu·en fonction de l"évolution de la technique de base." 
Il est évident que 1·on ne part pas de rien: beaucoup d"écoles prima.ires 
et secondaires ont déja un équipement informatique. Dans 1·enseignement 
secondaire de transition, le cours d"informatique est d "ailleurs une option 
complémentaire au troisième degré. Il peut aussi exister dans les options 
groupêes a partir du deuxième degré. Il ressort d "ailleurs d "une enquete 
effectuée par le groupe de sociologie wallonne de l"UCL sur !"informatique 
et 1·enseignement secondaire que quatre-vingts pour cent des établissements 
d·enseignement secondaire disposent deja de configurations informatiques. 
cette enquête, basée sur un échantillon représentatif des êeoles de 
1·enseignement secondaire gênêral, photographie la situation a un moment 
précis du temps : le 15 novembre 1983. A l "heure actuelle, il est plus que 
probable que cette proportion se soit encore accrue. Cependant, il faut 
reconnaitre que le coat du matériel, juge trop cher, demeure encore un 
frein essentiel. 
L"Education Nationale, quant a elle, intervient de diverses façons elle 
achète du matériel. Celui-ci est placé prioritairement dans les écoles de 
1·enseignement spêcial; elle octroie des subsides a 1·enseignement 
secondaire et supêrieur communal, provincial et libre a concurrence de 
soixante pour cent de la valeur du matériel. (Un crédit spêcial de 90 
millions a d"ailleurs été accordé a l"Education Nationale pour 1· achat de 
matériel didactique de pointe.) 
En ce qui concerne l"élaboration de logiciels, la situation me semble 
ambigue. En effet, dans son discours d"ouverture de la Hulpe du Club 
Athéna, [BERT, 1984], Monsieur Bertouille, Ministre de L"Education 
Nationale, souligne qu·i1 est urgent de mettre au point des logiciels pour 
les écoles. Mais il parle en fait de logiciels facilitant la gestion des 
établissements scolaires (tel qu·un outil pour la confection des horaires) 
et non de logiciels d "aide a 1· enseignement. Il semble donc que cette 
distinction, bien que fondamentale, ne soit pas encore bien perçue ... 
Le développement de l "E.A.0. est donc encore entravé par divers 
obstacles au niveau de la diffusion et surtout au niveau de la conception. 
Espérons que d"ici quelque temps, sous 1·influence des centres o.s .E., les 
décisions prises par l "Education Nationale soient un peu plus hatives. 
1 
1 
1 
1 
1 
1 
1 
1 · 
1 
11 
i l 
1 
1 
1 
1 
I l 
1 
1 
1 
1 
1 
-- -- ~~ -~-----------
C H A P I T R E 2 
ANALYSE FONCTIONNELLE 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1. PROJET 
1 .1. Présentation générale 
Les enseignants sont les premiers concernes en matière d ' E.A.O . . Ils 
connaissent les problèmes et souhaitent disposer d'outils adaptes a leurs 
besoins. Cependant, comme nous 1·avons dêja souligne, le développement 
d"un didacticiel demande du temps et des connaissances en informatique. 
Devons-nous demander aux enseignants de devenir informaticiens ou aux 
informaticiens de devenir pedagogues? Nous pensons que la collaboration 
informaticien-enseignant est une solution réaliste au problème. Chacun 
reste le specialiste de son domaine. Ce travail s · est réalisé en 
collaboration avec Monsieur Debrabandêre, instituteur d "une classe de 
quatrième primaire. 
Le projet que nous avons élaboré s ' adresse a 1· enseignement primaire 
s · agit de l ' étude des fractions au niveau de la quatrième année . 
Cette etude consiste en: 
il 
une introduction du concept par approche graphique et par notation 
chiffrée; 
une étude des operations : 
1. additions de fractions de même dénominateur ou 1·un multiple de 
1· autre; 
2. soustractions a résultat positif : soustractions de fractions de 
même dénominateur ou 1· un multiple de 1· autre; 
3. multiplications de fractions par un entier positif ; 
4. divisions de fractions par un entier positif; 
5. simplifications de fractions : soit par division du numérateur et 
du dénominateur, soit par réduction a un entier plus une fraction 
inférieure a 1·unité. 
1. 2. Objectifs 
l . cette étude doit se réaliser progressivement, en tenant compte des 
difficultés éprouvées par l ' élève. une approche personnalisée s · avère 
donc nécessaire. 
2. Etant donné qu·une partie importante du logiciel consistera en la 
réalisation d ' exercices, 1· aspect "discussion" de la réponse est 
imperatif. Le résultat de la "validation" de la solution proposée par 
l ' élève ne peut donc résulter en une seule réponse affirmative ou 
négative. 
3. On désire également qu·une évaluation des élèves soit réalisée. Il ne 
s · agit pas ici d·attribuer une cote, mais de réaliser un dossier par 
élève. 
4. Conune l "instituteur concerne (Monsieur Debrabandere) souhaiterait 
utiliser cet outil informatique aussi bien pour faire de 
1 · apprentissage que du rattrapage, on se consacrera , dans le cadre de 
ce mémoire , a 1·apprentissage du point de vue compréhension aussi bien 
que du savoir-faire. 
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En effet, ces deux possibilités ayant des approches bien différentes, 
on se contentera d'étudier la première qui nous semble beaucoup plus 
intéressante. De plus, rien n·empeche que, par la suite, 1·autre 
dimension soit abordée. 
l.3. ~·est~ ~-apprendre? 
Conune nous mettrons 1·accent sur 1·apprentissage, il serait peut-être 
bon de définir ce que 1· on entend par ce terme. (DUPO, 1985) 
Si 1·on ouvre un dictionnaire français au terme 
découvrir deux définitions, correspondant 
différents dans la langue anglaise : 
apprendre= 
s·instruire (learning} 
j•apprends le russe; 
instruire (teaching) 
"apprendre", 
d"ailleurs a 
j'apprends le russe a quelqu·un. 
on 
deux 
peut y 
termes 
on ne peut cependant pas en rester la, la langue française nous proposant 
des expressions très révélatrices et très diverses : 
Je peux apprendre : 
une mauvaise nouvelle; 
a danser; 
a mes dépens; 
par coeur; 
a vivre. 
Force est donc d·approfondir notre analyse. 
Pour ce faire, faisons appel a la syntaxe. Elle nous indique quatre 
directions. En effet : 
l. Je peux apprendre que 
je peux apprendre qu ' il est mort; 
je peux apprendre que la bourse a monté. 
L' acte d"apprendre est ici un acte d ' information. 
Son résultat est le renseignement. 
2. Je peux apprendre a 
je peux apprendre a danser; 
je peux apprendre a jouer. 
L' acte a·apprendre est ici un acte a·apprentissage. 
Son résultat est un savoir-faire. 
3. Je peux apprendre (verbe intransitif) 
je peux apprendre en chantant; 
je peux apprendre tous les jours. 
L'acte d"apprendre est ici un acte d · etude. 
Son résultat est une compréhension. 
4. Je peux également apprendre a être. 
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On le voit, la question n· est pas simple. 
ce que 1· on peut en tout cas affirmer, c·est que 
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1. apprendre, c · est acquérir une information, un savoir-faire ou une 
compréhension; 
2. apprendre est un acte que 1· on exerce sur soi-même; 
3. on peut apprendre sans enseignant et même sans enseignement 
(j •apprends ma langue). c · est 1 · éducation spontanée, par contraste a 
l ' éducation intentionnelle (l ' école); 
4. apprendre n · est le corrélat d ' enseigner qu· a deux conditions : 
etre soumis a un enseignement; 
cet enseignement doit avoir atteint son but. 
Mais s i faire apprendre n · est pas obligatoirement le résultat de 1 -
enseignement, il en est nécessairement le but, du moins si 1 · enseignement 
veut sa propre réussite. c·est d'ailleurs ce que suggère l ' étymologie 
"insignare", montrer, indiquer. Cette fin n·est pas toujours atteinte; il 
n· en .reste pas moins que c·est elle qui donne son sens a 1 · acte 
d ' enseigner . Ce qui appelle deux précisions. 
o·aoord, il faut que la fin soit consciente. Je puis découvrir par hasard 
ou par ruse une information que quelqu· un voulait me cacher ; j ' ai donc 
appris de lui - comme le psychanaliste "apprend" de son patient - mais i l 
ne m·a pas enseigne. Ainsi "apprend-on" les desseins de 1 · ennemi, ou les 
techniques d'un concurrent. Je puis apprendre par ou! dire ce qu· enseigne 
un collègue ; personne ne dira qu ' il m· a enseigne I L' intention de faire 
apprendre est inhérente a 1· activite d ' enseigner. 
Ensuite, "faire apprendre" n·a pas le même sens que "faire savoir" . Faire 
savoir a quelqu · un que sa rue est la troisième a gauche, ou qu ' il a échoue 
a son examen , n·est pas 1· enseigner mais le renseigner. Enseigner est une 
activité qui vise a susciter une activité. ceux qui réduisent 
1· enseignement a une transmission de savoirs le méconnaissent totalement . 
La plupart des innovations ont 1· avantage de nous montrer qu · enseigner 
n· est pas enregistrer, mais faire faire : leur but n·est pas d · enseigner 
moins, mais d ' enseigner mieux, même si ce mieux se paie d ' un moins dans le 
domaine de 1· autorite ou du programme . En tout cas, elles font ressortir 
qu · "apprendre" est un verbe actif. 
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2. APPLICATIONS 
2.1. Critère ~-identification 
Une application est un traitement quasi autonome par rapport aux 
autres applications du projet. Les applications ne conununiquent entre 
elles que par 1·èchange d·agrègats d'information. (BODA et alt., 1983) 
2.2. Les diffèrentes applications 
2.2.1. Etude et comprèhension des fractions 
Description 
Objectifs 
Cette application vise a aider des élèves de quatrième 
primaire a comprendre la notion de fractions. ce nouveau 
concept sera d'abord introduit par une approche graphique, 
par la notation chiffrée ensuite. Une fois ce concept 
assimilè, une ètude de quelques opêrations simples (addition, 
soustraction, division, multiplication, simplification) sera 
réalisèe. 
Règles 
Dans le cadre de ce mémoire, on se limitera, quant a la 
matière a enseigner, au programme de la quatrième année 
primaire. Toutefois, une extension doit s · avérer 
possible. 
on suppose que les élèves de quatrième année primaire 
n·ont aucune notion des fractions. 
cette étude nècessite un suivi progressif de 1·enfant 
en effet, si la matière abordèe lui parait trop simple 
ou trop difficile, l ' élève s·en dèsintèressera. 
Découpe en phases 
.Choix d·un exercice. 
.Présentation et proposition de cet exercice . 
. "Examen" de la reponse de 1 · e1ève. 
2.2.2. Evaluation de 1·èlève 
Description 
Objectifs 
cette application vise a rèaliser un dossier de chaque 
élève, ainsi qu · un historique de celui-ci. 
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Règles 
ce n · est pas une cote que 1·on désire mais un veritable 
dossier contenant les erreurs commises par 1·e1eve, ses 
facilites et ses difficultes, ... 
oecoupe en phases 
.Identification de 1 · e1eve . 
. Enregistrement et mise a jour des dossiers sur les 
êlèves. 
.Consultation de ces dossiers. 
2.3. Justificatif de la découpe 
La première de ces applications est relative au flux "enseignement" 
du choix d'un exercice a l ' obtention d'une reponse satisfaisante. La 
seconde application concerne le flux "évaluation" : de l'enregistrement d ' 
informations relatives aux élèves a 1·étude de ces renseignements (etude 
statistique ou autre). ces deux applications sont quasi autonomes car 
elles ne communiquent entre elles que par 1 · echange d·agrégats (cfr figure 
2.1) : après la realisation d·un exercice, si 1- eleve a &prouve des 
difficultés a le résoudre, un message relatif aux erreurs commises par 
celui-ci est communiqué a 1·application "Evaluation de l ' élève"; 
inversement, avant le choix d·un nouvel exercice a soumettre a 1·élève, un 
message relatif a ses difficultés et a ses facilites est communique a 
1· application "Etude et compréhension des fractions" en vue d · un meilleur 
encadrement de 1·etudiant. 
Application 
"Etude et compréhension 
des fractions" 
Application 
"Evaluation de 1·e1eve" 
flux 1-----> 1 flux 
"Enseignement" 1 <-----1 + 1 1 "Evaluation" 
--------1 I __ I __ I 
l 
PRODUCTION 
d·informations sur les élèves 
UTILISATION 
Pigure 2.1 
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3. PHASES 
3.1. Critere d"identification 
une phase est un traitement quasi autonome possêdant une unité 
spatio-temporelle d"execution. cette unite d"execution implique que la 
phase soit entièrement executee dans une cellule d"activites, c·est a dire 
un centre d"activites homogenes dans le temps et dans 1·espace, dote de 
ressources humaines et/ou matérielles et pourvu de règles de comportement 
nécessaires a son fonctionnement. (BODA et alt., 1983} 
3.2. Les différentes phases 
3.2.l. Choix ~·un exercice 
Description 
Objectifs 
Il s·agira ici de choisir un exercice a proposer a 1·e1eve en 
tenant compte de ses aptitudes, aussi bien positives que 
négatives. 
Règles 
Rappelons que 1·etude de la notion 
approche personnalisée. 
de fractions necessite une 
Il faudra eviter d'ennuyer 1·e1eve 
faciles ou trop compliques, ou 
variés. 
par des exercices trop 
par des exemples trop peu 
Dêcoupe en fonctions 
. Choix a·un type a·exercice. 
Suivi du déroulement d·un type a · exercice. 
3.2.2. Présentation et proposition a·un exercice 
Description 
Objectifs 
Il s·agira de présenter clairement 1 · exercice 
utilisant toutes les ressources disponibles 
(couleurs, graphisme en haute résolution ... ). 
a resoudre, en 
de la machine 
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Règles 
L·exercice sera présenté clairement a 1· élêve, évitant toute 
ambigu!té. 
Le problème posé s · énoncera clairement en utilisant un 
vocabulaire propre a un enfant de dix ans. 
Découpe en fonctions 
Gènêration de données. 
Présentation de 1 · enonce du problème a résoudre. 
Affichage des différentes figures. 
Partage des figures en parties équivalentes. 
coloriage des parties équivalentes. 
3.2.3. "Examen" de la réponse de .!_. élève 
Description 
Objectifs 
on désire que la réponse de 1·élève ne soit pas seulement 
considérée comme correcte ou non, mais qu·un véritable examen soit 
réalisé. En effet, si le résultat obtenu par 1·élève est correct, 
on peut supposer qu·il a surmonte le problème a résoudre, mais 
peut-on affirmer qu• il a compris? 
o · autre part, si ce résultat est faux, peut-on prétendre que 
1 -élêve n · a rien assimilé du tout? 
Règles 
Il ne faut pas seulement "critiquer" la réponse de 1 · e1êve, 
mais son raisonnement. 
Découpe en fonctions 
Enregistrement du raisonnement de 1· e1eve. 
Calcul de la réponse au problème posé. 
Validation de la réponse de 1-èlève. 
Mise a jour des renseignements sur 1·e1eve. 
Production d· explications. 
3.2.4. Mise~ jour du dossier de 1· e1eve 
Description 
Objectifs 
Conune nous 1· avons deja dit, nous conserverons un compte-
rendu de 1· etat d · avancement du travail de chaque élève. cette 
phase gèrera donc 1· historique des différents élèves et ceci, en 
collaboration avec la première application. 
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Le contenu du dossier de chaque êlève devra contenir au 
minimum les informations suivantes : le nom et le prenom de 
1·e1ève, sa classe et son age, s · il est doubleur ou non, les 
dates auquelles il a travaille, les erreurs qu · i1 a commises 
le plus fréquement et 1·évolution de son etude. 
Il faudra également prévoir 1·extensibilitê de ces dossiers, 
les caractéristiques reprises ci-dessus ne correspondant 
qu · aux informations minimales a conserver. 
Découpe en fonctions 
Création d ' un dossier . 
Mise a jour d·un dossier. 
3.2.5. Consultation de !.éducateur 
Description 
Objectifs 
Il s·agira ici de permettre a 1·enseignant de consulter les 
dossiers des différents êlêves. cette consultation s·effectuera, 
soit via la console, soit par 1• impression des renseignements 
demandês. 
Règles 
La prêsentation des renseignements demandés se veut claire et 
précise, êvitant toute ambigu!tê. 
Les possibilitês de consultation devront être multiples. 
c·est ainsi que, par exemple, il faudra que 1 · êducateur 
puisse obtenir tous les renseignements sur chaque êlève; 
qu·i1 puisse consulter le dossier d · un êlève en particulier; 
qu·il puisse accéder aux caractéristiques des êlêves qui ont 
travaillê a une date dêterminêe; qu·i1 puisse obtenir des 
statistiques sur les "types d · erreurs" les plus frêquemment 
commises ou qu·i1 puisse connaitre les êlèves qui ont deja 
effectuê un exercice particulier. 
Il est également primordial de reserver 1 · acces a ses 
informations aux seuls enseignants. 
Découpe en fonctions 
consultation via la console. 
Consultation via un listing. 
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3.2.6. "Examen" de la rêponse de l'êlève 
Description 
Objectifs 
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Comme 1·approche de l ' êtude des fractions se veut 
personnalisée, le système aura la possibilitê de consulter les 
dossiers des êlèves afin de se "remémorer" les caractéristiques de 
ces derniers, c · est a dire 1· êtat d·avancement de leur êtude, les 
facilitês et les difficultês qu· ils ont rencontrêes, les erreurs 
qu ' ils ont conunises le plus frêquemment . . . 
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4. PONCTIONS 
4.1. Critère g•identification 
une fonction correspond au niveau élémentaire de la nomenclature des 
traitements ; elle est associée a un objectif et a un comportement 
organisationnel considères comme elementaires par 1-organisation. Elle 
possede une sémantique simple. (BODA et alt., 1983) 
4.2. Les différentes fonctions 
4.2.1. Choix g·~ ~ g · exercice 
Description 
cette fonction a pour but de déterminer le type d-exercice le plus 
approprie a 1·etat actuel des connaissances de 1·e1eve. cette fonction 
prendra donc en considération l'historique de celui-ci. 
4.2.2. Suivi du déroulement~-~ exercice 
Description 
Cette fonction traite de 
effet, nous avons vu qu · une 
occurence du type d'exercice; 
comptera plusieurs occurences. 
d · occurences. 
4.2.3. Gênération de données 
Description 
la gestion d ' un type d·exercice. En 
genération de données représentait une 
et, d ' autre part , un type d ' exercice 
Cette fonction arbitrera donc ce nombre 
Lorsqu· un type d'exercice a ete choisi, i1 faut alors generer des 
données, données qui représentent une occurrence de ce type d ' exercice. 
c·est le rôle de cette fonction. 
4.2.4. Présentation de 1'énonce du problème a résoudre 
Description 
cette fonction consiste a presenter clairement a 1·e1eve l'objectif 
a atteindre pour résoudre le problème . 
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4.2.5. Affichage des différentes figures 
Description 
cette fonction consiste dans 1 · affichage de diffêrentes figures 
(cercle, rectangle, polygone régulier) qui fourniront un appui graphique 
en vue d'une meilleure compréhension du problème a résoudre. 
4.2.6. Partage des différentes figures en parties équivalentes 
Description 
cette fonction traite du partage des différentes figures précitées 
en parties équivalentes. cela permettra ainsi aux élèves de mieux 
visualiser, sur des exercices concrets, la notion de fraction. 
4.2.7. Coloriage des parties équivalentes 
Description 
cette fonction consiste en une mise en relief de certaines parties 
équivalentes dessinées dans une figure . Cela permettra notament a 
l ' élève de se familiariser avec la notion de nUJllèrateur d · une fraction. 
4.2.8. Enregistrement du raisonnement de 1·e1ève 
Description 
Etant donne que 
seulement s · opêrer 
1·enregistrement des 
problème donne. 
la critique de la réponse de 1·e1ève ne peut 
sur sa réponse finale, cette fonction consistera en 
résultats intermêdiaires et de la solution a un 
4.2.9. Calcul de la réponse au problème~ 
Description 
Afin de pouvoir porter un jugement sur le resultat d'un exercice 
obtenu par un élève, il faut préalablement calculer soi-même la solution 
de cet exercice. c·est le but de cette fonction . 
4.2.10. Validation de la réponse de 1 · e1eve 
Description 
cette fonction consiste a détecter éventuellement 1 · erreur ou les 
erreurs de raisonnement conunise(s) par l ' élève. 
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4.2.11. Mise! jour des renseignements sur ~-êlève 
Description 
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cette fonction consiste en la mise a jour de 1-historique de 
1·e1ève. Il s·agira soit d·une confirmation de la comprêhension de 
1-êlêve, soit d·une infirmation concernant ce type d·exercice. 
4.2.12. Production g·explications 
Description 
Dans le cas où 1·élève n·aamet pas son erreur, ou ne la comprend 
pas~ une resolution détaillée du problème lui sera communiquée. c · est 
le rôle de cette fonction. 
4.2.13. Création d·un dossier 
Description 
cette fonction interviendra lorsqu·un êlève inconnu du système 
vient travailler. Un dossier sera alors ouvert a son nom. 
4 . 2.14 . Mise~ jour des dossiers 
Description 
cette fonction traitera de la gestion des dossiers des différents 
êleves. Elle consistera en la sélection d·un dossier, sa mise a jour en 
fonction du travail effectué par 1·étudiant ... 
4.2.15. Consultation via la console 
Description 
Cette fonction permettra a 1 · educateur de consulter les 
renseignements concernant 1· ensemble des élèves. cette consultation 
interactive lui permettra de collecter une foule d•informations par un 
jeu habile de questions - réponses. 
4.2.16. Consultation via.!:!!! listing 
Description 
cette fonction permettra également a 1·enseignant de consulter les 
renseignements concernant 1·ensemble des élèves. Elle fera 1·objet 
d·une utilisation moins fréquente que la consultation via une console et 
sera surtout utile pour la production d·êtats périodiques caractérisant 
les étapes de la progression de 1·étude des élèves. 
cette fonction sera également utilisée lorsque 1·educateur désire 
beaucoup de renseignements, comme par exemple 1·ensemble des 
informations concernant tous les élèves. 
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··---·-------------------------------
Nous avons dêcoupè notre projet en différents modules de complexité 
raisonnable; nous allons maintenant étudier la conception de ces modules et 
nous en verrons 1·implèmentation lors du chapitre suivant. 
Nous ne détaillerons cependant dans ces deux chapitres que les modules les 
plus intêressants, ceux que nous avons écartés étant jugés trop simples. 
1. AFFICHAGE DES DIFFERENTES FIGURES 
1.1. Spécifications concrètes 
ce module, destiné a afficher différentes figures a 1·êcran, sera 
dêclenchê lors de la prêsentation a 1-élève d·un exercice nécessitant un 
support graphique. comme ce module ne fera pas 1·objet d·un programme en 
tant que tel, les vêrifications concernant les valeurs des paramètres ne 
seront pas prises en considération. 
En effet, tous les paramètres d'entrêe fournis a ce . module seront transmis 
par programme et leur valeur sera supposée cohérente; étant donné, par 
exemple, la longueur du coté d'un carré et les coordonnées de · son centre, 
le module ne vérifiera donc pas s'il est possible d'afficher la figure 
entièrement ou partiellement a l'écran. 
1.2. Paramètres 
Entrée: 
- TYPESUR 
- COORDl 
- COORD2 
- PARAMl 
(type de la surface a afficher) 
ce paramètre numêrique dêsigne la figure a afficher a 
1·écran; sa valeur comprise entre 1 et 9 désignera 
respectivement le carré, le carrê sur pointe, le 
rectangle horizontal, le rectangle vertical, le cercle, 
le triangle êquilatêral, l'hexagone, 1·octogone et le 
segment. 
(1ère coordonnée} 
ce paramètre numérique reprêsente la coordonnée-
abscisse du centre de la figure a afficher. 
(2ème coordonnêe) 
ce paramètre numérique reprêsente la coordonnêe-ordonnèe 
du centre de la figure a afficher. 
(1er paramètre) 
ce paramètre numérique représente le premier ou le seul 
paramètre caractérisant la figure a afficher. Dans le 
cas d ' un carré, d·un rectangle, d·un triangle 
équilatêral, d'un hexagone ou d'un octogone, il 
indiquera la longueur a·un cotê; il reprêsentera le 
rayon d'un cercle ou exprimera la longueur d'un segment. 
1 
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1 
1 
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1 
1 
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- PARAM2 
Sortie : 
- ABSC 
- ORDO 
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(2ème paramètre) 
ce paramètre numérique reprèsente èventuellement le 
second paramètre caractèrisant la figure a afficher. En 
ce qui concerne les neuf possibilitès prèsentes, il 
interviendra uniquement pour indiquer la largeur d'un 
rectangle. 
( abscisse) 
ce tableau numêrique contiendra les abscisses du centre 
et des sommets de la figure. Les valeurs qu ' il 
comportera seront evaluées lors de 1·affichage, excepte 
en ce qui concerne l'abscisse du centre de la figure 
puisqu ' il est fourni conune paramètre a·entree. 
L'utilité de ce tableau sera expliquee lors de 1·etude 
du module "Partage des figures en parties equivalentes". 
(ordonnèe} 
ce tableau numérique contiendra les ordonnèes du centre 
et des sommets de la figure. 
Son utilite sera également expliquèe par la suite. 
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2. PARTAGE DES DIFFERENTES FIGURES EN PARTIES EQUIVALENTES 
2.1. SPècifications concrètes 
ce module, dêdicassê a partager différentes figures en parties 
équivalentes, sera déclenché lors de la présentation a 1 -élêve d·un 
exercice nécessitant un support graphique. En ce qui concerne la 
vérification de la cohérence de la valeur des paramètres, ce module réagira 
comme le précèdent; si on le considère donc comme un programme, un léger 
désagrément pourra survenir lorsque, par exemple, la longueur du côté d·un 
quadrilatère n·est pas divisible par le nombre de droites verticales ou 
horizontales nécessaires au découpage de la surface. Je m·explique .... 
Si la longueur du carré que je dois découper en six parties êqUivalentes 
(soit en traçant deux droites verticales et trois horizontales) est fixée a 
cinquante, les trois parties obtenues en coupant le carré selon les droites 
horizontales ne seront pas identiques puisque cinquante n·est pas divisible 
par trois. 
Cette mise au point étant faite, précisons maintenant ce que nous entendons 
par "parties équivalentes". En raison des sollicitations de 1· instituteur 
concerné (Monsieur Debrabandère), nous limiterons cette notion a des 
parties identiques de part leur forme (Figure 3.1). Les figures A et B 
seront donc acceptées tandis que les découpes cet D seront exclues. 
A 
C 
]) 
Figure 3.1 
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2.2. Paramètres 
Entrée: 
- TYPESUR 
- PARAMl. 
- PARAM2 
- NBREPAR 
- DIFPPAR 
- ABSC 
- ORDO 
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(type de la surface) 
Ce paramètre numérique désigne la figure a partager en 
parties équivalentes; sa valeur comprise entre let 9 
désignera respectivement le carré, le carré sur pointe, 
le rectangle horizontal, le rectangle vertical, le 
cercle, le triangle équilatéral, 1·hexagone, 1 · octogone 
et le segment. 
(1er paramètre) 
ce paramètre numérique représente le premier ou le seul 
paramètre caractérisant la figure a partager en parties 
équivalentes. Dans le cas d·un carré, d · un rectangle, 
d·un triangle équilatéral, d·un hexagone ou d·un 
octogone, il indiquera la longueur d · un coté; il 
représentera le rayon d · un cercle ou exprimera la 
longueur d · un segment. 
(2ème paramètre) 
ce paramètre numérique représente éventuellement le 
second paramètre caractérisant la figure a partager en 
parties équivalentes. En ce qui concerne les neuf 
possibilités considérées,il interviendra uniquement pour 
indiquer la largeur d · un rectangle. 
(nombre de parties a dessiner) 
ce paramètre numérique représente le nombre de parties 
équivalentes a dessiner dans la figure. Les 
possibilités retenues sont deux, trois, quatre, cinq, 
six, huit, dix et douze. 
(difficulté du partage) 
ce paramètre numérique représente la difficulté lors du 
partage des figures. Il y a en effet plusieurs manières 
de diviser une figure en parties équivalentes. 
ce paramètre variera del a 4. cependant, les quatre 
possibilités n·existeront pas nécessairement étant donné 
une figure et un nombre de parties équivalentes a 
dessiner . 
( abscisse) 
ce tableau numérique contient les abscisses du centre et 
des sommets de la figure. Les valeurs qu • i1 comporte 
ont été évaluées lors de 1·atfichage. 
(ordonnée) 
ce tableau numérique contient les abscisses du centre et 
des sommets, de la figure. Les valeurs qu·i1 comporte 
ont été évaluées lors de 1·affichage. 
I l 
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3. COLORIAGE DES DIFFERENTES PARTIES EQUIVALENTES DES FIGURES 
3.1. Spécifications concrètes 
ce module, déclenché également lors de la présentation a 1-élève d·un 
exercice nécessitant un support graphique, mettra en relief un certain 
nombre de parties équivalentes dessinées dans la figure. 
Pour attirer 1·attention sur certaines parties équivalentes, plusieurs 
possibilités nous étaient offertes les hachurer, les marquer d·un 
caractere quelconque ou les colorier. Ayant teste et comparé ces 
différentes techniques, la dernière nous sembla la plus agréable. 
Cependant, afin d·éviter toute confusion, certaines précautions ont do être 
prises .... En effet, examinons les trois découpes suivantes (Figure 3.2) : 
la première et la troisième représentent clairement les fractions "l/4" et 
"3/4", tandis que la seconde peut prêter a confusion : selon certains 
élèves, elle représente "2/4", selon d·autres, "l/2". 
Figure 3.2 
30 
La deuxième affirmation, bien qu·exacte et identique a la première, ne 
signifie pas pour autant que l'êtudiant a bien compris l'équivalence des 
deux solutions. En effet, dans ce cas, l ' élève a très bien pu identifier 
deux parties dessinées dans la figure dont 1·une êtait coloriée, et en 
déduire que la fraction reprêsentèe valait "1/2". 
Par contre, l'élève qui propose la fraction "1/2" pour la découpe de la 
(Figure 3.3) me prouve, quant a lui, qu'il a bien assimilé l ' équivalence 
de ces deux solutions. 
cette remarque peut nous parûtre assez ridicule, a nous 
maitrisons cette matière depuis bien longtemps; cependant, lorsque 
avons simulé notre logiciel avec différents élèves, cette confusion 
apparue si flagrante qu'elle nous a obligé a réagir. 
Figure 3.3 
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3 .2. Parametres 
Entrêe: 
- TYPESUR 
- PARAMl 
- PARAM2 
- NBREPAR 
- DIFFPAR 
- ABSC 
- ORDO 
- NBCOLOR 
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(type sur la surface) 
ce paramètre numérique dêsigne la figure partagée en 
parties êquivalentes dont on va hachurer certaines 
parties; sa valeur comprise entre 1 et 9 désignera 
respectivement le carre, le carré sur pointe, le 
rectangle horizontal, le rectangle vertical, le cercle, 
le triangle êquilatêral, l ' hexagoRe, 1·octogone et le 
segment. 
( 1er parametre) 
ce parametre numérique représente le premier ou le seul 
paramètre, caractêrisant la figure partagée en parties 
équivalentes dont on va hachurer certaines parties. 
Dans le cas d'un carre, d'un rectangle, d·un triangle 
equilateral, d'un hexagone ou d·un octogone, il 
indiquera la longueur d ' un coté; il representera le 
rayon d ' un cercle ou exprimera la longueur d'un segment. 
(2ème parametre) 
ce paramètre numérique represente eventuellement le 
second paramètre caractérisant la figure partagee en 
parties êquivalentes dont on va hachurer certaines 
parties. En ce qui concerne les neuf possibilités 
considerees, il interviendra uniquement pour indiquer la 
largeur d ' un rectangle. 
(nombre de parties dessinêes) 
Ce paramètre numérique correspond au nombre de parties 
équivalentes dessinees dans la figure. Les possibilités 
retenues sont deux, trois, quatre, cinq, six, huit, dix 
et douze. 
(difficulté de partage) 
ce paramètre numérique indique la stratégie suivie lors 
du partage de la figure en parties êquivalentes. ce 
paramètre variera de 1 a 4. Cependant, les quatre 
possibilités n·existeront pas nécessairement étant donne 
une figure et un nombre de parties êquivalentes a 
dessiner. 
(abscisse) 
ce tableau numérique contient les abscisses du centre et 
des sommets de la figure. Les valeurs qu'il comporte 
ont etê êvaluèes lors de l ' affichage. 
(ordonnée) 
ce tableau numérique contient les abscisses du centre et 
des sommets, de la figure. Les valeurs qu ' il comporte 
ont êtê êvaluees lors de l ' affichage. 
(nombre de parties a colorier) 
Ce paramètre numérique indique le nombre de parties 
équivalentes a colorier dans la figure. 
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4. GENERATION DE DONNEES 
4.1. Spécifications concrètes 
ce module sera dêclenche chaque fois qu·une occurence d·un type 
d · exercice est prêsentee a un élève. 
Les caractéristiques de ce module seront doubles : il devra s·assurer de 
1·uniformitê des valeurs générées par rapport a un intervalle fixe. Il 
devra tenir compte des connaissances de 1·e1eve et générer seulement des 
données adaptées a son savoir. 
4. 2 • Paramètres 
Entrée: 
- DIFF6 
- DIPP7 
- DIFF2 
- NIV2 
(difficultê 6) 
Nous comprendrons mieux la signification du nom de ce 
paramètre après la lecture de ce chapitre. 
La valeur de ce paramètre numérique est compr~se entre l 
et 15 et désignera respectivement la génération d·une 
fraction inférieure a 1·unitè dont le numérateur vaut -
un; une fraction quelconque inférieure a 1 · unité; deux 
fractions de même dénominateur; deux fractions de même 
numérateur; deux fractions dont 1·une a son dénominateur 
multiple de 1· autre; une fraction équivalente a un 
naturel; une fraction supérieure a 1·unité; une fraction 
simplifiable; deux fractions de même dénominateur 
infêrieures a 1·unité; un naturel et une fraction; deux 
naturels et une fraction; un naturel et deux fractions; 
deux naturels et deux fractions; un naturel et une 
fraction; une fraction et un naturel. 
(difficultê 7) 
La valeur de ce paramètre numérique prend en 
considération le type d·opération a effectuer sur les 
fractions. Sa valeur est déterminante dans certains cas 
conune par exemple, la soustraction de deux fractions de 
même dénominateur. Dans ce cas, le numérateur de la 
première fraction doit en effet être supérieur ou égal a 
celui de la deuxième. 
(difficulté 2) 
Les valeurs de ce tableau numérique représentent les 
huit dénominateurs êtudies, a savoir le demi, le quart, 
le tiers, le sixième, le huitième, le cinquième, le 
dixième et le douzième. 
( niveau 2) 
La valeur de ce paramètre numérique désigne un indice du 
tableau prêcêdent. Il représente le niveau actuel 
d·assimilation de 1·étudiant en ce qui concerne 1 · étude 
des dênominateur.s de fractions. 
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Sortie 
- NAT1 
- NAT2 
- DENOM.l 
- DENOM2 
- NUM1 
- NUM2 
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( 1er naturel) 
ce paramètre numérique contiendra éventuellement la 
valeur gènéree du premier naturel. En effet, certaines 
fractions a gènèrer peuvent comporter un naturel, 
d · autres pas. 
{2ème naturel) 
ce paramètre numérique contiendra eventuellement la 
valeur gènérèe du deuxième naturel. En effet, il ne 
faut pas toujours generer deux fractions pour offrir des 
exercices a 1·e1êve, une seule peut suffire dans 
certains cas (par exemple, lors d"un exercice concernant 
la simplification des fractions). 
(1er dénominateur) 
ce paramètre numérique contiendra la valeur géneree du 
dénominateur de la première fraction. 
{2ème dénominateur) 
ce paramètre numérique contiendra éventuellement la 
valeur generée du dénominateur de la deuxième fraction. 
(1er numérateur) 
ce paramètre numérique contiendra la valeur generee du 
numérateur de la première fraction. 
{2ème numérateur) 
Ce paramètre numérique contiendra éventuellement la 
valeur generee du numérateur de la deuxième fraction. 
1-1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
34 
5. "EXAMEN" DE LA REPONSE DE 1.ELEVE 
5.1. Introduction 
Comme nous 1·avons déja fait remarquer, le résultat de la validation 
de la solution proposée par 1· éléve ne peut résulter en une seule réponse 
positive ou négative. En effet, si le résultat de 1·exercice obtenu par 
1·enseignant correspond a celui de 1· éléve, on peut supposer que celui-ci a 
compris. Mais si sa réponse ne convient pas, lui faire remarquer et 
proposer un nouvel exercice ne semble pas la meilleure démarche. Il 
faudrait plutôt détecter 1· erreur et expliquer a 1·élève ce qu·il a fait et 
ce qu·i1 aurait da faire. 
5.2. Comment réaliser un suivi du raisonnement de 1 -élève? 
Afin de pouvoir "suivre" le raisonnement de 1 · élève, il est donc 
nécessaire de connaitre la démarche a effectuer pour résoudre le problème 
ainsi que les erreurs pouvant etre commises par celui-ci. 
En effet, supposons que 1·exercice proposé consiste en 1 · addition des deux 
fractions suivantes : "l/4 + 2/4" . Si la réponse de 1-êlève vaut "3/8", 
et si nous savons qu·une des erreurs les plus fréquemment commises 
concernant ce type d · exercice consiste en 1·addition des deux numérateurs 
des fractions et de leur dénominateur, il est alors aisé d • identifier cette 
erreur typique. o·autre part, si nous savons comment additionner deux 
fractions de même dénominateur, nous pourrons également expliquer a 1 · élève 
ce qu · il aurait dQ faire, en s·appuyant au besoin sur un support 
graphique. 
Malheureusement, s·il est facile d·apprendre la démarche a suivre pour 
résoudre de tels problèmes, il n·en est pas de même en ce qui concerne les 
erreurs commises par les élèves. 
Si, lors d · un exercice concernant la reconnaissance du dénominateur d·une 
fraction, on propose a 1-éléve un rectangle divisé en quatre parties 
équivalentes; et si la question posée est relative a la représentation 
d·une partie équivalente par rapport a la figure dessinée, que peut-on 
déduire de la réponse "l/3"? Nous savons en effet qu·il suffit de compter 
le nombre de parties équivalentes représentées, mais nous sommes incapables 
de "comprendre" le raisonnement de 1· éléve qui a abouti a cette solution 
erronée. 
Nous ne pourrons donc pas toujours réaliser un suivi du raisonnement 
de 1·e1éve. Par conséquent, dans le cas présent, nous nous limiterons aux 
exercices concernant les opérations sur les fractions (addition, 
soustraction, multiplication, division). Mais même pour ceux-ci, relever 
les différentes erreurs pouvant etre commises par les élèves ne fut pas une 
tache aisée. 
En effet, malgré nos nombreuses démarches auprès d·instituteurs, nous 
n·avons pu identifier que quelques erreurs typiques. Comme cela n·était 
pas suffisant, nous avons donc réalisé une "maquette" comptant soixante-
cinq exercices, que nous avons distribuée dans les écoles prima.ires de la 
région de Tournai. Plusieurs institutions nous ont répondu et nous avons 
pu réunir cent dix-sept copies de cette maquette, ce qui représente donc 
plus de sept mille cinq cents exercices résolus. Il nous resta alors a 
dépouiller les solutions erronées de ces exercices et a essayer de 
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comprendre le raisonnement fautif suivi, ce qui nous permit de dêtecter une 
cinquantaine de "types d·erreurs". 
Ainsi armê, nous estimons que nous 
satisfaisante, le raisonnement des 
leur réponse 
êventuels. 
finale, mais aussi 
pouvons donc suivre, d·une manière 
élèves en nous basant non seulement sur 
sur leurs résultats intermédiaires 
5,3, Couunent faire appliquer cette dêmarche .P!:!_ ~machine? 
Maintenant que nous 
rêalisation du suivi 
implications en terme de 
connaissons les deux conditions 
du raisonnement de 1·êlève, 
programmation. 
prêalables 
examinons 
a la 
leurs 
La première condition suppose que 1·on puisse appliquer un raisonnement 
mathêmatique a un problème prêcis~ étant donnê un exercice concernant les 
opêrations sur les fractions, il faut pouvoir le rèsoudre et fournir, si 
nècessaire, les diffêrentes étapes intermêdiaires empruntèes. 
La seconde condition exige la dêtection de 1·erreur ou des erreurs commises 
dans un raisonnement rnathêmatique. Etant donné le rêsultat erroné d·un 
exercice, il faut pouvoir dêtecter 1·origine et la cause de 1· erreur. 
Formulons a ce sujet deux remarques : 1·êlève peut avoir commis plusieurs 
erreurs consêcutives dans son raisonnement; et a·autre part, rien ne 
1·oblige a fournir les êtapes intermédiaires de sa recherche de la 
solution. Il peut en effet seulement se contenter de fournir la réponse 
finale. 
Dans une programmation classique, la conséquence de la première 
condition est facilement réalisable les dêmarches a appliquer pour 
résoudre les exercices précités sont très algorithmiques. Notons cependant, 
une certaine redondance dans les êtapes successives de celles-ci, due a 
1 · analogie des raisonnements a suivre pour traiter les différents 
problèmes. 
Par contre, 1·exigence de la deuxième condition est moins simple a 
réaliser. seule une suite de "IP" imbriqués semble convenir . 
Malheureusement, cette solution peu élégante ne prend pas en considération 
le facteur temps, lequel est primordial dans notre cas (en effet, si le 
"type d·erreur" cotmllis est le cinquantième dans la liste, il faudra passer 
en revue les quarante-neuf premiers cas avant d·y parvenir). o·autre part, 
cette structure de "IP" imbriqués deviendra encore plus inefficace si on 
tient compte d·une des remarques formulées ci-dessus, a savoir que 1 · êlève 
a pu commettre plusieurs erreurs consécutives dans son raisonnement. De 
plus, la liste des "types d · erreurs" recensée jusqu · a présent n·a pas la 
prétention d·etre exhaustive, et cette structure n · est pas apte a en 
rajouter sans 1·intervention du programmeur. 
c·est pourquoi, 1· approche de 1·intelligence artificielle nous semble 
prêfêrable ... 
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5.4. On système expert en ~-!•Q• ? 
5.4.l.. Rappels sur les systèmes experts 
On système expert est compose de trois modules 
système cognitif et une base de connaissances . 
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un interface, un 
1. L·interface fournit la communication homme-machine 
1· acquisition des donnees sous differentes formes. 
et permet 
Il est compose des trois modules suivants : 
L·interface utilisateur qui permet d·accepter les donnees et de 
fournir les resultats, les explications, les questions souvent en 
langue quasi naturelle. 
Le module acquisition de connaissances, utilise par 1· expert pour 
rentrer les connaissances du domaine. ASsocie a ce module, 
existe le module de verification de ces informations, quelquefois 
limite au contrôle de la syntaxe mais le plus souvent comportant 
les tests de coherence avec les connaissances deja enregistrées. 
L·interface d·acquisition de données est plus conventionnel que 
les deux autres. Il est similaire a ceux de la plupart des 
systèmes interactifs et comprend des facilites pour entrer les 
donnees et paramètres du problème ainsi que pour répondre aux 
questions du système. Il contient en outre le mecanisme pour 
accéder aux fichiers de données. La plupart des fonctions qui 
constituent l'interface d·acquisition des donnees existent deja 
dans le système interactif qui supporte le système expert. 
2. Le système cognitif est 1·e1ement actif du système expert. Il 
contient un mécanisme de résolution de problèmes (raisonnement ou 
infêrence) et 1·applique a la base de connaissances pour repondre aux 
questions ou pour rêsoudre le problème pose par 1·utilisateur. Pour 
ce faire, il contient un certain type de connaissances sur la façon de 
raisonner. 
One deuxième fonction du système cognitif est celle d·expliquer son 
processus de raisonnement si 1·utilisateur en fait la demande. 
Et enfin, le système cognitif doit aussi fournir les outils 
nécessaires pour 1·acquisition de nouvelles connaissances, la 
modification de celles existantes et la suppression de celles erronees 
ou inutiles. Ces altêrations de la base de connaissances doivent être 
faites par un "expert" et non par 1·utilisateur. 
En conclusion, le système cognitif est 1-élément 
d·un système expert qui dirige les activités 
problèmes, explique le comportement du système 
1·utilisateur et gère la base de connaissances. 
actif de contrôle 
de résolution de 
a la demande de 
3. La base de connaissances doit contenir, dans un système idéal, toutes 
les connaissances du domaine nécessaires pour qu · un système déductif 
agisse comme un expert. 
Dans la plupart des systèmes experts, un effort est réalise pour que 
la base de connaissances soit indépendante du systeme cognitif et ceci 
afin de pouvoir changer le domaine d·utilisation du système sans en 
modifier le mécanisme de raisonnement. 
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5.4.2. Explicitation de ces concepts dans notre~ 
1. Les diffèrents composants principaux d'un système expert ayant ètè 
rappelés, ètudions maintenant leur signification au sein de notre 
application. Nous expliciterons d'abord le concept de base de 
connaissances, celui de système cognitif ensuite et enfin celui 
d'interface-utilisateur. 
un raisonnement se compose d·un certain nombre d·étapes. 
d'elle peut être représentée sous la forme 
Chacune 
si <condition l> et <Condition 2> et et <Condition n> 
alors <action l> et et <action n>, 
que nous appelerons "règle de production". 
Dans le cas de l'addition de deux fractions de même dénominateur, nous 
aurons par exemple une règle de production qui spèCifiera: 
si on a une expression composée de 2 fractions a additionner 
et si leur dénominateur est ègal, 
alors 1·expression obtenue en additionnant les deux numèrateurs 
et en recopiant un dènominateur équivaut a la première expression. 
Nous représenterons cette règle de production 
mathématique suivante 
a C 
si + et b.,. d 
b d 
[a + c] 
sous la forme 
alors 00 [a+ c] signifie l'addition de a etc 
b 
Une première étape dans l'élaboration de la base de connaissances 
consistera donc a relever toutes les règles de production utilisées 
pour résoudre un exercice faisant intervenir les opérations sur les 
fractions. Certaines seront identiques quelle que soit l ' opération a 
effectuer, d'autres seront spécifiques a une opération. 
ceci étant fait, notre base de connaissances contiendra les 
informations nécessaires pour résoudre des opérations sur les 
fractions. Mais nous désirons qu·elle contienne davantage. Nous 
voulons en effet que le système puisse suivre le raisonnement de 
l'élève et 1·ètat actuel de la base de connaissances nous permet 
seulement de suivre l'élève modèle qui ne commet aucune erreur. 
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Nous allons donc rajouter des règles de production qui représenteront 
certaines etapes incorrectes effectuées par les étudiants. Par 
exemple, une des erreurs classiques de l'addition de deux fractions de 
même dénominateur sera reprêsentee comme suit : 
a C 
si + et b = d 
b d 
[a + c] [a + c] signifie l'addition de a etc 
alors o(l 
[b + d] [b + d] signifie l'addition de b et d 
Notre base de connaissances majorée de ces 
maintenant bien a la définition donnée 
dernières règles répond 
ci-dessus et fournira les 
connaissances necessaires pour suivre le raisonnement d ' un eleve. 
2. En ce qui concerne le système cognitif, il fonctionnera selon un 
algorithme très simple (Figure 3,4). 
Connne on peut le constater, toute la difficulté de ce module 
d ' inference est reportee au niveau de la boite noire que nous avons 
appelée "Tentative de détection de 1·erreur"; nous la détaillerons 
ultérieurement. 
3. Enfin, le dernier module. de notre système expert (l'interface) sera 
assez simplifie. Dans le cadre de ce travail, en raison de 
diffèrentes circonstances telles que le temps, la place mêmoire, 
etc ... , nous ne prendrons pas en considération toutes les 
caractêristiques de l'interface que j'ai citees ci-dessus. 
c · est ainsi que, par exemple, la possibilité de poser des questions au 
système ne sera pas abordêe; il en sera de même de la vérification 
syntaxique et semantique des connaissances lors de leur acquisition. 
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5.5. REALISATION 
5.5.l. Reprêsentation de connaissances~ sein de la base de connaissances 
La base de connaissances de notre systême expert sera composée, conune 
nous 1· avons dit, d ' un ensemble de règles de production représentant la 
connaissance du domaine. ces règles de production peuvent se représenter 
sous la forme d'un arbre syntaxique: par exemple, la règle 
X 
y 
w 
+ -> 
y 
[X+ W] 
y 
peut se représenter sous la forme 
+ 
/~ 
fraction fraction 
/\ /\ 
variable variable variable variable ou 
1 
X y w y 
Cet arbre syntaxique peut êgalement se noter 
R = ( + ( / X Y ) ( / W Y ) ) 
+ 
!\ 
/ / 
/ \ /\ 
X y w y 
o·autre part , les expressions que nous aurons a traiter peuvent êgalement 
se noter sous cette forme. 
Par exemple, 1·expression 2/5 + 1/5 se notera 
E = ( + ( / 2 5 ) ( / 1 5 ) ) 
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Comme on le constatera par la suite, cette reprêsentation sous forme 
d'arbres syntaxiques a de nombreux avantages. Malheureusement, toutes nos 
règles de production ainsi que nos expressions ne peuvent se reprêsenter 
sous la notation prêfixêe. 
c · est ainsi que, par exemple, 1· utilisation des parenthèses est rendue 
insignifiante dans les arbres syntaxiques. 
a + ( b + c ) = (a+b)+c = a+b+c 
Or, celles-ci peuvent jouer un rôle primordial dans notre cas. c·est 
pourquoi, afin de rêintroduire la signification des parenthèses, nous 
avons rajoutê un opérateur d·aritê l que nous noterons" 1 " 
De cette manière, on peut distinguer 1 · expression 
a+ b + c de (a+b)+c 
+ + 
/~ /~ 
a + C 
/\ 1 
b C + 
/\ 
a C 
Similairement , 1·utilisation des arbres syntaxiques ne nous permet 
pas de reprêsenter 1·expression 2 3/5 ( 2 uni tês trois cinquièmes ) . 
Ici aussi , nous avons ajoutê un nouvel opérateur a·aritê 2 que nous 
noterons"%" 
L' expression 2 3/5 peut alors se reprèsenter sous la forme 
% 
/ ~ 
2 / 
/ \ 
3 5 
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Le choix de ce formalisme de représentation des règles de production 
ainsi que la nature meme d"une base de connaissances nous contraignent donc 
a réaliser les sous-routines dé.cri tes a la Figure 3 . 5. 
En effet, comme les règles et les expressions seront représentées en 
notation préfixée, nous ne pouvons obliger l "êducateur ainsi que les élèves 
a employer cette notation. o · autre part, nous ne pouvons contraindre 
1·enseignant a fournir toutes les règles de production lors de chaque 
cession de travail. 
ces différentes procédures sont les suivantes 
- INREGLE 
- INFPRE 
- STOREGLE 
- PREINF 
- OUTREGLE 
cette procédure enregistre une expression mathématique 
quelconque et la stocke dans un tableau. 
Si l"éducateur fournit, par exemple, la règle 
a /b + 2 I 8 <ret> 
elle sera stockée dans un tableau sous la forme 
a / b + 2 / 8 
cette procédure traduit une expression en notation 
infixêe en une expression en notation préfixée. 
La règle fournie par l "instituteur sera traduite en 
+/ab/ 2 8 
cette procédure stocke les différentes règles de 
production fournies par les éducateurs dans un immense 
tableau qui sera décrit dans la suite de cet exposé. 
cette procédure, sur base d·un indice du tableau décrit 
ci-dessus, retraduit 1 · expression pointée en notation 
infixèe. 
cette procédure affiche a l "êcran 1 · expression résultant 
de 1 · êtape précédente. Notons cependant que, comme cette 
expression s·adressera aux élèves, nous avons pris soin 
de 1· affichage . 
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L·exemple dêcrit sera affichè sous la forme 
a 2 
+ 
b 8 
SAUVREGLE: cette procêdure 
description de 
( REGLES. DATA) 
stocke le tableau citê lors de la 
la procêdure "S'l'OREGLE" dans un fichier 
- COPREGLE cette procédure est dêclenchèe au dêbut d·une cession de 
travail. Elle copie le contenu du fichier "REGLES.DATA" 
en mémoire centrale. 
- -
- .. , -
--------
'f n tn.od.u C & ion 
QJ.L. d. 4-V i ut de : 
a./ 'I f- b I? .4, < Rci > 
SoA.tie. 
à: ./.' é(./(a11 de : 
11. -f k 
'/ A.L 
4 / f + b / 4,l, 
a./ f + k / /J.L 
.. .. - - - - -
-f / a. If / b 4L 
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5,5.2. Rêalisation du système cognitif 
l. Le mècanisme g_·unification 
Afin de bien cerner ce qui suit, resumons-nous en imageant la 
situation. 
Supposons que 1·on vous pose un problème auquel vous soyez tout a fait 
inconnu (par exemple, la traduction d'hièroglyphes) et que, pour mener 
a bien ce travail, on vous fournisse un certain nombre de livres et de 
documents divers traitant de 1·ere êgyptienne. Votre dèmarche 
consistera a classer les diffèrents documents, a y retrouver les 
alphabets utilises dans 1·Ancienne Egypte et a appliquer 1·a1phabet 
correct aux hiéroglyphes. 
Les différentes étapes composant cette mèthode de travail ne sont pas 
uniques et varieront d'un individu a 1·autre; nous y reviendrons .... 
cependant, l'étape consistant a appliquer les différents alphabets 
répertoriés aux hiéroglyphes jusqu·au moment où une traduction soit 
possible sera empruntée par chacun. De plus, si on calcule le temps 
nécessaire pour effectuer la traduction, ces tentatives d'unification 
d'un alphabet aux signes égyptiens sera dèterminante. 
Dans le cadre de ce mèmoire, nous ne nous prèoccupons pas de la 
traduction d"hiéroglyphes mais de la résolution d·un exercice traitant 
des fractions ou de la dètection d'une erreur dans un raisonnement 
erroné. Pour mener a bien cette tache, nous disposons d'une base de 
connaissances, composèe, conune nous 1·avons vu, de règles de 
production; celles-ci constituent la connaissance du domaine ètudiê 
et chacune d "elle représente une ètape dans la dèmarche de 
raisonnement visant a résoudre le problème pose. 
Si nous nous considérons dans les mêmes hypothèses que celles de la 
situation prècèdente (c·est a dire que nous ignorons tout du problème 
posè), notre démarche consistera a examiner chacune des règles et a 
tenter de 1·appliquer au problème pose. Si une règle de la base de 
connaissances est applicable, nous exécuterons alors la transformation 
et nous recommencerons cette opèration aussi longtemps qu·i1 le 
faudra. 
L'opération consistant a examiner si une règle est applicable 
s·appelle 1·unification. Examinons donc maintenant le dêtail de la 
réalisation de cette opération qui, rappelons-le, constitue un èlément 
essentiel du temps de rêponse. 
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Pour realiser ce mecanisme, je me suis inspire de 1·a1gorithme 
general de Robinson ( [ROSI, 1965], [ROSI, 1968], [ROSI, 1971] ), 
algorithme que nous pouvons cependant simplifier fortement en raison 
de la specificite du domaine etudie: 
l. La règle a unifier a une 
soit de variables, de 
expression sera toujours composee 
constantes positives ou a · operateurs 
( +, *' : , I, ! , ' ) . 
2. L·expression a laquelle 
comportera des constantes 
jamais de variables. 
on tente 
positives 
d·unifier une règle 
ou des operateurs mais 
3. L·arité des operateurs sera toujours inferieure ou egale a 2. 
L·algorithme resultant de cette simplification est le suivant 
Soient rule = la règle a unifier, 
expr = 1·expression a unifier, 
env • 1·environnement, c·est a dire une table oo 1·on 
rangera le résultat des instantiations. 
considérons la règle et 1·expression a unifier comme des tableaux 
et 1•indice "i", 1· indice du ième caractère de ces tableaux. 
------· --- --- -- - --
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i = l 
si (le ième caractère de "rule") est une variable 
alors 
si (cette variable a dêja êtê instantiêe) 
alors 
si (le ième caractère de "expr" correspond a 
la valeur de 1· instantiation) 
alors 
sinon 
sinon 
i = i + 1 
1·unification est impossible; 
on sort. 
* on instantie la variable a la valeur du 
ième caractère de "expr" . 
* i = i + 1 
si ( le ième caractère de ••rule") est une constante 
alors 
si (cette constante correspond a la valeur du ième 
caractère de "expr") 
alors i = i + l 
sinon 1·unification est impossible; on sort. 
si (le ième caractère de "rule") est un opérateur 
alors 
si (l-opêrateur de "rule" est diffèrent de celui de 
"expr") 
alors 
1· unification est impossible; on sort. 
sinon 
on recommence 1·unification 
argument de cet opérateur. 
pour chaque 
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Exemples 
l.. règle 
expression 
résultats 
2. règle 
expression 
résultats 
3. règle 
expression 
résultats 
A C 
+ 
B 6 
l 4 
+ 
2 6 
1·unification est possible; 
instantiation de A al, 
A C 
B 
l 
2 
+ 
6 
2 
6 
de Ba 2, 
et de c a 4 
1·unification est impossible; 
A C 
1t 
B B 
l 3 
1t 
2 4 
1·unification est impossible; 
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L·êtape suivante de la rêalisation de ce mécanisme correspond au 
choix de la structure de donnees utilisee pour reprêsenter les regles. 
ce choix sera dêterminant quant a 1· efficacite de 1·unification et a 
donc necessite de nombreuses optimisations. 
La structure de donnees optimale utilise un tableau a trois colonnes 
pour reprêsenter les règles de production 
la première reprêsentera le type du noeud de la règle 
1· expression. (Il s·agira soit d·un operateur, soit 
variable, soit d·une constante). 
ce type sera representê par un entier strictement positif 
< 10 s·i1 s·agit d · un operateur. 
= 20 s·i1 s·agit d·une variable. 
= 30 s•i1 s·agit d·une constante . 
la deuxième representera, soit : 
l. le sous-arbre de gauche, si le noeud specifiê 
première colonne representait un operateur. 
2. une rêfèrence a une variable si le noeud specifie 
première colonne representait une variable. 
3. la valeur de la constante si le noeud specifie 
première colonne representait une constante. 
Cette deuxième colonne contiendra toujours des entiers : 
ou de 
a·une 
par la 
par la 
par la 
l. si elle reprêsente un argument, il s·agira a · un pointeur 
vers le sous-arbre de gauche. 
2. si elle represente une variable, il s·agira a · un entier 
compris entre let 6 (puisque les seules variables que 1·on 
puisse trouver sont notees a, b, c, 
3. si elle représente une valeur, il 
elle-même. 
la troisième reprêsentera, soit 
l. le sous-arbre de droite si 
colonne reprêsentait un 
operateur êtait superieur 
2. rien dans les autres cas . 
le noeud 
operateur 
a l. 
d, e ·, f). 
s·agira 
specifie 
et si 
de la valeur 
par la 1ère 
1 · arite de cet 
Cette troisième colonne contiendra egalement toujours des entiers 
positifs : 
1. si elle represente un argument, il s · agira a · un pointeur 
vers le sous-arbre de gauche. 
2. si elle ne reprêsente rien, la valeur "0" sera specifiee. 
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Exemple 
A 4 
L'expression + 
C C 
notée sous l ' arbre syntaxique, 
+ 
/~ 
/ / 
/~ /\ 
A C 4 C 
et représentée en notation prêfixèe, 
+ / A C / 4 C 
sera stockee sous la forme 
COL l COL 2 COL 3 
l 2 ( +) 2 5 
2 l (/) 3 4 
3 20 (variable) l (A) 0 
4 20 (variable) 3 (C) 0 
5 l (/) 4 6 
6 30 ( constante ) 4 0 
cette structure de donnees, optimale en termes d'unification peut-
etre, peut cependant nous sembler beaucoup moins interessante quant a 
la place-memoire dont elle est demanderesse. Il n·en est rien .... 
Examinons attentivement ce tableau a trois colonnes. Nous 
remarquerons que la ligne exprimant que "C est une variable" n · est 
reprise qu·une seule fois, alors qu·e11e figure deux fois dans la 
notation prefixee. 
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Similairement, si nous dêsirons ajouter 1·expression " - /Ac/ 4 C" 
dans ce tableau, nous obtiendrons le tableau : 
COL l COL 2 COL 3 
l 2 (+) 2 5 
2 ]. (/) 3 4 
3 20 (variable) l (A) 0 
4 20 (variable) 3 (C) 0 
5 ]. (/) 4 6 
6 30 ( constante ) 4 0 
7 3 (-} 2 5 
Trois entiers nous auront donc suffit pour reprêsenter une expression 
supplêmentaire. 
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Les routines découlant de ce mécanisme d·unification sont les 
suivantes : 
1. Routine UNIF : 
~- Spècifications concrètes 
cette 
unification 
Si celle-ci 
routine sera capable d"affirmer si une 
est possible entre une règle et une expression. 
est réalisable, elle fournira les valeurs 
d"instantiation. 
b. Paramètres 
Entrée : 
El. 
E2 
Sortie : 
ENV 
(1ère expression} 
Cette variable numérique contient l"adresse 
où est spécifiée la règle a unifier. cette 
adresse représente en fait un indice du 
tableau que 1·on a décrit ci-dessus. 
(2ième expression) 
cette variable numérique contient 1·aaresse 
où est spécifiée 1·expression a unifier. 
Cette adresse représente en fait un indice 
du tableau que 1·on a décrit ci-dessus. 
(environnement) 
ce tableau numérique contiendra les 
d·instantiation des différentes 
val.eurs 
variables 
rêférencees dans les règles a unifier. 
Comme six variables nous suffisent, la 
l.ongueur de ce tableau sera également de 
six; sa première valeur reprèsentera 
éventuellement la valeur d·instantiation de 
la variable "A", la deuxième reprèsentera 
éventuellement la valeur d·instantiation de 
la variable "B", ... , la dernière 
représentera éventuellement la 
d·instantiation de la variable "F". 
valeur 
2 . Routine STOREGLE : 
a. Spécifications concrètes 
Ce module 
précèdent mais, 
représenter les 
décrite, nous 
précises. 
a ete décrit brièvement au paragraphe 
comme la structure de données utilisée pour 
règles de production n·avait pas encore étè 
en avions postpose les spécifications 
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cette routine stockera les règles et les expressions dans un 
tableau tel que 1·on vient de dêcrire. Cependant, comme on 
a pu le constater par des exemples, afin d·economiser la 
ressource rare que constitue la mêmoire centrale, ce 
stockage tiendra compte du contenu du tableau afin d'éviter 
1·enregistrement d'informations identiques (ce traitement 
sera rèalisê par la routine FILSTOCK). 
~- Paramètres (OUTREGLE) 
Entrêe : 
PTEUR 
ENTREE 
(pointeur) 
Cette variable numêrique contient 
l'indice du tableau a partir duquel la 
règle ou 1·expression sera stockee. 
(tableau d'entrée) 
Ce tableau numérique 
1·expression (en 
naturellement) a 
structure de donnêes. 
contient la règle ou 
notation prêfixêe 
stocker dans la 
_S:. Paramètres (FILSTOCK) 
Entrée: 
FILS 
I 
CURTAB 
(fils) 
Cette variable contient, soit le sous-
arbre de gauche, soit le sous-arbre de 
droite de 1 · expression ou de la règle a 
enregistrer dans la structure de donnees. 
( indice) 
cette variable numêrique reprêsente 
l'indice courant du tableau contenant la 
description en notation prefixèe de la 
règle ou de 1·expression a enregistrer. 
(indice courant du tableau) 
cette variable numérique contient 
l ' indice courant du tableau dans lequel 
on stocke les differentes règles ou 
expressions. Il represente, a tout 
moment, l'indice du tableau où 1·on doit 
êcrire. 
-, 
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2. Le moteur d · infèrence 
Reprenons, si vous le voulez bien, notre exercice de la 
traduction d . hiéroglyphes. Nous y avons invoqué que la rapidite a 
resoudre le problème posé dépendait également de la méthode de travail 
utilisée. Celui qui a feuillete les differents documents en y 
recherchant 1·a1phabet correct a pu avoir de la chance en 
1 - identifiant assez rapidement. Mais, lors d · une deuxième traduction, 
son travail sera toujours aussi fastidieux. 
Par contre, le résultat de celui qui a classe préalablement sa 
documentation s·est peut être fait attendre, mais ce dernier éprouvera 
certainement moins de difficultés pour les poblèmes a venir. 
Nous avons réagi de la même manière avec les règles de production 
composant la base de connaissances. Comme nous avons a traiter des 
problèmes relevant des opérations sur les fractions, nous avons classe 
les règles selon le type d·operation a effectuer: certaines sont en 
effet uniquement dédicacées a un domaine particulier tandis que 
d·autres (les règles de simplifi cation des fractions, par exemple) 
sont relatives a plusieurs problèmes. 
Et, au sein de cette découpe, nous sommes encore parvenus a affiner 
les classes; en effet, il est tout a fait inutile de tenter 
1 · unification d·une expression comptant deux termes a une règle en 
exigeant trois. La classification proposée a la Figure 3 . 6 nous 
permettra ainsi de minimiser les unifications a effectuer. 
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Ceci étant fait, nous pouvons maintenant envisagé la réalisation 
du moteur d'inférence proprement dit. Nous allons détaillé cette 
opération en relevant les différents modules nécessaires a sa 
réalisation, modules dont nous fournirons les spécifications concrètes 
a la fin de cette section. 
Mais avant de nous lancer dans cette dernière phase relativement 
complexe, résumons-nous. 
Etant donné le résultat d·un exercice traitant des opérations sur les 
fractions; résultat fourni par un élève, nous devons comparer cette 
réponse avec celle que nous avons calculée au moyen de règles 
contenues dans la base de connaissances. Si ces résultats sont 
différents, nous devons tenter de découvrir 1·erreur de raisonnement 
opérée par l'étudiant et lui fournir ensuite le détail de la bonne 
démarche qu·il aurait da suivre en lui faisant remarquer 1·erreur 
connnise. 
La première étape consiste donc a résoudre ~e problème posé a 
l'élève afin de pouvoir porter un jugement sur son résultat. Comme 
nous 1·avons rappelé, nous disposons, pour ce faire, d·un ensemble de 
règles de production représentant différentes étapes correctes de 
raisonnement ainsi que les spécifications du problème soumis a 1·elève 
qui sont enregistrées dans un tableau caractérisant la structure de 
données que nous avons décrite précédemment (module "PROBL"). 
Pour mener a bien cette tache, l'implémentation de cinq modules 
supplémentaires s·avère nécessaire 
Le premier examinera si une règle est applicable a une 
expression. Vous nous direz que ce module n·est pas nouveau : 
nous avons dêja specifié précédemment le module "UNIP" qui 
réalise ce mécanisme d'unification. 
Cependant, ce nouveau module que nous appelerons "PEUNIP" abrégé 
de "unification a une partie d'une expression", détectera, comme 
son nom l'indique, si une règle est applicable a une partie a · une 
expression. 
En effet, si nous considérons la règle et 1·expression suivante 
A 
B 
+ 
C 
B 
2 
6 
3 
+ 
6 
La routine "UNIP" nous fournira les valeurs d'instantiation des 
variables "A", "B", et "C". 
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Mais si 1·expression a unifier a cette règle êtait la suivante 
3 l. 2 
+ 
6 6 6 
cette même routine nous indiquerait que 
impossible, alors qu·elle est rêalisable 
troisième terme de cette expression. 
1·unification est 
sur le deuxième et 
La réalisation du module "PEUNIF" est donc entièrement fondêe. 
Il utilisera cependant la routine "UNIF" pour tenter 
1 · unification des sous-expressions avec la règle a unifier. 
Le deuxième module a réaliser dans le cadre de la rêalisation du 
moteur d'inférence est do, quant a lui, a un problème que nous 
avons ignoré jusqu·a présent. 
En effet, si nous considêrons la règle et 1·expression suivante 
A C 2 5 
B B 6 6 
1·unification est rêalisable et le module "UNIF" nous fournira 
d ' ailleurs les valeurs d'instantiation de la variable "A" a 2, de 
la variable "B" a 6 et de la variable "C" a 5. 
Cependant, bien que cette unification soit correcte, le 
dêclenchement de la partie "action" de cette règle de production 
ne peut être réalisêe, sous peine de me fournir des résultats 
erronés. 
En effet, nous avons omis de préciser une condition préalable au 
déclenchement du consêquent de la règle de production. Celle-ci 
spécifie que le dênominateur de la première fraction doit être 
supérieur ou êgal a celui de la deuxième fraction, et donc que la 
valeur d'instantiation de la variable "A" doit être supérieure ou 
égale a celle de la variable "B" ... ce qui n · est pas le cas. 
Ce nouveau module, que nous appellerons "VERIFCDT" vérifiera 
donc, dans le cas où 1·unification est possible, si des 
conditions ne régissent pas êventuellement la règle de production 
unifiêe et si les valeurs d'instantiation des variables les 
respectent. 
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Les deux modules que nous examinerons maintenant sont relatifs au 
declenchement du consequent des regles de production. 
Si une règle est unifiable a une expression ou a une partie d·une 
expression, et si les conditions eventuelles regissant cette 
règle sont satisfaites, nous pouvons en effet appliquer la partie 
"action" de la règle a 1·expression unifiee. ce qui signifie que 
notre recherche de la solution au problème pose s·accro1t d·une 
etape de raisonnement. comme celle-ci doit etre enregistree 
afin que nous puissions expliquer a 1·e1ève le raisonnement exact 
a tenir devant 1·exercice a résoudre, ces nouvelles routines nous 
faciliteront la tache. 
Comme dans le cas de la réalisation du mecanisme d·unification, 
deux modules sont nécessaires : le premier, que nous appellerons 
"DEDUIRE", sera déclenché si le nombre de termes de 1·expression 
a unifier est identique a celui de la règle, tandis que le 
deuxième, que nous appellerons "PEDEDUIRE", sera active dans le 
cas où une règle est unifiable a une partie d·une expression. 
Enfin, le dernier module, que nous appellerons "MOTEUR" constitue 
le coeur de ce système. Compte-tenu de la classification des 
règles de production (Figure 3.6), il agencera les differentes 
routines que nous venons de decrire jusqu·au moment où 1·exercice 
sera résolu. 
Une question relative a la priorité accordee aux règles de 
production au sein d·une même classe se pose néanmoins; 
initialement, 1·ordre dans lequel ces règles étaient considérées 
importait peu : si le système envisageait une mauvaise voie lors 
de sa recherche de la solution au problème pose (il le remarquait 
si aucune règle n·était plus applicable), il revenait alors a des 
étapes antérieures ignorant les demarches superflues; d·autre 
part, si le système bouclait (c·est a dire s·i1 rencontrait un 
cycle dans les étapes de raisonnement qu-il avait enregistrées), 
il pouvait détecter et éviter ce cycle en empruntant d·autres 
possibilités parmi les règles unifiables. 
cependant, comme le temps de réponse de ce module était 
primordial et parce que le nombre de règles de production était 
peu élevé, nous avons pu, compte-tenu de la parfaite maitrise du 
problème, affecter une priorité aux règles composant une meme 
classe. ceci nous a permis de gagner quelques diziemes de 
secondes, voire même quelques secondes au temps de réponse de 
cette routine. 
La deuxième étape de ce moteur d·inférence consiste a détecter 
1·erreur de raisonnement commise par 1·e1eve si la réponse de ce 
dernier est différente de celle calculée par le système. 
Les routines dérivant de cette deuxième étape seront identiques a 
celles décrites ci-dessus. La seule qui diffère toutefois est 
naturellement la routine que nous avions appelee "MOTEUR". En effet, 
celle-ci ne devra plus agencer les différents modules afin d·obtenir 
la solution a·un exercice mais pour decouvrir 1·erreur de raisonnement 
opérée par un étudiant. 
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Comme le nombre de règles de production a considérer dans ce cas est 
relativement èlevé, puisque celles-ci ne sont pas exhaustives et parce 
que le nombre d'erreurs commises par l'étudiant est aléatoire, nous ne 
pourrons pas simplifier cette routine comme nous 1· avons fait lors de 
la première étape. La seule possibilité pour soulager le travail du 
système et améliorer, par conséquent, le temps de réponse, consiste 
néanmoins a accorder une plausibilité aux différentes règles 
identifiant les types d'erreur. Ces plausibilités, caractérisant un 
élève particulier, seront d'ailleurs mises a jour régulièrement. 
Cet artifice n·a pas la prétention d'éviter que le système n· emprunte 
des voies erronées ou qu'il ne perde du temps dans des cycles, mais 
nous espérons seulement qu'il lui permette d ' améliorer son temps de 
réponse. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
60 
Avant de terminer la description de la réalisation du module 
"Examen de la réponse de l'élève" en détaillant le troisième et 
dernier composant de notre système expert, décrivons brièvement les 
routines a implémenter pour le moteur d'inférence . 
l. Routine PROBL 
2. 
~. Spécifications concretes 
Cette routine enregistrera au sein de la structure de 
données le problème soumis a l ' êlève. Celui-ci sera a 
1·origine du déclenchement du système expert. 
.È· Paramètres 
Entrée: 
P'l'DEB 
Sortie : 
ETAB 
Routine PEUNIF 
(pointeur de début) 
Cette variable numérique contient 
l'indice de la première ligne du tableau 
où insérer 1·expression correspondant au 
problème posé a l'étudiant. 
(élément du tableau) 
Cette variable numérique 
l'indice du tableau oa 
prochaine expression. 
représente 
insérer la 
a. Spècifications concrètes 
Cette routine indiquera si une unification est possible 
entre une règle et une partie d'une expression. 
Elle nous renseignera par exemple, si la règle et 
1·expression que 1 · on tente d'unifier sont les suivants 
A 
B 
~- Paramètres 
Entrêe : 
El 
C 
B 
2 
8 
+ 
l 
8 
{1ère expression) 
3 
8 
5 
+ -
8 
cette variable numérique contient 
l ' adresse où est spécifiée la règle a 
unifier. Cette adresse représente en 
fait un indice du tableau caractérisant 
la structure de données. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
Il 
1 
1 
1 
1 
1 
,. 
E2 
sortie : 
TROUVE 
I 
3 • Routine VERIFCDT 
6.1 
(2ième expression} 
cette varaiable numêrique contient 
1·adresse où est spécifiêe 1·e:xpression 
a unifier. cette adresse représente en 
fait un indice du tableau caractérisant 
la structure de donnêes. 
(unification possible?) 
cette variable booléenne indiquera si 
1·unification est possible ou non. 
(indice du terme) 
cette variable numèrique indiquera le 
terme de 1·expression a partir duquel 
1·unification est rèalisable avec la 
règle de production. (Dans notre 
exemple, "I" vaudra 2. 
a. SPècifications concrètes 
Cette routine vèrifiera, 
est possible, si des 
eventuellement la règle de 
valeurs d ' instantiation des 
dans le cas où 1·unification 
conditions ne rêgissent pas 
production unifiée et si les 
variables les respectent. 
b. Paramètres 
Entrée : 
REAUNIF (règle a unifier) 
cette variable numêrique contient 
l'adresse où est spécifiée la règle a 
unifier. Cette adresse represente en 
fait un indice du tableau caracterisant 
la structure de donnees. En outre, cet 
indice identifie la règle. 
EXPAUNIF: (expression a unifier) 
Sortie: 
VERIF 
Cette variable numérique contient 
1·adresse où est spécifiée 1·expression 
a unifier . cette adresse represente en 
fait un indice du tableau caractêrisant 
la structure de donnees. 
(est-ce vérifie?) 
Cette variable boolêenne indiquera si 
les conditions régissant la reg.le de 
production sont verifiees ou non. 
1 
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Routine DEDUIRE 
a. Spécifications concrètes 
cette routine appliquera le conséquent d"une règle de 
production a une expression comptant le meme nombre de 
termes que la règle. 
È· Paramètres 
Entrée: 
RPTEUR 
PTDEB 
FILS 
Sortie : 
ETAB 
Routine PEDEDUIRE 
(pointeur vers la règle} 
cette variable numérique contient 
1 · adresse oo est spécifiée la règle a 
unifier. cette adresse représente en 
fait un indice du tableau caractérisant 
la structure de données . 
(pointeur de départ) 
Cette variable numérique représente 
1 · adresse du tableau caractérisant la 
structure de données oo insérer 
1 · expression résultant de la déduction. 
(fils) 
Cette variable indique 
traiter le sous-arbre 
sous-arbre de droite de 
(êlèment du tableau) 
si nous devons 
de gauche ou le 
1 · expression. 
cette variable numèrique 
1 · indice du tableau où 
prochaine expression. 
représente 
insérer la 
a. Spécifications concrètes 
cette routine appliquera le conséquent a·une règle de 
production a une expression comptant un nombre supérieur de 
termes que la règle. 
1 
1 
1 
1 
1 
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b. Paramètres 
Entrèe : 
RPTEUR 
PTDEB 
EXPTEUR 
J 
Sortie : 
ETAB 
Routine MOTEUR 
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(pointeur vers la règle) 
cette variable numerique contient 
l'adresse où est spécifiée la règle a 
unifier. cette adresse représente en 
fait un indice du tableau caractérisant 
la structure de donnèes. 
(pointeur de dêpart) 
cette variable numèrique représente 
l'adresse du tableau caractérisant la 
structure de données où insérer 
1·expression résultant de la déduction. 
(pointeur vers 1 · expression) 
cette variable numérique contient 
l'adresse où est spècifiée 1·expression 
a unifier. Cette adresse représente en 
fait un indice du tableau caractérisant 
la structure de donnèes. 
(indice) 
Cette variable numérique indique le 
terme de 1 · expression a partir duquel 
1 · unification est realisable avec la 
règle de production. 
(êlément du tableau) 
cette variable numérique 
1·indice du tableau où 
prochaine expression. 
reprèsente 
insèrer la 
~. Spécifications concrètes 
cette routine est le coeur du système. Elle constitue 
1 · organe qui dèclenchera toutes les routines que nous venons 
de décrire. 
3. t · interface utilisateur 
Dans le cadre de notre application, cet interface sera assez 
réduit (nous en avons deja discuté a la section 5.4.2). 
Les deux routines y affèrent ont ête decrites a la Figure 3.5. Nous 
n · y reviendrons donc pas. 
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6. CHOIX o · UN EXERCICE 
6.1. Introduction 
Comme nous 1·avons soulignê ci-dessus, notre étude des fractions se 
veut personnalisée. o·autre part, le choix d·un exercice proposê a l"élève 
doit tenir compte des aptitudes de celui-ci. Examinons donc la meilleure 
classification des exercices qui prendra en considêration ces deux 
facteurs. 
6.2. Classification des exercices 
Une première possibilité consiste a répertorier un ensemble 
d·exercices traitant de tous les concepts englobant la notion de fractions, 
de les classer et de les numêroter en fonction de leur difficulté 
croissante. Chaque élève débutera alors 1 · ètude de ce nouveau concept avec 
1 · exercice let sera supposê 1·avoir complètement assimilê lorsqu·i1 sera 
parvenu a résoudre le dernier exercice. A tout moment, si les réponses 
proposées ne sont pas satisfaisantes, 1 · êlève sera contraint de revoir les 
notions mal assimilêes avant de poursuivre sa progression. 
Une deuxième dêmarche consiste a relever les diffêrentes notions 
nêcesssaires a la compréhension des fractions. (Il s·agit notanunent de la 
reconnaissance du dênominateur d·une fraction, de la reconnaissance du 
numêrateur d·une fraction, de la comparaison de fractions, etc ... ). Comme 
nous pouvons le remarquer, 1·assimilation de ces diffêrentes notions se 
veut séquentielle nous ne pouvons pas faire résoudre par 1 · êlève des 
exercices traitant de la comparaison de fractions avant que celui-ci ne 
domine les concepts de dénominateur et de numêrateur d · une fraction. 
Cependant, a la diffêrence de la première possibilitê proposêe ci-avant, la 
dêmarche effectuée par les différents êlèves pour maitriser ces notions 
successives est personnelle : d·une part, certains domineront des concepts 
plus rapidement que a · autres; d·autre part, les difficultês rencontrêes par 
les élèves sont propres a chacun d·eux . une approche personnalisêe se 
basant sur les caractéristiques propres de chaque enfant et non plus sur 
une séquence progranunèe d·exercices nous semble donc nécessaire. 
Dans cette même optique, nous nous sommes attachês, avec 1 · aide de 
l"instituteur concernè, a dêtecter les difficultês que l "êlève devra 
surmonter pour acquérir les différentes notions nêcessaires a la 
compréhension des fractions. 
L"acquisition de certains concepts nécessitant des représentations 
graphiques, la première difficulté envisagée nous sembla donc inhérente au 
moyen de représentation utilisé. Une deuxième difficulté consiste dans le 
nombre de parties équivalentes dessinêes dans le support graphique (la 
fraction 1/2 ou 1/4 est plus facilement identifiable que la fraction 1/7 ou 
1/12). une troisième difficulté nait de la manière dont ces parties 
équivalentes sont représentées sur le support graphique. (Il y a en effet 
diverses possibilités de découper, par exemple, un rectangle en quatre 
parties équivalentes; certaines découpes semblent, pour 1 · enfant du moins, 
plus suggestives que d·autres). Il y a ensuite une quatrième difficulté 
qui résulte de la question posée a l"èlève; dans le cas, par exemple, de la 
reconnaissance du dénominateur d·une fraction, trouver le nombre de parties 
équivalentes dessinées dans une figure et, d · autre part, représenter avec 
le symbolisme des fractions la signification d · une de ces parties 
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êquivalentes semble bien un obstacle diffèrent puisque la deuxième question 
implique 1·aptitude a résoudre la première. L·existence de la cinquième 
difficulté est due, quant a elle, au cas particulier de certains exercices 
que nous voulions soumettre aux élèves. Il s·agit en fait d·exercices oo 
1·on propose, par exemple, a 1·enfant plusieurs représentations graphiques 
d · une meme figure mais divisées en un nombre diffèrent de parties 
êquivalentes et où on lui demande de retrouver celle correspondant a telle 
fraction. Cette difficulté régira ici le nombre de représentations 
graphiques proposées a 1-élève ainsi que s·i1 s·agit de figures identiques 
ou non. La sixième difficulté prendra en considération la nature des 
données. Elle s·appliquera surtout lors des opérations a effectuer sur les 
fractions. (En effet, additionner deux fractions de même dénominateur ou 
deux fractions dont 1·une a son dénominateur multiple de 1· autre ne 
nécessite pas le même raisonnement). Enfin, la dernière difficulté relevée 
tient compte de 1·opération a effectuer sur les fractions. 
6.3. Spécifications des difficultés 
Nous avons releve ci-dessus les sept difficultés suceptibles d·etre 
rencontrées par les élèves. Nous allons maintenant les reprendre en les 
détaillant. La découpe présentée ici fut mise au point en collaboration 
avec un instituteur nous n·affirmons pas qu·elle est unique, ni 
exhaustive (vous trouverez a 1 · appendice 3 un tableau reprenant 1·ensemble 
de cette découpe). 
La difficulté i relative au moyen de représentation utilisé comportera 
neuf niveaux répartis par ordre croissant de difficulté, de la manière 
suivante : le carré, le carré sur pointe, le rectangle horizontal, le 
rectangle vertical, le cercle, le triangle équilatéral, 1·hexagone, 
1 · octogone et le segment. 
La difficulté 2 consistant dans le nombre de parties équivalentes 
dessinées dans le support graphique comportera huit niveaux de 
difficultés répartis coll'Œlle suit : 1·étude du demi, du quart, du tiers, 
du sixième, du huitième, du cinquième, du dixième et du douzième. 
La difficulté 3 née de la manière dont ces parties équivalentes sont 
représentées sur le support graphique comportera quatre niveaux qui 
concrétisent les différentes possibilités de découper une figure en 
parties équivalentes. Cette difficulté fut assez délicate a exprimer 
en raison de son interdépendance avec les deux premières. Vous 
trouverez a 1·appendice 2 de plus amples explications concernant la 
spécificité de ce niveau de difficulté. 
La difficulté 4 résultant de la question posée a 1-élève comportera 
onze niveaux répartis comme suit trouver le nombre de parties 
équivalentes d·une figure; trouver le nombre de parties équivalentes 
d·une figure et le convertir en fraction; associer une fraction a une 
figure; associer n fractions an figures; trouver le nombre de parties 
équivalentes coloriées d·une figure; trouver le nombre de parties 
équivalentes coloriées a·une figure et le convertir en fraction; 
représenter une fraction dans une surface; identifier deux fractions 
et les comparer; placer des fractions sur une droite graduée; trouver 
des fractions équivalentes a une autre; réaliser une opération 
arithmétique sur des fractions en simplifiant le résultat. 
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La difficultés comportera, quant a elle, sept niveaux selon que 
1·exercice propose a 1·e1eve comprend une, deux, trois ou quatre 
figures identiques ou bien deux, trois ou quatre figures différentes. 
La difficulté 6 prenant en considération la nature des données 
comportera quinze niveaux repartis de la manière suivante: une 
fraction inférieure a 1·unité dont le nl.U1lérateur vaut un; une fraction 
quelconque inférieure a 1·unite; deux fractions de même dénominateur; 
deux fractions de meme numérateur; deux fractions dont 1·une a son 
dénominateur multiple de 1·autre; une fraction équivalente a un 
naturel; une fraction supérieure a 1 · unite; une fraction simplifiable; 
deux fractions de même dénominateur inférieures a 1·unitè; un naturel 
et une fraction; deux naturels et une fraction; un naturel et deux 
fractions; deux naturels et deux fractions; un naturel et une 
fraction; une fraction et un naturel. 
La difficulté 7 tenant compte de 1·operation a effectuer sur les 
fractions reprendra cinq niveaux: la simplification, 1 · addition, la 
soustraction, la multiplication et la division. 
6.4. Spécifications des "canevas" 
Examinons maintenant, d'une manière plus détaillée, les diverses 
étapes sequentielles que les élèves devront franchir. Celles-ci 
s·associent en fait a une parfaite compréhension des différents concepts • 
correspondant a une maitrise de ce que j • ai appelé des "canevas", Ces 
"canevas" correspondent aux buts a atteindre et seront "modulés" par les 
difficultés ênumêrêes ci-dessus. 
Le canevas i intoduira le 
On proposera a 1·élêve 
régulier, segment) divisé 
et on lui posera diverses 
concept de "dénominateur d·une fraction". 
une figure (disque, rectangle, polygone 
en un certain nombre de parties equivalentes 
questions a ce sujet. 
Le canevas 2 introduira le concept de "dénominateur d·une fraction". 
on affichera plusieurs figures, et on fournira une ou plusieurs 
fractions que l'élève devra associer. (Ces figures seront identiques 
au début, quelconques ensuite, mais toutes seront divisées de manière 
différente ) . 
Le canevas 3 introduira le concept de "nl.U1lérateur d·une fraction". on 
affichera une figure divisée en un certain nombre de parties 
equivalentes, et on demandera a l'élève de trouver ce nombre. Ensuite, 
on coloriera plusieurs de celles-ci et on posera a 1·e1éve diverses 
questions a ce sujet. 
Le canevas 4 introduira également le concept de "numérateur d·une 
fraction". On affichera plusieurs figures divisées en un même nombre 
de parties equivalentes, mais le nombre de ces parties equivalentes 
coloriées étant diffèrent. on fournira ensuite une ou plusieurs 
fractions que 1·e1eve devra associer. 
Le canevas s terminera l'introduction du concept de "numérateur et de 
dénominateur a·une fraction". Il permettra a l ' élève de représenter 
une fraction dans une surface. 
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Le canevas 6 introduira le concept de "comparaison de fractions". On 
proposera deux surfaces identiques partagées en un certain nombre de 
parties équivalentes, certaines de ces parties étant hachurees. 
L' élève devra identifier les parties coloriées de ces figures et 
trouver si la première est plus petite, égale ou plus grande que la 
seconde. 
Le canevas 7 introduira également le concept de "comparaison de 
fractions". on proposera plusieurs fractions que l'élève devra placer 
sur une droite graduée. 
Le canevas 8 introduira le concept de "comparaison de fractions" et 
celui de "simplification de fractions". on proposera a 1·e1eve 
diverses fractions que celui-ci devra simplifier au maximum. 
Le canevas 9 terminera l'introduction du concept de "comparaison de 
fractions". on proposera une fraction a l'élève qui devra trouver une 
ou plusieurs fractions lui étant équivalentes. 
Le canevas l.O introduira le concept "d'addition" et "de soustraction 
de fractions". On proposera a l ' élève plusieurs figures la première 
representant la premiere fraction; la seconde représentant la fraction 
a additionner ou a soustraire; la dernière représentant 1·operation 
effectuée. L' élève devra donc additionner ou soustraire les fractions 
et simplifier ensuite la réponse au maximum. 
Le canevas l.l. terminera l'introduction du concept "d'addition" et de 
"soustraction de fractions". On proposera deux fractions que 1·e1eve 
devra soit additionner, soit soustraire, et dont il devra simplifier 
le résultat . 
Le canevas 12 introduira le concept de "multiplication" et de 
"division de fractions". ( cfr canevas 10) 
Le canevas 13 terminera l'introduction du conc~pt de "multiplication" 
et de "division de fractions". ( cfr canevas ll.) 
Il est bien évident que tous les niveaux de toutes les difficultes ne sont 
pas applicables a chacun des "canevas" (cfr appendice 4). c·est la raison 
pour laquelle nous avons dit que les "canevas" seraient "modules" par les 
différentes difficultés. Ainsi, par exemple, en ce qui concerne le canevas 
l., il sera modulé sur la difficulté l. du niveau la 9, sur la difficulté 2 
du niveau l. a 8, sur la difficulté 3 du niveau l. a 4, sur la difficulté 5 
du niveau l. a 2, sur la difficulté 5 au niveau l. et sur la difficulté 6 au 
niveau l.. Chaque élève débutera 1·approche de ce canevas avec tous les 
niveaux des difficultés énumérées valant un. Son but est de prouver sa 
bonne compréhension de la notion incorporée dans le canevas en réussissant 
a surmonter toutes les difficultés, amenant ainsi les niveaux de celles-ci 
a leur maximum. Pour ce faire, il réalisera correctement un premier 
exercice dont les caractéristiques sont issues des niveaux des différentes 
difficultés. Ensuite, compte tenu de son "historique, on lui soumettra un 
autre exercice, caractérisé par un niveau de difficulté différent du 
précédent, et, ainsi de suite jusqu·au moment où le but sera atteint. 
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Remarquons que deux exercices successifs se distincteront par un des 
niveaux d ' une des difficultés diffèrent; ce qui ne veut pas dire que la 
progression de l ' élève nêcessitera le passage par chacun des niveaux de 
difficultês. Un étudiant qui a prouvê sa maitrise d · une des difficultês 
peut passer très rapidement au niveau maximum de celle-ci et, par contre, 
avancer progressivement dans une difficultê encore mal assimilêe. Notons 
êgalement que cette approche permet une dêtection rapide et aisêe des 
concepts mal compris. Si le passage du niveau "i" d'une difficultê au 
niveau "i + 2" n·est pas surmonté par l ' êlêve, la cause ne peut en etre 
qu · une progression trop rapide au sein de celle-ci. On reviendra donc en 
arrière et on reprendra une évolution plus lente. 
La dêmarche adoptée variera donc très fort d'un êlève a 1·autre . En 
route vers son objectif de comprêhension des fractions, chaque êtudiant 
passera donc par certaines étapes identiques pour tous, mais pour atteindre 
ces points de repere, CollDlle aucun tracê n· est prêalal>lement êtal>li, chacun 
avancera a son propre rythme et par le chemin qui lui convient le mieux . 
Afin de bien percevoir cette dêmarche, examinons la Figure 3 .7; les axes 
reprêsentent deux difficultés inhêrentes a 1·etude des fractions (dans le 
cas réel, nous en aurons sept) et les "o" reresentent les différents 
canevas (dans le cas rêel, nous en avons retenu treize). Chaque èlève 
êtant supposê n·avoir aucune notion des fractions débutera donc son etude 
au point let sera suppose dominer la matière lorsqu'il atteindra le point 
2 . Mais entre ces deux extrêmes, comme l ' illustrent les lignes en 
pointillés, une multitude de chemins sont possibles . 
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Conune nous 1·avons dêja soulignê, nous n · êtudierons prêsentement que 
l"implémentation des modules dêveloppès lors du chapitre précèdent. Pour 
chacun d"eux, une êtude dêtaillée sera exposêe et le lecteur sera invité a 
se reporter aux annexes réfêrencées s"il désire examiner le code de ces 
différents modules. 
Nous examinerons ensuite les différentes techniques que 
micro-ordinateur afin de rassembler ces diffêrentes 
progranune complet et efficace. 
nous propose 
routines en 
le 
un 
1. INTRODUCTION 
Le matériel que l"école primaire de Don Bosco nous propose se 
actuellement d"un apple II E et d"un moniteur noir et blanc. 
toutefois possible de disposer des quatre apple II (et de leur 
noir et blanc) qui appartiennent au cycle s~condaire. 
compose 
Il est 
moniteur 
cette configuration nous offre plusieurs possibiltês quant au langage de 
programmation a utiliser; le Basic, le Pascal, le Logo et le langage Prelog 
sont en effet disponibles sur ce type de matêriel. Le langage Prelog a 
retenu notre attention pour ses facilités a implémenter un système expert. 
Le langage Logo nous a attirês par ses potentialitês graphiques. 
L·utilisation du langage Pascal et du langage Basic ont suscitê notre 
intérêt en raison de leur caractère standard. 
cependant, le Logo et le Prelog étant très exigeant en place-mémoire et 
conune notre projet est relativement consêquent, notre choix définitif s·est 
porté sur le langage Pascal. 
2. MODULES "AFFICHAGE, PARTAGE ET COLORIAGE DE FIGURES" 
La réalisation de 1·appui graphique auquel sont dédicaces ces trois 
modules nécessitant une précision relativement importante, nous 
travaillerons en mode graphique. Moyennant 1·utilisation d'une librairie 
{SYSTEM.LIBRARY), le language Pascal peut accéder a un certain nombre de 
procédures et de fonctions lui permettant de travailler en coordonnées 
cartésiennes sur un écran dont la définition est de 280 x 192 points. Ces 
routines contenues dans la librairie permettent également de travailler 
avec différentes couleurs; malheureusement, 1 · ecole en collaboration avec 
laquelle nous travaillons ne disposant pas d·écran couleur, nous nous 
contenterons des deux couleurs fondamentales. 
Mais le grand avantage que peut nous apporter 1 · utilisation de cette 
librairie coate très cher: son stockage en mémoire centrale. En effet, 
bien que nous n·exploiterons qu·une partie des facilites offertes par la 
librairie, son stockage intégral est absolument nécessaire. Et comme 
celui-ci est conséquent, nous primes donc la décision de rêêcrire les 
quelques routines nécessaires en assembleur (puisque Apple, naturellement, 
nous interdit 1·accês au code de sa librairie). Ce travail fut assez long 
et prit plus d·un mois mais, que de déception après cette tache .... En 
effet, l"èlaboration des autres modules du logiciel s·atfinant, nous avons 
constate que 1·utilisation de la librairie graphique ne serait pas 
seulement limitée a ces trois modules et que cette extension impliquerait 
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1-emploi de nouvelles possibilités, de telle sorte qu-une grande partie de 
la librairie serait nécessaire. 
c-est pourquoi, nous avons interrompu 1- implémentation de ces modules en 
assembleur et avons accepté le prix a payer pour 1-utilisation de la 
librairie graphique . (Vous trouverez a 1-annexe 7 1-implémentation en 
assembleur de la routine qui permet de tracer une ligne a-un point a un 
autre). 
Un autre problème non trivial se devait également a-être traité. Il 
est da au fait que les points composant 1- êcran en haute résolution n-ont 
pas leur longueur et leur largeur équivalentes. Nous ne rentrerons pas 
dans le détail de la raison de cette constatation mais, toujours est-il, 
que le tracé d-un carré par exemple me fournira un rectangle, et que le 
tracé correct a-un carré sur pointe exigera que la somme des angles soit 
egale a 360 degrés mais que les angles opposés soient égaux 2 a 2 et 
différents de 90 degrés. 
Nous ne pouvons vous fournir les coefficients exacts de correction a porter 
a ces différents cas puisqu-ils varient d - un type d -ecran a un autre. 
L' utilisation des trois modules que nous décrivons est transparente a 
ces problèmes, mais cette remarque devait être signalée pour une bonne 
compréhension du code Pascal de ces routines dont vous trouverez le détail 
a 1-annexe l.. 
3. MODULE "GENERATION DE DONNEES" 
Afin a-obtenir une entière satisfaction sur la qualité des données, 
celles-ci devront être générées par une fonction aléatoire. 
Moyennant 1-utilisation a-une librairie (différente de celle utilisée pour 
la réalisation de 1-appui graphique), le langage Pascal peut accéder a une 
fonction qui assurera 1-uniformitê des valeurs générées par rapport a un 
intervalle fixé. Cependant, comme dans le cas des trois modules précédant, 
l'utilisation de cette fonction nous coatera le stockage intégral de la 
librairie en mémoire centrale. 
Nous avons donc envisage de construire notre propre fonction aléatoire. La 
difficulté ne résidait pas dans la gènèration proprement dite mais il nous 
fallait trouver un nombre semence aléatoire duquel on pouvait déduire les 
autres et le seul que 1-on a pu trouver est fonction du temps mis par 
1·etudiant pour fournir son nom au système. 
Comme celui-ci ne nous satisfaisait pas pleinement et comme la librairie 
contenant la fonction aléatoire était relativement peu exigeante en termes 
de place-mémoire, nous avons en définitive choisi la solution la plus sore 
et avons adopté la fonction fournie par le système. (Vous trouverez a 
l ' annexe 2 l'implémentation de ce module). 
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4. MODULE "EXAMEN DE LA REPONSE DE f-ELEVE" 
L"implementation des différentes routines composant ce module fut 
rendue complexe par la perpétuelle obsession d·obtenir un temps de réponse 
idêal (c·est a dire de quelques secondes). 
1. Les routines se rapportant au stockage des connaissances au sein de 
la base des connaissances ont toutefois echappè a cette course 
contre le temps. Vous les trouverez a 1·annexe 3. 
2. Les routines affèrent au moteur d"infèrence ont subi, quant a elles, 
de multiples optimisations. 
Vous trouverez a 1·annexe 4 plusieurs procèdures d·unification 
rêsultant de différentes structures de donnèes ainsi que plusieurs 
versions d·optimisation progressive dedicacees a la structure de 
données jugee optimale. ces différentes versions ne constituent pas 
1·ensemble de nos recherches puisque nous avons expèrimente trois 
structures de données et que la version actuelle du module 
d·unification a transite par plus de dix étapes d·optimisation. 
Cette dernière réalise cent cinquante fois 1·unification de la règle 
et de 1·expression de la Figure 4.1 en 7 secondes, alors que la 
première fonction que nous avions realisee en mettait plus de 20. 
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Examinons brièvement la dernière version de 1 · implementation du 
Les deux premières lignes correspondent a mècanisme d · unification. 
des options du compilateur. 
La première permet i- utilisation de 1 · instruction "GOTO" cette 
instruction n·est pas proscrite du langage Pascal mais des approches 
plus structurées telles que le "POR", le "WHILE" ou le "REPEAT" sont 
plus appropriées. Pour notre part, nous avons utilisé cette 
instruction exceptionnelle pour des raisons évidentes 
d · optimisation. 
La deuxième option, quant a elle, permet au compilateur de ne plus 
produire du code vérifiant les references aux tableaux et aux 
strings. En effet, 1 · option par défaut oblige le compilateur a 
produire du code qui vérifiera, par exemple, que tout accès a un 
tableau via son indice est compris entre la borne inférieure et 
supérieure. cette option est naturellement dangereuse et ne peut 
être utilisée que si le programme est entièrement correct et si des 
conditions d·optimisation 1·exigent. 
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L'annexe 5 reprend les autres routines composant le moteur 
d'infêrence. ces dernières sont êgalement très optimisées et 
exploitent abondamment la rêcursivité du langage Pascal; ce qui peut 
nous amener a des constatations étranges si 1·on tente de dresser 
1·architecture des différents modules a partir du listing: on peut 
ainsi remarquer, par exemple, que la routine "VERIFCDT" utilise la 
procêdure "PEUNIF" qui utilise elle-même la procédure "VERIFCDT" ... 
3. Les routines constituant l'interface-utilitsateur que vous trouverez 
a 1·annexe 3 ne comportent rien de particulier, si ce n · est le 
module "OCJTREGLE". 
Nous désirons en effet y soigner la présentation des fractions a 
1·êcran; or, la composition du clavier d'un Apple II ne nous permet 
pas de représenter la fraction 
l 4 
8 
mais seulement la fraction 
l 4 
8 
ce qui ne nous satisfait pas. 
Nous avons donc été contraint de redéfinir un nouveau caractère qui 
nous permette de réaliser le but que nous nous étions fixé. 
5. MODULE "CHOIX o·UN EXERCICE" 
Etant donné la structure de données adoptée, l ' implémentation de ce 
module n·a causé aucune difficulté. 
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6. f · IMPLEMENTATION .Q' UN PROGRAMME COMPLEXE 
L"implêmentation de notre projet sur un micro-ordinateur nous a amenês 
a rèagir face a deux inconvénients que celui-ci nous impose , a savoir la 
capacitê mêmoire limitêe et la faible vitesse d · exécution qui en résulte. 
Comme nous avons êclaté en plusieurs annexes les différentes routines 
résultant de 1 · analyse fonctionnelle et organique afin d · aider le lecteur 
dans sa compréhension du code Pascal généré, nous avons repris a 1·annexe 6 
le programme qui permet au système de résoudre un exercice sur les 
fractions. Ce-dernier concrêtise en effet les différentes techniques 
fournies par le système Pascal de 1 · Apple II pour pallier les deux 
inconvénients précitês. 
Nous examinerons d"abord les techniques proposées pour surmonter la 
place mémoire limitée; nous étudierons ensuite les techniques relatives a 
1· amélioration de la vitesse d"exêcution. Nous nous limiterons cependant 
aux techniques utilisées dans le cadre de notre projet. 
6.1. Remèdes proposés~ compenser la place-mémoire limitêe 
l. Gestion de gros programmes-sources 
Lors de la phase d"êdition d · un programme, l"êditeur de texte 
et le programme sont présents en même temps en mémoire centrale. 
Dès lors, il y a souvent trop peu de place pour implémenter un 
programme en un seul fichier. Nous devons donc divisier celui-ci 
en un ensemble de petits fichiers que nous créons et modifions 
séparément. Le P-Système offre deux possibilités pour combiner 
plusieurs fichiers sources en un seul programme : 
~- Le fichier "INCLUDE" 
Le fichier "INCLUDE" permet de combiner des parties de 
programme-source qui ont étê crèèes sous la forme de fichiers 
séparés, en un seul programme, sans en changer la 
signification. 
La directive "INCLUDE", notée (itSI nom-du-fichier it ), indique 
au compilateur le fichier a inclure ainsi que 1 · endroit où 
cette inclusion doit s · operer dans le programme principal. 
un exemple d'utilisation de cette directive est prêsentê dans 
le programme "SE" de l ' annexe 6 . Nous y avons en effet 
séparé le fichier "GENERER'' contenant les différentes 
routines nécessaires a la génération de données que nous 
devons i nclure dans le progrannne principal. 
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b. La compilation sêparêe ~ ]:'intermédiaire des "UNITs" 
une "UNIT" est un ensemble de procédures, de fonctions 
et de dèclarations Pascal qui forment une section 
indèpendante de programme. un dispositif Pascal UCSD permet 
d'ailleurs de rèaliser la compilation sèparèe des "UNITs". 
Le rèsultat de la compilation d'une "UNIT" est une librairie. 
Celle-ci peut être utilisée directement ou être incorporée a 
une autre librairie comme par exemple, la librairie 
SYS'I'EM.LIBRARY. 
Il y a deux sortes de "UNITS" : les "REGULAR UNITS" et les 
"INTRINSIC UNITs". Lorsqu·un programme utilise une "REGULAR 
UNIT", le code de la "UNIT" est insêrê dans le code du 
programme hôte, ou programme principal, par un êditeur de 
liens (le "LINIŒR"). Lorsqu·un programme utilise une 
"INTRINSIC UNIT", le code de la "UNIT" reste dans le fichier 
librairie et n·est pas intègrê au programme-hôte. Le code de 
la "UNIT" est chargê en mémoire centrale au moment de 
1·exêcution du programme principal et l'édition des liens 
n·est donc plus nécessaire. ce genre de "UNIT" est, par 
consequent, particulièrement intêressante lorsque beaucoup de 
programmes 1·utilisent puisqu'elle permet de rêduire la 
taille du fichier code du programme-hôte. 
Afin de pouvoir utiliser une "UNIT", un programme doit 
contenir la directive "USES" suivie du nom de la "UNIT". 
Le programme de 1 · annexe 6 que nous avons pris a titre 
d'exemple utilise cinq librairies ou "UNITs" : les librairies 
"APPELSTUPF" et "TURTLEGRAPHICS" dont nous avons prêcêdemment 
expliqué le contenu correspondent a des "INTRINSIC UNITs" 
tandis que les trois suivantes sont des "REGULAR UNITs". 
(Vous trouverez également dans cette annexe 6 1·explicitation 
de ces-dernières). 
Enfin, une dernière remarque concernant la gestion de gros 
progranunes-sources doit encore être notêe. Elle ne correspond pas 
a un remède proposé par le système mais plutôt a un "truc" pour 
surmonter les limites imposées. 
En effet, le compilateur ne nous permet pas de créer des 
procédures ou des fonctions dont la taille du code-object dêpasse 
1 200 bytes. La création de telles routines peut dénoter une 
mauvaise programmation ou une mauvaise analyse organique, mais ce 
n·est pas toujours le cas. Pour vaincre cette limite, nous nous 
sommes donc proposés de scinder en deux la procédure trop 
importante en attribuant un nom aléatoire a une de ces parties. 
La procédure "P2UNIF" de notre programme, associée a la procédure 
"PEUNIF", ne doit donc son nom qu·a ce besoin et ne doit pas 
influencer le lecteur quant a la signification de son contenu. 
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2 . Compilation de gros programmes-sources 
3 . 
Le problème majeur de la compilation de gros 
en particul ier de grosses "UNITs", consiste en 
memoire disponible pour recevoir le compilateur et 
symboles. 
programmes, et 
la taille de la 
la table des 
Si, durant la compilation, 1· espace-mêmoire n·est pas suffisant, 
le compilateur s · arrête, mentionnant une erreur de dêbordement de 
pile . La solution consiste alors a utiliser les options de 
recouvrement qui permettent de libérer de la place pour la table 
des symboles . Ces options de SWAPPING, notées (1tSS+"") et 
(""SS++""), permettent respectivement de libérer 5 ooo et 6 500 mots 
supplémentaires. 
ces options n·ont aucune conséquence sur le 
compilateur; seule, une compilation plus 
1· utilisation de celles-ci. 
Exécution de gros programmes 
code gênêrê par 
lente têmoigne 
le 
de 
L· espace--mèmoire est également une ressource critique pour 
1 · execution de programmes importants. Pour remèdier a ce 
problème, nous pouvons agir en mentionnant de nouvelles options. 
En effet , lors de l ' exécution de programmes utilisant des 
librairies ou des "UNITs", le code de toutes ces extensiona se 
trouve habituellement en mémoire centrale, ainsi que le code du 
programme principal. Mais, si la quantité de ce programme 
exécutable est trop élevée, deux options nous permettent de gérer 
le code a conserver en mémoire centrale et celui a amener en 
mémoire sur une demande implicite . 
ces deux facilités offertes par le système sont 1 · option "NOLOAD", 
not ée (""SN+"" ), qui chargera en mémoire le code d · une "UNIT" 
uniquement si une des routines la composant est activee et 
1 · option "RESIDENT", notée (""R nom-c1 · une-procèdure •). 
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6.2. Remèdes proposés~~ g'amêliorer la vitesse g · exêcution 
La vitesse d "eXècution relativement faible est lièe a la nature même 
d"un micro-ordinateur : un Apple II n · est pas comparable a un Vax ou a un 
Dec 20/60. Or, comme nous 1 · avons dèja souligné, un temps de réponse 
satisfaisant constitue la condition sine qua non de 1 · utilisation de notre 
logiciel. L" implèmentation de nombreuses routines ont donc suscité de 
multiples optimisations en vue de garantir un temps de réponse convenable. 
Dans cette optique, 1 · option "NO RANGE CHECK" du compilateur, notée (.,,SR-
.,,), nous a permis d "èconomiser de précieuses secondes pendant lesquelles le 
code produit par le compilateur vèrifait la syntaxe de tous les accès aux 
tableaux . Nous pouvons en effet parler de secondes et non de diziêmes de 
secondes vu 1 · intense utilisation de tableaux que préconise le logiciel. 
Malheureusement, ce sont les techniques permettant de remédier a la 
limitation de la place mémoire qui annulent l "effet bènèfique de ces 
dernières options. L · utilisation du swapping par exemple, tellement utile 
pour pallier l"inconvènient précèdent coote tr~s cher a la vitesse 
d·exècution du programme. 
L' utilisation de ces techniques, très utiles néanmoins, doit donc être 
rêflêchie puisqu·aucun abus n·est tolêrê. 
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CONCLUSION 
Après un resumê de la situation de notre travail et de son contexte, 
nous examinerons successivement les faiblesses et les points forts du 
didacticiel. Le dernier point sera consacre aux extensions envisageables 
et ouvrira la voie a des perspectives nouvelles en matière d ' Enseignement 
Assiste par Ordinateur. 
Réalisation du travail 
Pour realiser ce projet, nous avons opte pour la collaboration 
enseignant-informaticien, 1·un apportant ses connaissances en 
pédagogie, 1·autre en informatique. Cette formule de travail, même si 
elle requiert un investissement de temps important, nous semble 
cependant tout a fait adéquate et particulièrement enrichissante pour 
les deux parties : elle permet de mettre a profit les compétences de 
chacun, et oblige en outre a formuler complètement et clairement ses 
idees . 
Rappelons que l'objectif de depart de ce projet consistait en la 
réalisation d ' un didactiel visant a améliorer 1 · etude et la 
comphréension de la notion de fractions dans le cadre de 
1 · enseignement primaire. 
Pour ce faire, nous avons releve les differentes etapes sequentielles 
qui doivent etre assimilees par 1· e1eve. Nous nous sommes ensuite 
attaches a cerner les difficultes que les étudiants devront surmonter 
pour acquérir les notions precitees. Ces deux démarches combinées 
nous permettront de suivre 1 · evolution de l ' élève a travers un tableau 
a trois dimensions la première représente la notion courante 
assimilée, la deuxième concretise la difficulté suggeree et la 
troisième symbolise le niveau de cette difficulte soumis a 1 · etudiant. 
L' élève désireux d·etudier la notion de fraction debutera donc 1 · etude 
de ce nouveau concept au premier niveau de ces trois dimensions et 
sera censé maitriser la matière lorsqu'il atteindra le niveau maximum 
de chacun des trois axes. 
Cette approche a facilite la realisation de deux problèmes que nous 
nous étions proposes de traiter. Le premier consistait a permettre 
une approche personnalisée de 1·etude d ' un nouveau concept. Or, la 
démarche que nous avons adoptée peut satisfaire aisement ce désir 
puisque le chemin emprunte par chaque èlève sera calque sur ses 
antecedents. 
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o·autre part, cette même demarche se prete également a 
l ' identification de 1· origine des erreurs éventuelles commises par les 
étudiants étant donné que deux exercices successifs se • distingueront 
uniquement par la variation d ' une dimension du tableau. En outre, 
dans cette même optique, grace a une typologie des erreurs les plus 
fréquentes, typologie que nous avons é l aborée a partir d ' exercices 
fournis a des élèves, nous avons pu envisager un processus 
d ' interprétation et de remédiation des erreurs. 
Nous avons mené ce projet complètement jusqu· a 1·analyse 
fonctionnelle. Nous avons également termine la conception de la 
partie traitant de 1· etude et de la comprehension des fractions. 
L' implémentation de celle-ci reste cependant a terminer : il s · agit 
a·un simple codage de quelques modules et d ' une intégration avec ceux 
existants puisque 1·analyse resultant de cette etude est complète et 
dêtaillèe. 
une des grandes satisfactions que ce travail nous a procurees est 
d ' avoir convaincu des enseignants et des parents de l ' intéret que peut 
apporter 1·utilisation de 1·ordinateur au sein des ecoles. Grace a 
plusieurs expérimentations de diverses phases du logiciel, des 
personnes jusqu· a1ors indiffêrentes a l ' informatique, ont en effet 
marque le desir a · en savoir plus. cet interet nous ayant touché, nous 
nous sommes d ' ailleurs engages a terminer ce didactiel. 
Points faibles 
Nous avons relevé, en collaboration avec des instituteurs, un 
point faible important a ce logiciel . 
Il se sit ue au niveau de la remediation. La conception de cette phase 
suppose en effet que la présentation de la bonne démarche a suivre 
complétée éventuellement de la description de(s) erreur(s) commise(s), 
permett ra a l ' élève qui a fourni des résultats erronés de comprendre 
le raisonnement incorrect qu · i1 a tenu. 
Cependant , cette approche 
possibilité de consulter 
apport considérable. 
ne sera pas toujours suffisante et la 
un texte explicatif détaillé constitue un 
Toutefois, la potentialité de poser des questions au système 
resolverait ce problème de manière plus souple. Mais, a la différence 
de la première solution proposée, la réalisation de cette dernière 
implique un investissement de temps et de travail tres important. 
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Points forts 
---
La force de ce didactiel peut se résumer en trois points 
fondamentaux le premier concerne 1·extensibilitê et la flexibilité 
du logiciel; le deuxième réside dans son indépendance du niveau de 
1 · enseignement visé et du sujet choisi; le troisième est do a 
l'intérêt que nous avons porté a traiter la remèdiation et le suivi 
des élèves. 
La démarche que nous avons adoptée permet d · êtendre aisément les 
trois dimensions sine qua non a une bonne compréhension du concept 
étudié. L'extension du didactiel a la matière abordée lors du cycle 
supérieur du primaire, par exemple, ne poserait aucun problème 
puisqu'il suffirait de rajouter de nouvelles occurences aux trois axes 
que nous avons défini. 
o·autre part, 1 · analyse que nous avons réalisée préalablement a 
la conception de cet outil peut très bien s·appliquer aussi a tout 
autre domaine de 1 · E.A.O .. La méthode que nous avons suivie peut en 
effet s · adapter facilement a un logiciel traitant de géographie pour 
1·enseignement secondaire, les options que nous avons prises n ' étant 
dues qu·a l ' intérêt porté par l ' instituteur avec lequel nous avons 
collaboré. 
Le dernier point fort de ce didactiel que nous tenons a souligner 
se situe au niveau de la remêdiation et du suivi des élèves. Grace a 
une typologie des erreurs fréquemment commises - typologie que 1 · on 
peut naturellement étendre selon les besoins-, ainsi que de dossiers 
résumant les antécédents des différents étudiants, cette approche, 
rarement abordée, a pu etre envisagée. Celle-ci a d'ailleurs suscité 
ênonnêment d·intêrêt parmi le personnel enseignant en raison du 
scepticisme accueillant cette démarche. Cependant, alors que le suivi 
des élèves a correspondu a 1·attente qu · on s·en faisait, la 
remediation ne fut pas, quant a elle, aussi probante que nous aurions 
pu 1 · espêrer. Elle constitue néanmoins un domaine qui méritait de s·y 
attarder et qui mérite d'ailleurs toujours une etude approfondie. 
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Les extensions 
La première extension envisageable se propose par rapport a la 
lacune existante, a savoir améliorer la remêdiation. 
Dans cette même optique, l ' élaboration d ' un véritable système 
d"intelligence artificielle pourrait être bênêfique a cette 
application. La démarche que nous avons suivie ne peut en effet être 
considêrêe comme la réalisation d " un système expert mais plutot d'un 
système exploitant une base de connaissances composêe de règles de 
production. 
cette nouvelle approche consisterait donc a améliorer 1 · interface-
utilisateur, le système cognitif et la base de connaissances que nous 
avons dêveloppês durant ce travail. Ces extensions, par exemple 
permettraient a l ' étudiant de diriger le dialogue; elles 
faciliteraient 1 · extension de la base de connaissances en réalisant 
une vérification syntaxique et sémantique des informations la 
composant; elles ajouteraient a cette même base de connaissances un 
ensemble de règles explicites résumant la stratégie a adopter alors 
qu · actuellment celle-ci est contenue implicitement dans le système 
cognitif et dans 1 · ordonnancement des règles; elles consisteraient a 
affiner le modèle que le système se fait de l ' étudiant et 
permettraient ainsi d "amêliorer le suivi des élèves; ... 
Nous n · avons pas la prétention d "affirmer que 1 · rntelligence 
Artificielle nous offre toutes les solutions a la construction de 
bons didactiels . Cependant, nous estimons que cette nouvelle approche 
peut apporter beaucoup a ce domaine. 
Enfin, nous serions heureux que ce travail puisse susciter la 
réalisation d'autres didactiels portant sur des exercices d ' imitation, 
d ' ajustement ou d "achevement de l ' initiative. 
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A P P E N D I C E 1 
TEXTE DE LA PROPOSITION DE DECRET DE LA 
COMMISSION DEL. EDUCATION ET DE LA RECHERCHE SCIEN'l'IPIQUE 
DE LA COMMUNAUTE FRANCAISE 
ARTICLE l 
Dans 1·enseignement primaire, les êlèves seront sensibilisês 
1· informatique par 1·enseignement assistê par ordinateur. 
a 
L·accent sera mis sur la pratique êlêmentaire des outils informatiques 
appliquée aux problèmes concrets tirês des programmes gênêraux. 
ARTICLE 2 
Sl. Dans 1·enseignement secondaire, 1·enseignement assistê par 
ordinateur permettra de compléter 1·information reçue dans 1· enseignement 
primaire. Aux 2e et 3e degrés, des notions d · informatique seront 
introduites dans les programmes de physique et de mathématiques. Les 
exercices seront assures dans le cadre des programmes existants de toutes 
les disciplines où 1·utilisation de 1·ordinateur se justifie. 
S2. Au 3e degrê de 1·enseignement secondaire, un cours a · informatique 
de deux heures par semaine est inscrit dans le cadre des options 
complêmentaires. 
A partir du 2e degrê, dans le cadre de certaines options groupées, un 
cours d·informatique peut être organisé. 
S3. Les dispositions visées au S2 du présent article 
d·application dans les degrés ou sections d · études 
secondaire traditionnel (type II). 
ARTICLE 3 
sont également 
de 1·enseignement 
t·Exécutif organise des journées d·études afin a · assurer la formation 
ou le recyclage des enseignants appelés a enseigner les notions 
d·informatique ou a utiliser 1· ordinateur dans le cadre de leurs cours. 
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ARTICLE 4 
L'achat de matériel se fera en fonction du dêveloppement des 
programmes de formation ou de recyclage des enseignants et de fabrication 
de didactiels ainsi qu · en fonction de l ' évolution de la technique de base. 
ARTICLE 5 
L' Exêcutif de la Communauté française assure la mise en application du 
présent décret, en tenant compte de l'effectif disponible des enseignants 
formés ou recyclés, des didactiels réalisés dans ce but et des crédits 
affectês ~ cette activité. 
ARTICLE 6 
L'Exêcutif de la Communauté française fixe la date d ' entrée en vigueur 
du présent projet de décret. 
Amendement proposé le 16 octobre 1984. 
Au S 1er de 1·article 2, supprimer 
"Aux 2e et 3e degrés, des notions d ' informatique seront introduites dans 
les programmes de physique et de mathématiques. Les exercices seront 
assurés dans le cadre des programmes existants de toutes les disciplines 
où 1· utilisation de l ' ordinateur se justifie". 
Justification. 
L' amendement rejoint 1· avis du Conseil d'Etat 
disposition excède les limites de la competence du 
française. 
qui relève que cette 
Conseil de la Communauté 
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A P P E N D I C E 2 
Dans ce tal:>leau, nous èvoquons le dêtail de la difficultè 3 mentionnée 
au chapitre 3. comme nous 1 · avons remarqué, sa conception fut assez 
dêlicate en raison de son interdêpendance avec les deux premières. 
Cette difficultê concrètise, en fait, les quatre possibilitès maximales de 
dècoupage d'une figure en parties èquivalentes (de part leur forme). comme 
tous les cas présentés n·aamettent pas quatre possibilités, nous admettrons 
que, dans cette alternative, la dernière est répêtée autant de fois que 
necessaire. 
l. CARRE 
Division en deux parties équivalentes. 
l. une médiane verticale. 
2. une médiane horizontale. 
3 . une diagonale. 
Division en trois parties équivalentes. 
l. deux droites verticales. 
2. deux droites horizontales. 
Division en quatre parties équivalentes. 
l. deux médianes. 
2 . trois droites verticales. 
3 . trois droites horizontales. 
4. deux diagonales. 
Division en cinq parties èquivalentes. 
l . quatre droites verticales. 
2. quatre droites horizontales. 
Division en six parties équivalentes. 
1. deux droites verticales et une droite horizontale. 
2. une droite verticale et deux droites horizontales. 
3. cinq droites verticales. 
4. cinq droites horizontales. 
Division en huit parties équivalentes. 
l. deux diagonales et deux mèdianes. 
2. trois droites verticales et une horizontale. 
3. une droite verticale et trois droites horizontales. 
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2. 
Division en dix parties êquivalentes. 
l. quatre verticales et une horizontale. 
2. une verticale et quatre horizontales. 
Division en douze parties êquivalentes. 
l. trois verticales et deux horizontales. 
2. deux verticales et trois horizontales. 
CARRE SUR POINTE 
Division en deux parties êquivalentes. 
l . une diagonale. 
2. une mêdiane horizontale. 
3. une mêdiane verticale . 
Division en trois parties êquivalentes. 
l . deux droites horizontales. 
2. deux droites verticales. 
Division en quatre parties êquivalentes. 
l. deux diagonales. 
2 . trois droites horizontales. 
3. trois droites verticales. 
4. deux médianes. 
Division en cinq parties êquivalentes. 
l. quatre droites horizontales. 
2. quatre droites verticales. 
Division en six parties êquivalentes. 
l . cinq droites horizontales. 
2. cinq droites verticales. 
3. une droite verticale et deux droites horizontales. 
4. deux droites verticales et une droite horizontale. 
Division en huit parties êquivalentes. 
l. une droite verticale et trois droites horizontales 
2. trois droites verticales et une droite horizontale. 
3. deux diagonales et deux mêdianes. 
Division en dix parties êquivalentes. 
l. une verticale et quatre horizontales. 
2. quatre verticales et une horizontale. 
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Division en douze parties êquivalentes. 
1. deux verticales et trois horizontales. 
2. trois verticales et deux horizontales. 
3. RECTANGLE HORIZONTAL 
Division en deux parties équivalentes. 
1. une mèdiane verticale. 
2. une médiane horizontale. 
3. une diagonale. 
Division en trois parties équivalentes . 
1. deux droites verticales. 
2 . deux droites horizontales. 
Division en quatre parties équivalentes. 
1 . deux médianes. 
2 . trois droites verticales . 
3. trois droites horizontales. 
Division en cinq parties êquivalentes. 
1. quatre droites verticales . 
2. quatre droites horizontales. 
Division en six parties équivalentes. 
1. deux droites verticales et une droite horizontale . 
2. une droite verticale et deux droites horizontales. 
3. cinq droites verticales. 
4. cinq droites horizontales. 
Division en huit parties équivalentes. 
1 . trois droites verticales et une horizontale. 
2. une droite verticale et trois droites horizontales. 
Division en dix parties équivalentes . 
1. quatre verticales et une horizontale . 
2. une verticale et quatre horizontales. 
Division en douze parties équivalentes. 
1. trois verticales et deux horizontales. 
2. deux verticales et trois horizontales. 
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4. RECTANGLE VERTICAL 
Division en deux parties équivalentes. 
l. une mediane verticale . 
2. une médiane horizontale. 
3. une diagonale. 
Division en trois parties équivalentes. 
l. deux droites verticales. 
2. deux droites horizontales. 
Division en quatre parties équivalentes. 
l. deux médianes. 
2. trois droites verticales. 
3. trois droites horizontales. 
Division en cinq parties équivalentes. 
l. quatre droites verticales. 
2. quatre droites horizontales. 
Division en six parties équivalentes. 
l. deux droites verticales et une droite horizontale. 
2. une droite verticale et deux droites horizontales. 
3. cinq droites verticales. 
4. cinq droites horizontales. 
Division en huit parties équivalentes. 
l. trois droites verticales et une horizontale . 
2. une droite verticale et trois droites horizontales. 
Division en dix parties équivalentes . 
l. quatre verticales et une horizontale. 
2. une verticale et quatre horizontales. 
Division en douze parties équivalentes. 
5. CERCLE 
l. trois verticales et deux horizontales . 
2. deux verticales et trois horizontales . 
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Le cercle peut être découpé en parties équivalentes selon toutes les 
possibilités que nous proposons, a savoir en deux, trois, quatre, cinq, 
six, huit, dix et douze. Cette division est unique puisqu-elle utilise le 
principe des "quartiers". 
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6. TRIANGLE EQUILATERAL 
Division en deux parties equivalentes. 
l. une hauteur. 
2. une médiane. 
7. HEXAGONE 
8. 
Division en deux parties equivalentes. 
l. une médiane verticale. 
2. une médiane horizontale. 
3 . une diagonale. 
Division en trois parties êquivalentes. 
l. trois demi-droites . au sonnet. 
Division en quatre parties équivalentes. 
l. une diagonale et une médiane. 
Division en six parties équivalentes. 
l. trois diagonales. 
2. trois médianes. 
Division en douze parties êquivalentes. 
l . trois diagonales et trois médianes. 
OCTOGONE 
Division en deux parties équivalentes. 
l. une diagonale. 
2. une médiane. 
Division en quatre parties équivalentes. 
l . deux diagonales. 
2. deux médianes. 
Division en huit parties equivalentes. 
1. quatre diagonales. 
2. quatre médianes. 
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A P P E N D I C E 3 
ce tableau reprend 1·ensemble de la decoupe en niveaux de difficultes 
que nous avons evoquee au chapitre 3. Celle-ci fut realisêe avec un 
instituteur : nous n·affirmons pas qu·e11e est unique ni exhaustive. 
Porter une modification a cette découpe ne susciterait d·ailleurs pas 
d·importantes modifications au texte Pascal resultant de ces choix. 
1. Difficulté relative au moyen de representation utilise. 
NIVEAU 1 le carre. 
NIVEAU 2 le carre sur pointe. 
NIVEAU 3 le rectangle horizontal. 
NIVEAU 4 le rectangle vertical. 
NIVEAU s le cercle. 
NIVEAU 6 le triangle èquilatêral. 
NIVEAU 7 1·hexagone. 
NIVEAU 8 1·octogone. 
NIVEAU 9 le segment. 
2. Difficulté due au nombre de parties equivalentes dessinées sur le 
support graphique. 
NIVEAU 1 2 parties équivalentes. 
NIVEAU 2 4 parties équivalentes. 
NIVEAU 3 3 parties équivalentes. 
NIVEAU 4 6 parties équivalentes. 
NIVEAU 5 8 parties équivalentes. 
NIVEAU 6 5 parties équivalentes. 
NIVEAU 7 10 parties équivalentes. 
NIVEAU 8 12 parties équivalentes. 
3. Difficulté née de la manière dont ces parties équivalentes sont 
représentées. 
NIVEAU l 
NIVEAU 2 
NIVEAU 3 
NIVEAU 4 
première possibilité de découpage de la figure. 
deuxième possibilité de découpage de la figure. 
troisième possibilité de découpage de la figure. 
quatrième possibilité de découpage de la figure. 
,---
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4. Difficultê rêsultant de la question posêe ~ ~ - êlève. 
NIVEAU l 
NIVEAU 2 
NIVEAU 3 
NIVEAU 4 
- NIVEAU 5 
NIVEAU 6 
NIVEAU 7 
NIVEAU 8 
NIVEAU 9 
NIVEAU 10 
NIVEAU ll. 
trouver le nombre de parties équivalentes. 
trouver le nombre de parties équivalentes puis le 
convertir en fraction. 
associer une fraction a une des surfaces. 
associer "n" fraction a "n" des surfaces. 
trouver le nombre de parties équivalentes et de 
parties coloriêes. 
trouver le nombre de parties équivalentes et de 
parties coloriêes et ensuite, convertir ces nombres 
en une fraction. 
reprèsenter une fraction dans une surface . 
identifier deux fractions et les relier par les 
signes"<", ">"ou•-•. 
placer des fractions sur une droite graduée. 
trouver ''x" fractions ègales a "y" . 
réaliser une opèration et simplifier le rèsultat. 
s. Difficulté due au nombre de figures soumises a 1 · élêve. 
6. 
NIVEAU l l figure identique. 
NIVEAU 2 2 ·figures identiques. 
NIVEAU 3 3 figures identiques. 
NIVEAU 4 4 figures identiques. 
NIVEAU 5 2 figures diffêrentes. 
NIVEAU 6 3 figures diffêrentes. 
NIVEAU 7 4 figures diffêrentes. 
Difficulté prenant en considération la nature des donnees. 
NIVEAU l 
NIVEAU 2 
NIVEAU 3 
NIVEAU 4 
NIVEAU 5 
NIVEAU 6 
NIVEAU 7 
NIVEAU 8 
NIVEAU 9 
NIVEAU 10 
NIVEAU ll. 
NIVEAU 12 
- NIVEAU 13 
NIVEAU 14 
NIVEAU 15 
l. fraction plus petite que 1 · unité dont le numèrateur 
vaut l.. 
l fraction quelconque plus petite que 1· unitê. 
2 fractions de même dênominateur. 
2 fractions de même numêrateur. 
2 fractions dont 1· une a son dênominateur multiple de 
1·autre. 
l fraction êquivalente al naturel. 
2 fractions plus grandes que 1· unitê. 
l fraction équivalente a une autre. 
2 fractions plus petites que 1·unitê de même 
dênominateur. 
l naturel et l fraction . 
2 naturels et l fraction. 
l naturel et 2 fractions. 
2 naturels et 2 fractions. 
l naturel et l fraction. 
l fraction et l naturel. 
1-
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
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7. Difficulté de ~ · oPêration ~ effectuer. 
- NIVEAU l la simplification . 
NIVEAU 2 l ' addition. 
- NIVEAU 3 la soustraction. 
NIVEAU 4 la multiplication. 
NIVEAU s la division. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
A P P E N D I C E 4 
ce tableau reprend la spécification des treize 
êlêves. Pour chacun d"eux, nous proposons une 
diffêrentes difficultês. 
sa mise au point 
toutefois, toute 
perturbation. 
CANEVAS l : 
rêsulte d"une 
modification est 
collaboration 
rêalisable et 
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canevas proposês aux 
"modulation" par les 
avec un instituteur; 
n · engendrerait aucune 
Il introduira le concept de "dênominateur d"une fraction". On 
proposera a l "êlève une figure (disque, rectangle , polygone règulier, 
segment) divisê en un certain nombre de parties êqUivalentes et on lui 
posera diverses questions a ce sujet. 
Cet exercice sera modulê sur : 
Difficultê l niveau 
Difficultê 2 niveau 
Difficultê 3 niveau 
Difficultê 4 niveau 
Di fficultê 5 niveau 
Difficultê 6 niveau 
Difficultê 7 niveau 
CANEVAS l: 
Il introduira le concept 
affichera plusieurs figures, et 
l "êlève devra associer. (Ces 
quelconques ensuite, mais toutes 
Cet exercice sera modulê sur : 
Difficultê l niveau 
Difficultê 2 niveau 
Difficultê 3 niveau 
Difficultê 4 niveau 
Difficultê 5 niveau 
Difficultê 6 niveau 
Difficultê 7 niveau 
l a 9. 
l a 8. 
l a 4. 
l a 2. 
l. 
l. 
o. 
de "dênominateur d "une fraction" . On 
on fournira une ou plusieurs fractions que 
figures seront identiques au dêbut, 
seront divisêes de manière diffêrente). 
l a 9. 
l a 8. 
l a 4. 
3 a 4. 
2 a 7. 
l. 
o. 
1 
1 
1 
1 
1 
1 
1 
' I 
1 
1 
1 
! 1 
1 
1 
1 
1 
1 
1 
1 
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CANEVAS l: 
Il introduira le concept de "numérateur d·une fraction". on affichera 
une figure divisêe en un certain nombre de parties êqUivalentes, et on 
demandera a 1- éléve de trouver ce nombre. Ensuite, on coloriera plusieurs 
de celles-ci et on posera a 1·éeléve diverses questions a ce sujet. 
Cet exercice sera modulé sur : 
Difficulté l. niveau l. a 9. 
Difficultê 2 niveau l. a 8. 
Difficulté 3 niveau l. a 4. 
Difficultê 4 niveau 5 a 6. 
Difficulte 5 niveau .l. 
Difficulte 6 niveau 2. 
Difficultê 7 niveau o. 
CANEVAS .1 : 
Il introduira egalement le concept de "numérateur d·une fraction". on 
affichera plusieurs figures divisees en un même nombre de parties 
equivalentes, mais le nombre de ces parties equivalentes coloriêes etant 
diffèrent. on fournira ensuite une ou plusieurs fractions que 1 · e1eve 
devra associer. 
Cet exercice sera module sur : 
Difficulte l. niveau l. a 9. 
Difficulte 2 niveau 2 a 8. 
Di fficulté 3 niveau l. a 4. 
Difficulte 4 niveau 3 a 4. 
Difficultê 5 niveau 2 a 7. 
Difficulté 6 niveau 3. 
Difficulte 7 niveau o. 
CANEVAS 5 : 
Il terminera 1· introduction du concept de "numérateur et dénominateur 
d · une fraction". Il permettra a 1-éleve de représenter une fraction dans 
une surface. 
Cet exercice sera module sur : 
Difficulté l. niveau l. a 9. 
Difficulté 2 niveau 2 a 8. 
Difficu.lté 3 niveau .l a 4. 
Difficulté 4 niveau 7 . 
Difficulte 5 niveau .l. 
Difficulté 6 niveau l. a 2. 
Difficulté 7 niveau o. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
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CANEVAS 6 : 
Il introduira le concept de "comparaison de fractions". on proposera 
deux surfaces identiques partagees en un certain nombre de parties 
equivalentes, certaines de ces parties etant hachurees. L-e1eve devra 
identifier les parties coloriees de ces figures et trouver si la première 
est plus petite, egale ou plus grande que la seconde . 
Cet exercice sera module sur : 
Difficultè l. niveau 2 a 9. 
Difficultè 2 niveau l. a 8. 
Difficultê 3 niveau l. a 5. 
Difficultê 4 niveau 8, 
Difficultê 5 niveau 2. 
Difficultê 6 niveau 3 a 8. 
Difficultê 7 niveau o. 
CANEVAS 7 : 
Il introduira êgalement le concept de "comparaison de fractions". On 
proposera plusieurs fractions que 1-e1eve devra placer sur une droite 
graduêe. 
cet exercice sera module sur : 
Difficultê 1 niveau o. 
Difficultê 2 niveau 2 a 8. 
Difficultê 3 niveau o. 
Difficultê 4 niveau 9. 
Difficultê 5 niveau 2 a 4. 
Difficulte 6 niveau 3 a 7. 
Difficul.te 7 niveau o. 
CANEVAS!: 
Il introduira le concept de "comparaison de fractions et celui de 
simplification de fractions". on proposera a 1-e1eve diverses fractions 
que celui-ci devra simplifier au maximum. 
cet exercice sera module sur: 
Difficulte l. niveau o. 
Difficultê 2 niveau 2 a 8. 
Difficultê 3 niveau o. 
Difficulte 4 niveau l.l.. 
Difficultê 5 niveau l.. 
Difficulte 6 niveau 6 a 8. 
Difficultê 7 niveau l.. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
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CANEVAS 9 : 
Il terminera 1·introduction· du concept de "comparaison de fractions". 
On proposera une fraction, et 1-êlève devra trouver une ou plusieurs 
fractions lui êtant êquivalentes. 
cet exercice sera modulé sur : 
Difficulté .l niveau o. 
Difficulté 2 niveau 2 a 8. 
Difficulté 3 niveau o. 
Difficulté 4 niveau 10. 
Difficulté 5 niveau 1 a 4. 
Difficulté 6 niveau 6 a 8. 
Difficulté 1 niveau o. 
CANEVAS .lO : 
Il introduira le concept "d-addition et de soustraction de fractions". 
on proposera a 1-élève plusieurs figures : la première représentant la 
fraction a additionner ou a soustraire; la dernière représentant 
1·opêration effectuée. L-êlève devra donc additionner ou soustraire les 
fractions et simplifier ensuite la réponse au maximll11l. 
Cet exercice sera modulé sur : 
Difficulté 1 niveau 1 a 9. 
Difficulté 2 niveau l a 8. 
Difficulté 3 niveau 1 a 5. 
Difficulté 4 niveau l.l. 
Difficulté 5 niveau 2. 
Difficulté 6 niveau 9 a .l3. 
Difficulté 1 niveau 2 a 3. 
CANEVAS .ll : 
Il terminera 1·introduction du concept "d-addition et de soustraction 
de fractions". On proposera deux fractions que 1-êlève devra, soit 
additionner, soit soustraire, et dont il devra simplifier le résultat. 
Cet exercice sera modulé sur : 
Difficulté l niveau o. 
Difficulté 2 niveau 1 a 8. 
Difficulté 3 niveau o. 
Difficulté 4 niveau 1.l. 
Difficulté 5 niveau 2. 
Difficulté 6 niveau 9 a 1.3. 
Difficulté 1 niveau 2 a 3. 
,--
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
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CANEVAS l.2 : 
Il introduira le concept de "multiplication et de division de 
fractions" . ( cfr canevas l.O ) . 
cet exercice sera modulê sur : 
Difficultê l niveau l. a 9. 
Difficultê 2 niveau l. a 8. 
Difficultê 3 niveau l a 5. 
Difficultê 4 niveau ll.. 
Difficultê 5 niveau 2. 
Difficultê 6 niveau 14 a 15. 
Difficultê 7 niveau 4 a 5. 
CANEVAS 13 : 
Il terminera l"introduction du concept de "multiplication et de 
division de fractions". ( cfr canevas ll.). 
cet exercice sera modulê sur: 
Difficultê l niveau o. 
Difficultê 2 niveau l a 8. 
Difficultê 3 niveau o. 
Difficultê 4 niveau ll.. 
Difficultê 5 niveau 2. 
Difficultê 6 niveau 14 a 15. 
Difficultê 7 niveau 4 a 5. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
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orocedure AFFICH (typesur:integer;coord1pcoord2:integer ; 
·t.€!.C par am 1 P par am2: i nt eger; 'Lê.C absc, ordo: tableau) 
~~C deplpdep2pi : integer 
cotes integer 
orocedure PAFFICH(n:integer;l:integer) 
Y:.~C j_ : i nteger 
Q.~Q.l.O. 
pencolor(white) 
fgc i := 1 tg n ~Q 
Q.§QiD 
absc[iJ := turtlex 
ordoCiJ := turtley: 
move(l) 
turn ( 360 ç!_b: n) 
~.og; 
pencol or (none); 
.§.09; 
orocedure RAFFICH<lg:integer;la:integer) 
integer 
Q.~Q.l.O. 
pencolor(white) 
i : = 1 : 
~IJ.ll~ < i < 5 > çtg_ 
l;;t~g_;i._o. 
abscCiJ := turtlex 
ordoCiJ := turtley 
move ( 1 g) 
tLtrn (90) 
abscCi+lJ := turtlex 
ordoCi+lJ := turtley: 
move ( 1 a) 
turn(90) 
i := i + 2 : 
.§.0.Q ; 
pencolor(none) 
.êDfl ; 
orocedure TRACERCLE <a,b,r:integer ) 
integer 
Q.~QiO. 
f.QC i:=1 t.Q 360 ç!_Q 
Q.~Q.;i...!l 
turn (1 ) 
pencolor <none) : 
mc:,veto (a, b) 
ffiOY•? ( r - .1 ) :: 
pencolor(wt1ite) 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
move(l) 
ê.O.Q. • 
ê.O.Q. : 
Q.ê.Q.l.O. 
absc[OJ := coordl : 
ordo[OJ := coord2: 
dep1 := coord1 ; 
dep2 : = •=oord2 ; 
ç_ê_~ê. typesur Qf 
1 : Q.ê.Q.1.0. 
2 
param2 := paraml 
param1 := paraml + (paraml diY 7) 
depl := coordl + (param2 diY 2) : 
dep2 := coord2 - (paraml diY 2) : 
moveto (dep1,dep2) 
turn (90) 
raffich(paraml,param2) 
ê.Q.Q.; 
12.~g_lo. 
" 
" 
dep1 := coordl + round((paraml * 1.414) / 2) 
moveto(depl,dep2) 
3 
4 : 
absc[1J := turtlex 
ordo[lJ := turtley • 
turn ( 135) 
pencolor(white) ; 
move (paraml) 
absc[2J := turtlex • 
ordo[2J := turtley: 
turn(95) : 
move (paraml) 
absc[3J := turtlex ~ 
ordo[3J := turtley 
turn(85) : 
move (param1) 
absc[4J := turtlex : 
ordo[4J := turtley 
turn(95) ; 
move Cparaml) 
pencolor(none) 
Q.ê.Q.1.0. 
dep1 := coord1 + (paraml g_i_~ 2) 
dep2 := coord2 - (param2 QiY 2) : 
moveto(deplpdep2) 
turn(90) 
raffich(param2pparaml) 
Ë.D.Q; 
.Q.ê.Qi.O 
depl 
dep2 
:= coord1 + (param2 g_i_~ 2) 
:= coord2 - (paraml diY 2) : 
moveto(depl,dep2) 
tLtrn(90) 
raffich(paraml,param2) : 
ê.O.Q. ; 
5: tracercle(coordl,coord2,paraml) 
6 Q§QÜJ 
dep2 := coord2 + round(paraml / 1.732) 
moveto(depl,dep2) 
turn(240) 
1 
1 
1 
1 
1 
1 
t, 
1 
1 
1\ 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
7 
8 
cotes:= 3; 
paffich(cctes,paraml) 
.!;.0.Q ; 
Q.ê.Qi.O 
depl := coordl + paraml : 
moveto(depl,dep2) 
turn(120) 
cotes:= 6; 
paffich(cotes,paraml) 
~IJ.Q. ; 
12.ê.Q.! .. O. 
depl := coordl + rcund(paraml 
moveto(dep1,dep2) 
turn ( 112) 
cotes:= 8; 
paffich(cctes,paraml) ~ 
.ê.O.Q ; 
9 Q.ê.Qi.O 
./ 0.765) 
depl := coordl - (paraml d.l~ 2) 
moveto(depl,dep2 ) 
pencolor-(white) 
absc[lJ := turtlex : 
ordo[lJ := turtley 
move (paraml) : 
absc[2J := turtlex 
ordo[2J := turtley: 
pencolor(none) 
.ê.O.Q ; 
.§.0.Q: 
.ê.O.Q ;: 
orocedure PARTAGE(typesur:integer;param1,param2:integer;nbr-epar:integer; 
diffpar:integer;absc,ordo:tableau) 
i~o.ç_t.lQü NBRESTS integer : 
Q.ê.QJ.o. 
ç_S1.§.ê. typesur Qf 
1,2,3~4: nbr-ests:=4 
6 
7 
8 
ê.lJ.Q. : 
~IJ.Q. ; 
nbrests:=3 ~ 
: nbrests:=6 
nl-:irests: =8 
i~IJ.ç_t.i.QIJ. MODU (nbrtest: i nteger; borne: i nteger) i nteger· 
t;:!;:Q!.Q 
Li (nbrtest > bot-ne) t.b.~IJ. modu: =nbrtest bc,r-r-,e 
~l§.ê. modu:=nbrtest 
1 
1 
1. 
1 
1 
1 
1 
1 
,, 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
QCQ~~Q~Cê TVPART(long:integer;n:integer) 
''.!ê.C paSp i integer 
Q.€'.QJ: .. o. 
pas:= round(long/n) 
fQC i:=O tg n gg 
Q.êQi.O 
moveto((absc[lJ+(i*pas))pordc[lJ ) 
turn(90) 
move ( 3) : 
tur-n ( 180) 
pencolor-(white) 
move(7) 
pencolor(none) 
turn(9(l) 
t;lQ.çi 
~~c nbrepi : integer; 
i nteger 
numarr integer 
Q.§Q.!.C! 
nbre := nbrests; 
ecartl := raund((abscC2J-abscC3J)/n) 
ecart2 := round((ordo[2J-ordoC3J)/n) 
fgc i:=1 tg <n-1> gg 
)2gg,i_o 
d 1 : = ab se [ 2 J 
d2 := ordo[2J 
moveto(dlpd2) 
(ecartl * i) 
(ecart2 * i) ~ 
numarr := modu ( (nbre ç1l~ 2) + 3pnbre) 
al := abscCnumarrJ (ecartl * i ) 
a2 := ordo[numarrJ (ecar-t2 * i) : 
pencalar(white ) 
moveta(al pa2 ) 
pencol ot- (none ) 
€:0.Q 
Q.t:::9b.ê.9.k.!.!'.:.ê DHPART < n: i nt eg er > 
~s"!.C nbre P i P numar-r : i nteger : 
ecartlpecart2rd1pd2 r alpa2: integer • 
.Q.ê.9.i.O 
nbre := nbrests; 
ecartl := round((abs (absc[1J-absc[2J ) ) / n) 
ecart2 := round((abs (ordo[1J-or-do[2J) )/ n ) 
fQC i:= 1 tQ (n-1) ç!Q 
dl := absc[lJ Cecartl * i) 
d2 ~= orda[lJ + Cecart2 * i) 
mo veto (d1.d2) 
numarr : = (nbre ~l~ 2) + 2 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
al := absc[numarrJ (ecartl * i ) 
a 2 := ordo[numarrJ + (ecart2 * i ) 
pencolor(white) 
movet c, ( a 1 ~ a2) 
pencolor (ncme) 
~o.,;t : 
Q.[Q,Ç.ê.Q.!:J.[.ê DPART ( rn.tmsom: in t eg er) 
':LsiC nbre~numarr i nteger : 
g_~g.:i,_o. 
nbre := nbrests; 
moveto(absc[numsomJ~ordo[numsomJ> 
numarr := (nbre ~iY 2) + numscm; 
pencolor(white) : 
moveto(absc[numarrJ~ordo[numarrJ) 
pencolor(none) 
~Q.ç!_; 
Q.[.Q,Ç.ê.Q.!:J.t:.ê MPART<numsom:integer) ~ 
':LsiC nbre~ numar-r : i nteger 
mil1~mil2: integer 
.Q.ê9iD 
nbre := nbrests; 
mill := round((absc[numsomJ+(absc[modu ( (numsom+l)~nbre)J ) ) / 2 ) 
mil2 := round((ordo[numsomJ+ (ordo[modu((numsom+l)~nbre)J ) )/2) 
moveto(mil1~mil2) 
numarr := modu((nbre Q.l':L 2) + numsom~nbre) 
mil1 := round((absc[numarrJ+Cabsc[modu ( (numarr+l ) ~nbre ) J)) / 2) 
mil2 := round((ordo[numarrJ+(ordo[modu((numarr+l)~nbre ) J ) ) / 2 ) 
pencolor(white> 
moveto(mill~mil2> 
p encc,l or (none> 
.êD.Q ; 
c,rc,cedure VPHPART (n: i nteger; ':LsiC ndv ~ ndh: i nteger) 
l;t~Q.Lo. 
ç_ê_~~ n Qf 
6 : Q.~Q.!.O. 
nd v 
ndh 
~O.Q. . . 
8 '2.~g;Lo. 
ndv 
ndh 
~o.ç!_ . . 
10: '2.~gLo. 
ndv 
ndh 
~IJ.Q ; 
:= 
:= 
:= 
:= 
:= 
:= 
..,.. . 
·-' . 
2 : 
4 . . 
"" " ..::.
" 
C" 
~' 
2 
12: Lf. ( r an dom .. ,. 16384 > t.lJ.~O. 
1 
1 
I. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1. 
1 
1 
1 
1 
!;)ggiD 
ndv : = 6 :: 
ndh := 2 
.êDf! 
Q.êQi.O 
n1jv 
ndh 
.ê.Of! 
§.OQ; 
dvpart(ndv) 
dhpart(ndh) 
.ê.OQ; 
:= 
:= 
4 . 
3 . . 
• rocedLtre VMHPART ( n: i nteger; ':l~C ndv ~ ndh: i nteger) 
Q.ê.Q.!..Q 
ç_~§.ê. n Q.f 
4 : Q.ê.Q.!..Q 
ndv := 2 
ndh : = 2 : 
ê.O.Q. . . 
6 Q.ê.Q.!..O. 
ndv := ,.., ,,:;. 
ndh := 3 
ê:O.Q. . . 
8 : Q.ê.Q.!..O. 
ndv := 2 
ndh := 4 
ê.Q.Q. . . 
10: Q.ê.Q.!..Q. 
ndv := 2 
ndh := 5 
ê.O.Q. . . 
12: i.i (random 
Q.ê.Q.!..Q 
ndv 
ndh 
ê.QQ. 
Q.êf!i.O 
ndv 
ndh 
ê:O.Q. 
dvpart(ndv) 
dl"ipa.rt ( ndl1) : 
:= 
:= 
:= 
:= 
. 
. 
. 
. 
. 
. 
. 
. 
·:;. 
2 
6 
..,. 
._;, 
4 
16384) 
" 
" 
grgç§'f!~r.ê DMPART(n:integer) : 
':!.siC i~nbredr integer: 
Q.ê.Q.!..O. 
t.lJ.ê.Q 
ê.lâê. 
:Lf.. ( t ypesur = 1) Q.C ( t ypesur = 2) tlJ.ê.O. 
Q§Qi.D. 
vmhpart(n Q.!..':!. 2~ndv~ndh) 
dpart < 1) ~ 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
I, 
1 
1 
1 
1 
1 
§'D.Q .. 
dpart(2) 
~IJ.Q. 
Q.ï;>.Q.:i: .. n 
nbredr := n ç!_l~ 4 ~ 
fQC i:=1 tQ nbredr Q.Q 
Q.~9.lo. 
dpart(i) 
mpart ( i +1) 
~IJ.Q. : 
• rocedure HTPART 
YË!::. mi 1 1 • mi 12 integer: 
Q§'.9.1..0 
moveto(abscC1J.ordoC1J) 
mill := round((abscC3J-absc[2J) / 
mil2 := ordoC2J ~ 
2) + absc [2J : 
pencolor(white) p 
moveto(mil1.mil2) : 
pencolor(none) 
~!29. ; 
• rocedure MTPART 
~@.C mi 1 1 • mi 12 integer: 
moveto(abscC2J.ordo[2J) 
mill := round((abscC3J + absc[lJ) / 2) 
mil2 := round((ordoC3J + ordoClJ) / 2) 
pencolor(white) : 
moveto(mil1.mil2) : 
pencolor(none) : 
~IJ.Q. ; 
acQ~~Q.~Cï;>. DDPART(n:integer;rayon:integer) 
~§C i.numsom: integer 
!:J§'.!Ü.O 
li (typesur = 7) t}J.ï;>.O. 
Q.~Q.iO. 
numsom := 1 
fQC i:=1 tg 3 gg 
. 
. 
Q.ï;'.Q.!..IJ. 
moveto(abscCnumsom]pordo[numsomJ) 
pencolor(white) : 
moveto(absc[OJ.ordoCOJ) 
pencolor(none) 
numsom := numsom + 2 
§'D.Q 
~1-------~-----------------
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
pencolor(none) 
f.Q.!: i : = 1 1;.Q n 
Q.ê.Q.!D 
moveto(abscCOJ~ordo COJ) 
pencolor(white) : 
move ( r ë."tyon) 
pencolor(nane) 
turn ( 360 Q.!..':!. n) 
.êD.Q 
.êDQ 
.êD.Q: 
12.êQ.i.O 
Çs1.~§. typesLt r Qf. 
1 : ç_s!.§§. nbrepar Qf. 
2 
..,.. C' 
·-' ~ ._J 
4 
6 
8 
10~ 12 
. Q.êQ!.O. . 
Lf. (diffpar = 1 ) t.O.§.Q dvpart ( nbt-epar) . . 
Lf. (diffpar = 2) t.O.§.Q dhpart(nbrepar) . . 
Lf. (diffpar > 2) tb.§.0. dpart ( 1) . §.QQ. . . 
: if (d iffpar = 1) th~D. dvpart(nbrepar) 
Q.êQ.iD 
lf. (diffpar 
li (diffpar 
if (diffpar 
if (diffpar 
ggg,i.o 
= 
= 
= 
> 
§.lâê. dhpart(nb r epar) : 
1) t.O.§.Q 
2) t.b.§.IJ. 
3) thêo. 
3) 
.tb.êD 
vmhpart(nbrepar~ndv~ndh) : 
dvpart(nbrepar) 
dhpart(nbrepar) 
Q.ê.Ql.D dpart(l); 
dpart(2); 
li (d iffpar = 1) t.b.§.IJ. vpt-,part(nbrepar~ndv~ndh) 
Lf. (diffpar = 2) t.b.§.IJ. vmhpart(nbrepar~ndv~ndh) 
Lf. (diffpar = 3 ) t.b.ê.lJ. dvpart<nbrepar) ; 
lf. (diffpar > 3) tb.§.IJ. dhpart (nbrepar) 
12. §_gj._o_ 
;i._f. (diffpar 
lf. (diffpar 
LE (diffpar 
§.0.Q. ; 
= 
= 
> 
1) t.b.§.IJ. dmpart(nbrepar) 
2) tb.§.Q. vphpart(nbrepar~ndv~ndh) 
2) t.b.§.IJ. vmhpart(nbrepar~ndv~ndh ) 
Lf. (diffpar = 1) tb.§.IJ. vphpart(nbrepar~ndv~ndh) 
ê.lâ§. vmhpart(nbrepar~ndv~ndh) 
3~4:ç_s!.§§. nbrepar Qf. 
2 : 12.§.Q.!.O. 
4 
6 
lf. (diffpar 
lf. (diffpar 
lf. (diffpar 
§_Q_ç!_ ; 
= 
= 
::-
1 ) 
2) 
,..,, 
,:;.) 
t.b.ê.lJ. dvpart(nbrepar) 
tb.§.0. dhpart(nbrepar) 
tb.§.0. dpart(l) . . 
ti (d iffp~.:1r = 1 ) tb.ê.O. dvpar·t (nbrepar) 
§.i§ê. dhpart(nbrepar) 
gggi.o 
Lf. (diffpar = 1) tb.ê.Q. Vff1hpart(nbrepar·~ndv~ndh) 
Lf. (diffpar = 2) tb.ê.rJ. dvpart(nbrepar ) 
li (diffpar > 2) t.b.ê.O. dhpart (nbrepar) 
§.0.Q. ; 
'2.ê.Q.!.O. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
c:-
._J 
6 
7 
8 
if (di ffpar = 1) tb.êD vphpart(nbrepar~ndv~ndh) 
lf. (diffpar = 2) tb.ê.JJ. vmhpart(nbrepar~ndv~ndh) 
i.f (diffpar = 3) tb.êQ dvpart(nbrepar) 
if (diffpar ·::- 3 ) tb.êD dhpart(nbrepar) . . 
.êDQ; 
8~10~12:lf (diffpar = 1) tb.ê.JJ. vphpart (nbrepar~ndv~ndh) 
ê.l~@ vmhp a rt (nbrepar~ndv ~n dh) 
ddpart(nbrepar~param l) 
if (diffpar = 1) tb.êD htpart 
ê.lâtt mtpart 
2 
3 
4, 12 
6 
f5.0Q ; 
. Q.ê.Q.1.0 . 
lf (diffpar = 1) 
lf. (diffpar = 2) 
lf (diffpar ··:- 2) 
ê.lJ.Q. ; 
: ddpart(nbrepar,0 ) 
dmpart ( nbt-epar) 
tb.ê.JJ. d vpart(nbrepar) 
tb.ê.JJ. dhpart(nbrepar) 
tlJ.ê.JJ. dpart ( 1) ; 
: lf (diffpar = 1) tlJ.ê.Q. Q.ê.Q.!..IJ. dpart (l) 
dpart (2) 
dpart(3) 
.ê.OQ 
ê.l~ê. Q.ê.Q!..IJ. mpart(l) 
mpart (2) . . 
mpart(3) . . 
ê.lJ.Q . . 
Çê.âê. nbrepar Qf 
2 : lf (diffpar = 1 ) tlJ.~JJ. dpart(l) 
4 
8 
ê.lJ.Q. • 
ê.l~ê. mpart ( 1) 
: lf. (diffpar = 1) tlJ.~o. 
Q.ê.Q.!..O. 
dpart(l) 
dpart(3) 
ê.m! 
Q.ê.Q!..O. 
mpart ( 1) : 
mpart (3) 
ê.lJ.Q ; 
: lf (dif fp ar = 1) tlJ.ê.JJ. fQC i: =1 tQ 4 Q.Q dpart(i ) 
ê.l~ê. fg_c i:=1 tQ 4 g_g_ mpart <i> 
9: tvpart(paraml ~nbrepar ) 
f5.0Q 
.êDQ ~ 
1 
' I 
1 
1 
.1 
1 
1 
J 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
,, 
orocedure COLORIAGE(typesur:integer;param1~param2:integer;nbrepar:integer 
diffpar:integer;absc~ordo:tableau;nbcolor:integer > 
acg_çËg~cË COL4H(coord1~coord2:integer;long~larg:integer) 
':i.ê.C i i nteger : 
12.Ëg_;Lo. 
f.QC i:=O t_g_ (long - 1) gQ 
moveto(coordl,coord2 + i) 
pencolor(white) 
moveto(coord1 - larg~coord2 + i) 
pencolor(none) 
~o.q; 
~ê.C long,i, j~step : integer: 
coord1,coord2~larg integer • 
Q.ê.9.i.O 
step := round((absc[2J - absc[3J) / nbrepar> 
.if (typesur = 3) .tbg.o long:= param2 3 
~l~~ long := paraml - 3; 
f.9r: ..i:=O ,t.9 <n-1) gg 
gggiJJ 
coord1 := (absc[2J - (j * step)) 2 
coord2 := ordo[2J - 2; 
larg := step - 4; 
fQC i:=O tQ (long - 1) gg 
moveto(coordl,coord2 - i) 
pencolor(white) 
moveto(coordl - larg~coord2-i) 
pencolor(none) 
§:IJ.g : 
~IJ.g: 
QCQb.ê~~.r:g DHCOLOR<n:integer ) 
:t:.ê.C larg,.:i,step: integer 
coord1~coord2,long integer 
Q.ËQ.LJJ. 
step := round((ordo(2J - ordo[lJ) / nbreoar) 
.if (typesur = 3) .tb.ê.O larg := paraml - 4 
~l~~ larg := param2 - 4 
f_ç,.r: j : =O ,t.9 ( n-1 ) gg 
gggi.o 
coord1 := absc[lJ - 2; 
coord2 := (ordo[lJ + (j * step)) + 2: 
long:= step - 3 ~ 
col4h(coordl,coord2,long~larg) 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
,I 
1 
1 
1 
1 
1 
1 
Q.C.Q.f.ê.Qhl.C.ê VHCOLOR ( n : i nt eg er ) 
·:L~C 1 ong ~ 1 arg ~ step 1 ~ step2 ~ k ~ j 
fini : boolean ~ 
coordl~coord2 
Q.ê.Q.i.O. 
integer: 
integer 
stepl := round((absc[2J 
step2 := round((ordo[2J 
long:= steo2 3 • 
absc[3J) / ndv) 
ordo [ 1 J ) / n d h ) 
larg := stepl 4 
k := (>; 
fini := false 
.tib.il.ê (k < ndv ) .êOQ <ogt fini) gg 
j := (): 
1:tlJ.i.lê. ( j < ndh > ê.O.Q. < O.Qt fini ) Q.Q. 
Q.~Q.i.O. 
coordl := (absc[lJ - 2) - (k * stepl) 
coord2 := (ordo[1J + (J * step2)) + 2; 
col4h(coord1~coord2~long~larg) 
j := j + 1 ; 
i.f (n = ((k * ndh) + j)) tlJ.~O. fini:=true: 
~O.Q. ; 
k := k + 1 
.ê.OQ : 
.êOQ: 
Q.t:.Q.Ç§.ï;;!.Yr:.ê CCOLOR ( n: i nt eg er- ) 
~ê.C i~ j : integer 
Q.~Q.i.O. 
f.QC j: =1 t.Q n Q.Q. 
Q.ê.Q.i.O. 
moveto(absc[OJ~or-do[OJ> 
turn(3) ; 
fQ.C i: =1 t.Q. ( (360 g_i_·t. nbrepar > - 6 ) Q.Q 
moveto(absc[OJ~ordo[OJ) 
pencol or ( wtü te> 
move(paraml - 3) 
pencolor(none) 
turn ( 1) : 
.ê.OQ; 
turn(3) 
ê.Q.Q. : 
~m:t : 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
~CQ~~Q.~C~ CAR2COLOR(n:integer) 
integer 
Q.~Q.:LO. 
fQC i:=5 tQ (param2 - 2) Q.Q 
moveto(absc[lJ - 2.ordo[lJ + i) 
moveto(absc[3J + i,ordo[3J - 2) 
pencolor(none> : 
~Q.Q. 
:Lf (n = 2) tb.~O. 
fQC i:=5 tQ (param2 - 2) Q.Q 
Q.~Q.i.Q 
moveto(absc[lJ - i.ordo[lJ + 2) 
pencolor(white) ; 
moveto(absc[3J + 2.ordo(3J 
pencol or (n(:me) 
- i) 
~O.Q.; 
• rocedLtre CARBCOLOR ( n: i nteger) 
·y:stc i : i nteger : 
Q.~Q.!..O. 
fQC i:=5 tQ ((param2 - 2) ç!_l~ 2) - 1 Q.Q 
Q.~Q.!.O. 
moveto(absc[lJ - 2.ordo[lJ + i) 
pencolor(white) 
moveto(absc[OJ + i ,ordo[OJ - 2) 
pencol c,r (none) 
.ê.OQ : 
if (n >= 2) tb.~O. 
tQC i:=5 tQ ((param2 - 2) div 2) -1 Q.Q 
g_~gi.o. 
moveto(absc[OJ + i,ordo[OJ + 2) 
pencolor(white) ; 
moveto (absc[2J 
pencolor(none) : 
~O.Q. ; 
:Lf < n >= 3 > tb.~o. 
2, or·do[2J i ) 
f9r i:=5 ~Q ((param2 - 2) div 2) - 1 do 
Q.êQiD 
moveto(absc[OJ + 2,ordo[OJ + i) 
pencolor(white) ; 
moveto(absc[2J i,ordoC2J 
pencolor(none) 
ê.O.Q. ; 
if <n >= 4> tbêo. 
2) 
fQC i:=5 tQ ((param2 - 2) div 2) - 1 QQ 
Q.ê.Q!..O. 
moveto(absc[OJ - 2,ordo[OJ + i) 
pencclor(white) ; 
moveto ·(absc(3J + i,ordo[3J 
pencolor(none) 
~O.Q; 
if <n >= 5> tbgo 
2) 
1 
1 
.1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
fgc i:=5 tg C(param2 - 2) div 2) - 1 dg 
moveto(absc[OJ - i~ordo[OJ + 2 ) 
pencolar(white) 
moveto(absc[3J + 
pencalor(none) 
ê.O.Q. ; 
li c n >= 6> t..lJ.~o. 
f.QC i:=5 t..2 ((param2 
Q.~Q.!.!l 
2p c,rdoC3J i ) 
- 2> ·iLt. 2> - 1 i.dQ 
moveto(absc[4J + 2~ardoC4J + i) 
pencolar(white) ; 
moveto(absc[OJ ipordo(OJ - 2) 
pencolor(none> : 
~O.Q. ; 
tf. < n >= 7) t..lJ.~O. 
f.QC i:=5 t..Q ((param2 - 2) ç!;L~ 2) - 1 Q.Q 
Q.ê.Q.i.O. 
moveto(abscC4J + ipordoC4J + 2) 
pencolor(white> : 
moveto(absc(OJ 
pencolor(none> 
~O.Q. ~ 
tf. ( n >= 8) t..lJ.~O. 
2~ordo(OJ 
f.QC i:=5 t_g_ ((param2 - 2) ç!_;L~ 2) 
Q.~Q.;j._Q 
i ) 
- 1 Q.Q 
moveto(absc[1J - ipordo[lJ + 2) 
pencolar(white) 
moveto(absc[OJ + 2~ordo[OJ 
pencalor(none) 
ê.O.Q ; 
orc,cedure CAR4COLOR (n : i nteger) 
integer: 
g_~g_;Lo. 
fQC i:=5 tQ (param2 Qi~ 2) - 2 QQ 
Q§.Ql:.JJ 
moveto(absc[lJ - 2pcrdo[1J + i) 
pencol or (wtü te) 
movetc (absc[OJ + i pOrda[OJ) • 
pencolar(none) 
fQC i:=5 tg (param2 Q.i~ 2) - 2 do 
Q§Ql:.D 
maveto(absc[OJ + ipordo[OJ) : 
pencolor(white) 
mavetc, (ab~-c[2J 
pencalor-(none) 
~O.Q. ~ 
if <n >= 2> tb~n 
2pordo[2J 
f.QC i:=5 t_g_ (param2 g;L~ 2) Q.Q 
Q.ê.Q.i.!l 
- i) 
moveto(absc[•Jp • rdo[OJ + i) 
pencalar(white) 
i ) 
moveto(absc[2J 
pencolor(none) 
ipor ,jo[2J - 2) 
.êDf! ; 
for:. i : =5 !;.Q (par am2 Q.!.::! 2) Q.Q 
Q.ê.Q.i .. o. 
moveto(absc[OJ,ordo[OJ + i) 
pencolor(white) ; 
moveto(absc[3J + i,ordo[3J - 2) 
pencolor(none) 
ê.O.Q. ~ 
ê.lJ.Q. ; 
Lf. ( n >= 3) tb.ê.O. 
Q.ê.Q.i.O. 
f.QC i : =5 !;.Q ( par am2 Q.Li. 2) - 2 Q.Q 
Q.~Q.i.O. 
moveto(absc[OJ - i,ordo[OJ) 
pencolor(white) ~ 
moveto(absc[3J + 2,ordo[3J - i) 
pencolor(none) ; 
ê.lJ.Q. ; 
f.QC i:=5 !;.Q (param2 g_i_~ 2) - 2 Q.Q 
Q.~Q!..O. 
moveto(absc[4J + 2,ordo[4J + i) 
pencolor(white) 
moveto(absc[OJ - i,ordo[OJ> 
pencolor(none) 
ê.O.d. ; 
ê.O.Q. ; 
i.f. ( n >= 4) t.lJ.ê.O. 
'2.ê.9.Lo. 
f.QC j_ : =5 !;.Q (par am2 g_;i,_-y: 2) Q.Q 
Q.ê.Q.i.O. 
moveto(absc[4J + i,ordo[4J + 2> 
pencolor(white) ; 
moveto(absc[OJ,ordo[OJ - i) 
pencolor(none) 
ê.O.d. ; 
f.QC i:=5 !;.Q (param2 9..i.~ 2 ) Q.Q 
Q.~gi.o. 
moveto(absc[lJ - i,ordo[lJ + 2) 
pencolor(white) 
moveto(absc[OJ,ordo[OJ - i) : 
pencolor(none) 
ê.O.Q. 
ê.lJ.Q. : 
~O.Q. ; 
ot-ocedure TVCOLOR ( n: i nteger) 
· ·t.s1c i , j, pas : i nteger : 
Q.~.Q.i.O. 
pas:= round(paraml / nbrepar> 
f_g.r: i:=O _:t_g n-1 g_g 
f.Q[. i:=1 !;.Q 7 Q.Q 
Q. ê. g i.o. 
mcveto((absc[lJ + (i * pas) 
pencolor(white) : 
move(pé."'IS - 4) 
pencolor(none) 
ê.O.Q. ; 
ê.lJ.Q. 
+ 2),ordo[lJ + - 4) 
~I 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
orocedure REC2COLOR<n:integer) 
~~ci : integer; 
Q.ê.Q.:i..O. 
1-t ( t y pe:-ur = 3) 
tb.~o. 
Q.~Q.!..O. 
turn (90) 
fQC i:=2 tQ (param2 - 2 ) Q.Q 
QêQiO. 
moveto(absc[2J - 2~crdo[2J 
pencolor(white) 
i ) 
mcve(paraml - 5 - round((paraml / param2) * i)) 
pencolor(none ) 
ê.O.Q. ; 
:Li < n=2 > tb.ê.O. 
QgQi.O. 
tL1rn < 180) 
{QC i:=2 tQ (param2 - 2) Q.Q 
moveto (absc[4J + 2~ordoC4J + i) 
pencolor(white ) 
move(paraml - 5 
pencolor(none) 
~IJ..Q. 
round(Cparaml / param2) * i)) 
.êDQ 
.êl.a§' 
Q.êQiD 
turn ( 180) 
{QC i :=2 tQ (param2 - 2) Q.Q 
Q.ê_Q.i_lJ.. 
moveto(abscC2J - i~ordoC2J - 2) 
pencolor(wl7ite) 
move(paraml - 5 - round((paraml / param2) * i ) ) 
pencolor(none ) 
~O.Q.; 
if < n=2) !:.b§'!J 
gggi.o 
tLtrn ( 180) 
{QC i:=2 tQ (param2 - 2) Q.Q 
Q.ê.Q.!..O. 
moveto(absc[4J + i~ordo[4J + 2 ) 
pencolor(white) 
move(paraml - 5 - round (( paraml I param2 ) * i)) 
pencol ,::1r C ncJne) 
ê.O.Q. : 
ê_Q.Q. = 
gr:_gçg.Q.l:J.t::§' TRI COLOR ( 17 : i 17 t eg er ) 
"t.-~C j_~mill~mil2: integer. 
Q.ê.Q.:LO. 
if (diffpar = 1) 
.tb.ê• 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
Q.êQ.i!J 
Q.ê.Q.i.O 
turn (210 ) : 
fQC i:=1 tQ (param1 Ql~ 2 ) - 4 QQ 
moveto(absc(2J+(param1 gl~ 2 )+1+i,ordo(2J + 2) 
pencolor(white) ; 
move( (ordo[OJ - ordo(2J) + round(paraml / 1.732) -
5 - round(l.732 * i) ) : 
if <n=2> tb.êO 
f.QC i:=1 tQ (param1 g;L~ 2) - 4 QQ 
Q.ê.Q.i.O 
moveto(absc[2J+(param1 g;L~ 2 ) -1-i~ordoC2J + 2 ) 
pencolor(white) ; 
move((ordoCOJ - ordoC2J) + r ound(paraml / 1.732) -
5- round(l.732 * i) ) : 
pencol c,r (none) : 
mill := round( (absc[3J + absc[lJ ) / 2) 
mi l2 := round((ordoC3J + ordo[lJ ) / 2) : 
turn(240) ; 
fQC i:=2 tQ (paraml g;L~ 2) - 4 QQ 
Q.~gJ, .. o. 
moveto(mill , mil2) : 
move ( i ) ; 
turn (90) ; 
pencolor(white) : 
move((ordo(OJ - ordoC2J) + round(param1 / 1.732> -
4 - round(l.732 * i)) : 
pencolor(none ) : 
turn(270) ; 
ê.Of!; 
;Lf ( n = 2 ) tb.~o. 
mill ~= round((abscC3J + absc[lJ) / 2> : 
mil2 := round((or do[3J + ordo[lJ) / 2) 
fgr i:=2 _tg (param1 f!.iy 2) - 2 gg 
moveto(mil1,mil2> 
move (-i ) ~ 
turn (90) ; 
pencolor (white) : 
move( (ordo[OJ - ordoC2J) + round(oaraml / 1.732> -
4 - round(l.732 * i )) 
pencolor (none) : 
turn(-90) : 
.ê.Ob! = 
ÇS!_~~ t YP e=:-Lt l'" g_f. 
1 : ç_S!.~§: nb r epar Qf 
2 Q.§:Q.!..O. 
if (diffpar = 1) then dvcolor(nbcolor) : 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
,. 
20.Q. 
ê.lJ.Q. ; 
6 
7 
9 
if (diffpar = 2) tb.êO dhcolor(nbcolor) 
if (diffpar > 2) tb.ê.O car2color(nbcolor) • 
.ê.OQ; 
3!'5: Li (diffpar = 1) hh~n dvcolor(nbcolor) 
4 _gggin 
Lf. (diffpar = 
Li (diffpar = 
;Lt (diffpar = 
Li (diffpar ) · 
ê.O.Q. . 
6 Q.ê.Q.!_O. 
Li (diffpar = 
;Lt (diffpar = 
Li (diffpar = 
Li (diffpar > 
ê.O.Q. . . 
8 Q.ê.Q.!..Q 
Lf. (diffpar = 
Lf. < di f fpar > 
@.IJ.Q. ; 
10~12: vhcolor(nbcolor) 
.êDQ: 
2 . Q.ê.QiD . 
ê.l~ê. dhcolor(nbcolor) 
1) t.tlê.O. vhcoleir(nbcolor) . . 
2) t!J.20. dvcoJ. c,r ( nbcol or) 
3) t!J.20. dhcol or ( nbcol c,r) 
3) tb.20. car4color(nbcolor) 
1) t.b.ê.O. vhcolor(nbcolor) 
2) tb.ê.O. vhcolor(nbcolor) 
3) ttlê.O. dvcolor(nbcolor) 
3) t.lJ.20. dhcolor(nbcolor) . . 
1) t.b.20. carBcolor(nbcolor) 
1) tb.ê.lJ. vhcolor(nbcolor) . . 
. 
. 
i.f. (di ffpar 
Li (diffpar 
:i:..f. (diffpar 
= 
= 
> 
1 ) 
2) 
2) 
ttlê.lJ. dvcolor(nbcolor) 
ttlê.O. dhcolor(nbcolor) 
t.b.20. rec2color(nbcolor) 
@.IJ.Q. . . 
..,.. ... 
• _, !' ,J : if (diffpar = 1) tb.§Q dvcolor (nbcolor) 
2l~ê. dhcolor(nbcolor) 
4 
6 
: Q.ê.Qi.D 
!_f. (diffpar 
if. (diffpar 
if (diffpar 
.ê.OQ ; 
Q.ê.QiD 
= 
= 
> 
:i:..i (diffpar = 
Li (diffpar = 
if (diffpar = 
if (diffpar > 
8~10~12:vhcolor(nbcclor) 
ê.O.Q. ; 
ccclor(nbcolor) 
tricolor(nbcolor ) 
hex12color (n bcolor) 
tvcolor(nbcclor) : 
1 ) t!J.20. vhcol c,r ( nbcol or) 
2 ) t.b.ê.lJ. dvcolor(nbcolor ) 
2) tb.tm dhc:ol or (nbcol or;, 
1 ) t.b.ê.O. vhcolor(nbcolor) 
2) t.b.ê.O. vhcolor(nbcolor) 
3) t.!:l@Q dvcolor(nbcolor) 
3) 
.tb.ê.O dhcol cit- < nbcol or) 
. 
. 
. 
. 
. 
. 
• 
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ANNEXE 2 
1 
1 f~n~tiQQ RAND(low~high:integer):integer 
y:~c c ~ m}: ~ d : i nteger ; 
1 
1 
1 
1 
1 
Q.@.gJ_o. 
lf. ( 1 ow = hi 1;ih) t.b.~o. r-and := low 
~!..§.~ 
_gggj__o 
C := h:igh - law + 1 . . 
mx := <maxint - high + low> f!iY c + 1 
mx := mx * (high - low> + <mx - 1) ; 
Cê.Q.ê.ê.'t. d: =r an dom ldO.t.!..l d < =m}: 
rand:= low + d m_g_g_ c 
.êD.Q ; 
1 orocedure FRACTGEN(diff7~diff8~niv2:integer;diff2:tabl; 'i.ê.C natl~nat2,denoml,denom2,numl,num2:integer) 
1 Y.§J: k : integer ~ Q.CQÇ,_ê.Q..'::iCê. MULTIPLE (·y:g_i:_ mull~mul2:integer) 
. • ,.... . - • C" 
l ~ J..::., J . .:.,~ J..J 
ok 
integer; 
: boolean; 
m2 
m3 
~CCê.'i.El •• 6J Qf. integer; 
~CCê.'i.El •• 3J Qf. integer 
m5 : ~CCê.'i.El •• 2J Q.f. integer; 
Q.êiÜ.O 
j2 : = () : 
j3 := 0 
j5 := 0 
fgr: i:=1 tg niv2 gg 
_gggl__o 
lf. (diff2[iJ 
lf. (diff2EiJ 
if (diff2EiJ 
ê.O.Q. 
ok := false 
.b'.b.il.ê <.ogt ok > _gg 
Q.êQ.i.O 
l.!lQ.d. 
(!lQQ. 
ID.Qf! 
,., 
= 0) t.b.ê.O. ..::. 
3 = 0) t.b.ê.O. 
5 = 0) j;;]Jg_o 
mull := diff2[rand(l~niv2)J 
Q.@.gj_lJ. 
.ê.OQ . 
' Q.@.Q.!..O. 
.ê!Jf! ; 
_gggi.o 
.ê!Jf! 
if ((mull IDQf! 2 = 0) §DQ (j2 > 1)) 
12.ê. g_ t !J. 
. ,., 
:= j2 + 1 J..::. 
' m2Cj2J := diff2[iJ 
j3 := j3 + 1 
' m3Ej3J := diff2EiJ 
j5 := j 5 + 1 . . 
m5[j5J : = diff2EiJ 
. 
~ 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
Cê.Q.ê.ê.t. mul2:=m2[rand(1,j2)J \:.!O.tll (mLtll <> mul2); 
ok := true ; 
if ((mull ffiQ~ 3 = 0) ê •~ (j3 > 1)) 
-1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
.t:.êQ.ê.ê.t mul2:=m3trand(l,j3)J b!D.:til (mull <> mLtl2); 
ok := true; 
êDQ; 
i f ( ( mu 1 1 '!l.Q.Q. 5 = 0) ~Q.Q. < j 5 > 1 ) ) 
t.lJ.ê.Q. 
'2.ê.Q.Lo. 
t:.ê.Q.ê.ê.t. mul2~=m5[rand(l.j5)) Id.Ut.il (mull <> mul2); 
ok := true 
Q§'.9.!D 
natl := O 
nat2 := O 
denom2 := 0: 
num2 := 0 
§.Q.Q. ; 
denoml := diff2Crand(l,niv2)J 
numl := rand(l,denoml - 1) 
ç_~~§. d i f f 7 Q.f. 
1 numl := 1 : 
: Q.§.9.!.0 
num2 := rand(1,denom1 - 1) ; 
denom2 := denoml 
§.Of! ; 
4 : Q§.9.!.0 
nLtm2 : = nLtïnl ; 
denom2 := diff2Crand(1,niv2)J ; 
ê.Q.Q. . 
' 5 . Q.ê.910 . 
multiple(denom1,denom2) . 
' numl := rand(l,denoml - 1) . !' 
num2 . - rand(l,denom2 1 ) . . -
' §.OQ . 
' 6 numl := numl * denoml ..,. 
. numl := rand(denoml + 1, 20) . I . !' 
8 '2.ê.Q.LO. 
multiple(denoml,denom2) . 
' if (denoml ,, '•. denom2) .tbêD 
Q.ê.Qi.O 
numl := rand(l,denoml - 1 ) 
nwn2 := numl * (denom2 f11Y 
.§!J.Q 
ê.lâê. 
Q.§9.i.O 
num2 := rand(l,denom2 - 1) 
n Ltffi 1 := nLtin2 * (denoml _gj_._y 
.§.Of! 
.êD9; 
: natl := rand(l.10) ~ 
denoml ) 
denom2) . , 
1 (l 
11 Lf. (diff8 = 3) t.tiê.Q. '2.ê.Q.LQ. natl := rand (2, 10 ) ; 
nat2 := rand(l,natl 
12 Q.êfl.i.O 
QêQi!J. natl := rand(l , 10) ; 
nat2 := rand(l,10) 
natl := rand(l,10 ) ; 
denom2 := denoml ; 
num2 : = r and(1,denom2 - 1) 
1 ) 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
13 
14 
~IJ.Q. ; 
Q.ê9iO 
denom2 := denoml ; 
num2 := rand(1~denom2 - 1) ; 
lt <diff8 = 3) 
tlJ.~o. 
.ê.OQ ; 
: .Q.ê.9.!.0 
lt <numl < num2) 
tlJ.~o. 
Q.~g.;i:..O. 
natl := rand(2~10) ; 
nat2 := rand(l~natl - 1) 
~O.Q. 
~!..§.~ 
'2.~qlo. 
natl := rand(l~lO) ; 
nat2 := rand(l~natl) 
~IJ.Q. 
g_~g_i..o. 
natl := rand(l~lO) ; 
nat2 := rand(1~10) ; 
~o.ç!_ ; 
tt <di f f 8 < > 5) 
ttl.~O. natl : = rand< 1, 10) 
~!..~~ multiple(denoml!natl) 
lt (denoml < natl) 
ttl.~o. 
g_~g_;i._0, 
k : = nat 1 ; 
natl := denoml ; 
denoml : = k 
ê.O.Q ; 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
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ANNEXE 3 
1• 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
Il 
1 
1 
1. 1 
1 
1· 
1 
1 
1 
Q.[.Q.ç_ê_Q.'dt:.ê. I NREGLE ( ~è.t:. t ab in tab 1) 
'Lsi.t:. car : char 
k~nbrdig integer 
~.!59.iD 
f_Q.[_ k: = 1 ·!;_Q ma>: 1 i.d.Q tat, in [ k J: =0 
w,-- i te ( ' ,. ) 
k := 0, 
nbrdig :== 0; 
~IJ.ilê. (QQt eoln ) dg 
Q.ê.9.!.0. 
read (car ;, 
i.i ( (ord (car) >= 65) s\lJ.Q. (ord (car) <= 70)) 
t.lJ.ê.O. 
QJ~gi_Q 
.êl.ê.ê 
k := k + 1 ; 
tabin[kJ := ord(car) - 44 
nbrdig := 0 
if. ( (ord <ca,--) >= 48) ê.lJ.Q. (ord ( car· ) <= 57)) 
tiJ.fül 
Q.ê_gJ_o. 
i.i (nbr·di g = 0) 
t.lJ.ê.!l 
12. ê. Çl t!l 
f-· • = k + 1 ; 
tabin[kJ := (ord(car) - 48) + 30 
~.OQ 
tabin[kJ:=((ard (car)-48 ) +((tabin[kJ-30)*10) ) +30 
nbrdig := nbrdig + 1 ; 
Lf. (ard (car) < > 32) 
t!J.g!l 
Q.ê.Q.:!:..O. 
Ç.s!.§.ê. ord(car-) Qf 
47 Q.ê.9.lo. 
4 -::' 
·-· 
42 
58 
40 
41 
~-· • = k + 1 
tatrin[ k J :== 1 !' 
ê.QQ. ; 
12.~aLo. 
~-- •=k+l, 
t ab in [ k J : = 2 
ê.lJ.Q. ; 
'2.ê.9.:h..[l. 
k ~= k + 1 , 
t ab i ·n C k J : = 4 
€:10.Q. ; 
tlê.•:;J.L!l 
k := k + 1 
tabinCkJ := 5 ; 
ê.iJ.Q. ; 
Q.ê.9.Ül 
k := k + 1 ; 
tabin[kJ := 7 
~IJ.Q. ; 
Q.ê.9.Ül 
k := k + 1 , 
tabin[kJ := ~; 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
.ê.Ofl 
§!]9 
g.ofl ; 
45 .\d.ê.Ql.D 
k := k + 1 ; 
i_f_ ( k= 1) 
t.!J.ËO. t a b i n [ k J : = 8 
Ë lâË tabin [ kJ := 3 
ËIJ.Q. 
91 Q.Ë9. iO. 
q ...,.. 
.• ·-' 
k := k + 
tab:in[kJ 
ËIJ.Q_ ; 
Q.Ë9.!.0. 
k : = k + 
tabi n [k J 
ËIJ.Q. ; 
ËIJ.Q. ; 
• J. 
= .
1 
. 
. 
-- 10 , 
. , 
= 1 1 
nbrd i g := 0 
.ê.Obl 
Ë lê.lft nbr-dig := 0 
'L~C. i,bi,bs,pile,indice!l~::!'priorite : integer ; 
ok : boolean ; 
bornes: ~CC~~C1 •• 6,1 •• 2J 2i integer; 
~CQÇ~~~cg INDSUIV(bi,bs:integer;~~C prior:integer ; ~~C i nd:integer) 
~~C priorite , unite,i : integer ; 
parenth: boolean 
.!2.ê.9i.O 
prior := O 
uni te : = O ; 
parenth := false 
fQr i:=bi !;Q bs gg 
Q.ê.91.0 
p r i or i te : = Cl 
if (entree[iJ <= 20 ) 
!;JJg.o 
Q.ê9i.O 
Çàâg entreeCiJ Qf_ 
2 , 3 , 4,5 if <ngt parenth> tbêQ priori t e 
7,10 : Q.ê.9i.O 
parenth := true 
priorite := 2; 
go_g_ ; 
: = 6 
8 : li <o.2t parenth) t!J.go. priorite := 5 
1 : if (QQt parenth) tbêQ priorite := 3 
9 , 11 : parenth := false 
ê.O.Q. 
unite := 0 
ê.m1 
ê.lâ~ 
i f <o.gt parenth) 
.!;)Jg.o 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
Q.ê.9i.O 
Qggi.o 
p ri or i te : = 1 ; 
unite := unite + 1 ; 
li ( ( Ltn i te = 2) ~IJ.Q. ( IJ.Qt parenth) ) 
th~IJ. priorite := 4 
ê.lJ.'d ; 
if (priorite > prior) 
thê.lJ. 
prior := priorite 
i nd : = i 
ê.lJ.'d ; 
f.QC i : = 1 tQ ma>: 1 Q.Q. sortie Ci J : = O 
ok : = fal se , 
i : = 1 ; 
~hll.ê. < ( i < = ma>: 1 ) ~IJ.Q. < IJ.Qt ok) ) Q.Q 
li <entreeCiJ = 0) 
thê.lJ. 
ok := true 
i := i + 1 ; 
bi : = 1 
bs : = i 1 ; 
pile := 1 ; 
k := 1 ; 
1:1.bi.l.ê <pi 1 e < > 0) QQ 
Q.ê_gj,_IJ. 
lt!.l:ÜJ ... ê. (bi <= bs) ç!Q 
Q.ê.gto. 
indsuiv(bi,bs,priorite,indice) ; 
~~~g priorite Qf 
4 .Q.ê9i.O 
sortieCkJ := 6 
k := k + 1 ; 
bornesCpile,lJ := indice 
bornes[pile,2J := bs; 
pile:= pile+ 1 ; 
bs := indice - 1 
ê.lJ.Q. ; 
2 : gggi.o 
li (entreeCindiceJ = 7) 
thê.lJ. sorti e C k J : = 7 
ê.l§.ê. sorti eC k J : = 10 ; 
k := k + 1 ; 
bornesCpile,lJ :=indice+ 1 
bornesCpile,2J := bs 
pile :=pile+ 1 
bs := indice - 1 
ê.lJ.'d ; 
1 , 3, 5, 6 : .Q.êfliO 
0 
scrtie[kJ := entreeCindiceJ ; 
k := k + 1 ; 
bornes[pile,lJ :=indice+ 1 ; 
bornesCpile,2J := bs 
pile :=pile+ 1 
bs := in,jice 1 
ê.lJ.'d ; 
: bi := bi + 1 ; 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
pile:= pile 1 ; 
Lf_ (pile < > 0) tlJ.ê.O. Q.§.gj,_o_ bi := bornestpile, 1J 
bs := bornes[pile,2J ; 
Q.CQ.Ç,.ê.Q.'=!.Cê. STOREGLE (pt eLtr : i nt eg er ; en t r ee: t ab 1 ) 
~ê.C i : integer ; 
Q.CQ.Ç,.ê.Q..'=!.C~ FILSTOCK ( ~ê.C fi 1 s: tab4; Y::ê.C i: i nteger; curtab: i nteger) 
~ê.C ok,aritl : boolean 
k integer; 
f~n~tign EXISTE(indice:integer;tabpteur:integer) : boolean; 
~ê.C genre integer 
ok : bool ean 
Q.êQ.iD 
existe:= false; 
if (entree[indiceJ <> 0) 
J;b.ê• 
Q.êQiD 
.ê.09 ; 
!_f_ (entree[indiceJ > 20) 
t!J.€!1 
lf. (entreetindiceJ >= 30) tlJ.ê.O. genre:=30 
§1.§§ genre:=20 
.êla.ê 
genre:= entree[indiceJ ; 
if (genre= typttabpteurJ) 
.tbgo 
lf. ((genre= 20>sQQ.(fg[tabpteur-J=entree[indiceJ-20)) 
tlJ.ê.O. 
e>: i ste : = true 
.êla.ê 
lf. ( (genre = 30) ê.QQ. 
(fg[tabpteurJ = entree[indiceJ - 30)) 
.tb.êD 
e>: i ste : = true 
.êl.ê.ê 
lf. (genre< 20) 
tlJ.ê.O. 
lf. (existe(indice + 1,fg[tabpteurJ)) 
tbên 
lf_ (fd[tabpteur-J = 0) 
t.lJ.~O. existe:=true 
ê.l.;i§ 
Q.~gj,_Q. 
ok := existe<indice+2~fd[tabpteurJ> 
existe:= ok 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
Q.ê9i.D 
.Q.ê9i.D 
i := i + 1 ; 
ok := false; 
ar-itl := false 
k := 1 ; 
~IJ.ll.ê. < < k < = maJd m) ~IJ.Q. < IJ.Qt o k) ) Q.Q 
lf. < k < > CLtr-tab) 
tb.ê.lJ. 
lf. (e>:iste(i,~0) tb.ê.lJ. ok := tr-ue 
ê.l.ê.ê. k : = k + 1 
.êl.â.ê k:=k + 1 
if (ok) 
.tbgo 
Q.ê.Q.lo. 
filstcurtabJ := k ; 
if <entreetiJ <= 20) .tb.ê.D i := i + 2 
.êl.â.ê 
Q.ê9iD 
fils[curtabJ := maxim + 1 ; 
if (entreeCiJ > 20) 
.tbgo 
lf. (entreeCiJ >= 30) 
tlJ.ê.lJ. 
Q.ê_gJ_o. 
typ[maxim + lJ := 30; 
fg[maxim + lJ := entreeCiJ - 30; 
maxim := maxim + 1 ; 
CLtrtab : = ma>: i m 
ê.lJ.Q. 
ê.l.ê~ 
Q.ê.Q.!..Ù 
typ[maxim + lJ := 20; 
fg[maxim + lJ := entreetiJ - 20; 
maxim := maxim + 1 
curtab := maxim 
ê.lJ.Q. 
.êl.â.ê 
Q.ê.Q.lo. 
typ[maxim + 1] := entreeCiJ 
maxim := maxim + 1 
curtab : = ma>: i m 
lf. (entree[iJ = 8) QC (entreetiJ = 7) QC 
(entreeCiJ = 10) 
.tb.ê.D ar i t 1 : = trL1e ; 
filstock(fg,i,curtab) ; 
if <ngj; aritl) .!;b.ê.D filstock (fd,i ,cur-tab ) 
.ê.OQ ; 
lf. <entr-eeC 1 J <= 20) 
Q. ê. g_ !..IJ. 
lf. lentr-eetlJ <> 0) 
t!J~D. 
Q.ê.9!.!J 
typ[pteur-J := entr-eetlJ 
i : = 1 ; 
filstock(fg,i,pteur) 
1 
1 
1 
1 
1 
1 
1 
.êl.§.ê 
if <entreeCi+lJ <> 0) tb.êD filstock(fd,i,pteur) 
.ê!JQ; 
Lf (entree[lJ >= 30) 
g_~gi.o. 
typ[pteurJ := 30; 
fg[pteurJ := entree[lJ - 30 
ê_QQ. 
~laê. 
g_g_gj_Q. 
typ[pteurJ := 20; 
fg[pteurJ := entreeClJ - 20 
.ê.OQ ; 
1 ar:QJ;§.Q.b.lr:.ê PREINF ; 
~<àC i,k,bi,bs,indicep: integer; 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
bornes: ~CC~~Cl .. 6~1 .. 3J Qf integer; 
parenth: boolean; 
posouv,posfer: integer; 
sortie : ~C.Cs\.~[1 .. ma>:3J Qf. integer ; 
12.êg.ia 
f..Q.C i : = 1 t,g_ 
i : = e>tpr ; 
bi := 1 ; 
,na>, 3 gg_ sortieCiJ:=O; 
bs : = ma>~3 
parenth := false; 
indicep := 1 ; 
.!d.b.il.ê < i nd i cep < > 0) gg 
lf. < t yp c i J < = 20 > t.lJ.@.O. 
12.@. g_ Lo. 
lf. <typCiJ = 7> QC <typCiJ = 10) 
t.lJ.~o. 
g_g_g_;Lo. 
sortie[(bi+bs) g:i:_~ 2J := 9; 
posfer := (bi + bs) gt~ 2 
posouv := posfer; 
parenth := true 
.ê.OQ 
.êl.§.ê 
Q.@. g_ :i:_ o. 
Lf. (parenth) ~o.g (( (bi+bs)g;!,_~ 2) < posouv) 
t.lJ.@.O. p OSOLl v : = < b i +b s) gLt_ 2 ; 
sortieC(bi+bs) gi_~ 2J := typCiJ ; 
if CfdCiJ <> O> tb.êD 
Q.@.Çl!_Q. 
bornesCindicep,lJ := fdCiJ ; 
bornesCindicep,2J := ((bi + bs) giy 2) + 1 
bornesCindicep,3] := bs; 
indicep := indicep + 1 ; 
.ê.OQ ; 
.ê.Ofl 
bs := ((bi + bs) gi_~ 2> - 1 
i := fg(i] 
9§19.!.0 
!.f. (parenth ) ~Qg_ (((bi+bs)q!_~ 2) 
tUê.Q posouv := (bi+bs) aL~ 2; 
!.f. (typ[iJ = 30) t.U@.Q sortie [( bi 
ê.lâê. sortie[(bi 
indicep := indicep - 1 
Li ( i ndi cep > 0) tUê.Q 
'2.ê.g_LQ 
< 
+ 
+ 
posouv) 
bs) aL~ 2] := 
bs) a!.~ 2] := 
!.f. (parenth) ~QQ (bornes[indicep,3J > posfer) 
k : = 0 ; 
ttlê.O. Q.ê.g_!.o. 
sortie[poso u v - lJ : = 7 
parenth := false ; 
ê.m! ; 
i : = bornes[indicep,l J 
bi := bornes[indicep,2J ; 
bs := born e s[indicep,3J 
.ê.Ofl 
~l.â ~ 
!f (parenth) tb.ê.O sortie[ posouv-lJ := 7; 
f.QC i: =1 tQ max3 QQ tab oL1t [ i J: =O 
f.g_,:_ i : = 1 tQ ma>f 3 gQ 
if (sortie[iJ <> 0) 
t.Uê.Q 
k := k + 1 ; 
taboutCkJ := sor t ieCiJ; 
ê.Qa; 
't.s\C i,k,j,cpteurl,cpteur2,step,ecart: integer 
slash,tr ouve: boolean ; 
prepa : .§.!:.!:.§YCl • . ma >: 3J gf integer ;; 
tabcoord: .§.!:.!:§YC1 •• max3,1 •• 2J gf integer 
Qt:QÇ.§Q.!::!t:ê BI DON 
_gggj,_IJ 
lf. (sortieCiJ = 7) 
t.tlê.O. Q.ê.g_!.Q 
cpteur2 := 0; 
trouve:= false 
~b!l.ê <•Qt trouve) flg 
Q.ê9!.0 
trouve:= (sortieCiJ = 9) 
prepaCkJ := sortieCiJ ; 
coordl : = coordl + 16; 
tabcoord[k,lJ := coord l 
tabcoord[k,2J := coord2 8 
k := k + 1 ; 
i := i + 1 ; 
fg[i] + 30 
fg[i] + 20 
cpteur2 := cpteur2 + 1 
~Q.Ç! ; 
i := i - 1 ; 
.êDf! 
§1§§' 
Q.ê9iil 
cpteur2 : = 1 ; 
prepa[kJ := sortie[iJ ; 
coordl := coordl + 16 
tabccordCk,lJ := coordl 
tabcoord[k,2J := coord2 - 8 
k := k + 1 
~QQ; 
slash := false; 
coordl := coordl - 16; 
if (cpteurl >= cpteur2) 
1;.b§'O 
Q.ê9i!J 
~lâê. 
ecart := (cpteurl - cpteur2> Qi~ 2 
fgr J:=1 !;Q cpteur2 fig 
tabcoord[k-J,1J:=tabcoord[k-J,1J 
C(cpteur2 + ecart) * 16) ; 
step := tabcoord[k-cpteur2-1,1J ; 
j := 0; 
~tü .. l~ < J < ( (cpteurl * 2> - 1)) ç!Q 
QêgiQ 
prepaCkJ : = 1 ; 
tabcoord[k,lJ := step - (J * 8) ; 
tabcoordCk,2] := coord2 
k := k + 1 ; 
j := j + 1 
.êDf! 
Q,§.gj,_o. 
f.Q.t:. J:=1 t.Q. cpteur2 Q.Q. 
tabcoordCk-J,lJ := 
tabcoord[k-J,1] - Ccpteurl * 16) ; 
ecart := Ccpteu~2 - cpteurl) 9.l~ 2; 
f.Q.t:. j : = 1 t.Q. c pt eur 1 Q.Q 
tabcoord[k-cpteur2-J,1J := 
tabcoordCk-cpteur2-J,1J + (ecart * 16) ; 
j := 0 ; 
step := tabcoord[k-1,1] ; 
.ti.bil.ê C J < ( Ccpte1 .. 1r2 * 2) - 1)) QQ 
Q.§9.!D 
prepa[kJ : = 1 
tabcoordCk,lJ := step - (J * 8) ; 
tabcoordCk,2J := coord2 
k := k + 1 ; 
j := j + 1 ; 
§'.OQ ; 
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1, 
1 
1 
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1 
_grocedure IMP: 
~àC J,w,interm: integer 
chiffre: string; 
Q.§'91.0 
Q§'.91.0 
grafmode 
f..Q!: j : = 1 j;g ( k- 1 ) gg 
Q.§'91.0 
moveto(tabcoord[J,lJ,tabcoord[J,2J) 
pencolor<white) ; 
if (prepa[jJ > 20) 
itlêO 
!..f (prepa[jJ >= 30) 
t.lJ.~o. 
q~g_;lo. 
interm := prepa[JJ - 30 
str(interm,chiffre) 
wstring(chiffre) 
.êl.ês' 
~O.Q. 
~lâê. 
Ç,à§.~ 
21 
22 
23 
24 
25 
26 
~IJ.Q. 
prepa[JJ Qf 
. wchar <•A") . 
wchar ( • B') 
: wchar <' C') 
wchar < • D' ) 
wchar('E') 
wchar('F') 
Ç,àâ~ prepa[jJ Qf 
1 : wchar < • ~,.•) ; 
2 wchar('+') ; 
3 , 8 : wc h ar < ' - • ) 
4 : wchar C • * •) ; 
5 : wc h ar < • : • ) ; 
7 wchar < • (' ) ; 
9 : WC h ar < ' ) ' ) 
. 
' .
' . 
' 
. 
' 
6 f.QC w:=j j;g (k-1) ~g 
tabcoordCw,lJ := tabcoordCw,lJ - 16; 
§'0.!d ; 
pencolor(none) 
§.Of! 
k : = 1 ; 
slash := false; 
i := 0; 
ltilJ..i.l~ <sorti e C i + 1 J < > O > Q.Q. 
i := i + 1 ; 
if <sortieCiJ <> 1) 
1.b.êD 
i.f <oQi slash) 
.t.bê.Q 
Q§'gin 
prepa[kJ := sortie[iJ ; 
coordl := coordl + 16; 
tabcoordCk,lJ := coordl ; 
tabcoord[k,2J := coord2 
k := k + 1 
1 
1 
1 
1 
1 
1, 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
.êl.ê.ê 
§.0.Q 
êl.ê.ê 
bidon 
!2.ê9.LO 
slash := true; 
!f (prepaCk-lJ = 9) 
.tb.ê• 
Q.ê9i!1 
trouve:= false; 
cpteurl := 0; 
j := k - 1 
!:!t:Ü .. !..i.ê. < IJ.Q°t trouve) i,;!Q 
12.i.ê.ÇÜ .. O. 
cpteurl := cpteurl + 1 ; 
trouve:= (prepaCJJ = 7) ; 
tabcoordCJ,2J := coord2 + 8 
j := j - 1 
l.ê.QQ. 
i.ê.lâi.ê. 
g_i,ê_q;lo. 
tabcoord(k-1,2] := coord2 + 8; 
cpteurl := 1 
i.ê.lJ.4 ; 
.êD.Q 
imp 
i.ê.lJ.4 ; 
'Y:.çi,C J : i nt eg er 
tJ_i,ê_q;LQ. 
rewrite<regle,'#5:REGLES.DATA') 
fgr: j:=1 j;g ma>{rule fig 
Q.ê.9.!.0 
regleA(lJ := typ(JJ ; 
regleAC2J := fgCjJ 
regleAC3J := fd[jJ 
put< regl e) ; 
~IJ.<1 ; 
close(regle,lcck) 
.ê.Ofl ; 
aCQ~~g_~i:.i.ê. COPREGLE; 
g_~q:.LIJ. 
reset(regle,'#5:REGLES.DATA') ; 
j : = 1 ; 
~u:.Lli.ê.<iJ.Q't eof<regle>> ç!Q 
tJ_i,ê_q;Lo. 
typ[JJ := regleA[lJ ; 
1 
1 
1 
1 
1 
,, 
1 
J 
1 
1 
1 
1 
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1 
1 
fgCJJ := regleA[2J ; 
fdCJJ := regleAC3J ; 
get(regle) 
j := j + 1 ;: 
~IJ.Q. ; 
close(regle) 
.êD.Q ; 
~àC J : integer ; 
!:;1.. ~ q l.11 
rewrite<priorite,'#5:RPRIOR.DATA') 
i.9.C j : = 1 j;Q ma:-: 3 QQ 
Q.ê.!ÜD 
prioriteA[lJ := prior[j~lJ ; 
prioriteAC2J := priorCJ~2J ; 
put ( p ri or i te ) ; 
.êDQ; 
close(prioritei~lock) ; 
.ê.!JQ ; 
~àC J : integer; 
j := 1 • 
' reset(priorite,'#5:RPRIOR.DATA') 
.tib.il.ê < J < = 4 7 > gg 
Q.ê-9.i.O 
priorCJ~lJ := prioriteAClJ ; 
priorCJ~2J := priorite-c2J ; 
get(priorite) ; 
j := j + 1 ; 
~IJ.Q. ; 
close(priorite,lock) ; 
priortJ, lJ := 1 ; 
priorCJ,2] := 12; 
priorCJ+l~l] := 32 
priorCJ+l,2] := 42 
prl := priortJ,lJ ; 
pr2 := priorCJ,2J ; 
pr3 := priorCj+l~lJ 
pr4 := priorCJ+1,2J 
llli.=t>!pr := j - 1 ; 
~IJ.Q. ; 
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':l~C.. j : i nteger 
12..~qi.o. 
rewrite(terme,'#5:TERMES.DATA') 
±..9.!: j : = 1 .!;Q ma:-: 3 gg 
.Q.ê9.i.O 
termeA := nbtertjJ 
pllt (terme) ; 
.ê.O.Q ; 
close(terme,lock) ; 
.ê.Ofl ; 
':l~C.. j : i nteger 
j := 1 • 
' reset(terme,'#5:TERMES.DATA') 
~b.il.ê <.og.!; eof(terme)) gg 
.!2.ê.9i.O 
nbtertjJ := termeA 
get ( terme) ; 
j := j + 1 ; 
.ê.O.Q ; 
close(terme,lock) ; 
.êDfl ; 
12J:.Qh~4~C..~ INCDT(nL1mreg:integer;~~C.. j:integer) 
':l~C car: char 
fini,arg boolea.n 
.!2 .ê .9.i .D 
fini : = fa l se ; 
~bil.ê <.og! fini> gg 
ggg.i.o 
writeln<'DONNEZ-MOI LA CONDITION') ; 
arg := false; 
~Ui.l~ <o.Qt eoln) Q.Q 
12..~gJ_Q. 
rea.d(ca.r) ; 
li ( (ord (car) >= 65) ~Q.Q. <ord <car> <= 70>) 
tb.êO 
i.i ( O.Q.t ar g ) 
tU~!l 
arg := trlle; 
rcond[J,2J := ord(car) - 64 
êQQ 
rcondtj,3J := ord(car) - 64 
1 
1 
1 
1 
1 
·1 
1 
' 1 
1 
1 
.êl.§.ê 
li ( <ord (car) >= 48) g_Q.Q. (ord (car) <= 57)) 
tb.~o. 
li <QQ.t arg) 
ttl~o. 
g_~gJ_o. 
arg := true; 
r con d C j , 2 J : = < or d <car ) - 48) + 1 0 
.ê.O.Q 
.êl.ê.ê 
rcond[j,3] := (ord(car) - 48) + 10 
.êl.ê.ê 
li <ord(car) < > 32) 
ttl~o. 
ç_g_§.~ ord(car> Q.f 
62 . rcond[j,4] := 1 . 
60 . rcondCj,4] : = 2 . 
38 . rcondCj,4J := 3 . 
94 . rcondCj,4J : = 4 . 
47 . rcondCj,4J := 5 . 
..,...,,. 
. rcondCj,4] := 6 . _, . .;,, . 
63 . rcondCj,4] : = 7 . . 
' 
.ê.O.Q 
end· 
--- ' 
rcondCj,lJ := numreg 
writeln<'Y A T-IL UNE AUTRE CONDITION?') ; 
readln Cc:ar> ; 
li (c:ar = 'N') ttl~O. fini: =true 
j := j + 1 ; 
.ê.OfJ 
.êD.fJ ; 
1 QrQ~.êfJ~rg SAUVCDTS; 
1 
1 
1 
1 
1 
1 
1 
' 1 
'L~C. J : i nteger ; 
12..~qin 
rewrite(cdts,'#5:CONDIT.DATA') ; 
fgr j : = 1 .!;g ma:< 1 gg 
_gggj.__o 
cdtsAciJ := rc:ondCJ,lJ 
cdtsAC2J 
cdtsAC3J 
cdtsAC4J 
:= rc:ondCJ,2] ; 
rcond[J,3J 
:= rcond[J,4J ; 
:= 
put(cdts) ; 
.êD.fJ ; 
c 1 ose Cc dt s, l oc k) ; 
end • 
--- , 
1 
1 
1 
1 
1 
1 
,, 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
, 
1 
j := 1 • 
' reset(cdts,'#5:CONDIT.DATA') 
~b.il.ê <DQ! eof(cdts)) QQ 
Q.ê.9.iD 
rcond[j,1J := cdtsA(lJ 
rcond[j,2J := cdtsAC2J ; 
rcond[j,3J := cdtsA(3J ; 
rcond[j,4J := cdtsA[4J ; 
get (cdts) · ; 
j := j + 1 ; 
~Q.ç!_ ; 
close(cdts,lock) 
.êD.Q ; 
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ANNEXE 4 
1 
f;.QDJ?t 
l':lQ.ê. 
maxrL1le = 20 ; 
instant = Cê.!;.Ql::.Q. 
1 
1 
1 
1 
1 
1 
'I 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
va.ri 
val 
ê.Q.<1. ; 
char ; 
: i nteger ; 
liste= àl::.l::.à':lC1 •• 6J Qf instant 
csymb : Q.à!;.tê.<i àl::.l::.à':lCl •• ma>:ruleJ Q.f char ; 
s ymb : Q.à!;.tfü! àl::.l::.à':l C 1 •• ma>: ru l e J g_f char ; 
ari te: àl::.l::.à':lC 1 •• ma>:rul eJ Qf i nteger ; 
arg : ~Ct:.â~C1 •• ma>,rLtle!l1 •• 2J Qf.. integer 
variable: ~ê.t Qf char; 
isymb : àl::.l::.à':l[10 •• maxruleJ Qf integer ; 
e : 1 i ste ; 
retour: boolean; 
i,j~k: integer 
rep : char; 
i~IJ.!;.tlQQ. UNIFIER<e1,e2:integer;':làl::. j:integer;':l~i::. env:liste):boolean 
':làC present,ok 
i,indice 
boolean ; 
: integer; 
.Q§'.9..!D 
li (symbCe1J lo. variable) 
tlJ.€.O. 
Q.§gio. 
present := false; 
f.Q~ i:=l j;;.Q j gg 
if <symbCelJ = envCiJ.vari) .!;;bgo 
if (present) 
tb.ê• 
Q§'Q1.0 
present := true 
indice:= i 
i : = 7 
~.o.Q ; 
li (isymbCe2J = envCindiceJ.val) 
tb.êQ Llnifier := true 
ê.L~ê. unifier:= false 
ê.l§~ 
'2.ê.g,lo. 
env[j+lJ.vari := svmbCelJ ; 
env[j+lJ.val := isymbCe2J ; 
j := j + 1 
Ltn if i er : = trL1e 
§DQ 
.êD.f! 
.êlJ?.ê 
Lf.. <symbCe1J = '0') QI:: (symbCelJ = '1') 
tb.@D. 
li ( (isymbC2J=O)g_i::_(isymbCe2J=1)) t.lJ.ê.lJ. Ltnifier := true 
ê.l§ê. unifier := false 
§'lJ?.ê 
li < (symbCelJ <> csymb[e2J) g_i::_ <ariteCelJ <> ariteCe2J)) 
t.b.@D. 
unifier:= false 
.êl.ê.ê 
Q.ê9iD 
ok := true 
1 
1 
1 
l .ê.O.fl 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
i : = 1 ; 
~bil~ <ok> ~Q~ <i <= ariteCelJ> dg 
Q.ê.9.!.0 
ok := (Lmifier<argCel~iJ~argCe2~iJ~j~env > ~Q.Q. (ok )) 
i := i + 1 ; 
ê_Q.Q. ; 
Llnifier := ok 
g.og ; 
1 
1 f;.Q.O.ê.t ma:-:r-Ltl e = 20; 
1 
1 
1 
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1 
°t'ti2.@. liste= è.CCè.~C1 •• 6J Qf integer; 
':lè.C typ ~CCè.~C 1 .• mërnrul eJ Qf_ i nteger 
fg è.CCSi~[l •• ma>truleJ Qf integer 
fd è.CCè.~C 1.. ma>:r-ul eJ Qf i nteger-
env liste ; 
retour: boolean 
J,1 integer 
rep : char ; 
f~o~tiQO UNIFIER(e1,e2:integer;~~C env:liste):boolean 
::t~r ok: boolean 
_gggi.o 
:Lf. (typCelJ >= 10) then 
:Lf. < t yp Ce 1 J = 1 O) t.tl@.fl 
if <env[fg[elJJ <> - 1) tb@O 
if (env[fg[elJJ = fg[e2J) tb§D unifier:=true 
ê.lê.@. unifier:=false 
Q§9iD 
env[fg[e1JJ := fg[e2J 
unifier:= true 
§Df! 
gl~~ 
lf (fg[e2J = fgCelJ) t.tl@.Q unifier:=true 
@.lê.@.. Ltn if i er: =f al se 
.êl.ê.ê 
if (typCelJ <> typ[e2J) tb§D unifier:=false 
Q§.gi.o 
ok := unifier(fgCe1J,fgCe2J~env) 
if ( ( o k) .ê-.Of! Cf d Ce 1 J < > 0) ) 
t.tlg,Q ok := < Cok) è.QQ. <unifier(fdCe1J ~fdCe2J,env))); 
unifier:= ok 
.ê.Of!; 
1 
1 tYQ§ tab = §Cr§y[l •. 20] Qf integer ; · liste = §Cr§y[ 1.. 20 J g:f i nteger ; 
1 
1 
1 
1 
1 
1 
1 
'I 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
j' k 
el, e2 
env 
retour 
car 
: i nteger 
tab ; 
liste ; 
boolean 
: char; 
f.~o.~tl~IJ. UNIFIER <~~C el,e2:tab;~~C env:liste):boolean 
~~Ci : integer ; 
ok : boolean 
i : = 1 ; 
ok := true 
'ctlJ.ll~ < < i < = 20) ~IJ.Q. < e 1 ci J < > -1) ~IJ.Q. < ok > > g_g_ 
!2.§gi.n 
lf. < e 1 Ci J < > e2 Ci J ) tb.€!l 
tf. <el Ci J < = 7) t.lJ.~IJ. ok: =fal se 
i := i + 1 ; 
~IJ.Q. ; 
Lm i f i er : = o k ; 
§D.9; 
~là~ lf. (env[el[iJJ = -1) 
tb.~IJ. envCelCiJJ := envCe2[iJJ 
@l§@ 1f (envCelCiJJ <> env[e2CiJJ) 
t.lJ.~IJ. ok:=false 
1 
1 ,i;.QD§!; ma}:rul e = 20 ; 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
,1 
t'i.Q.ê. liste= ~cc~~Cl •• 6J Qf. integer; 
"y_~i:_ typ ~i:.i:_.~"y_[ 1 .• ma>(ruleJ 
fg sii:.r:.~y:,[ 1 .• maxruleJ 
fd sii:.i:.~-y_[ 1 .. ma>ffLtl eJ 
env liste ; 
retour : boolean; 
j ~ i : i nteger 
rep : char ; 
•2f. integer 
Qf. integer 
g_f. integer 
fl:.!Qf;t,i.QO. UNIFIER (el~e2:integer;:t:~r:: env:liste):boolean 
Y§r indicep: integer; 
bornes ~i:.i:.~~[1 •• 6~1 •• 2J Qf integer; 
rule~expr: integer; 
ok: boolean; 
Q.ê.Q.i.O. 
ok := true 
i ndi cep : = 1 
rule := el 
e}~pr := e2 
~tli.lê. ( (ok) ~O.Q. (indicep <> 0)) Q.Q 
i.f. <t yp[ruleJ >= 10) t.tlgn 
lf. (typ[rul e J = 10) ttl.ê.O. 
if (envCfg[ruleJJ <> -1) tb~O. 
if CenvCfg[ruleJJ <> fg[exprJ) tb.ê.O ok:=false 
if (indicep > 1) .tb.ê.O Q.§gi.o indicep:=indicep - 1 ; 
rule := bornes[indicep~lJ 
expr := bornes[indicep,2J 
gggi.o 
.êl§.ê indicep:=O 
.êl.â§ 
env[fg[rule]J := fg[exprJ ; 
if (indicep > 1) .tb.ê.O gggi.o indicep:=indicep - 1; 
rule := bornesCindicep~lJ ; 
expr := bornes[indicep,2] 
.êl.a.ê indicep:==O 
ê.l~ê. 
t.f. (fg[ruleJ <> fg[e}:prJ) ttl.§.0. ok:=false 
ê.!..~§. lf. ( i nd i •=ep > 1 ) ttl.§.!l 
Q.ê_gj_!l 
indicep:=indicep - 1; 
rule:=bornes(indicep,1J; 
e x pr:=bornes[indicep,2] 
.ê.OQ 
indicep:=O 
if(typ[ruleJ <> typ[exprJ) tb.ê.O ok:=false 
.êl.ês l2.ê.9in 
t.f. (fdCruleJ <> 0) ttl.§.0. 
\2.ê.Q.!..O. 
bornes[indicep,lJ:=fd[ruleJ ; 
bornes[indicep,2J:=fd[exprJ ; 
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1 
Llnifie,,-:=ak 
~IJ..Q. ; 
indicep := i ndicep + 1 
~0.<1 ; 
rule := fg[,,-uleJ 
e x p,,- := fgCel<pl'"J ;; 
~o.<1 ; 
·1 
1 Ç,Q.O.â.t.. max rul e = 20 ; 
"i.~C. typ ~C.C.Ë!."t.[1 •• ma}: ruleJ Q.i integer 
1 fg Ë!.C.C.ê.~.CL .ma}:ruleJ Q.i integer fd ~C.C.Ë!."ï:.[1 .• ma}:ruleJ Qi integer 
env ~[.[.~"ï:.[1 •. 6J Qi integer 
1 retour: boolean J ~ 1 : i nt eg er rep : char ; 
, i~o.ç_t..lQ.O. UNIF<e1~e2:integer) : 
l~ll.@1. 5 
boolean 
1 C" 
,J 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
I• 
12.§.g_lo. 
li (typ[el J >= 20) ~O.Q. <typ[e2J = 30) 
-~_t.1~0. 
li <typCelJ = 20) 
t..lJ.§.0. 
li (env[fg[elJJ = -1) 
t..lJ.§.0. 
Q.§.gj_Q. 
env[fg[e1JJ:=fg[e2J 
unif:=true 
§.0.Q. 
ê.lâ.~ 
unif:=<env[fg[elJJ = fg[e2J) 
.êla.ê 
unif:=(fgCelJ = fg[e2J) 
.êl.?.ê 
li (typCelJ = typ[e2J) 
t..lJ.§.0. 
li (fdCelJ <> O> 
t.lJ.§.0. 
li <unif(fd[e1J~fd[e2J)) 
tlJ.§.0. Q.§.gJ:_o. 
el:=fg[elJ 
e2:=fg[e2J ; 
Q.Qb.Q 5 
§.IJ.Q. 
§.lâ.§. unif:=false 
§.lâ.§. 
Q.§.Q.!..O. 
e1:=fg[e1J 
e2:=fgCe2J ; 
Q.QtQ 5 
§.IJ.Q. 
ê.lâ.~ 
unif:=false 
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1 
1 1 
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QCQ~êQYC~ PROBL(ptdeb:integer;y~C etab:integer) 
Q.êQ.!D 
typ[ptdebJ := diffB 
fg[ptdebJ := etab: 
Lf. (natl <> 0) 
t..lJ.go. 
i.f (numl < > 0) 
!!J.ê!J 
Q.êQiD 
typ[etabJ := 6: 
fg[etabJ := etab + 1 ; 
typ[etab + lJ := 30; 
fgCetab + lJ := natl : 
fd[etabJ := etab + 2 • 
etab := e tab + 2 
typ[etabJ := 1 ; 
fgCetabJ := etab + 1 
fdCetabJ := etab + 2; 
etab := etab + 1 
typ[etabJ := 30; 
fg[etabJ := numl ; 
etab := etab + 1 ; 
typ[etabJ := 30; 
fgCetabJ := denoml : 
etab := etab + 1 
.êD.Q 
.êl.§.ê 
Q.êQi.O 
typ[etabJ := 30; 
fg[etabJ := natl 
etab := etab + 1 
go_g_ 
.êl.i!.ê 
Q.êf!i.O 
t yp Cet ab J : = 1 ; 
fgCetabJ := etab + 1 
fdCetabJ := etab + 2 
etab := etab + 1 
typ[etabJ := 30; 
fg[etabJ := numl ; 
etab := etab + 1 ; 
typCetabJ := 30; 
fg[etabJ := denoml : 
etab := etab + 1 
go_ç!_ ; 
fd[ptdebJ := etab 
.i.f (nat2 < > 0) 
!b.ê!J 
lf. <num2 < > 0) 
t.lJ.go. 
Q_gQJ: .. o. 
t yp [ etab J : = 6 ; 
fg[etabJ := etab + 1 ; 
typCetab + lJ := 30; 
fg[etab + 1] := nat2 
fd[etabJ := etab + 2: 
etab := etab + 2 
t yp C etat, J : = 1 ; 
fg[etabJ := etab + 1 
fdCetabJ := etab + 2: 
etab : = etab + 1 
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1 
typ[etabJ := 30; 
fg[etabJ := num2; 
etab := etab + 1 ; 
typ[etabJ := 30; 
fg[etabJ := denom2 
etab := etab + 1 
~Q.Q. 
~lâg 
Q.ê.Q.!.Q. 
typCetabJ := 30: 
fgCetabJ := nat2: 
etab := etab + 1 
êDf! 
.êl.ê.ê 
Q.êQiD 
t yp [ et ab J : = 1 ; 
fg[etabJ := etab + 1 
fd[etabJ := etab + 2 
etab := etab + 1 
typ[etabJ := 30; 
fg(etab] := num2; 
etab := etab + 1 ; 
typ(etabJ := 30; 
fg[etabJ := denom2 
etab := etab + 1 
.ê.OQ : 
1 
1 
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Q.C.QÇ.ê,Q.~Cê. PEUNIF(e1,e2:integer;':{.ê.C i:integer;:{.ê.C trouve:boolean) 
Y.ê.C e>: pn, z : i nteger 
orocedure PE2UNIF: 
Q.ê.Ql.D 
fd[essaiJ := essai + 1 ; 
t1.IJ.i.lê. (i < (nbtee[e2J - nb1:er[e1J)) ê.lJ.Q. (IJ.Qt trouve) Q.Q 
typ[essaiJ := typ[expnJ ; 
fg[essaiJ := fg[expnJ ; 
typ[essai + 1J := typ[fd[expnJJ : 
fg[essai + lJ := fg[fd[expnJJ ; 
fd[essai + 1J := fg[fd[fd(expnJJJ : 
fgc z:=1 tg maxvar gg env[zJ := -1 ; 
if (unif(el,essai)) tb§D verifcdt(el,e2,trouve> 
i := i + 1 ; 
expn := fd[expnJ : 
.ê.09 ; 
if <o.Qt.. trouve) 
tlJ.ê.lJ. 
Q~QiO. 
typ[essaiJ := typ[expnJ ; 
fg[essaiJ := fg[expnJ ; 
typ[essai + 1J := typ[fd[expnJJ : 
fg[essai + lJ := fg[fd(expnJJ ; 
fd[essai + 1J := fdEfd[expnJJ ; 
fgc z:=1 iQ maxvar gg env[zJ := -1 p 
lf. (unif(e1,essai)) t..b.ê.lJ. verifcdt(e1,e2,trouve) 
i := i + 1 
§.0.Q; 
.ê.O.Q : 
12.êiÜD 
i : = () ; 
eJ-,pt1 : = e2 : 
trouve:= false: 
lf. (nbter[elJ = 1) 
tb.ê.!l 
12.ê.Q.!..O. 
lf. <typEfgCe2JJ =7> t..lJ.~o. i:=i+1 : 
tf. (typ[fd(e2JJ =7) tlJ.ê.lJ. i:=i+l : 
tt.lJ.llê. (i < (nbtee[e2J - 1)) ê.lJ.Q. (IJ.Qt trouve> Q.Q 
12.ê.9.l!l 
fQ.C z:=1 t_g_ maxvar ç!_Q env[zJ := -1 ; 
i.f. (unif (e1,fg[e>:pnJ)) t.lJ.ê.lJ. verifcdt (e1,e2,trouve) 
i := i + 1 ; 
expn := fd(expnJ : 
ê.lJ.Q. ; 
i.f. (IJ.Qt.. trouve> 
tb.~o. 
Q.@.Q.i.lJ. 
f.QC z: =1 t_g_ ma>:var ç!_Q env[zJ := -1 ; 
Lf. (uni f (el, e >:pn)) t.lJ.~IJ. vet- i fcdt (el~ e2, trouve) 
i := i + 1 
§.QQ ; 
if (nbter[elJ = 2) 
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if <typ[fg[e2JJ =7) tbgo i:=i+l ; 
if (typ[fd[e2JJ =7) tb~D i:=i+l µ 
~tü ... Lê. (i < (nbtee[e2J - nbter[elJ)) ê.O.Q. <o.Q.t trouve) ç!Q 
typ[essaiJ := typ[expnJ ; 
fgCessaiJ := fg[expnJ ; 
fd[essaiJ := fg[fd[expnJJ : 
fgc z:=1 tg maxvar gg env[zJ := -1 ~ 
if (unif(elpessai>> tb~n verifcdt(elpe2ptrouve> 
i := i + 1 ; 
e x pn := fd[expnJ : 
lf. <o.Q.t trouve) 
tb.ê.O. 
QêQÜl 
typ[essaiJ := typ[expnJ 
fgCessaiJ := fg[expnJ · 
fd[essaiJ := fd[expnJ ; 
fgc z:=1 tg maxvar gg env[zJ := -1 : 
i.f. (unif(elpessai)) tb.ê.O. verifcdt(e1pe2ptrouve) 
i := i + 1 : 
êDQ; 
pe2unif 
·Y:.ê.C arg 1 P arg2 P i P j_ nterm Preste integer: 
Q.ê.Q.i.O. 
verif ::= true ; 
i : = 1 : 
~b.i.lê.<i <= ma>:1) ê.O.Q. (reaunif >= rcond[ipl]) <;!O.Q. (verif) Q.Q 
if (reaunif > rcond[ipl]) 
tb.ê.O. i : =i + 1 
ê.lê.ê. 
Q.ê.ÇÜ .. O. 
lf. (rcond[ip2J < 10) 
thê.Q argl := env[rcondCip2JJ 
ê.lê.ê. argl := rcond[ip2J - 10: 
lf (rcond[ip3J < 10) 
tb.ê.O. arg2 := env[rcond[ip3JJ 
ê.lê.ê. arg2 := rcond(ip3J - 10 
~ 9 §ê. rcond[ip4J gf 
1 : verif := (,:1.rgl > arg2) ;: 
2: verif := (argl < arg2) 
3 verif := (argl >= arg2 ) 
4 : Q.ê.Q.!.f.l 
lf. (argl < arg2> 
t..b.ê.f.l 
l.2.ê.9.lo. 
interm := argl 
arq 1 : = c=:tr·g2 : 
ar-g2 : = i ntenn 
reste : = (argl l]J.QQ. arg2) 
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titlllê. (reste <> 0) ç!Q 
Q.ê.Q.!..[! 
argl ~= arg2 ~ 
at- •;t2 : = reste ; 
reste:= (argl ffiQQ arg2) 
g_o_g : 
ver-if : = ( arg2 = 1) 
§.0.Q ~ 
5 verif := (argl ffiQQ arg2 
6: i f (nbtee[ex paunifJ = 1) 
ttlê.Q verif := fa lse 
= 0) 
7 
§.Of! :: 
-::1t- g 1 : = env [ 1 J : 
peunif(16~expaunif~ i nterm pverif) : 
if. ( (verif ) QC ( t yp[fg[e::-:paunifJJ=7) QC 
( t yp[fd[ex paunifJJ=7 ) QC 
(( typ[ ex paun i fJ=2 ) ~DQ (nbt e e[expaunifJ=2) )) 
.tb.ê!J 
ver i f : = f a 1 se 
.êl.2.ê 
Q§Q.!.D 
verif ~= true: 
env[lJ : = argl 
€:QQ; 
§Of! ; 
Q§.Qi.O 
Lf (argl < arg2) 
t.tlê.!J. 
Q.~Q.!..Q 
interm := argl 
,:1rg 1 : = arg2 ; 
arg2 : == j_ nterm 
reste:= (argl ffiQQ arg2) 
~bil.ê (reste <> 0) _gg 
Q§f!i.O 
argl := arg2 ; 
arg2 :=reste; 
reste:= (argl ffiQQ arg2) 
§!JQ ~ 
ver if : = ( arg2 > 1) : 
l f. (verif) t.tl~Q en v [3J := arg2 
~mi ; 
i := i + 1 :: 
€:mi ; 
orocedure DEDUIRE (rpteur : integer;~~C f i ls:tab4 ; ~~C etab :i nteger ; 
ptdeb:integer ) 
Y.ê.C op ~argl~arg2~nbre integer 
Q§.Qi.O 
lf ( t y p[ r pteurJ <> 0) 
t.tl~!J. 
if <t yp[rpteurJ < 20) 
1 
1 
1 
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1b.êD 
lf (typCrpteurJ = 10) 
. r 
!..r:. 
.êDfl • 
.êl§.ê 
op := typ[fg[rpteurJJ ; 
argl := env[fg[fg[fg[rpteurJJJJ 
arg2 := env[fg[fd[fg[rpteurJJJJ • 
_Ç§§.ê op Qf 
2 nbre := argl + arg2 
..,.. 
nbre := argl arg2 . 
·-' n 
4 : nbre := argl * arg2 
c:-
._, nbre := argl Q.!.Y arg2 
§:0.Q. ; 
lf <typCptdebJ = O> 
t.lJ.ê'..O. 
Q.@.Q.!..O. 
typ[ptdebJ := 30; 
fg[ptdebJ := nbre 
§:0.Q 
Q.@.Q.:Ï:.D. 
fils[ptdeb J := etab 
typCetabJ := 30; 
f g [ et ab J : = n br e 
etab := etab + 1 
@.0.Q. 
:Lf (typCptdebJ = 0) 
Q.@.Q.!.O. 
.êl§.ê 
typ[ptdebJ := typ[rpteurJ ~ 
deduire(fg[rpteur]pfgpetab,ptdeb) ~ 
if (fd[rpteurJ < > 0) t..lJ.ê'..O. 
deduire (fd[rpteur]pfd,etabpptdeb) 
Q.êQ.!.D 
filsCptdebJ := etab; 
typ[etabJ := typCrpteurJ : 
etab := etab + 1 ; 
ptdeb := etab - 1 ; 
deduire(fg[rpteurJpfgpetabpptdeb ) 
if (fd[rpteurJ <> 0) tb.êD 
deduire(fd[rpteurJpfdpetabpptdeb> 
(t·:-1p[ptdebJ = 0) 
Q§'.Q.!.D. 
typCptdebJ := 30; 
fg[ptdebJ := env[fg[rpteurJJ 
Q.ê'..Q.!..O. 
fils[ptdebJ := etab ; 
typ[etabJ := 30; 
fg[etabJ := env[fg[rpteurJJ p 
et ab : = et a b + 1 
.êDQ; 
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orocedure PEDEDUIRE (rpteur P e>:pteur: i nteger; Y'.sïr: etab = i nteger; 
jp ptdeb:integer) ; 
integer 
Q.ê.Q.! .. O. 
lf. ( j=l) 
Q.ê.Q.!..!l 
lf. (nbter[rpteurJ ~ 0) 
h.0.ê.!1 
expn := expteur; 
z : = 1 ; 
ttb.llê. (z <= < (nbter [rpteur - 25] > - 1)) çl_Q 
expn := fd[expnJ 
z := z + 1 ;: 
fü}.çl_ ; 
typCptdebJ := typ[expnJ ; 
fdEptdebJ := fd[expnJ ; 
deduire(rpteurpfg,etabpptdeb) : 
§.OQ ; 
if < (nbtertrpteurJ = 0) Q.C. (typ trpteurJ = 7)) 
h.0.ê.!l 
Q.ê.Q.!..!l 
typCptdebJ := typCexpteurJ ; 
fdtptdebJ := fd[expteurJ ; 
deduire(rpteur,fg,etab,ptdeb ) ; 
ê_Q.çl_ ; 
if ((nbter[rpteurJ > 0) ê_Q.çl_ <typ[rpteurJ ' . .. ,- 7)) 
tb.ê.O. 
Q.ê.Q.!..O. 
deduire(rpteurpfg,etab,ptdeb) : 
typ[etabJ := typ[expteurJ 
fgCetabJ := fdCptdebJ ; 
fd[etabJ := fd[expteurJ 
fdCptdebJ := etab; 
etab := etab + 1 : 
ê.O.Q. ; 
maxe := e x pteur; 
typ[ptdebJ := typCexpteurJ : 
fg[ptdebJ := fgCexpteurJ : 
e xpn := ptdeb; 
z : = 3 : 
~bil~ ((z <= j) ~Q~ <typ[rpteurJ <> 7)) dQ 
gg_gi.o 
fd[expnJ := etab ; 
typ(etabJ := typ[fd[expteurJJ 
fg[etabJ := fg[fd[expteurJJ 
e >: pn : = etab ; 
e x pteur := fd[ex pteurJ : 
etab := etab + 1 
z:=z-~1. 
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1 
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deduire(rpteur,fd,etab,expn) 
Lf. ( (nbter [rpteur J >= 0) 9.Q.Q. ( j = nbtee[ma>(e])) Q!'.:. 
( (nbter[rpteurJ <= 0) s'!.Q.Q. ( j+nbter[rpteur-25]-1 = nbtee[ma>:eJ) ) 
.tb.ê.o 
Q.ê.Q.!.Q. 
ê.m! 
~l~ê. 
Q.ê.Q!.Q. 
refl ~= e>;pn ~ 
ref2 := refl ; 
t1.IJ.llê. (typ[ref1J <> 1) siQ.Q. (typ[ref1J <> 30 ) g_g_ 
Q.ê.Q.Ül 
ref2 := refl . . 
ref 1 := fd[reflJ . . 
ê.Q.Q. . . 
fg[etabJ := fd[ref2J " . 
fd[ref2J := etab . . 
f_Qi:, z:=1 t_g_ (nbter[rpteur -25]) 
expteur := fd[expteurJ ; 
typCetabJ := typ[expteurJ : 
fd[etabJ := fd[expteurJ : 
etab := etab + 1 ; 
ê.Q.Q. ; 
Lf. (rpteur - 25) = 23 t..lJ.~O. 
'2.ê.9.lo. 
typ[maxe+lJ := 3; 
ç!g 
fgCfd[ma x e+lJJ := fg[fd[maxe+1JJ + 1; 
~IJ.Q. 
·t.si:. nbte>:pr, nbtermep i, j : i nteger : 
fini : boolean : 
Q.ê.Q.!.D 
nbtexpr := nbtee[exprJ : 
i := (): 
nbterme := nbtexpr; 
~bilg (nbtexpr <> 0 ) ~g 
.Q.s;.Qi!J 
~IJ.ilê. ( (nbte;-:pr - i ) > 0) çiQ 
Q. ~ Q. !..!J. 
j := minr 
t1.IJ.Llê. (pric,r[j~2J < (((nbte>:pr - i )*10)+1)) siQ.9- (j <= mën;r) 
Q.Q j : = .i + 1 ; 
ti.lJ.ll~ (nbtexpr >= nbterme) ê_Q.çi 
(prior[j,2J = (((nbterme - i)* 10) + 1)) Q.Q 
Q.êQ.iD 
anter := prior[j~1J ; 
fgc z:=1 .!;Q max var dg envCzJ:=-1 : 
if (nbtee[exprJ = nbter[anterJ ) 
.tb.ê• 
if. (unif (anterpexpr)) 
t..lJ.\;'._[l 
Q~Qi.Q 
verifcdt(anter,exprpretour) 
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.if (retour) 
t_b,gQ. deduire(anter+25.fgpetab.ptdeb) 
ê.O.Q. : 
.êl.êg 
QggiD 
peunif(anter.expr.indice.retour) 
if (retour) 
.tbgo 
pededuire(anter+25.exprpetabp 
indice,ptdeb) 
gQ_ç!_ ; 
lf. (retour) 
t.b.ê.O. 
g_ggj_o_ 
nbtee[ptdebJ := nbtee[exprJ + nbter[anter + 25] : 
ptdeb := ptdeb + 1 ; 
expr := expr + 1 ; 
nbtexpr := nbtee[exprJ 
retour:= false 
~!JQ 
.êl.ê.ê 
i := i + 1 ; 
~!JQ: 
lf. (nbtexpr = nbterme> 
t.b.gn 
i := i + 1 
gl.ê.ê 
Q.§Qi!J 
i : = () ; 
nbterme := nbtexpr : 
i : = 0 ; 
fini : = fa 1 se : 
tt.l:ü .. lg (nbte>:pr = nbterme) ~IJ.Q. <129.t_ fini) Q.Q 
i := minr ; 
ttb.iJ_g (prior[ j.2J < (nbte>:pr * 10)) ê.Q.Q. ( j <= ma>:r) 
Q.Q j : = j + 1 ; 
1tt.b.llg (nbte>:pr = nbterme) silJ.Q. 
Cprior[j.2J = (nbterme * 10)) Q.Q 
g_ggj_o_ 
anter := prior[jpl] 
fgc z:=1 _tg maxvar gg env[zJ:=-1 ~ 
if (unif(anterpexpr)) 
.tb.êO 
verifcdt(anterpexpr.retour) : 
if (retour) 
t.b.go. deduire(anter+25.fgpetab.ptdeb) 
if (retour) 
t.b.go. 
g_ggj_f.l 
nbteeCptdebJ := nbtee[ex prJ + nbter[anter + 25] 
ptdeb := ptdeb + 1 ~ 
expr := expr + 1 ; 
nbtex pr := nbtee[ex prJ • 
retour := false 
È!Jf! 
.êl.ê.ê 
j := j + 1 : 
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~Dfl ~ 
tf. (nbte>:pr < > nbter me) tb.ê.lJ. nbterme : = nbte>:pr 
~l~§ fini := true 
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inter-face 
ÇQIJ.~t ma>: 1 = 20 
ffië\}{3 = 50 . . 
maNt = 80 . 
" 
ma:,: r-ul e = 200 
_tygg tab4 = ~CC§YCl •• maxruleJ gf integer; 
Y§C nbter : §CC§y[l •• max3J gf inteaer: 
r-cond : §CC§YC1 •• max1~1 •• 4J gf integer: 
t yppfg~fd: tab4; 
pric•r- : è.CX::.è.~Cl. .ma,:3~ 1. .2J Qf. integer- : 
ÏpZ : integer-: 
orocedur-e TOTO 
i molementation 
or-ocedur-e TOTO 
ggg.i.o 
Q§!ÜD 
.ê.OQ • 
.ê.OQ : 
1 
1f~$S+*) 
1 .0.i.t EXPL ; 
1 
1 
1 
1 
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interface 
\d.2.~ê. t Lli'" t 1 e gr- ap hi c s 
1*$U #5:DEC.CODE *> declar- ; 
.tYQ.ê tab3 = ~cc~yC1 •• max3J gf integer- = 
tabt = ~cc~y[l •. max tJ gf integer = 
orocedure PREINF (expr-:integer;'{.~C tabout:tab3) 
or-ocedure OUTREGLE ( coor-d 1 ~ coor-d2: i nteger; : -ortie: tab3) 
orocedure DEMEXPL 
i molementation 
't'..êC coord1~coord2: integer 
tabinf : tab3 
bornes : s.cc~~.c 1 .. 6!' 1 •. 3J Qf.. i r,teger : 
pare nth: boolean; 
posouv~posfer: integer; 
sortie @CC~'t'..[1 •• maxtJ Qf integer 
Q.ê.Q.i.O 
f.QC i:=1 tQ ma>:t Q.Q sortie[iJ:=û: 
i := e>lpr ; 
bi := 1 ; 
bs : = ma>:t 
parenth := false ~ 
i ndi cep : = 1 ; 
~bil.ê (indicep <> 0) ~g 
if <typCiJ <= 20) .tbg.o 
Q.ê.Qi.O 
i.f. ( t yp [ i J = 7 > QC < t yp [ i J = 10) 
sortie[(bi+bs) gi~ 2J := 9; 
posfer := (bi + bs) diY 2. 
posouv := pcsfer; 
parenth := true 
.êlà.ê 
Q§Q.i.O 
i.f. (paren t h) ~Q.Q. ( ( (bi+bs)Q.l't'.. 2) < posouv) 
t~~Q. posouv := (bi+bs)çtl~ 2; 
sortieC(bi+bs) Q.!..'t'.. 2J := typCiJ 
if <fdEiJ <> O> .tbgo 
Q.êQi.O 
bor-nes[indicep~lJ := fd[iJ ; 
bornes[indicep~2J := ((bi + bs) QiY 2) + 1 : 
bornes[indicep ~3J := bs; 
indicep := indicep + 1 
.êDid ; 
bs := ((bi + bs) Q.!..~ 2) - 1 • 
i := fg[i] 
1 
1 
I l 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
'I 
1 
1 
1 
1 
Q.ê.Qi.O 
lf (parenth) ~QQ ( (( bi+bs)gt~ 2) 
thË.Q posouv := (bi+bs) 9.l~ 2; 
tf.. ( t yp[iJ = 30) th~Q sortie[(bi 
~l~Ë. sortie[(bi 
i ndicep := indicep - 1 : 
if (i ndicep > O> tb~a 
Q§Q.!..O 
< 
+ 
+ 
posouv) 
bs ) Q.!,_y'_ 2] := 
bs) gj_y_ 2] := 
if. (parenth ) ê.QQ. (bornes[indicep~3J > posfer) 
k := C>: 
thË.!1 
Q.Ë.9.!.!l 
sortie[posouv - lJ := 7 
parenth := false 
~Of:! ; 
i := bornes[indicep~lJ ; 
bi := bornesCindicep.2J : 
bs := bornes[indicep~3J 
Ë-l~~ 
tf. Cparenth) th~!l sortieCposouv-lJ := 7 
f..QC i : = 1 tQ ma>: 3 Q.Q tabout [ i J: =O 
f.g_c i : = 1 tQ. max t Q.Q 
if (sortieCiJ <> 0) 
.tb.ËO 
!2.ê9in 
k := k + 1 ; 
tabout[kJ := sortie[iJ : 
~IJ.ç!_ ; 
~~C i ~ k • j ! cpteLtr 1 • cpteur2 • step • ecart : i nteger : 
slash.trouve: boolean; 
prepa: §CC§y[1 .• max3J gf integer: 
tabcoord: §CCmYE1 .. max 3~1 •• 2J Qf integer 
orocedur-e BIDON 
Q .ê .Q i D 
tf (sortie[iJ = 7) 
t.hê.n 
Q.Ë.Q.!..Q 
cpteur2 := 0; 
trouve:= false 
.tibil.ê <og.t trouve> gg 
trouve:= (sortieCiJ = 9) 
prepa[kJ := sortie[iJ ; 
coordl := coordl + 16; 
tabcoordC k~ lJ := coordl 
tabcoord[kp2J := coord2 - 8: 
k : = k + 1 
i := i + 1 ~ 
coteur2 := cpteur2 + 1 
~.OQ ; 
i := i - 1 • 
fg[i] + 3() 
fg[i] + 20 
1 
1 
1 
1 
1 
Î 
1 
1 
1 
I, 
1 
1 
1 
1 
1 
1 
1 
1. 
1 
1 
g.of! 
.êl.ê.ê 
Q.êQ.!.D 
cpteL1r2 : = 1 : 
prepa[kJ := sortieCiJ : 
coordl := coord1 + 16: 
tabcoord[k,lJ := coord1 
tabcoord[k,2J := caord2 
k := k + 1 
€:!J.Q ; 
slash := false: 
coordl := coord1 - 16; 
if (cpteL1rl >= cpteur2) 
.tbêO 
Q§Q.!..O 
8 
ecart := Ccpteurl - cpteur2) di~ 2 
fgr J:=1 tg cpteur2 _gg 
tabcoord[k-J,lJ:=tabcoord[k-J,lJ 
((cpteur2 + ecart) * 16> 
step := tabcoord[k-cpteur2-1,1J • 
j := 0; 
~IJ.ll.§ ( j < ( (cpteurl * 2) - 1)) Q.Q 
Q.êQiO. 
§.0.Q 
ê.lê.ê 
!;>j~g_lo. 
prepaCkJ := 1 
tabcoord[k~lJ := step - (j * 8) 
tabcoordCk,2J := coord2: 
k := k + 1 
: = j + 1 
f_g_i:_ i: =1 t_g_ cpteLlr-2 Q.Q 
tabcoord[k-i~lJ := 
tabcoord[k-J~lJ - (cpteurl * 16) : 
ecart := (cpteL1r2 - cpteurl) ç!l~ 2 
f_g_i:_ j:=1 t_g_ cpteLtrl Q.Q 
tabcoor-d[k-cpteur2-i,1J := 
tabcoordCk-cpteL1r2-J,1J + (ecart * 16) ~ 
.i : = () ; 
step := tabcoord[k-1,lJ p 
~bil.ê (j < ((cpteur2 * 2) - 1)) ~g 
g.i;gin 
prepaCkJ : = 1 
tabcoord C k ~ 1 J : = step - ( j ·* 8) : 
tabcoord[k,2J := coord2 
k := k + 1 
j := j + 1 
§.0.Q : 
§.OQ : 
orocedw-e IMP : 
var i,w,interm: integer 
chiffre: string~ 
_gggi!J 
,;irafmode " 
t9.C i:=1 't_Q (k-1) Q.Q 
Q.§Q.!..D. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
moveto(tabcoord[Jpl]ptabcoord[Jp2J) 
pencolor(white) ; 
if (prepa[JJ > 20) 
.tbgo 
li (prepa[j] >= 30) 
t.!J.@.D. 
Q.~gJ_o. 
@.!_~g 
interm := prepa[jJ - 30: 
str(intermpchiffre) 
wst r ing(chiffre) 
ç~~~ prepa[jJ gf 
21 : wchar ('A') : 
22 : wchar (' B' ) ? 
24 
r'\ C" 
..:....J 
26: 
wchar('C') : 
wchar <' D') : 
wchar('E') 
wchar('F') :: 
Çsi~@.pr-epaCjJ Qf 
1 : wchar('~~•> : 
2 ~-.ichar ( ' +' ) : 
3 P 8 wchar (' - ' ) 
4 : wchar (' *' ) : 
5 wchar(':') : 
7 : wchar (' <' ) ~ 
9 : wchar(')'): 
6 fQC w:=J _tg Ck-1) dg 
tabcoord[w,lJ := tabcoord[wplJ - 16: 
pencol or (none> : 
§[l.Q 
.êD.Q : 
Q.s1.!ÜD 
k : = 1 ; 
slash := false ; 
i := (): 
~JJ.:LL~ ( sc,rt i e[ i +1 J < > 0) y_Q 
g_t_;_Q.lD. 
i := i + 1 : 
if (sorti e E i J < > 1) 
if. ( QQ:l;_ sl ash) 
.tbg.o 
Q.ê.Qi.O 
prepaCkJ := sortie[iJ ; 
coordl := coordl + 16; 
tabcoord[kpl] := coordl : 
tabcoord[kp2J := coord2 ~ 
k := k + 1 
@.IJ.Q. 
bidon 
sl B.sh : = trLte ; 
:Lt (prepa[k-1J = 9) 
1 
1 
1 
1 
1 
1 
1 
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,, 
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1 
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1 
trouve:= false: 
cpteurl := 0: 
_i := k - 1 
'd.b.ilê. (IJ.Qt. trouve) idQ 
Q.ê.Q.!.JJ. 
cpteurl := cpteurl + 1 ; 
trouve:= (prepa[jJ = 7) 
tabcoord[ip2J := coord2 + 8: 
j := j - 1 
~O.Q. 
go_g_ 
glê.ê. 
Q.ê.Q.!.O. 
tabcoord[k-1~2] := coord2 + 8: 
c pt eur 1 : = 1 : 
go_g_ ; 
.êDQ 
:i mp • 
go_g_ ~ 
orocedure DEMEXPL 
.\2.ê.QiD 
<*SR TURTLEGRAPHICS*> 
initturtle; 
coord 1 : = 5 ; 
coord2 := 175 
preinf(lOO~tabinf) 
outregle(coordl~coord2~tabinf) • 
coc,rdl := 100 : 
c,::;ord2 : = 205 
z := 101 ~ 
'd.b.tlg < t yp c z J < > o > çtg 
Q.@.Q.:Ï:..O. 
preinf(z~tabinf) 
if z=107 .tb.ê.o 
Q.êb!.iD 
moveto ( 160~ 4) 
pencolor(white) 
wstringC'TAPER RETURN'> 
pencolor(none) 
r eadln ; 
ini ttw-tle; 
grafmode; 
coor,j2 : = 175 
~[!Q. 
coord2 := coord2 - 30 
moveto(coordl pcoord2) 
pencc•lor (white) 
~-Jchar (' =') : 
pencolor(none) 
outregle(coordl~coord2~tabinf ) 
z := z + 1 
~Q.Q.; 
readln ~ 
te;-:tmode 
~IJ.çj_ ; 
1 
<:;:$S+*) 1 b!D.i.:t FICHIER 
1 
, 
1 
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interface 
'dê.ê.ê. (*$U :j:j:5:DEC.CODE 
t::LQ.~ arrayl = fj_J_ê. g_f. 
a,...,, .. a\/ 2 = f.llê. Q.f 
arra.y3 = f.ll.2 Qf. 
array4 = f.1.J .. 2 Qf. 
priorite:array2: 
regle 
terme 
cdts 
orocedure 
orocedure 
orocedure 
orocedur-e 
orocedure 
orocedure 
orocedure 
orocedure 
: array3: 
: arrayl : 
: array4: 
SAUVPRIOR . . 
COPPRIOR . . 
SAUVREGLE 
COPREGLE<:t.êr: 
SAUVTER . . 
COPTER . . 
SAUVCDTS . . 
COPCDTS . n 
*) declar . . 
inteçer . . 
~CC~Y. [ 1 • .2] g_f_ integer 
~[.[.ê_Y.[ 1 • q 3] Qf. i nteger 
~[.[.ê_"y,[ 1 • .4] Qf. integer 
integer 
J:integer) " . 
imolementation 
orocedure SAUVPRIOR; 
Y.~C .i : integer: 
Q.ê_gj_lJ. 
rewrite(priorite~'#5:RPRIOR.DATA') 
fgr: J:=1 tg max3 dg 
Qs.9.iD 
prioriteA[lJ := prior[j~lJ ; 
prioriteA[2J := priorCJ.2J : 
pLtt (priori te) ; 
.fü.09 ; 
close(prioritei~lock) 
§'.0~ ~ 
orocedure COPPRIOR; 
integer 
j : = 1 ~ 
reset (priorite~'#5:RPRIOR.DATA') 
~bilg <.i <= 47> ~g 
Q.ê.91.D 
prior[j~lJ := prioriteA(lJ : 
priorEJ.2J := prioriteA[2J 
get (priorite) • 
j := j + 1 ; 
close(priorite.lock) 
pr i or [ j • 1 J : = 1 : 
. 
. 
~1 ····~~~ 
1 1, 
1 
·I 
1 
1 
1 
1 
1· 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
prior[j p2J := 12; 
prior[j+lrlJ := 32: 
prior[j+1p2J := 42 
pr1 := prior[j~lJ ; 
pr2 := prior[j,2] ; 
pr3 := prior[j+lpl] 
pr4 != prior[j+lp2] : 
ina}-t pr : = ..i - 1 ; 
~iJ.Q. ; 
oreic:edure SAUVREGLE 
~~C j : integer: 
Q.~Q.!..iJ. 
rewrite(reglep'#5:REGLES.DATA") : 
fgr J:=1 tg maxrule dg 
Q§:.Ql.!J 
regleA[lJ := typ[jJ ; 
regleA(2J := fgCJJ : 
regleAC3J := fd[jJ : 
PLlt ( regl e) ; 
close(regleplock) : 
oroc:edure COPREGLE 
Q.~Q.!..O. 
reset(reglep"#5:REGLES.DATA") 
j : = 1 ; 
~Œll~(o.Qt eof(regle)) Q.Q 
12.~Q.LO. 
typ[jJ := regleAClJ ; 
fg[ j J := regleA[2J: 
fd[jJ := regleAC3J : 
get (regle) : 
j := j + 1 : 
c: 1 ose ( reg 1 e) " 
~Q.Q. ; 
or-oc:edure SAUVTER ; 
j_ nteger 
Q.~Q.:Î:..O. 
rewrite(termep'#5:TERMES.DATA"> : 
fgr J:=1 tg max3 dg 
Q§:.Ql.!J 
termeA := nbterCiJ 
put ( terme) ; 
close ( termeplock ) 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
___ , ____ _ 
orocedure COPTER; 
·~-;1c .i : i nteger : 
i : = 1 ; 
reset(termep'#5:TERMES.DATA') : 
~bil.s' <ng_t eof(terme)) gg 
9.§'b!i.O 
nbter[ j J := termeA : 
get ( terme) 
i : = .i + 1 ; 
close (termeplock) 
orocedure SAUVCDTS; 
integer: 
g_~g_;Lo. 
rewrite(cdtsp'#5:CONDIT . DATA') 
fg_r j: =1 _tg max 1 _gg 
.Q.s'b!iD 
cdtsAClJ := rcondCiplJ : 
cdtsA[2J := rcond[jp2J : 
cdtsA[3J := rcond(Jp3J ~ 
cdtsAC4J := rcond[j ~4J : 
pLtt (cdts) ; 
c lose (cdtsplock > : 
.ê.09; 
orocedure COPCDTS : 
i : = 1 ; 
reset (cdtsp'#5:CONDIT.DATA') : 
~bil~ <.ogt eof(cdts)) gg 
gggj,__o 
rcond[j~lJ := cdtsA[lJ : 
rcond[_i p2J : = cdts ··'·(2J : 
r con d ( j P 3 J : = 
rcond[Jp4J := 
get (cdts) ; 
j := j + 1 ; 
~Q.Q.; 
close(cdtsplock) p 
cdts·····c3J : 
cdts····· c4J ~ 
.ê.0.9 ; 
Q§.Qi.O 
.ê.O.Q • 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
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<*$G+*) 
<*$S+*) 
(;Jc$N+*) 
<*$R-*> 
~~~~ applestuff~turtleqraphics~ 
(*$U #5:DEC.CODE *) declar~ 
<*$U #5:INOUT.CODE *) fichier ~ 
<*SU #5:IMPR.CODE *> expl : 
f;QD§!, ma:-:var = 6 . . 
ma;-:4 = 1()0 . . 
ma:-:5 = 120 
t.~~~ tabl = ê.CCê.~[1 .• BJ Qf inteqer; 
·t.<Ë!.C env : <Ë!.CC<Ë!.~[ 1 •• 6J Qf i nteger 
nbtee : ê.CC<Ë!.-Y:[mën:4 •• mën:5J Q.f integer 
retour 
anter 
: boolean; 
: integer ~ 
consr~ptdeb~etab: integer: 
essai 
e>:pr 
: integer 
: i nteger ; 
indice : 
diff7~diff8 
niv2 
diff2 
integer ~ 
integer 
integer: 
tabl 
nat1~nat2 integer . . 
denom1 ~ denc,m2 . integer . . . 
num1~num2 integer . 
mi nr ~ ma>: r integer 
rep : char: 
fin : boolean: 
(*$1 #5:GENERER *> 
f~uçt.lQ.ü UNIF<el~e2:integer) : boolean: 
g_~g_;Lo. 
5 : if ( t yp [ e 1 J >= 20) ê.QQ. ( t yp C e2 J = 30 > 
t.tJ.~o. 
lf <typ[elJ = 20) 
t.lJ.~o. 
lf (env[fg[elJJ = -1) 
t.tJ.~n 
Q.~Q.tO. 
env[fgCe1JJ:=fg[e2J 
Ltni f: =true 
~O.Q 
~1.~~ 
unif:=(env[fg[e1JJ = fg[e2J) 
.êl.â.ê 
unif:=(fg[e1J = fg[e2J) 
.!;'l.â.ê 
lf (typ[e1J = typ[e2J) 
t.lJ.5'.0. 
lf (fd[elJ <> O> 
t.b.~o. 
1 
1 
1 
1 
1 
1 
if (uni f (fd[el J ~ fd[e2J ) ) 
ttl~IJ. Q.~Q.!.O. 
e1:=fg[e1J 
e2:=fg[e2 J 
Q.QtQ 5 
~QQ. 
êlâê unif:=false 
§l.êê 
Q.êQi.O 
e1:=fg[e1J 
e2:=fg[e2J 
g_g_t_g_ 5 
~[!Q 
.êla.ê 
unif:=false: 
1 orocedure VERIFCDT ( reaLtni f ~ enpauni f: i nteger ; Y'..ê.C veri f: bool ean ) 
orocedure PEUNI F<e1 ~e2:integer;Y'..ê.C i:integer;y:ê,[. trouve:boolean) 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
·t.ê.C ex pn, z : i nteger 
orocedure PE2UNIF : 
Q.ê.QifJ 
fd[essaiJ : = e s sai + 1 ; 
gggi.o 
tttli .. l~ < i < (nbtee[e2J - n b ter[e1 J )) ê.!19. <o.Q.t troLtve) Q.Q 
typCessaiJ := typ[ e xpnJ ; 
fg[essa i J := fg[expnJ ; 
typ(essai + 1] := typ[fd[expnJJ : 
fg[essa i + 1J := fg[fd[ex pnJJ ; 
fd[essai + 1 J : = fg[f d [fd[ex pnJJJ 
fgc z : =1 tg maxvar .QQ env[zJ := -1 ; 
if (unif (e1~essai)) tb~n verifcdt (el~e2 ,trouve) 
i := i + 1 ; 
e x pn := fdCex pnJ : 
§.0.Q; 
if <ogt trouv e) 
tlJ.~o. 
QêQi.n 
typ[essaiJ := typ[expnJ ; 
fg[essa:iJ := fg[e NpnJ ; 
typ[essai + 1] : = typ[fd[ex pnJJ • 
fg[es sa i + lJ : = fg[fd[ex pnJJ ; 
fd[ essai + 1J : = fd[fd[ ex pnJJ ; 
fQC z : =1 tg max var .QQ env[zJ := -1 
lf (unif(el,essai) ) tlJ.~IJ. verif c dt(el~e2 ptrouve > 
i := i + 1 • 
.ê.Obl ; 
i : = () 
e ;;pn : = e2 
trouve:= false : 
lf (nbter[elJ = 1) 
tti~o. 
Q.~Q.!..O. 
i.f ( t yp[fg[e2 JJ =7 > ttl~IJ. i : =i+l 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
if (typ[fd[e2JJ =7) tb§D i:=i+l • 
~bi!§ (i < (nbtee[e2J - 1)) ~Df! <ngt trouve) dg 
1:2.êQ.iD 
f.Qt.:. z: =1 tQ m.;.u:var ç!_Q env[z J : = -1 ; 
;i.__f. (unif (el~fg[e;,:pnJ)) tlJ.ê.Q. verifcdt (el~e2~trouve) 
i := i + 1 ; 
expn := fdEexpnJ : 
.êDQ; 
Lf. (Q.Qb. trc,uve) 
t.lJ.ê.n 
12.ê.Q.i.o. 
fQC z:=l tg maxvar dQ env[zJ := -1 ~ 
Lt. (uni f (el~ e:>;pn)) tlJ.ê.Q. veri fcdt (el~ e2~ trouve) 
i := i + 1 
.êDf!; 
§.0.Q 
§l.a§ 
lf. (nbter[elJ = 2) 
t.lJ.ê.Q. 
Q.ê.Q.LQ. 
i.f. <typCfgCe2JJ =7) tlJ.ê.lJ. i:=i+l ; 
;i.__f. <typ[fd[e2JJ =7) tlJ.ê.lJ. i:=i+1 ; 
tt.lJ.Llê. (i < (nbtee[e2J - nbter[elJ)) sllJ.Q. (Q.Qt trouve) Q.Q 
Q. là. Q. !..Q. 
typ[essaiJ := typCexpnJ ; 
fgCessaiJ := fg[expnJ ; 
fdCessaiJ := fgCfd[expnJJ : 
fQC z:=1 tg maxvar f!g envCzJ := -1 ~ 
1f (unif(el~essai)) tb~• verifcdt(el~e2~trouve) 
i := i + 1 ; 
e}:pn : = fd[expnJ 
if <o.gt tr • Ltve) 
tlJ.ê'.IJ. 
Q~QiD. 
typ[essaiJ := typEexpnJ : 
fg[essaiJ := fg[expnJ 
fdCessaiJ := fd[expnJ ; 
fQC z:=1 tg maxvar gg env[zJ := -1 : 
lf. (unif(el~essai)) tlJ.§:Q. verifcdt(el~e2~trouve> 
i := i + 1 : 
.êDf!; 
g.og 
.êla.ê 
pe2unif : 
orocedure VERIFCDT; 
Q.ê.Q.i.lJ. 
verif := true: 
i : = 1 ; 
tt.!J.llê.<i <= ma>:1) ê.lJ.Q. (reaunif .>= rcond[i ~ lJ) -~IJ.Q. (verif) Q.Q 
if (reaunif > rcond[i~lJ) 
tlJ.ê.lJ. i : =i + 1 
ê.lê.~ 
Q.ê.Q.if.l 
lf. (rcond[i~2J < 10) 
tb~• argl := env[rcond[i~2JJ 
ê.lê.s: argl := rc:ond[i~2J - 10 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
if (rcond[i~3J < 10) 
th~Q arg2 := env[rcond[i,3JJ 
~!..â~ arg2 := rcondCi,3] - 10 
Ç~â~ rcond[i,4J Qf 
1 : verif := (argl > arg2) : 
2 verif := (argl < arg2) : 
3: verif := (argl >= arg2) 
4 Q.êQ.!.D 
lf. (arg1 < arg2) 
ttlên 
interm := argl 
arg1 := an;i2 ; 
arg2 := interm • 
.êDQ ; 
reste:= (argl ffiQQ arg2) 
tthU.~ (reste <> 0) ç!Q 
argl := arg2 ; 
arg2 :=reste; 
reste:= (arg1 (!lQQ arg2) 
.êDQ: 
verif := (arg2 = 1) 
.ê.OQ ; 
5 : verif := (argl ,:nQç! arg2 = 0) 
6 if (nbtee[expaunifJ = 1) 
th~Q verif := false 
êlê~ 
Q.êQ.!.D 
7: Q.ê.Qi.O 
argl := env[lJ ; 
peunif(16,expaunif,interm,verif) 
lf. ( <verif) QC (typ[fg[e>:paLtnifJJ=7) QC 
(typ[fdCexpaunifJJ=7) QC 
(( typ[expaunifJ=2) §DQ (nbtee[expaunifJ=2) )) 
.tb.êD 
ver i f : = fa 1 se 
.êl.ê.ê 
Q.êQiD 
verif := true ; 
env[1J := argl : 
~Q.ç! ; 
Lf. (argl < arg2> 
th~o. 
Q.~gj_o. 
interm := arg1 
arg l : :::: arg2 ; 
arg2 := interm 
.ê.OQ ; 
reste : = (argl ffiQQ arg2) 
~bil.ê (reste<> 0) QQ 
!2.êb!i!J 
argl := arg2 ; 
arg2 :=reste; 
reste:= (argl ffiQQ arg2) 
§.Of!; 
ver if :: = ( ar g2 > 1 ) 
li (verif) th~IJ. env(3J := arg2: 
~IJ.Q; 
i := i + 1 : 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
.I 
1 1 
1 
1 
1 
1 
1 
1 
1 
o r ocedure DEDUI RE ( rpt eur: i nteqer ~ ·t.§11'.:. fi 1 s: tab4; :l§ll'.:. et ab: i nteger; 
ptdeb: i nteger) ; 
integer 
Q.ê.QiD 
li (typ[rpteurJ <> 0) 
!;_!J.§.0. 
if (typ[rpteurJ < 20) 
:tbfi!J 
lf (typCrpteurJ = 10) 
tb.ê.O. 
op := typ[fg[rpteurJJ ; 
argl := env[f g [fg[fg[rpteurJJJJ 
arg2 := env[fg[fd[fgCrpteurJJJJ 
Ç§iâ@. c,p g_f 
-. nbre := argl + arg2 . ..::. . 
..,.. 
. n b re : = argl arg2 .. ._, . . 
4 . nbre := argl * arg2 . 
r:::- nbre := argl Q.!Y arg2 ,_, 
.ê.O.Q ; 
i.f (typCptdebJ = 0) 
tb.ê.O. 
Q.ê.Q.LO. 
typCpt debJ := 30; 
fgCptdebJ := n bre 
~[lQ. 
.êl.a.ê 
QS:Q.i.O 
fils[ptdebJ := etab 
typCetab J := 30; 
fgCetabJ := nbre 
etab : = et-:1b + 1 
go.g 
. 
. 
Li <typCptdebJ = 0) 
t!J.ê.O. 
g_ggio. 
typ[ptdebJ := typ[rpteurJ ; 
deduire(fg [ rpteurJpfgpetab~ptdeb) ~ 
Li (fdCrpteurJ <> 0) t!J.ê.O. 
dedui r e(fd[rpteurJ,fdpetabpptdeb) 
Q.ê.Q.Lo. 
fils[ptdebJ := etab ; 
typ[etabJ := typ[rpteurJ ~ 
etab := etab + 1 ; 
ptdeb := etab - 1 ; 
deduire(fg [ rpteur]pfgpetabpptdeb) 
if Cfd[rpteurJ <> 0) tb&:D 
deduire(fd[rpteurJrfd~etabpptdeb) 
i.f (typ[ptdebJ = 0) 
t.lJ.ê.O. 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
typ[ptdebJ := 30; 
fg[ptdebJ := env[fg[rpteurJJ 
.êDQ 
.êl.ê.ê 
Q.ê.Qi.O 
fils[ptdebJ := etab : 
typ[etabJ := 30; 
fg[etabJ := env[fg[rpteurJJ • 
etab := etab + 1 : 
§.0.9 ~ 
orocedure PEDEDUIRE ( rpteur ~ e>: pteur: i nteger; ·t.ê.t.:. etab: i nteger; 
_j~ptdeb:integer) 
Y.êf: e>:pn.z.ma:-:e.ref1,ref2: integer: 
Q.ê.Q.1.D 
if ( J=l ) 
.tb.ê!J 
.Q.ê.Q.i!J 
l f (nbter[rpteurJ < 0) 
t.tl.~!l 
12.ê.9.lo. 
:= e>,oteLtr : 
. . 
z : = 1 ; 
~bil~ (z <= ((nbter[rpteur - 25]) - 1)) dQ 
.Q.êQi.O 
e:-:on : = fd[e>:pnJ 
z := z + 1 ; 
ê.lJ.Q. ; 
typ[ptdebJ := typ[expnJ 
fd[ptdebJ := fd[expnJ ; 
deduire(rpteur.fg~etabpptdeb) 
1 1" ( (nbter[rpteurJ = 0) Q.t.:. (typ[rpteurJ 
t.tl.ê.lJ. 
Q_ ê. Q. t o. 
typ[ptdebJ := typ[expteurJ ; 
fd[ptdebJ := fd[expteurJ ; 
deduire(rpteurpfg,etabpptdeb) 
tf ((nbter[rpteurJ > 0) ê.lJ.Q. (typ[rpteurJ 
t.tl.ê.O. 
12.ê.9.lo. 
deduire(rpteur.fg~etab.ptdeb> 
typ[etabJ := typCexpteurJ : 
fg[etabJ := fd[ptdebJ ; 
fd[etabJ := fd[expteurJ : 
fd[ptdebJ := etab; 
etab := etab + 1 : 
.ê.Ob! ; 
§[!.Q 
.s>l.â.s> 
Q.ê.Q.ÜJ 
maxe := expteur; 
t yp[ptdebJ := typ[expteurJ 
fg[ptdebJ := fg[ex pteurJ : 
e :-: pn : = ptdeb ; 
z = = . .:.-. ; 
= 7)) 
< > 7)) 
ttlJ.LLê. ( (z <= j) ê.lJ.Q. (typ[rpteurJ < > 7)) Q.Q 
Q.ê.Q.Ül 
fd[expnJ := etab; 
typ[etabJ := typ[fdCexpteurJJ : 
fg[etabJ := fgCfdCexpteurJJ 
e :,: on : = etab ; 
expteur := fd[expteurJ ~ 
et<:1t1 := etab + 1 
z := z + 1 ; 
~IJ.9- ; 
deduire(rpteur~fd,etab,expn) : 
if <<nbterCrpteurJ >= 0) ~O~ (j = nbteeCmaxeJ)) QC 
((nbter[rpteurJ <= 0) §0.Q (j+nbter[rpteur-25]-1 = nbtee[max eJ) ) 
.tb.ê!J 
Q.ê.9.i.O 
.êO.Q 
.êl.ê.ê 
!2.ê.91.D 
refl := e ::-i pn ; 
~-ef2 := refl ; 
~bilê Ctyp[reflJ <> 1> ~• Q (typ[ref!J <> 30) ~Q 
Q.ê.QiD 
ref2 := ref 1 
ref 1 := fd[reflJ 
~IJ.Q. . . 
fg[etabJ := fd[ref2J 
fd[ref2J := etab . . 
fgr.: z:=1 :!;.Q (nbter [ rptet.tr -25] > 
eNpteur := fd [ e::-: pteur J . . 
typCetabJ := typCexpteurJ : 
fd[etabJ := fd[expteurJ 
etab := etab + 1 ; 
Lf. ( r pt eur - 25) = 23 t.l'.l~!J. 
Q§Qi.C! 
typ[maxe+lJ := 3; 
QQ 
fg[fdCmaxe+lJJ := fg[fd[maxe+lJJ + 1 ; 
~IJ.ç!_ : 
~IJ.Q. : 
1 
1 
1 
1 
1 
1 
1 
1 
1 
J 
1 
1 
1 orc,cedure MOTEUR ; 
' 1 
1 
1 
1 
1 
1 
1 
L ______ ----
~S!.C nbtexpr, nbterme, i, j 
fini : boolean 
Q.ê.Q..!.D 
nbtexp r := nbtee[exprJ 
i : = () : 
nbterme := nbtexpr; 
~bil.ê (nbtexpr <> 0) _gg 
'2. ~ Q. Lo. 
i nteger 
t-!.tl.Ll~ < (nbte:,: pr - i) > 0) g_g_ 
!2. ~ Q. l.!J. 
j := minr ; 
t-!.tlll~ (pr-ior[j,2] < (((nbte::-:pr - i)l10)+1)) st!J.'d (j <= ma >a- ) 
QQ j : = j + 1 ; 
~tlll~ (nbtexpr >= nbterme ) ~IJ.9-
(prim-[j~2J = (((nbterme - i ) * 10) + 1)) 
1:2 .ê Q i D 
anter := prior[j~lJ ~ 
fgc z:=1 _tg maxvar ~Q env[zJ:=-1 • 
lf (nbtee[ex prJ = nbter[anterJ) 
t.lJ.~!J. 
,;;;tg 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
if (unif(anter,expr)) 
.êl.ê.ê 
.tb.ê• 
Q§Q.!.D 
verifcdt(anterpexprpretcur) 
if (retour ) 
tlJ.@.IJ. deduire(anter+25pfgpetab.ptdeb) 
~§:Q.!..[l 
peunif(anterpexpr.indice.retour) 
if (retour) 
.tb.êO 
pededuire(anter+25.exprpetabp 
indice,ptdeb) 
.êD.Q ; 
.if (retour) 
.tb.êD 
Q.êQiD 
nbtee[ptdebJ := nbteeCexprJ + nbter[anter + 25] 
ptdeb := ptdeb + 1 ; 
expr := expr + 1 ; 
nbtexpr := nbtee[exprJ : 
retour:= false: 
~m1 
j := j + 1 ; 
.êD.Q : 
if (nbtexpr = nbterme) 
.t.b.êO 
i := i + 1 
.êl.ê.ê 
i : = 0 ; 
Q.êQiD 
i : = 0 : 
nbterme := nbtexpr : 
@.IJ.Q. : 
fini : = fa 1 se 
~IJ.Ll.§: ( nbte>: pr = nbterme) ~IJ.Q. ( IJ.Q.t. fi ni) Q.Q. 
j := minr ~ 
~IJ.i.l.@. (prior[jp2J < (nbtexpr * 10)) s\.lJ.Q. (j <= ma>a-) 
Q.Q j : = j + 1 ; 
l!'tlJ.i.lê. (nbte>ipr = nbterme) s!.IJ.!d 
(prior[j.2J = (nbterme * 10)) ç!Q 
Q.êQiD 
anter := prior[j.lJ : 
for z:=1 _tg maxvar _gg env[zJ:=-1 
.if (unif (anterpe>:pr)) 
1.b.ê!J 
Q.êQiD 
verifcdt(anterpexpr,retour) 
if (retow-) 
t.b.@.IJ. dedLti re ( anter+25, fg P etab, ptdeb > 
lf. (retour) 
nbtee[ptdebJ := nbtee[ex prJ - + nbter[anter + 25J 
ptdeb := ptdeb + 1 ; 
e}!Of'"" := e:-:eir + 1 : 
. . 
nbtexpr := nbtee[exprJ : 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
§.0.Q 
retour:= false 
~QQ 
j := j + 1 ; 
lf (nbtexpr <> nbterme) tlJ.~Q nbterme := nbtexpr 
@lâ@ fini := true 
Q.~Q.lo. 
copter 
copcd t s; 
copregl e < j) 
copprior ; 
j := 96: 
fin := false : 
ti.lJ.i.Lê. < O.Q.t f i n :i g_g 
Q.iê.Q.!...Q 
f..Q.C z:=j tQ. ma xrule Q.Q 
l;;v~: Q. !...Q 
typ [z J : = 0 ; 
fg [ zJ := O: 
fd[zJ := 0; 
§.0.Q; 
diff2C1J := 2: 
diff2[2J := 4 
diff2[3J := ..,,. 
·-' .. 
diff2[4J := 6 
diff2[5J := 8 . . 
diff2[6J := = . ,J . 
diff2C7J := 10 
diff2[8J := 12 
writeln . . 
. 
. 
wri te ( • DIFF8 ? -->·) 
readln(diff8) . 
writeln ; 
<*REPEAT DIFF7:=RAND <9r13 ) UNTIL <DIFF7 <> 10) 
NI'v'2 := 8 ; 
WRITELN <DIFF7 ) ; 
READLN; 
FRACTGEN(DIFF7.DIFFB.NI'v'2.DIFF2rNAT1 r NAT2 . DENOM1rDENOM2rNUM1rNUM2) 
PAGE (OUTPUT ) ; 
WRITELN(NATl r' 
WRITELN; 
WRITELN (NAT2 r' 
readln (natl) 
readl n (nat2 ) ; 
readln(denoml) 
readln(denom2) • 
readl n (nL!inl ) 
readln (num2) ; 
ç_~âê. diff8 Q.f 
2 !: Q.~Q.lO. 
minr := 
max r : = 
~QQ. . . 
..,.. 
·-' Q. iê. Q. !.. o. 
mi nt- := 
max r := 
' • NUM 1 • • / ' r DENOM 1 ) 
' . NUM2.' 
. . 
/ ' r DENOM2 ) 
pr-1 . . 
pr2 - 1 
or2 
pr-3 - 1 . . 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
§DQ . . 
4 : .Q§.Qi!J 
minr := pr3 . . 
maxr := pr4 -
ê.lJ.Q. . . 
5 : '2.ê.Q.!.O. 
minr := pr4 . . 
ma>:r := ma;-: p r 
§D.Q . . 
e>tpr :: = l(H) : 
nbtee(exprJ := 2: 
ptdeb := 100 ; 
etab : = 121 ~ 
probl (ptdeb~etab) 
ptdeb := ptdeb + 1 
essai := maxrule - 1 : 
moteur; 
deme~:pl ; 
writeln('FINI ?') : 
readln(rep) ; 
1 
Lf. (rep = 'Y') ttl~o. fin:=true 
ê.lJ.Q. : 
1 
1 
1 
1 
1 
1 
1 ANNEXE 7 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
I l 
1 
1 
1 
Q.C.QQ.l.'.:.9.l!l. TEST < i npLtt ~ OL1tput) ; 
1 Ci$S+ in 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
'd.â~ê. turtl egraphi es~ tri::l.nscend 
~êC i~x2~xl~color 
yl~y2 
i nteger 
i nteger 
reo : char 
orocedure AVANCECxl:in teger;x2:integer;long:integer);~~t~cn~l; 
orocedure INIT: external ~ 
orocedLtre MTEXT: e x ternal : 
orocedure GRAF: external ~ 
orocedure ALLER Cxl~yl:integer;x2~y2:integer ) 
~ê.C >:10~y10~>:20 ~y20: integer; 
r~cosinus~invcos~sinus~rlO: real : 
)2g_g.iD 
lf. <>: 1 < > :-:2) ê.U'd (yl < > v2) ttl.~n 
Q.~Q.!.U 
>{1(> := }·{2 - >:1 
y 10 : = y2 - y 1 : 
r : = sqrt ( (>: 10 * :-: 10) + <y10 * ylO)) 
cosinus:= xlO / r; 
invcos := 1 / cosinus 
sinLts := sqrt(l - cosinus) 
r10 := 0: 
t:!.tl.:1..l~ < < :-: 20 < > >: 2) Ëm! < y20 < > y2) 1 g_g_ 
rlO := rlO + invcos; 
x20 := round(rlO * cosinus) 
v20 := round(rlO * sinus) : 
pencolor(white) : 
pencolor(none) 
~m! 
moveto(xl + 5~yl + 5) 
pencolor<white) 
moveto(x2 + 5py2 + 5) 
pencolor(none) 
~U'd 
Q.~Q.!..ll 
rep := •y• 
~b!lg <rep <> "N"l ~g 
Q§.9.i.O 
init; 
readln(rep) 
mte:{t : 
write("QUELLE LIGNE DE DEPART--> '); 
,.- e ad 1 n ( y 1 ) 
write("QUELLE COLONNE DE DEPART-- > "); 
readl n (:·: 1 :i 
write('QUELLE LIGNE D ARRIVEE-- > ") 
readln(y2) 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
,, 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
write( "QUELLE COLONNE D ARRIVEE-- > 
readln (>: 2 ) : 
gra-f ; 
aller( x l~vl~x2 ~y2) 
readln (rep) ~ 
mt e >:t ~ 
write ( " VOULEZ-VOUS RECOMMENCER ? 
r <:iad 1 n < rep ) 
page(output) 
.i;D.Q; 
gDfl• 
:' ) : 
. ) 
1 
.macro pop 
1 pla sta ï.1 pla 
sta ï.1+:L 
1 .endm 
1 .proc -::1vance~ 3 
return .equ () 
1 pop return pla 
ta:-: 
1 pla pla 
sta Oc 
1 pla pla 
sta Oa 
1 
pla 
sta Ob 
lda #255. 
sta 8 
1 lda #25. sta 9 
lda #0 
1 sta 3b lda Oc 
~QQ. #7 
1 sta 11 lda Oc 
lsr a 
1 lsr a 1 sr a 
sta 10 
1 lda #7 sec sbc 11 
sta 12 
1 lda Oc cmp #64. 
bec Ltn 
1 cmp :j:j:128. bec dew·: lda #17 
sec 
1 sbc 10 sta 13 
imp Ncal CLll 1 un nop 
lda #7 
sec 
1 sbc 10 sta 13 imp :-:c .:\lcul 
deLi>: nop 
1 lda =!Wf sec 
sbc 10 
1 
1 
-·-· ------ ----
1 1..,.. sta _  ,
1 :-:cal cul nop ldy 13 
lda #() 
1 >t>:cal CP'✓ #0 beq ;O(fin 
clc 
1 clv adc :Jt80 bvs :,-::< avers 
1 
}:~•:o,1erc dev 
imp ::•:>{ Cal 
:1 xovers inc 3b 
imp :-:xoverc 
1 xx ·fin sta 3a ldy 12 
lda *O. 
1 :,:ycal cpy :J:1:0. beq :-:yfin clc 
adc #4 
1 dey imp :-:vcal 
>:yf in sta 3d 
1 lda Oc cmp #64. bec ë1.dL1n 
1 cmp #128. bec addeLD-( lda 3b 
clc 
1 adc 3d clc 
adc #20 
1 sta 37 lda ..,.. --..:•et. sta 36 
1 
imp ycalcul 
adLln nop 
lda 3b 
clc 
1 adc 3d clc 
adc :J:J:20 
1 sta 37 lda 3a clc 
adc :jj:50 
1 sta 36 imp yc<;\lcul 
addew-: nap 
1 lda 3b clc 
adc 3d 
1 clc adc :J:1:20 sta 37 
lda 3a 
1 clc adc :j:j:28 
sta 36 
1 
1 
- --- ---- -
--1 --------
1 ycalcul nop ldy #0 lda 01:J 
cmp :JtO 
1 beq yl CJOP lda Oa 
clc 
1 adc #5. sta Oa ldv #36. 
1 
yloop lda Oa 
cmp =!=1:7 
bec yfin 
sec 
1 sbc #7 sta Oa 
iny 
1 yfin imp yloop sta 2<) 
lda :\1:7 
sec 
1 sbc 20 sta 21 
CON 21 
1 byte• n-e bec demiby lda 21 
cmp :f:1:0 
1 beq f byteLtn lda (36)~\/ sec 
rol a 
1 sta (36)~y 1jec 21 
de:-: 
1 fbyteun imp byteone lda 20 
cmp :J:l;(l 
1 
beq suite 
clc 
lda ( 36) ~ y 
rol a 
1 sta (36) ~ y dec 20 
imp fbvteun 1 demiby lda #7 
sec 
sbc 2() 
sta 24 
1 lda #7 sec 
sbc 24· 
1 ddemibv sta 22 CP!·{ #0 
beq fdemiby 
1 lda ( 36) ~ y sec rol a 
sta (36) ~ y 
1 de;-: imp ddemibv 
fdemi b y lda 22 
1 
1 
1 
cmp #0 
1 beq 
dc,ne 
lda (36) ~ y 
clc 
1rol a 
1 sta ( 36) !' 'l dec .... ,.., .,;:..:,:. 
imp fdemibv 
1 1 
1 
SLti te iny 
cpy :~40. 
' 1 
beq donf? 
co:-: #7 
bec bypl w:-; 
lda (36)~y 
1 or-a #7f sta (36)~y 
st:-: 24 
1 1 dë1 24 sec 
=-be #7 
sta 24 
1 1 d~{ 24 imp SLti te 
byplus cp~{ iW 
1 beq done lda ( 36) ~ y 
sec 
1 rol a sta (36)~y de~-~ 
imp byplus 
1 done nop 
lda return+l 
1 pha lda return 
• ha 
1 rts 
.proc init 
1 .public >: 1 ~ >:2~ col or 
1 retLtrn .equ (i pop return lda #0 
sta 40 
1 lda #20 sta 41 
ldy :j:!:(l 
1 debinit lda (40)~y 
.ê.O.Q #0 
1 sta < 40) ~ y lda 40 cmp #Off 
beq over 
1 inc 40 imp debinit 
over lda #0 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
fininit 
return 
return 
sta 40 
inc 41 
lda 41 
cmp :f:t4·0 
beq ·fininit 
imp debinit 
nop 
ldy :~() 
1 da #54 
sta 4-· ..::. 
lda #OcO 
: -ta 4:-'!: 
lda (42)~\/ 
lda #57 
sta 4~ .... 
lda (42)~y 
lda #52 
sta 42 
lda ( 42) ~ y 
lda #50 
sta 42 
lda (42)~y 
lda #140. 
sta >! 1 
lda :M:96. 
sta >!2 
lda #0 
sta color 
lda retLtrn+l 
pha 
lda retLtrn 
pha 
rts 
• proc mte>: t 
. eq·u 0 
pop return 
ldy :j:j:() 
lda #54 
sta 42 
lda #OcO 
sta 43 
lda (42 ) ~y 
1 1ja #51 
sta 42 
lda (42)~y 
lda return+l 
pha 
lda return 
pha 
rts 
.proc graf 
.equ 0 
allows grapt-,i CS 
1 
return pop 
1 
ldy #0 
lda #54 
sta 42 
lda #OcO 
1 sta 43 lda (42).v 
lda ~57 
1 sta 42 lda (42)~ y lda ~52 
sta 42 
1 lda (42) ~ V lda #50 
sta 42 
1 lda (42)~v 
lda retL1rn+l 
1 pha lda return pha 
rts 
1 •.êDQ 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
