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TOOL SUPPORT FOR ASPECT-ORIENTED REQUIREMENTS  
 
Key Words: Aspect-oriented requirements, tool. 
Abstract.  Aspect-oriented  requirements  engineering  aims  at  addressing  crosscutting  concerns,  known  as 
aspects, by providing means for their systematic identification, separation, representation and composition. 
Our goal is to propose a tool to support the aspect-oriented requirements model described in [4, 5]. This tool 
offers support to the concern specification and composition activities.  
 
1.  INTRODUCTION 
Separation of concerns aims at identifying and modularizing parts of software which are relevant to a particular 
concept, goal or purpose [8]. Traditional approaches to software development, such as object-oriented and structured 
methods,  have  been  created  with  this  principle  in  mind.  However,  certain  broadly-scoped  properties,  such  as 
accuracy, security, and logging, are very difficult to modularize and its implementation is typically spread along 
several  different  modules.  These  concerns,  known  as  “crosscutting  concerns”,  hinder  understandability, 
maintainability, and evolution.  
Aspect-Oriented Software Development (AOSD) [1] aims at addressing such crosscutting concerns by providing 
means for their systematic identification, separation, representation and composition [14]. Crosscutting concerns are 
encapsulated in separate modules, known as aspects, and composition mechanisms are later used to weave them back 
with other core modules, at loading time, compilation time, or run-time [2]. Most of the work addresses late stages of 
software development, but some approaches have been developed at requirements level [7, 14]. The main focus of 
this paper is to present a tool that supports our Aspect-Oriented Requirements Analysis (AORA) method [4, 5, 15]. 
The objective of the AORA tool is to provide developers with the procedural support they need to be able to specify 
and  compose  concerns.  It  can  help  requirements  engineering  and  stakeholders  to  store  and  manage  concern 
specifications and compositions.  
This paper is organized as follows. Section 2 gives an overview of the AORA approach. Section 3 presents the tool, 
including features, architectural and implementation techniques. Section 4 presents some related work and Section 5 
concludes the paper and suggests directions for future work. 
2.  ASPECT-ORIENTED REQUIREMENTS ANALYSIS: AN OVERVIEW 
An overview of the Aspect-Oriented Requirements Analysis (AORA) model is illustrated in Fig. 1. It is composed of 
three main tasks: identify  concerns,  specify  concerns  and  compose  concerns.  These tasks  can  be  accomplished 
iteratively and incrementally.   2 
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Figure 1: A model for Aspect-Oriented Requirements Analysis 
The task, identify concerns, aims at identifying all the concerns of a system, where a concern refers to a matter of 
interest which addresses a certain problem that is of interest to one or more stakeholders. Such a concern can be 
defined as a set of coherent requirements, defining a property that the future system must provide. This can be 
accomplished by analysing the initial requirements, transcripts of stakeholders’ interviews, etc. Good sources for 
concern identification are the existing catalogues, such as the NFR catalogue offered by [6]. 
The task, specify concerns provides a template (see Table 1) to collect all the information about a concern. At the end 
of this task concern models are built to add more rigorous textual or visual representations to concerns. We have 
chosen UML techniques (e.g., use cases, sequence diagrams, activity diagrams) to visually represent our concern 
models.  
Finally, the task compose concerns, offers the possibility to compose a set of concerns, incrementally, until the whole 
system is obtained. Each composition takes place in a match point in the form of a composition rule. A match point 
tells us which crosscutting concerns should be composed with a given (non-crosscutting) concern. A composition 
rule shows how a set of concerns can be weaved together by means of some pre-defined operators. To accomplish 
this we identify crosscutting concerns (those that are required by more than one other concern).  
A composition rule takes the form: 
         <Term> <Operator> <Term> 
where  a  Term  can  be  a  concern  or  a  sub-composition  (which  is  another  composition  rule)  and  the  Operator 
represents  the  operator  relating  both  terms.  The  operators  we  have  chosen  (enable,  disable,  choice  and  full 
synchronization), were inspired in the LOTOS operators [3], where:  
·  Enabling (denoted by T1>>T2): refers to a sequential composition and means that the behaviour of T2 
begins if and only if T1 terminates successfully. 
·  Disabling  (denoted  by  T1[>T2):  means  that  T2  interrupts  the  behaviour  of  T1  when  it  starts  its  own 
behaviour.  This allows the representation of interruptions.  
·  Full synchronization (denoted by T1||T2): refers to the parallel operator and means that the behaviour of T1 
must be synchronized with the behaviour of T2. It represents concurrent “execution” of concerns.  
·  Choice (denoted by T1[]T2): refers to the choice operator and means that only one of the concerns will be 
satisfied (T1 or T2). 
These  rules  allow  compositions  to  be  performed  at  a  higher  abstraction  level,  where  each  concern  is  simply 
represented by its name and related with other concerns by using the above operators.  
Conflicting situations can emerge during composition whenever concerns that contribute negatively to each other 
have to be composed in the same match point (more details in [5]).  
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Concern name  The name of the concern. 
Description  Short description of the intended behaviour of the concern. 
Sources  Source of information, e.g. stakeholders, documents, 
domain, catalogues and business process. 
Classification  This helps the selection of the most appropriate approach 
to specify the concern. For example: functional, non-
functional, goals. 
Stakeholders  Users that need the concern in order to accomplish their 
job. 
List of Responsibilities 
Responsibility#  List of what the concern must perform; knowledge or 
proprieties the concern must offer.  
List of Contributions 
Contribution #  List of concerns that contribute or affect this concern. This 
contribution can be positive (+) or negative (-). 
List of Priorities by Stakeholder 
Stakeholder #  This expresses the importance of the concern for a given 
stakeholder. It can take the values: Very Important, 
Important, Medium, Low and Very Low. 
List of Required concerns  
  Required 
Concern # 
List of concerns needed or requested by the concern being 
described. 
Table 1: Template to describe concerns 
Concerns, concern elements, compositions, composition operators and the relationships among them all were defined 
in a MOF-compliant metamodel, which has been used as a primary source to define the tool. 
3.  THE ASPECT-ORIENTED REQUIREMENTS ANALYSIS TOOL 
The AORA tool supports concerns specifications, identification of match points and crosscutting concerns, and 
supports the definition of composition rules.  
3.1 The tool architecture 
The AORA tool architecture is composed of nine packages, illustrated in Fig. 2, which support four views (see 
section 3.2 for details): Concern View, Stakeholder View, MatchPoint View and Composite View.   4 
cd Packages
Core
+ concern
+ history
+ matchpoint
+ operator
+ Project
+ stakeholder
(from Packages)
Database_API
+ APIs
+ Database_Handler
(from Packages)
Matchpoints
+ form_concerns_matchpoints
+ MatchpointTable
(from Packages)
Concerns
+ CertifyConcern
+ GetRepositoryConcern
+ NewConcern
+ RemoveConcern
+ UpdateConcern
(from Packages)
Projects
+ CloseProject
+ ImportExportReportProject
+ NewProject
+ OpenProject
+ RemoveProject
(from Packages)
Stakeholders
+ NewStakeholder
+ RemoveStakeholder
+ UpdateStakeholder
(from Packages)
History
+ form_view_history
(from Packages)
Visualizer
+ CompositionRuleGraph
+ ConcernsContributionsGraph
+ ConcernsDependenciesNDecompositionsGraph
+ EventHandler
+ form_change_port
+ Graph
+ Node
+ Port
+ ViewController
+ Visualize
+ VisualizeCompositionRule
+ VisualizeConcernsContributions
+ VisualizeConcernsDependenciesNDecompositions
(from Packages)
Composition Rule
+ EditCompositionRuleFrame
+ Interpreter
+ Parser
(from Packages)
Administration
+ form_administration
+ form_login
(from Packages)
AORE
+ AORE
(from Packages)
 
Figure 2: Packages of the tool architecture. 
The  Concerns package  manages  the  concern specifications,  being  composed of the  classes that  accomplish the 
Concern  View  features  including  Certify  Concern  and  Import  Concern  from  Repository.  The  History  package 
supports the History feature and offers its own interface. The MatchPoints package supports the MatchPoint View 
and has two interface classes. The Projects package deals with the project elements as we described in Handle 
Project, Import and Export Project features (section 3.3). The Stakeholders package supports the Stakeholder View 
features. The Composition Rule package supports the Composition Rule View including the validation rule feature 
that is support by the Interpreter, the Parser, the EditCompositionRule interface, the Grammar and the information 
in the database. This is illustrated in Fig. 3 and will be discussed again in section 3.2.   
 
 
Figure 3: Composition rule validation architecture. 
The Administrator package is responsible for maintaining the information in the database. For example, it updates 
the composition rule operators. The Visualizer supports the Visualize graphics representation feature (see section 
3.3). The DataBase_API package has functionalities to handle the data to and from the database and the APIs (see 
section 3.4 for details).   5 
The concepts are defined in XML and an open source, native XML database, has been chosen, since XML is a 
widely used standard that allows the description of any kind of data. Fig. 4 illustrates the XML schema of the tool. 
Project is the core element of the database. It is composed of: stakeholders, concerns, matchpoints, rules and history. 
Each of these elements is composed of other elements, for example, concerns element is composed of name, sources, 
responsibilities,  description,  classification,  concerns_contribution,  etc.  The  concern  contribution  element  is 
composed  of  two  attributes,  concern_id  and  contribution.  The  concern_id  attribute  indicates  the  concern  that 
contributes or affects this concern and the contribution attribute represents the contribution type, i. e. positively or 
negatively.   
 
Figure 4: XML schema for AORA Tool. 
3.2 Tool specification features 
As mentioned above, the AORA tool is composed of four views: Concern View, Stakeholder View, MatchPoint View 
and Composite View. A snapshot of these views is illustrated in Fig. 5.  (The examples provided used to illustrate the 
tool are part of a case study in [5].) 
The Concern View manages the information of the concerns being specified, and offers information regarding the 
crosscutting nature of the concerns. This view allows the user to: 
·  Specify Concern. This requires the users to complete a form, based on the template in Table 1. Fig. 5 illustrates 
part of the views (left hand-side) supported by the tool, together with the concern specification template (right 
hand-side). In particular, the concern view shows the list of concerns of the subway system. The icon    offers 
this functionality. 
·  Update Concern. This allows the user to change the fields of a concern specification (see Table 1). The icon 
 offers this functionality. 
·  Remove Concern. This allows the user to remove a concern. The icon   offers this functionality. 
·  Crosscutting concerns. This information is visualized in the concern specification windows and gives the list of   6 
concerns that the concern cuts across.  
 
Figure 5: Tool main views (left) and concern specification window (right). 
The Stakeholder View allows the definition of priorities for each concern and identifies conflicting situations. More 
precisely, this view allows the user to specify, update and remove a stakeholder (icons similar to those used for the 
concern view are also available).  
The MatchPoint View supports the definition of composition rules for each match point, being able to generate a list 
of both match points and crosscutting concerns. This list is generated by clicking on the button   (see Fig. 5). This 
view  allows  the  user  to  update  the  list  of  concerns  with  RequiredBy  associations  in  a  given  matchpoint.  To 
accomplish this, the user can check or uncheck the buttons that represents the associations. Moreover, a concern is 
crosscutting if more than one check button appear in the concern’s column. For example, in Fig. 6, responseTime, 
security, validateCard and compatibility are crosscutting concerns. 
 
Figure 6: MatchPoints window. 
Finally, Composition View allows the user to create and modify existing composition rules. A composition rule is 
defined for a matchpoint and specifies how the concerns in that match point interact. The upper area of the window 
in Fig. 7 shows the list of possible concerns and tokens (i.e., composition operators). A rule is built by either editing 
directly on the edition box Compose Rule or by double clicking on an element of the lists Concerns and Tokens. The 
Validate button validates whether the composition rule is well-formed, i.e. it is conformant with the composition 
grammar (see Fig. 8). The Interpreter cleans the rule from non-useful characters, for example extra “/r”, “/n” “/t”.   7 
Then, the Parser receives and validates the composition rule according to the grammar.  
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Figure 7: “Composition rule editor” window.  Figure 8: Composition rule grammar [15].  
If the composition rule is correctly built, a message appears at the bottom area of the window (Fig. 7) and the Save 
button becomes active to allow the composition rule to be saved in the database. If the composition rule is not 
correctly built, an error message appears, highlighting the cause of the error. Fig. 7 illustrates the error “repeated 
concerns”, as a concern can occur only once in a composition. Other possible errors are: concern does not exist; 
missing bracket; missing operator; operator does not exist.  
3.3 Tool generic requirements management features 
Besides the features described above, the tool provides other features, such as:  
·  Handle Project: to create, open and close projects.  
·  Consistency and logical integrity checking: to validate consistency and logical integrity of the information. For 
example, if you have a composition rule based on the RequiredBy associations and these associations were 
changed, the tool would raise an error and not allow the action, to maintain the consistency of the RequiredBy 
associations.  
·  Generate reports: to provide reports in HTML and PDF format. 
·  Certify Concern: to save the concern specification in a repository making it available for reuse in other projects. 
This action is triggered when the user chooses a concern and clicks on   (see Fig. 5). 
·  Import Concern from Repository: to reuse a concern description from the repository. This action is triggered 
when the user chooses a certified concern and clicks on   (see Fig. 5). 
·  History Entry: to log all the important actions (and corresponding states) through which the concern has gone 
through during its life. To each log is associated the stakeholder name, reason for change, and date and time 
(see Fig. 9). 
·  Visualize  graphics  representation:  offers  four  graphical  representations:  a  matchpoint  composition  rule, 
concerns  requiredBy  relationships,  concerns  contribution  relationships  and  concerns  decomposition 
relationships (see Fig. 10). This feature has the following functionalities: save visible area to a .png file, zoom 
in, zoom out, show selected concern and snap to grid. Also, crosscutting concerns are represented by red circles 
(Fig. 10). For example, security, compatibility and responseTime are crosscutting concerns. 
·  Export Project to XML: to export the project data (Concerns, Matchpoints, Rules, etc.) into XML format. This 
Editor 
Box   8 
action creates an XML file with the concern specification (Export) and is accomplished by clicking on the   
button in Fig. 5.  
·  Import Project from XML: to import the project data (Concerns, Rules, etc.) that is in XML format to the tool 
database. This is accomplished by clicking on   (Fig. 5).  
 
 
 
 
Figure 9: History window.  Figure 10: Decomposition & Contribution graph. 
3.4 Tool implementation technologies 
The tool was developed in Java [12] and the information is stored in eXist [9], an open source native XML database 
featuring  efficient,  index-based  XQuery  processing,  XUpdate  support  and  tight  integration  with  existing  XML 
development tools. XQuery provides the means to extract and manipulate data from XML documents and XUpdate 
is a simple XML update language and can be used to modify XML content by simply declaring what changes should 
be made in XML syntax. For accessing, manipulating, and outputting XML data from Java code we have used 
JDOM API [11]. Fig. 11 illustrates how these technologies interact with each other. The Database_Handler is the 
interface between the all the features of the tool and the data. It’s responsible for managing eXist and dealing with 
insert, update and query. 
Database_Handler
XQuery
XUpdate
eXist_API JDOM_API
Database
 
Figure 11: Database_API architecture. 
All these functionalities are part of Database_API package of the tool (see Fig. 2). 
4.  RELATED WORK 
A metadata driven approach for the creation of a repository for aspects is discussed in [10]. A XML schema is used 
to represent this structure in order to guarantee information independent from representation, traceability of aspects   9 
through the development phases and versioning control. Our goal is not the creation of a general repository for 
aspects. Our repository only offers minimal support to store sets of concerns. The concerns in a given project and in 
the repository are stored in eXist, a XML native database. 
The approach in [14] and [13] is based on separating the specification of aspectual requirements, non-aspectual 
requirements  and  composition  rules  in  modules  representing  coherent  abstractions  and  following  well-defined 
templates. The approach is supported by a tool called ARCaDe. Our approach differs from the above by offering a 
set of operators that are simpler than those in [14]. Also, our tool has a composition rule editor and a parser to 
validate its grammar. Moreover, our concern template offers a complete set of information that does not offered by 
other existing AORE methods. 
The Theme approach provides support for aspect-oriented development at analysis and design levels [7]. At the 
analysis level, Theme/Doc is carried out by first identifying a set of actions in the requirements list which are, in 
turn, used to identify crosscutting behaviours. The approach is supported by a tool that creates graph relationships 
between concerns and the requirements that mentioned those concerns. Theme does not offer a well-defined concern 
specification language neither does it offer the possibility of composing themes together. Moreover, our tool has 
import and export interfaces to XML to easily exchange concerns’ information with other applications. 
In general, our tool differs from the tools described above since it offers features that helps tracing the concerns from 
requirements to the specification, composition of concerns, management of changes of concern specifications and 
compositions, and a concern repository within a project. 
5.  CONCLUSIONS AND FUTURE WORK 
This work describes a tool to support the AORA approach, facilitating the specification of concerns, identification of 
crosscutting concerns, generation of the match point table and definition of composition rules. The main concepts 
AORA were defined as an extension of the UML metamodel, allowing a language designer or methodologist to 
better  capture,  analyze  and  understand  our  approach.  The  tool  guarantees  consistency  and  completeness  of  the 
concerns  specifications  and  the  composition  rules  in  order  to  minimize  error  occurrence  and  omissions  in  the 
systems’ requirements. It helps tracing concerns from requirements to the specification and composition of concerns, 
through the History feature and Source attribute. It also offers import and export interfaces to XML to exchange 
concerns’ data with other applications. Finally, the multiple views facilitate the navigation within the approach. 
Currently, we are refining the composition rules to define constraints at the responsibility granularity level and 
exploring  how  fuzzy  logic  can  be  applied  to  help  solving  conflicts  that  can  arise  when  concerns  contribute 
negatively. In the near future we plan to integrate with the method, and the tool, a reference model to support 
forward and backward traceability. 
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