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A Library For Prototype I/O Board Control Program Using
JavaScript
Takafumi OISHI
As improvement IoT technology, demand for embedded system development is in-
creasing. Commonly used programming language for development embededd systems
are low-level languages such as assembly language and C language. However, devel-
opment with a low-level language is dicult and error-prone because we have to be
aware of hardware and memory management. In the lecture for second year students of
the school of Information of Kochi university of technology, students develop programs
controlling Raspberry Pi connected to the dedicated I/O board in assembly language.
In this lecture, students controls the LED, the display, the switches, and the speaker
implemented on the I/O board.
Programming with assembly language requires to handle control registers of devices
and memory directly even when writing a simple I/O controling. Therefore, writing in
assembly language is time-consuming and error-prone. For this reaseon, it is dicult
to prototype a program in a short time. If develop it in a high-level language such as
JavaScript, it will be easy to write programs, and this problem can be solved.
In this research, we addressed this problem by enabling users to develop programs
controlling the I/O board in JavaScript. First, we introduced a JavaScript virtual
machine to Raspberry Pi. We used eJSVM, which we are developing in our laboratory,
for the JavaScript VM. Second, in order control the I/O board easily, we developed a
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library for eJSVM to control the I/O board. This library provides fundamental functions
to control each device on the I/O board. These functions are implemented as built-in
methods of the built-in object, Raspi. We conducted two kinds of experimentation
to evaluate eectiveness of our library. First, we conrmed that every device can be
controlled by using our library. For that, developed programs in JavaScript with our
library for all exercises of the lecture. As a result, we conrmed that our library covers
all devices of the I/O board. Second, we investigated whether development of the I/O
board in JavaScript with our library is easier than that in assembly language. We have
six students develop a program controlling the I/O board both in JavaScript with our
library and in assembly language. As a result, all students developed in shorter time and
with fewer error corrections in the development when they use JavaScript. In addition,
the programs developed in JavaScript were shorter than those in assembly language.
key words embedded system, library, JavaScript
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高知工科大学情報学群の 2 年次に開講されている講義では，RaspberryPi に接続した講
義用 I/Oボード (以下，KUT-I/Oボード)をアセンブリ言語で制御する演習を行う．この
















1 . s e c t i o n . i n i t
2 . g l oba l s t a r t
3 s t a r t :
4 l d r r0 , =0x3f200000
5
6 mov r1 , #(1 << 0)
7 s t r r1 , [ r0 , #0x04 ]
8
9 mov r1 , #(1 << 10)
10 s t r r1 , [ r0 , #0x1c ]
11
12 loop : b loop
図 1.1 アセンブリ言語で書いた LED制御プログラム
1 Raspi . l i g h t ( ) ; // LED の点灯














エンジンである JerryScript と RaspberryPi を制御する Python ライブラリについて説明












JerryScript は，JavaScript で組込みシステムを開発する事を目的に Samsung によって
開発されている組込み機器向けの JavaScript エンジンである [3]．一般に，組込み機器は
CPU性能やメモリなどの計算資源が少ないなどの厳しい制限がある．JerryScriptは 64KB









1 import RPI .GPIO as GPIO;
2
3 GPIO. setmode (GPIO.BORAD) ;
4 GPIO. setup ( channel , GPIO.OUT) ;
5 GPIO. output ( channel , GPIO.HIGH) ;
6 GPIO. cleanup ( ) ;







WiringPi は RaspberryPi で使用されている BCM2835 などの SoC デバイスの GPIO へ
アクセスが可能なライブラリである [4]．WiringPiは GPIOへのアクセスに特化している．

































て逆に C言語の double型から JSValue型に変換する必要もある．このような変換は，VM
の実装中で必要になることが多いので，変換用の関数が用意されている．例えば，浮動小数
点数である JSValue型の値から C言語の double型の値に変換する関数 flonum to double
は，引数に浮動小数点数の値を表現する JSValue 型の値を一つとり，その変換結果として
double 型の値を返す．double to flonum は，double 型の値を引数にとり，それを表す
JSValue型の値を返す．本研究で開発するライブラリは，整数と浮動小数点数を扱う．これ
らの値をもつ JSValue型の値と C言語の型とを相互に変換する関数を表 3.1に示す．
変換するデータ型 関数名
JSValue(整数) ! cint fixnum to cint
cint ! JSValue(整数) cint to fixnum
JSValue(浮動小数点数) ! double flonum to double





























KUT-I/O ボードの全ての装置は，RaspberryPi の装置である GPIO ピンに繋がってい



























4.2.2 ディスプレイ (8 8ドットマトリクス LED)
ディスプレイは図 4.1のように，LEDが 8行 8列に並んだ電子部品である．LEDを点灯












御する関数を 8つ用意する．関数はそれぞれ Raspi.col1()，col2()，... ,col8()と
する．列と行の GPIOの制御は組込み関数の内部で行うようにする．この関数の引数には，
その列中の行数に対応する値を記述するだけで，値の行を点灯できるようにする．引数には



















おり，電源を入れたと同時に 1 マイクロ秒毎にカウンタの値が 1 ずつ増える．例えば，１
秒を計りたい場合はカウンタの値の下から 21ビット目 (bit20)を見る．カウンタは 1マイ
クロ秒で 1 増加するので，bit20 は 219 マイクロ秒 (=512 × 2048 マイクロ秒) 毎に変化






スピーカーは KUT-I/O ボード上に 1 つだけ設置されている．スピーカーから音を鳴
らすためには，音の周波数を設定して出力することで可能となる．周波数を設定するに











1. LED の GPIO を制御するために，mmap システムコールを使い GPIO の制御レジス
タの番地を eJSVM プロセスにマップする．GPIO のベースアドレスとなる番地は
0x3f200000番地である [2]．
2. LEDを制御する GPIOの 10番ピン (以下，GPIO10)を出力用に設定する．出力用に
するには，GPIO10を制御している番地である 0x3f200004の番地へ 2進数の 001を書
き込む．
3. GPIO10 から 1 を出力させ LED を点灯させる．GPIO10 に 1 を出力するには，
0x3f20001c から始まる数ワードの，GPIO のポート番号 (この関数ならば 10) の対
応するビットに 1を書き込む．これで LEDが点灯される．
4. munmapシステムコールでマップを解除する．
LEDを消灯させる関数 lightOff()の処理は light()の処理の流れの 3番目で 0を出力
するように変えるだけである．GPIO10 に 0 を出力するには，0x3f200028 から始まる数
ワード中の対応するビットを 1にする．
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表 5.1 ディスプレイの列番号と GPIOポート番号の対応表
1 Raspi . c o l 2 (3 , 5 ) ;
図 5.1 ディスプレイを制御する関数を使ったプログラム例
5.2 ディスプレイ (8 8ドットマトリクス LED)




応を表 5.1，表 5.2に示す．すべてのピンを出力に設定したら，点灯させたい列の GPIOに
1を，それ以外の GPIOに 0を書き込む．そして，行の GPIOに 0を，それ以外の GPIO
に 1を書き込む．そうすることでディスプレイの点灯ができる．














表 5.2 ディスプレイの行番号と GPIOポート番号の対応表
1. 引数の値を変換する．組込み関数の実行は C言語で行うため，fixnum to cintという
変換関数を使い JSValue型の値を C言語の int型へ変換する．
2. ディスプレイの GPIOを制御するために，mmapシステムコールを使い GPIOの制御レ
ジスタの番地を eJSVMプロセスにマップする．
3. ディスプレイの列を制御する GPIOと行を制御する GPIOを出力用に設定する．
4. ディスプレイの 2列目を制御するGPIOのポート番号 18(GPIO8)に 1を出力させ，そ
れ以外は 0を出力させる．GPIO8に 1を出力するには，0x3f20001cから始まる数ワー
ド中の GPIOのポート番号の対応するビット (この例では 18ビット)に 1を書き込む．
5. 2で変換した値に対応する行の GPIOポート番号を求める．この例では，ポート 15と
ポート 12が求まる．　
6. GPIO のポート番号 15(GPIO15) と 12(GPIO12) に 0 を出力させ，それ以外は 1 を
出力させる．GPIO15 に 0 を出力するには，0x3f200028c から始まる数ワードの中の







スイッチ n の状態を調べる関数 button(n) は，まず引数を C 言語の値の表現に変換す
る．この引数は整数型なので，C 言語の int 型へ変換する．次に，引数の値に対応したス
イッチの GPIOを制御する．スイッチと GPIOの対応を表 5.3に示す．スイッチが押され
ると，スイッチに対応している GPIOのポート番号のビットが変化する．スイッチが押され
ているとビットは 1になっている．そうでなければ 0になっている．スイッチが押されてい
る場合 trueを，押されていない場合は falseを返す．この型は C言語の型なので JSValue
の boolean型に変換する．true falseで C言語から JSValueの boolean型に変換し，返
り値として関数に返す．
以下に，Raspi.button(1)という関数呼び出しを例として処理の流れを示す．
1. 引数の値を変換する．組込み関数の実行は C言語で行うため，fixnum to cintという
変換関数を使い JSValue型の値を C言語の int型へ変換を行う．









表 5.3 スイッチと GPIOポート番号の対応表
3. どのスイッチを制御するかを手順 2で変換した int型によって決める．この例では引数
が 1のため，1番スイッチを制御する．
4. スイッチが押されていると GPIOのポート番号 13(14ビット目)が 1となっている．そ
うでなければ 0になっている．
5. 変化した場合は trueを，しなかった場合は falseを返す．











4. 取得した値は C言語の double型なので，関数に返す前に flonum to doubleによって
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5.5 スピーカー
1 whi l e ( t rue ) f
2 whi le ( ( Raspi . t imer ( ) & (1 << 20)) == 1)f
3 Raspi . l i g h t ( ) ;
4 g
5 whi le ( ( Raspi . t imer ( ) & (1 << 20)) != 1)f
6 Raspi . l i g h tO f f ( ) ;
7 g
8 g
図 5.3 タイマを使い LEDを 1秒ごとに点灯させるプログラム例
JSValue型に変換する．
5. munmapシステムコールでマップを解除する．
この関数を使い，1 秒ごとに LED を点灯させたい場合は図 5.3 のようなプログラムと
なる．
5.5 スピーカー
sound(key, time) は，まず 2 つの引数を C 言語の値の表現に変換する．この引数は
整数なので，C言語の int型へ変換する．次に，ライブラリ関数の第一引数 keyには 220，
248，... などの周波数を入れることで，対応した音階を鳴らすことが可能である．表 5.4は音
階と周波数の対応表である．次に，GPIOのポート番号 19(以下，GPIO19)と PWMのチャ
ンネル 2は配線を共有している．そのため，GPIO19と PWMを接続するには 0x3f200004






音階 周波数 音階 周波数 音階 周波数
3A 220 4A 440 5A 880
3B 248 4B 496 5B 992
3C 262 4C 523 5C 1048
3D 294 4D 587 5D 1174
3E 330 4E 659 5E 1318
3F 349 4F 698
3G 392 4G 784
表 5.4 音階と周波数の対応表




































































アセンブリ言語だけでなく，同じ低級言語である C 言語と，C 言語をサポートしたライ
ブラリであるWiringPiを使って，6.2節で作成した渦を表示するプログラムを作成し，行
数を比較した．結果をグラフにしたものが図 6.5である．
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