




Arya Yudhi Wijaya, S.Kom., M.Kom. 
 
Pembimbing Lapangan 
Rizky Januar Akbar, S.Kom., M.Eng 
 
DEPARTEMEN INFORMATIKA 
Fakultas Teknologi Informasi dan Komunikasi 




KERJA PRAKTIK – IF184801 
Rancang Bangun Aplikasi Sistem myITS Human 
Capital Management (HCM) Modul Portofolio 
 
Direktorat Pengembangan Teknologi dan Sistem Informasi 
(DPTSI)  
Institut Teknologi Sepuluh Nopember 
Gedung Pusat Riset Center Lantai 4 - Kampus ITS Sukolilo 
Surabaya 
Periode: 12  Juli 2021 - 10 September 2021 
i 
 





Rancang Bangun Aplikasi Sistem myITS Human 
Capital Management (HCM) Modul Portofolio 
 
Direktorat Pengembangan Teknologi dan Sistem Informasi 
(DPTSI)  
Institut Teknologi Sepuluh Nopember 
Gedung Pusat Riset Center Lantai 4 - Kampus ITS Sukolilo 
Surabaya 
Periode: 12  Juli 2021 - 10 September 2021 




Arya Yudhi Wijaya, S.Kom., M.Kom. 
 
Pembimbing Lapangan 




Fakultas Teknologi Informasi dan Komunikasi 














Rancang Bangun Aplikasi Sistem myITS Human Capital 
Management (HCM) Modul Portofolio 
 
Oleh:  
Btari Aliya Tsabitah   05111840000012 
Ignatius Dwiki Iskandar   05111840000019 
 
 
 Mengetahui, Menyetujui, 
 Pembimbing Lapangan Dosen Pembimbing  




Rizky Januar Akbar, S.Kom., M.Eng Arya Yudhi Wijaya, S.Kom., M.Kom. 












Rancang Bangun Aplikasi Sistem myITS Human Capital 
Management (HCM) Modul Portofolio 
 
Nama Mahasiswa  : Btari Aliya Tsabitah 
NRP : 05111840000012 
Nama Mahasiswa : Ignatius Dwiki Iskandar 
NRP : 05111840000019  
Departemen : Informatika ELECTICS-ITS            
Pembimbing Jurusan : Arya Yudhi Wijaya 







Dalam suatu instansi pasti dibutuhkan sistem untuk 
menampung serta mengelola data dari pegawai mereka. Sistem 
manajemen pegawai ini penting bagi instansi karena akan memberi 
manfaat yang besar dalam upaya pengaturan manajemen sumber daya 
manusia, peningkatan kualitas sumber daya manusia serta manajemen 
kepegawaian. ITS sendiri telah mempunyai sistem manajemen 
kepegawaian yang bernama SIMPEG ITS. Namun SIMPEG ITS 
menjadi kurang relevan karena informasi yang disajikan berlebihan, 
sehingga berdampak pada tampilan antarmuka yang sulit dipahami 
oleh penggunanya. Oleh karena itu, untuk menambah produktivitas 
pegawai, dalam hal ini dosen dan tenaga kependidikan ITS, serta 
meningkatkan efektivitas dan efisiensi sistem kepegawaian yang telah 
ada,  dikembangkan aplikasi web myITS HCM Modul Portofolio 
yang nantinya akan berisi data pribadi pegawai, riwayat aktivitas 
pegawai selama bekerja di ITS, dan juga karya-karya pegawai. 
Kata kunci: Human Capital Management, Kepegawaian, 
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BAB I  
PENDAHULUAN 
1.1.  Latar Belakang 
Dalam suatu instansi pasti dibutuhkan sistem untuk 
menampung serta mengelola data dari pegawai mereka. Sistem 
manajemen pegawai ini penting bagi instansi karena akan 
memberi manfaat yang besar dalam upaya pengaturan 
manajemen sumber daya manusia, peningkatan kualitas sumber 
daya manusia serta manajemen kepegawaian. Di era digital ini 
mayoritas instansi telah memanfaatkan teknologi informasi 
untuk meningkatkan produktivitas, efektivitas, dan efisiensi dari 
sistem tersebut. Tidak terkecuali Institut Teknologi Sepuluh 
Nopember (ITS) Surabaya, yang juga telah memiliki sistem 
manajemen dosen dan tenaga kependidikan yang bernama 
Sistem Informasi Manajemen Kepegawaian (SIMPEG) ITS.  
Seiring berjalannya waktu, keorganisasian ITS semakin 
berkembang ke arah yang kompleks dengan banyaknya data dan 
informasi pegawai yang ada. SIMPEG ITS menjadi kurang 
relevan karena informasi yang disajikan berlebihan, sehingga 
berdampak pada tampilan antarmuka yang sulit dipahami oleh 
penggunanya. Dalam hal ini, SIMPEG ITS akan dikembangkan 
menjadi dua sistem aplikasi yakni myITS Office untuk 
pengelolaan surat dan myITS Human Capital Management 
(HCM) untuk manajemen kepegawaian. 
Oleh karena itu, untuk menambah produktivitas pegawai, 
dalam hal ini dosen dan tenaga kependidikan ITS, serta 
meningkatkan efektivitas dan efisiensi sistem kepegawaian yang 
telah ada,  penulis ingin mengembangkan aplikasi web myITS 
HCM Modul Portofolio yang nantinya akan berisi data pribadi 
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pegawai, riwayat aktivitas pegawai selama bekerja di ITS, dan 
juga karya-karya pegawai. 
 
1.2.  Tujuan 
Adapun tujuan dari pembuatan sistem myITS Human 
Capital Management Modul Portofolio dalam pelaksanaan kerja 
praktik ini adalah sebagai berikut.  
1. Untuk memudahkan pegawai ITS dalam mengelola data 
kepegawaian mereka. 
2. Untuk mempermudah pegawai ITS dalam mengelola 
portofolio mereka. 
3. Meningkatkan produktivitas pegawai ITS. 
1.3.  Manfaat 
Adapun manfaat dari pembuatan sistem myITS Human 
Capital Management dalam pelaksanaan kerja praktik ini adalah 
sebagai berikut.  
1. Manajemen pegawai menjadi lebih mudah dan efisien.  
2. Mempermudah pengelolaan data-data pegawai. 
3. Data dapat tersimpan dalam sistem dengan rapi dan mudah 
diakses. 
1.4.  Rumusan Masalah 
Adapun rumusan masalah pada kerja praktik ini adalah 




1. Bagaimana alur proses bisnis dari aplikasi berbasis web 
myITS Human Capital Management Modul Portofolio?  
2. Bagaimana pengembangan dari aplikasi berbasis web 
mengenai myITS Human Capital Management Modul 
Portofolio? 
1.5.  Lokasi dan Waktu Kerja Praktik 
Kerja praktik ini dilaksanakan pada waktu dan tempat 
sebagai berikut:  
Lokasi : DPTSI - ITS 
Alamat : Gedung Pusat Riset Center Lantai 4 - Kampus 
ITS Sukolilo Surabaya 
Waktu : 12 Juli 2021 - 10 September 2021 
Hari Kerja : Senin - Jumat 
Jam Kerja : 08.00 WIB – 17.00 WIB 
Kerja praktik dilaksanakan secara daring dikarenakan 
pandemi COVID-19.  
1.6.  Metodologi Kerja Praktik 
Tahapan pengerjaan kerja praktik dapat dijabarkan sebagai 
berikut: 
1.6.1 Perumusan Masalah 
Untuk mengetahui kebutuhan-kebutuhan fungsional dan 
non-fungsional dari sistem, kami mengikuti rapat-rapat 
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bersama DPTSI. Pada rapat tersebut, dijelaskan tentang 
bagaimana existing system yaitu Sistem Informasi Manajemen 
Kepegawaian (SIMPEG) ITS dan bagaimana kondisi sistem 
tersebut. Setelah rapat, tim merancang sistem baru.  
1.6.2 Studi Literatur 
Setelah ditentukan kebutuhan sistem dari myITS HCM 
Modul Portofolio, seperti database, bahasa pemrograman, serta 
tools tambahan yang akan digunakan, dilakukan studi literatur 
mengenai cara implementasinya. Dalam hal ini tinjauan 
dilakukan terhadap framework Laravel, software database SQL 
Server dengan bahasa pemrograman PHP, HTML, CSS, dan 
JavaScript. Pada tahap ini dilakukan proses pencarian, 
pembelajaran, pengumpulan dan pemahaman informasi serta 
literatur yang berkaitan untuk membantu dalam implementasi 
segala bentuk code dan query yang ada. 
1.6.3 Analisis dan Perancangan Sistem 
Setelah melakukan tinjauan pustaka, untuk merancang 
sistem yang baik perlu adanya sebuah desain arsitektur sistem. 
Pada web ini tim developer diarahkan untuk menggunakan 
Event-Driven Architecture. 
1.6.4 Implementasi Sistem 
Implementasi merupakan realisasi dari tahap 
perancangan. Pada tahap ini kami mengembangkan web yang 
sudah pernah ada sebelumnya. 




Pengujian dilakukan dengan menguji fitur-fitur yang 
telah dibuat. Tahap awal setelah query jadi akan diupload ke 
web yang nantinya akan bisa diperiksa oleh pembimbing 
lapangan kerja praktik apakah web dan fitur-fitur yang telah 
dibuat di dalamnya sesuai dengan yang dibutuhkan termasuk 
runtime dari fungsi yang dibuat. Hal ini akan menentukan 
apakah hasil evaluasi terhadap sistem sudah sesuai dengan 
tujuan dan kebutuhan sistem yang sudah dianalisis. 
1.6.6 Kesimpulan dan Saran 
Pengujian yang dilakukan ini telah memenuhi syarat dan 
sesuai dengan desain yang diinginkan. Fitur-fitur aplikasi juga 
berjalan dengan baik dan lancar walaupun sempat terjadi 
kendala saat web diakses oleh banyak orang. Dalam 
pengembangan web ini diperlukan penjelasan secara detail 
terkait alur yang ada agar pengguna mampu memahami alur 
pada web dengan baik.  
1.7. Sistematika Laporan 
Laporan kerja praktik ini terdiri dari tujuh bab dengan 
rincian sebagai berikut: 
1.7.1 Bab I Pendahuluan 
Pada bab ini dijelaskan tentang latar belakang 
permasalahan, tujuan, waktu pelaksanaan, serta sistematika 
pengerjaan kerja praktik dan juga penulisan laporan kerja 
praktik. 
1.7.2 Bab II Profil Perusahaan 
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Pada bab ini, dijelaskan secara rinci tentang profil 
perusahaan tempat kami melaksanakan kerja praktik, yakni 
DPTSI - ITS. 
1.7.3 Bab III Tinjauan Pustaka 
Pada bab ini, dijelaskan mengenai tinjauan pustaka dan 
literatur yang digunakan dalam penyelesaian kerja praktik di 
DPTSI - ITS. 
1.7.4 Bab IV Analisis dan Perancangan Sistem 
Bab ini berisi mengenai tahap analisis sistem aplikasi 
dalam menyelesaikan proyek kerja praktik. 
1.7.5 Bab V Implementasi Sistem 
Bab ini berisi uraian tahap - tahap yang dilakukan untuk 
proses implementasi sistem. 
1.7.6 Bab VI Pengujian dan Evaluasi 
Bab ini berisi hasil uji coba dan evaluasi dari aplikasi 
yang telah dikembangkan selama pelaksanaan kerja praktik. 
1.7.7 Bab VII Kesimpulan dan Saran 
Bab ini memaparkan kesimpulan dan saran yang didapat 

























BAB II  
PROFIL PERUSAHAAN 
 
2.1 Tentang DPTSI - ITS 
Direktorat Pengembangan Teknologi dan Sistem Informasi 
(DPTSI) bertugas untuk menyediakan dan mengelola layanan 
Teknologi Informasi di lingkungan ITS. Terkait peran, DPTSI 
berperan untuk mendukung aktivitas akademik, penelitian dan 
pengabdian masyarakat, serta manajerial di lingkungan ITS dalam 
rangka membantu ITS mencapai visi misinya. 
Menyediakan dan mengelola layanan Teknologi Informasi di 
lingkungan ITS 
 
2.2 Tujuan DPTSI - ITS 
 Tujuan dari didirikannya PT. ITS Tekno Sains adalah sebagai 
berikut. 
1. Meningkatkan SDM yang profesional. 
2. Meningkatkan aksesibilitas informasi. 
3. Meningkatkan proses efisiensi. 
4. Menyediakan pelayanan dan support. 
5. Mengikuti dan mengembangkan teknologi informasi. 
 
2.3 Visi dan Misi DPTSI - ITS 
 Visi dan misi dari Direktorat Pengembangan Teknologi dan 
Sistem Informasi Institut Teknologi Sepuluh Nopember adalah 
sebagai berikut: 
● Visi : Membangun Budaya dan Transformasi Digital 




TIK dalam rangka mewujudkan ITS sebagai “World Class 
Research and Innovative University”  
● Misi : 
1. Peningkatan Kapasitas Jaringan 
2. Pengembangan & Pemeliharaan Sistem Informasi 
Terintegrasi menuju ITS in One Hand 
3. Peningkatan Efisiensi dan Efektifitas Pelaporan 
dengan ITS Satu Data 
4. Peningkatan Layanan Prima berbasis Digital  
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BAB III  
TINJAUAN PUSTAKA 
 
3.1.  Visual Studio Code 
 Visual Studio Code adalah editor source code yang 
dikembangkan oleh Microsoft untuk Windows, Linux dan MacOS 
(Wahyuda, 2014). Dalam teks editor ini mendukung banyak bahasa 
pemrograman seperti javascript, typescript, dan node.js, serta bahasa 
pemrograman lainnya yang membutuhkan bantuan plugin yaitu 
phyton, go, java, c++, c#, dan yang lainnya.  
3.2.  Laravel 
 Laravel  adalah  sebuah  framework web berbasis  PHP  yang  
open-source  dan  tidak berbayar,  diciptakan  oleh  Taylor  Otwell  
dan diperuntukkan  untuk  pengembangan  aplikasi web yang  
menggunakan pola  MVC. Struktur pola  MVC  pada  Laravel  sedikit  
berbeda pada struktur pola MVC pada umumnya. Di laravel terdapat  
routing  yang  menjembatani  antara request  dari  user  dan  controller.  
Jadi controller  tidak  langsung  menerima  request tersebut (Yudanto 
et al., 2017).  
 
3.3.  HTML 
 HTML adalah kependekan dari Hyper Text Markup 
Language, yang artinya tata cara penulisan yang digunakan dalam 
dokumen Web. Atau dapat juga diartikan sebagai bahasa yang 




3.4.  PHP 
 PHP singkatan dari PHP:Hypertext Prepocessor. PHP 
merupakan bahasa script yang dijalankan pada sisi server (SSS : 
Server Side Scripting). Database yang didukung PHP antara lain : 
MySQL, Informix, Oracle, Sybase, Solid, PostgreSQL, Generic 
ODBC. PHP adalah software Open Source, bebas untuk diunduh dan 
digunakan (Erawan, 2014).  
 
3.5.  CSS 
 Cascading Style Sheet (CSS) merupakan aturan untuk 
mengendalikan beberapa komponen dalam sebuah web sehingga akan 
lebih terstruktur dan seragam. CSS bukan merupakan bahasa 
pemrograman. CSS dapat mengatur ukuran gambar, warna bagian 
tubuh pada teks, warna tabel, ukuran border, warna border, warna 
hyperlink, warna mouse over, spasi antar paragraf, spasi antar teks, 
margin kiri, kanan, atas, bawah, dan parameter lainnya. CSS adalah 
bahasa style sheet yang digunakan untuk mengatur tampilan dokumen 
(Chotim, 2013). 
 
3.6.  Javascript 
Javascript adalah bahasa script yang berdasar pada objek yang 
memperbolehkan pemakai untuk mengendalikan banyak aspek 
interaksi pemakai pada suatu dokumen HTML. Dimana objek 
tersebut dapat berupa suatu window, frame, URL, dokumen, form, 
button atau item yang lain. Yang semuanya itu mempunyai properti 
yang saling berhubungan dengannya dan masing-masing memiliki 




3.7.  Microsoft SQL Server 
 Microsoft SQL Server adalah salah satu sistem manajemen 
database berjenis relational database management system (RDBMS) 
yang dikembangkan oleh perusahaan Microsoft. Sistem manajemen 
ini dibekali dengan beberapa fitur yang dapat membantu dalam 
pengambilan keputusan seperti Business Intelligence dan Data 
Analysis. Microsoft SQL Server mempunyai ekstensi dari sql yang 
diimplementasikan oleh Microsoft sendiri bernama Transact-SQL 
(TSQL) (Puspitasari et al., 2017).  
 
3.8.  Docker  
 Docker adalah sebuah project open-source yang menyediakan 
platform terbuka untuk developer maupun sysadmin untuk dapat 
membangun, mengemas, dan menjalankan aplikasi dimanapun di 
dalam sebuah container. Docker menggunakan arsitektur client-
server. Dimana client dan docker berkomunikasi dengan daemon 
docker, yang melakukan suatu tindakan untuk membangun, 
menjalankan, dan mendistribusikan container docker. Client docker 
dan daemon dapat berjalan pada sistem yang sama. Client docker dan 
daemon berkomunikasi menggunakan REST API, melalui soket 











ANALISIS DAN PERANCANGAN SISTEM 
 
4. 1. Analisis Sistem 
Pada bab ini akan dijelaskan mengenai tahapan dalam 
pembangunan aplikasi myITS Human Capital Management modul 
Portofolio, yaitu analisis dari sistem yang dibangun. Penjelasan dibagi 
menjadi tiga, yaitu definisi umum aplikasi, proses bisnis, dan 
deskripsi fungsional. 
4.1.1. Definisi Umum Aplikasi 
Aplikasi myITS Human Capital Management adalah 
sebuah aplikasi kepegawaian untuk dosen dan tenaga 
kependidikan di ITS yang berguna untuk menampung 
biodata, portofolio, dan juga data kepegawaian secara online. 
Pengguna myITS Human Capital Management ini 
antara lain adalah sebagai berikut. 
1. Dosen ITS 
Dosen ITS adalah tenaga pengajar yang menjadi 
pengguna utama dari aplikasi myITS Human Capital 
Management. 
2. Tenaga Kependidikan ITS 
Tenaga kependidikan adalah anggota masyarakat 
yang mengabdikan diri dan diangkat untuk 
menunjang Penyelenggaraan Pendidikan yang juga 
menjadi pengguna utama dari aplikasi myITS Human 
Capital Management. 
3. Administrator 
Administrator adalah orang yang berperan dalam 
monitoring portofolio dan kepegawaian serta 




4.1.2. Proses Bisnis 
Berikut adalah gambaran proses bisnis dari aplikasi 
myITS Human Capital Management Modul Portofolio. 
 
Gambar 1. Proses Bisnis myITS HCM Modul Portofolio 
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4.1.3. Analisis Kebutuhan Fungsional 
Beberapa kebutuhan fungsional yang dibutuhkan pada 
Modul Portofolio aplikasi myITS HCM dapat dilihat pada 
tabel 1. 




F001 Melakukan login dosen/tenaga 
kependidikan 
F002 Mengganti role admin 
F003 Menambahkan portofolio atau 
kepegawaian 
F004 Melihat detail portofolio atau 
kepegawaian 
F005 Mengedit portofolio atau kepegawaian 
F006 Menghapus portofolio atau kepegawaian 
F007 Mengunggah berkas portofolio atau 
kepegawaian 
F008 Memilih berkas portofolio atau 
kepegawaian 
F009 Menambah anggota pada portofolio 




F011 Menghapus anggota pada portofolio 
F012 Menambah penulis pada portofolio 
F013 Mengedit penulis pada portofolio 
F014 Menghapus penulis pada portofolio 
F015 Mengajukan portofolio atau kepegawaian 
F016 Menambah berkas portofolio atau 
kepegawaian 
F017 Menyunting berkas portofolio atau 
kepegawaian 
F018 Menghapus berkas portofolio atau 
kepegawaian 
F019 Mengunduh berkas portofolio atau 
kepegawaian 
F020 Melihat detail berkas portofolio atau 
kepegawaian 
F021 Mencari berkas portofolio atau 
kepegawaian 
F022 Memverifikasi portofolio 
 
4. 2. Spesifikasi Kasus Penggunaan 




Tabel 2. Spesifikasi Use Case melakukan login dosen/tenaga kependidikan 
Kode Use Case UC001 
Nama Use Case Melakukan login dosen/tenaga 
kependidikan 
Aktor Dosen/Tenaga Kependidikan 
Deskripsi Proses masuk dosen/tenaga 
kependidikan ke dalam sistem 
Kondisi Awal Dosen/tenaga kependidikan 
belum masuk ke dalam sistem 
Kondisi Akhir Dosen/tenaga kependidikan 
telah masuk ke dalam sistem 
Alur Kejadian Normal 
Aktor Sistem 
1. Membuka halaman login.  
2. Menampilkan form untuk 
login. 
3. Memasukkan username 
dan password myITS SSO. 
  





5. Memeriksa data yang 
dimasukkan 
A.1. Data yang dimasukkan 
tidak sesuai 





Alur Kejadian Alternatif 





2. Membaca pesan yang 
ditampilkan sistem 
3. Kembai ke alur normal 
nomor 3 
1. Menampilkan pesan error 
bahwa data yang 
dimasukkan tidak sesuai 
4.3.2. Mengganti role admin 
 
Tabel 3. Spesifikasi Use Case mengganti role admin 
Kode Use Case UC002 
Nama Use Case Mengganti role admin 
Aktor Dosen/tenaga kependidikan 
Deskripsi  Dosen/tenaga kependidikan 
yang mempunyai role 
administrator mengganti role ke 
administrator 
Kondisi Awal Dosen/tenaga kependidikan 




Kondisi Akhir Dosen/tenaga kependidikan 
berada dalam role 
Administrator 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan ikon profil di 
kanan atas. 
 
2. Menampilkan dropdown 
profil. 







5. Memilih opsi Administrator 
 
 
4. Menampilkan modal Hak 
Akses 
A.1. Dosen/tenaga 
kependidikan tidak memiliki 
role Administrator 
 
6. Menampilkan beranda 
Administrator 
  
Alur Kejadian Alternatif 
A.1. Dosen/tenaga kependidikan tidak memiliki role 
Administrator 
Aktor Sistem 
1. Menekan tombol Batal 








2. Menampilkan halaman 
sebelumnya 
4.3.3. Menambahkan portofolio atau kepegawaian 
 
Tabel 4. Spesifikasi Use Case Menambahkan portofolio atau kepegawaian 
Kode Use Case UC003 
Nama Use Case Menambahkan portofolio atau 
kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk menambahkan 
portofolio Dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan dan 
Administrator telah masuk ke 
sistem dan portofolio belum 
ditambahkan 
Kondisi Akhir Portofolio telah ditambahkan 
Alur Kejadian Normal 
Aktor Sistem 
1. Memilih menu Portofolio 
atau Kepegawaian 
 
2. Menampilkan halaman 
Portofolio atau Kepegawaian 
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3. Memilih salah satu 
portofolio atau kepegawaian 




5. Menekan tombol ‘Tambah 
x’ (x adalah nama portofolio 





4. Menampilkan halaman 





6. Menampilkan halaman form 
tambah portofolio atau 
kepegawaian 
7. Mengisi form portofolio 
atau kepegawaian 
8. Menekan tombol ‘Simpan’ 






9. Memeriksa data yang 
dimasukkan 
A.1. Data yang dimasukkan 
tidak lengkap 
6. Menyimpan data portofolio 
atau kepegawaian ke dalam 
database 
Alur Kejadian Alternatif 





2. Membaca pesan yang 
ditampilkan sistem 
1. Menampilkan pesan error 






3. Kembali ke alur normal 
nomor 7 
Alur Eksepsi 
E.1. Menekan tombol ‘Kembali’ 
Aktor Sistem 
 1. Menampilkan halaman 
daftar portofolio atau 
kepegawaian 
4.3.4. Melihat detail portofolio atau kepegawaian 
 
Tabel 5. Spesifikasi Use Case Melihat detail portofolio atau kepegawaian 
Kode Use Case UC004 
Nama Use Case Melihat detail portofolio atau 
kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk melihat detail 
portofolio atau kepegawaian 
dosen/tenaga kependidikan yang 
telah ditambahkan 
Kondisi Awal Dosen/tenaga kependidikan dan 
Administrator telah masuk ke 
sistem 
Kondisi Akhir Dosen/tenaga kependidikan dan 
Administrator dapat melihat 
detail portofolio atau 
24 
 
kepegawaian, berada pada 
halaman daftar portofolio atau 
kepegawaian 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan salah satu 
portofolio atau kepegawaian 





2. Menampilkan halaman detail 
portofolio atau kepegawaian 
4.3.5. Mengedit portofolio atau kepegawaian 
 
Tabel 6. Spesifikasi Use Case Mengedit portofolio atau kepegawaian 
Kode Use Case UC005 
Nama Use Case Mengedit portofolio atau 
kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk mengedit 
portofolio dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio 




Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Edit’ 
pada bagian informasi 
 
 
2. Menampilkan halaman form 
edit portofolio atau 
kepegawaian 
3. Mengedit isian form 
portofolio atau kepegawaian 
4. Menekan tombol ‘Simpan’ 







5. Memeriksa data yang 
dimasukkan 
A.1 Data yang dimasukkan 
tidak lengkap 
6. Menyimpan perubahan data 
portofolio atau kepegawaian ke 
dalam database 
Alur Kejadian Alternatif 





2. Membaca pesan yang 
ditampilkan sistem 
3. Kembali ke alur normal 
nomor 3 
1. Menampilkan pesan error 






E.1. Menekan tombol ‘Kembali’ 
Aktor Sistem 
 1. Menampilkan halaman 
detail portofolio atau 
kepegawaian 
4.3.6. Menghapus portofolio atau kepegawaian 
 
Tabel 7. Spesifikasi Use Case Menghapus portofolio atau kepegawaian 
Kode Use Case UC006 
Nama Use Case Menghapus portofolio atau 
kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk menghapus 
portofolio dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio atau 
kepegawaian 
Kondisi Akhir Portofolio telah dihapus 









2. Menampilkan dropdown 
option 




5. Menekan tombol ‘Hapus’ 
E.1. Menekan tombol ‘Batal’ 
 
4. Menampilkan modal 





6. Menghapus portofolio atau 
kepegawaian dari database 
Alur Eksepsi 
E.1. Menekan tombol ‘Batal’ 
Aktor Sistem 
 1. Menutup modal konfirmasi 
hapus portofolio atau 
kepegawaian 
4.3.7. Mengunggah berkas portofolio atau kepegawaian 
 
Tabel 8. Spesifikasi Use Case Mengunggah berkas portofolio atau 
kepegawaian 
Kode Use Case UC007 




Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk mengunggah 
berkas portofolio dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio 
Kondisi Akhir Berkas portofolio telah 
diunggah 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Edit’ 
pada bagian berkas 
 
 
2. Menampilkan halaman form 
edit berkas portofolio atau 
kepegawaian 
3. Menekan ikon tambah  
 
 
5. Memilih menu ‘Berkas’ 
E.1. Menekan tombol ‘Tutup’ 
 
 
7. Mengisi form unggah 
berkas 
8. Menekan tombol ‘Unggah’ 
 

















9. Memeriksa data yang 
dimasukkan 
A.1. Data yang dimasukkan 
tidak lengkap atau tidak sesuai 
10. Menyimpan perubahan data 
portofolio atau kepegawaian ke 
dalam database 
Alur Kejadian Alternatif 





2. Membaca pesan yang 
ditampilkan sistem 
3. Kembali ke alur normal 
nomor 7 
2. Menampilkan pesan error 




E.1. Menekan tombol ‘Tutup’ atau ikon silang 
Aktor Sistem 
 1. Menutup modal edit berkas 




 1. Menampilkan halaman edit 
berkas 
4.3.8. Memilih berkas portofolio atau kepegawaian 
 
Tabel 9. Spesifikasi Use Case Memilih berkas portofolio atau kepegawaian 
Kode Use Case UC008 
Nama Use Case Memilih berkas portofolio atau 
kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk memilih berkas 
portofolio dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio 
Kondisi Akhir Berkas portofolio telah dipilih 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Edit’ 
pada bagian berkas 
 
 
2. Menampilkan halaman form 





3. Menekan ikon tambah  
 
 
5. Memilih menu ‘Berkas 
Saya’ 
E.1. Menekan tombol ‘Tutup’ 
 
 
7. Memilih berkas dengan 
menekan checkbox 
8. Menekan tombol ‘Pilih’ 
E.2. Menekan tombol 
‘Sebelumnya’ 
 












10. Menyimpan perubahan data 
portofolio atau kepegawaian ke 
dalam database 
Alur Eksepsi 
E.1. Menekan tombol ‘Tutup’ atau ikon silang 
Aktor Sistem 
 1. Menutup modal edit berkas 
E.2. Menekan tombol ‘Sebelumnya’ 
Aktor Sistem 
 1. Menampilkan halaman edit 
berkas 




Tabel 10. Spesifikasi Use Case Menambah anggota pada portofolio atau 
kepegawaian 
Kode Use Case UC009 
Nama Use Case Menambah anggota pada 
portofolio 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk menambah anggota 
portofolio dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio 
Kondisi Akhir Anggota pada portofolio telah 
ditambahkan 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Edit’ 
pada bagian anggota 
 
 
2. Menampilkan halaman form 




3. Menekan ikon tambah  
 
 
5. Mengisi form tambah 
anggota 
6. Menekan tombol ‘Tambah’ 
E.1. Menekan tombol ‘Batal’ 












7. Memeriksa data yang 
dimasukkan 
A.1. Data yang dimasukkan 
tidak lengkap atau tidak sesuai 
8. Menyimpan perubahan data 
portofolio ke dalam database 
Alur Kejadian Alternatif 





2. Membaca pesan yang 
ditampilkan sistem 
3. Kembali ke alur normal 
nomor 5 
1. Menampilkan pesan error 




E.1. Menekan tombol ‘Batal’ atau ikon silang 
Aktor Sistem 
 1. Menutup modal edit anggota 
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4.3.10. Mengedit anggota pada portofolio 
 
Tabel 11. Spesifikasi Use Case Mengedit anggota pada portofolio 
Kode Use Case UC010 
Nama Use Case Mengedit anggota pada 
portofolio 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk mengedit anggota 
portofolio dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio, anggota 
portofolio telah ditambahkan 
Kondisi Akhir Anggota pada portofolio telah 
diedit 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Edit’ 
pada bagian anggota 
 
 
2. Menampilkan halaman form 




3. Menekan ikon titik tiga 
pada anggota yang dipilih  
 
 
5. Memilih menu “Edit” 
 
 
7. Mengedit isian form 
anggota 
8. Menekan tombol ‘Simpan’ 
E.1. Menekan tombol ‘Batal’ 








4. Menampilkan dropdown 
menu titik tiga 
 





9. Memeriksa data yang 
dimasukkan 
A.1. Data yang dimasukkan 
tidak lengkap atau tidak sesuai 
10. Menyimpan perubahan data 
portofolio ke dalam database 
Alur Kejadian Alternatif 





2. Membaca pesan yang 
ditampilkan sistem 
3. Kembali ke alur normal 
nomor 7 
1. Menampilkan pesan error 








 1. Menutup modal edit anggota 
4.3.11. Menghapus anggota pada portofolio 
 
Tabel 12. Spesifikasi Use Case Menghapus anggota pada portofolio 
Kode Use Case UC011 
Nama Use Case Menghapus anggota pada 
portofolio 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk menghapus 
anggota portofolio dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio, anggota 
portofolio telah ditambahkan 
Kondisi Akhir Anggota pada portofolio telah 
dihapus 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Edit’ 






2. Menampilkan halaman form 
edit anggota portofolio atau 
kepegawaian 
3. Menekan ikon titik tiga 
pada anggota yang dipilih  
 
 
5. Memilih menu ‘Hapus’ 
 
 
7. Menekan tombol ‘Hapus’ 
E.1. Menekan tombol ‘Batal’ 
 
 
4. Menampilkan dropdown 
menu titik tiga 
 
6. Menampilkan modal 
konfirmasi hapus anggota 
 
8. Menghapus anggota 
portofolio 
Alur Eksepsi 
E.1. Menekan tombol ‘Batal’ 
Aktor Sistem 
 1. Menutup modal konfirmasi 
4.3.12. Menambah penulis pada portofolio 
 
Tabel 13. Spesifikasi Use Case Menambah penulis pada portofolio 
Kode Use Case UC012 
Nama Use Case Menambah penulis pada 
portofolio 




Deskripsi Proses untuk menambah penulis 
portofolio dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio 
Kondisi Akhir Penulis pada portofolio telah 
ditambahkan 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Edit’ 
pada bagian penulis 
 
 
2. Menampilkan halaman form 
edit penulis portofolio  
3. Menekan ikon tambah  
 
 
5. Mengisi form tambah 
penulis 
6. Menekan tombol ‘Tambah’ 
E.1. Menekan tombol ‘Batal’ 












7. Memeriksa data yang 
dimasukkan 
A.1. Data yang dimasukkan 
tidak lengkap atau tidak sesuai 
8. Menyimpan perubahan data 




Alur Kejadian Alternatif 





2. Membaca pesan yang 
ditampilkan sistem 
3. Kembali ke alur normal 
nomor 5 
1. Menampilkan pesan error 




E.1. Menekan tombol ‘Batal’ atau ikon silang 
Aktor Sistem 
 1. Menutup modal edit penulis 
4.3.13. Mengedit penulis pada portofolio 
 
Tabel 14. Spesifikasi Use Case Mengedit penulis pada portofolio 
Kode Use Case UC013 
Nama Use Case Mengedit penulis pada 
portofolio 
Aktor Dosen/tenaga kependidikan dan 
Administrator 





Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio, penulis 
portofolio telah ditambahkan 
Kondisi Akhir Penulis pada portofolio telah 
diedit 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Edit’ 
pada bagian penulis 
 
 
2. Menampilkan halaman form 
edit penulis portofolio 
3. Menekan ikon titik tiga 
pada penulis yang dipilih  
 
 
5. Memilih menu “Edit” 
 
 
7. Mengedit isian form penulis 
8. Menekan tombol ‘Simpan’ 
E.1. Menekan tombol ‘Batal’ 








4. Menampilkan dropdown 
menu titik tiga 
 





9. Memeriksa data yang 
dimasukkan 
A.1. Data yang dimasukkan 
tidak lengkap atau tidak sesuai 
10. Menyimpan perubahan data 




Alur Kejadian Alternatif 





2. Membaca pesan yang 
ditampilkan sistem 
3. Kembali ke alur normal 
nomor 7 
1. Menampilkan pesan error 




E.1. Menekan tombol ‘Batal’ atau ikon silang 
Aktor Sistem 
 1. Menutup modal edit penulis 
4.3.14. Menghapus penulis pada portofolio 
 
Tabel 15. Spesifikasi Use Case Menghapus penulis pada portofolio 
Kode Use Case UC014 
Nama Use Case Menghapus penulis pada 
portofolio 
Aktor Dosen/tenaga kependidikan dan 
Administrator 





Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio, penulis 
portofolio telah ditambahkan 
Kondisi Akhir penulis pada portofolio telah 
dihapus 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Edit’ 
pada bagian penulis 
 
 
2. Menampilkan halaman form 
edit penulis portofolio atau 
kepegawaian 
3. Menekan ikon titik tiga 
pada penulis yang dipilih  
 
 
5. Memilih menu ‘Hapus’ 
 
 
7. Menekan tombol ‘Hapus’ 
E.1. Menekan tombol ‘Batal’ 
 
 
4. Menampilkan dropdown 
menu titik tiga 
 
6. Menampilkan modal 
konfirmasi hapus penulis 
 
8. Menghapus penulis 
portofolio 
Alur Eksepsi 





 1. Menutup modal konfirmasi 
4.3.15. Mengajukan portofolio atau kepegawaian 
 
Tabel 16. Spesifikasi Use Case Mengajukan portofolio atau kepegawaian 
Kode Use Case UC015 
Nama Use Case Mengajukan portofolio atau 
kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk mengajukan 
portofolio atau kepegawaian 
dosen/tenaga kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka halaman 
detail portofolio dan 
kelengkapan berkas portofolio 
telah terpenuhi 
Kondisi Akhir Portofolio atau kepegawaian 
telah diajukan 
Alur Kejadian Normal 
Aktor Sistem 








3. Membaca pakta integritas 
dan menekan tombol 
‘Ajukan’ 
E.1. Menekan tombol ‘Batal’ 
atau ikon silang 
Alur Eksepsi 
E.1. Menekan tombol ‘Batal’ atau ikon silang 
Aktor Sistem 
 1. Menutup modal pakta 
integritas 
4.3.16. Menambah berkas portofolio atau kepegawaian 
 
Tabel 17. Spesifikasi Use Case Menambah berkas portofolio atau 
kepegawaian 
Kode Use Case UC016 
Nama Use Case Menambah berkas portofolio 
atau kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk menambah berkas 
portofolio atau kepegawaian 
dosen/tenaga kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka menu berkas 




Kondisi Akhir Berkas portofolio atau 
kepegawaian telah ditambahkan 
Alur Kejadian Normal 
Aktor Sistem 




2. Menampilkan modal form 
unggah berkas 
3. Memilih jenis berkas 
4. Menekan tombol 
‘Selanjutnya’ 
E.1. Menekan ikon silang 
 
6. Mengisi form unggah 
berkas 
7. Menekan tombol ‘Unggah’ 
















8. Memeriksa data yang 
dimasukkan 
A.1. Data yang dimasukkan 
tidak lengkap atau tidak sesuai 
9. Menyimpan berkas portofolio 
atau kepegawaian ke dalam 
database 
Alur Kejadian Alternatif 







2. Membaca pesan yang 
ditampilkan sistem 
3. Kembali ke alur normal 
nomor 6 
1. Menampilkan pesan error 




E.1. Menekan tombol ‘Batal’ atau ikon silang 
Aktor Sistem 
 1. Menutup modal edit penulis 
E.2. Menekan tombol ‘Sebelumnya’ 
Aktor Sistem 
 1. Menampilkan halaman form 
jenis berkas 
4.3.17. Menyunting berkas portofolio atau kepegawaian 
 
Tabel 18. Spesifikasi Use Case Menyunting berkas portofolio atau 
kepegawaian 
Kode Use Case UC017 
Nama Use Case Menyunting berkas portofolio 
atau kepegawaian 





Deskripsi Proses untuk menyunting berkas 
portofolio atau kepegawaian 
dosen/tenaga kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka menu berkas 
dan berkas telah ditambahkan 
Kondisi Akhir Berkas portofolio atau 
kepegawaian telah disunting 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan ikon titik tiga 





2. Menampilkan dropdown 
menu titik tiga berkas 
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3. Memilih menu sunting 
 
 
5. Mengubah isian form 
berkas 
6. Menekan tombol ‘Simpan 
perubahan’ 
E.1. Menekan tombol ‘Batal’ 













7. Memeriksa data yang 
dimasukkan 
A.1. Data yang dimasukkan 
tidak lengkap atau tidak sesuai 
8. Menyimpan perubahan 
berkas portofolio atau 
kepegawaian ke dalam database 
Alur Kejadian Alternatif 





2. Membaca pesan yang 
ditampilkan sistem 
3. Kembali ke alur normal 
nomor 5 
1. Menampilkan pesan error 









 1. Menutup modal edit berkas 
4.3.18. Menghapus berkas portofolio atau kepegawaian 
 
Tabel 19. Spesifikasi Use Case Menghapus berkas portofolio atau 
kepegawaian 
Kode Use Case UC018 
Nama Use Case Menghapus berkas portofolio 
atau kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk menghapus berkas 
portofolio atau kepegawaian 
dosen/tenaga kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka menu berkas 
dan berkas telah ditambahkan 
Kondisi Akhir Berkas portofolio atau 
kepegawaian telah dihapus 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan ikon titik tiga 







2. Menampilkan dropdown 
menu titik tiga berkas 
3. Memilih menu hapus 
 
 
5. Menekan tombol ‘Hapus’ 
E.1. Menekan tombol ‘Batal’ 
 
 
4. Menampilkan modal 
konfirmasi hapus berkas 
 
6. Menghapus berkas portofolio 
atau kepegawaian 
Alur Eksepsi 
E.1. Menekan tombol ‘Batal’ 
Aktor Sistem 






4.3.19. Mengunduh berkas portofolio atau kepegawaian 
 
Tabel 20. Spesifikasi Use Case Mengunduh berkas portofolio atau 
kepegawaian 
Kode Use Case UC019 
Nama Use Case Mengunduh berkas portofolio 
atau kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk mengunduh berkas 
portofolio atau kepegawaian 
dosen/tenaga kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka menu berkas 
dan berkas telah ditambahkan 
Kondisi Akhir Berkas portofolio atau 
kepegawaian telah diunduh 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan ikon titik tiga 





2. Menampilkan dropdown 
menu titik tiga berkas 
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5. Mengunduh berkas portofolio 
atau kepegawaian 
4.3.20. Melihat detail berkas portofolio atau kepegawaian 
 
Tabel 21. Spesifikasi Use Case Melihat detail berkas portofolio atau 
kepegawaian 
Kode Use Case UC020 
Nama Use Case Melihat detail berkas portofolio 
atau kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk melihat detail 
berkas portofolio atau 
kepegawaian dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka menu berkas 
dan berkas telah ditambahkan 
Kondisi Akhir Berkas portofolio atau 
kepegawaian telah diunduh 





1. Menekan ikon titik tiga 





2. Menampilkan dropdown 
menu titik tiga berkas 




5. Menampilkan detail berkas 




4.3.21. Mencari berkas portofolio atau kepegawaian 
 
Tabel 22. Spesifikasi Use Case Mencari berkas portofolio atau 
kepegawaian 
Kode Use Case UC021 
Nama Use Case Mencari berkas portofolio atau 
kepegawaian 
Aktor Dosen/tenaga kependidikan dan 
Administrator 
Deskripsi Proses untuk melihat detail 
berkas portofolio atau 
kepegawaian dosen/tenaga 
kependidikan 
Kondisi Awal Dosen/tenaga kependidikan 
telah melakukan masuk ke 
sistem, membuka menu berkas 
dan berkas telah ditambahkan 
Kondisi Akhir Dosen/tenaga kependidikan 
telah berhasil mencari berkas 
Alur Kejadian Normal 
Aktor Sistem 
1. Menekan tombol ‘Filter’  




3. Mengisi filter sesuai 
kebutuhan 






5. Mencari berkas sesuai filter 
6. Menampilkan hasil pencarian 
4.3.22. Memverifikasi portofolio atau kepegawaian 
 
Tabel 23. Spesifikasi Use Case Memverifikasi portofolio atau kepegawaian 
Kode Use Case UC022 
Nama Use Case Memverifikasi portofolio 
Aktor Administrator 
Deskripsi Proses untuk memverifikasi 
portofolio dosen/tenaga 
kependidikan yang telah 
diajukan 
Kondisi Awal Administrator telah masuk ke 
sistem dan membuka menu 
Verifikasi 
Kondisi Akhir Administrator memverifikasi 
portofolio 




1. Memilih jenis portofolio 




3. Memilih ajuan portofolio 
 
 





7. Mengisi form verifikasi 





9. Menekan tombol 
‘Verifikasi’ 
E.1 Menekan tombol ‘Batal’ 
 
 
2. Menampilkan halaman daftar 
ajuan portofolio yang 
memerlukan verifikasi 
 









8. Menampilkan konfirmasi 




10. Mengubah status ajuan 
menjadi ‘disetujui’ 
Alur Eksepsi 
E.1. Menekan tombol ‘Batal’ 
Aktor Sistem 
 1. Menutup modal konfirmasi 





4.3. Perancangan Sistem 
4.3.1 Tabel dalam Sistem 
4.3.1.1 Data Dosen/Tenaga Kependidikan ditampung dalam 
tabel dbo.sdm. 



















































Data Profil ditampung dalam tabel: 
● dbo.anggota_keluarga 
















































































































































































































































































● dbo.anggota_litabmas  


























































































































































Data Kepegawaian ditampung dalam tabel: 
● dbo.hukuman 







































































































































































Data Dokumen ditampung dalam tabel: 
● dokumen 


























































































































● dbo.dok_pendidikan _formal 












































































Data Referensi ditampung dalam tabel: 
●  ref.afiliasi 






























● ref.jabfung  













































































































● ref.jenis_naik_pangkat  
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Data Organisasi ditampung dalam tabel: 
●  dbo.organisasi 








●  dbo.unit_organisasi 
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5.1 Implementasi Source Code 
5.1.1 Implementasi modul Organisasi Profesi 

































class OrganisasiProfesiController extends Controller 
{ 




    protected $organisasiProfesiService; 
    protected $tingkat; 
    protected $dokOrganisasiProfesi; 
 
    public function __construct(OrganisasiProfesiService 
$organisasiProfesiService, TingkatService $tingkat, DokOrganisasiProfesiService 
$dokOrganisasiProfesi) 
    { 
        $this->organisasiProfesiService = $organisasiProfesiService; 
        $this->tingkat = $tingkat; 
        $this->dokOrganisasiProfesi = $dokOrganisasiProfesi; 
    } 
 
    public function index() 
    { 
        $data_organisasi = $this->organisasiProfesiService->getAll(); 
        $message = __('Portofolio::general.belajar'); 
        return view('Portofolio::Organisasi-profesi.index', compact('message', 
'data_organisasi')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $tingkat = $this->tingkat->getAll(); 
        return view('Portofolio::Organisasi-profesi.create', compact('message', 
'tingkat')); 
    } 
 
    public function save(Request $request) 
    { 
        $validator = Validation::OrganisasiProfesi($request->all()); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_organisasi_profesi = $this->organisasiProfesiService-
>saveData($request); 
                $data = $this->organisasiProfesiService-
>getById($id_organisasi_profesi); 
                // dd($data); 




                { 
                    new AnggotaProfesiCreatedEvent($data); 
                } 
 
                return redirect('portofolio/organisasi/detail/' . 
$id_organisasi_profesi)->with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat 
menyimpan data'); 
            } 
        } 
    } 
 
    public function update(Request $request) 
    { 
        $validator = Validation::OrganisasiProfesi($request->all()); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else 
        { 
            try 
            { 
                $id_organisasi_profesi = $this->organisasiProfesiService-
>updateData($request); 
                $data = $this->organisasiProfesiService-
>getById($id_organisasi_profesi); 
                $dok_organisasi_profesi = $this->dokOrganisasiProfesi-
>getAllDok($id_organisasi_profesi); 
                
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new AnggotaProfesiUpdatedEvent($data, 
$dok_organisasi_profesi); 
                } 
 
                return redirect('portofolio/organisasi/detail/' . 
$id_organisasi_profesi)->with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
106 
 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat 
memperbarui data'); 
            } 
        } 
    } 
 
    public function delete($id) 
    { 
        try 
        { 
            $this->organisasiProfesiService->deleteData($id); 
            $data = $this->organisasiProfesiService->getById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                new AnggotaProfesiDeletedEvent($data); 
            } 
 
            return redirect('portofolio/organisasi/')->with('success', 'Data 
berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat 
menghapus data'); 
        } 
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        $data_organisasi = $this->organisasiProfesiService->getById($id); 
        $dok_organisasi_profesi = $this->dokOrganisasiProfesi-
>getAllDokByJenis($id); 
 
        return view('Portofolio::Organisasi-profesi.show', compact('message', 
'data_organisasi', 'dok_organisasi_profesi')); 
    } 
 
    public function edit($id) 
    { 





        $data_organisasi = $this->organisasiProfesiService->getById($id); 
        $tingkat = $this->tingkat->getAll(); 
 
        return view('Portofolio::Organisasi-profesi.edit', compact('message', 
'data_organisasi', 'tingkat')); 
    } 
 
    public function edit_berkas($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        $data_organisasi = $this->organisasiProfesiService->getById($id); 
        $id_sdm = $data_organisasi->id_sdm; 
        $id_anggota_org_prof = $id; 
        $dok_organisasi_profesi = $this->dokOrganisasiProfesi-
>getAllDokByJenis($id); 
        $semua_berkas = $this->dokOrganisasiProfesi->getAllDokumen(); 
 
        return view('Portofolio::Organisasi-profesi.berkas.edit', 
compact('message', 'id_sdm' , 'id_anggota_org_prof', 'dok_organisasi_profesi', 
'semua_berkas')); 
    } 
 
    public function save_berkas(Request $request) 
    { 
        try 
        { 
            $saveSucceed = $this->dokOrganisasiProfesi->saveBerkas($request); 
 
            if(!$saveSucceed) { 
                
                return redirect()->back()->with('error', 'Dokumen gagal 
diunggah'); 
            } 
 
            else { 
 
                $data = $this->organisasiProfesiService->getById($request-
>id_anggota_org_prof); 
                $dok_organisasi_profesi = $this->dokOrganisasiProfesi-
>getAllDok($request->id_anggota_org_prof); 
                
                if((int)$data->id_jenis_sdm==1) 
                { 




                } 
 
                return redirect()->back()->with('success', 'Dokumen berhasil 
diunggah'); 
            } 
        } 
        catch (\Exception $e) 
        { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan'); 
        } 
    } 
 
    public function save_berkas_penyimpanan(Request $request) 
    { 
        try { 
            $save = $this->dokOrganisasiProfesi-
>saveBerkasPenyimpanan($request); 
 
            if($save) { 
 
                $data = $this->organisasiProfesiService->getById($request-
>id_anggota_org_prof); 
                $dok_organisasi_profesi = $this->dokOrganisasiProfesi-
>getAllDok($request->id_anggota_org_prof); 
                
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new AnggotaProfesiUpdatedEvent($data, 
$dok_organisasi_profesi); 
                } 
 
                return redirect()->back()->with('success', 'Dokumen berhasil 
diunggah.'); 
            } 
            
            return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan'); 
        } 
        





    public function delete_berkas(Request $request) 
    { 
        try 
        { 
            $dokumen = $this->dokOrganisasiProfesi-
>showDokDetailById($request->id_dokumen); 
 
            if(!$dokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak 
ditemukan.'); 
 
            FileStorage::delete($dokumen->file_id); 
 
            $delete_success = $this->dokOrganisasiProfesi-
>deleteBerkas($request->id_dokumen); 
 
            $data = $this->organisasiProfesiService->getById($request-
>id_anggota_org_prof); 
            $dok_organisasi_profesi = $this->dokOrganisasiProfesi-
>getAllDok($request->id_anggota_org_prof); 
                
            if((int)$data->id_jenis_sdm==1) 
            { 
                new AnggotaProfesiUpdatedEvent($data, 
$dok_organisasi_profesi); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil 
dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokOrganisasiProfesi-
>showDokDetailById($request->id_dokumen); 
 
            if($dokumen) { 
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                file_put_contents($dokumen->nama_dokumen, 
file_get_contents($dokumen->public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, 
$dokumen->nama_dokumen .  '.' . trim($dokumen->ekstensi))-
>deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat 
mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
} 
 

















    public function getAll() 




        $organisasi = DB::table('dbo.anggota_organisasi_profesi') 
                ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 
'dbo.anggota_organisasi_profesi.id_tingkat') 
                ->where('dbo.anggota_organisasi_profesi.id_sdm', (new SDM())-
>getIdAfterLogin()) 
                ->whereNull('dbo.anggota_organisasi_profesi.deleted_at') 
                ->select( 
                    'dbo.anggota_organisasi_profesi.id_anggota_org_prof as 
id_anggota_org_prof', 
                    'dbo.anggota_organisasi_profesi.nama_organisasi as nama_organisasi', 
                    'dbo.anggota_organisasi_profesi.peran_kedudukan as peran_kedudukan', 
                    'dbo.anggota_organisasi_profesi.jenis_peran as jenis_peran', 
                    'dbo.anggota_organisasi_profesi.mulai_masa_anggota as 
mulai_masa_anggota', 
                    'dbo.anggota_organisasi_profesi.selesai_masa_anggota as 
selesai_masa_anggota', 
                    'dbo.anggota_organisasi_profesi.instansi_profesi as instansi_profesi', 
                    'ref.tingkat.id_tingkat as id_tingkat', 
                    'ref.tingkat.nama as tingkat' 
                ) 
                ->get(); 
        return $organisasi; 
    } 
 
    public function saveData($request) 
    { 
        $id_organisasi_profesi = Uuid::uuid4()->toString(); 
 
        DB::table('dbo.anggota_organisasi_profesi') 
            ->insert([ 
                'id_anggota_org_prof'=>$id_organisasi_profesi, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'nama_organisasi'=>$request->nama_organisasi, 
                'id_tingkat'=>(int)$request->id_tingkat, 
                'peran_kedudukan'=>$request->peran_kedudukan, 
                'jenis_peran'=>$request->jenis_peran, 
                'mulai_masa_anggota'=>$request->mulai_masa_anggota, 
                'selesai_masa_anggota'=>$request->selesai_masa_anggota, 
                'instansi_profesi'=>$request->instansi_profesi, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $id_organisasi_profesi; 




    public function deleteData($id) 
    { 
        DB::table('dbo.anggota_organisasi_profesi') 
                ->where('id_anggota_org_prof', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function getById($id) 
    { 
 
        $organisasi = DB::table('dbo.anggota_organisasi_profesi') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 
'dbo.anggota_organisasi_profesi.id_sdm') 
                        ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 
'dbo.anggota_organisasi_profesi.id_tingkat') 
                        ->where('dbo.anggota_organisasi_profesi.id_anggota_org_prof', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'dbo.anggota_organisasi_profesi.id_sdm as id_sdm', 
                            'dbo.anggota_organisasi_profesi.id_anggota_org_prof as 
id_anggota_org_prof', 
                            'dbo.anggota_organisasi_profesi.nama_organisasi as nama_organisasi', 
                            'dbo.anggota_organisasi_profesi.peran_kedudukan as 
peran_kedudukan', 
                            'dbo.anggota_organisasi_profesi.jenis_peran as jenis_peran', 
                            'dbo.anggota_organisasi_profesi.mulai_masa_anggota as 
mulai_masa_anggota', 
                            'dbo.anggota_organisasi_profesi.selesai_masa_anggota as 
selesai_masa_anggota', 
                            'dbo.anggota_organisasi_profesi.instansi_profesi as instansi_profesi', 
                            'ref.tingkat.id_tingkat as id_tingkat', 
                            'ref.tingkat.nama as nama_tingkat', 
                            'dbo.anggota_organisasi_profesi.created_at as created_at', 
                            'dbo.anggota_organisasi_profesi.deleted_at as deleted_at', 
                            'dbo.anggota_organisasi_profesi.updated_at as updated_at', 
                            'dbo.anggota_organisasi_profesi.updater as updater' 
                        ) 





        return $organisasi; 
    } 
 
    public function updateData($request) 
    { 
        DB::table('dbo.anggota_organisasi_profesi') 
        ->where('id_anggota_org_prof', $request->id_anggota_org_prof) 
        ->update([ 
            'nama_organisasi'=>$request->nama_organisasi, 
            'id_tingkat'=>(int)$request->id_tingkat, 
            'peran_kedudukan'=>$request->peran_kedudukan, 
            'jenis_peran'=>$request->jenis_peran, 
            'mulai_masa_anggota'=>$request->mulai_masa_anggota, 
            'selesai_masa_anggota'=>$request->selesai_masa_anggota, 
            'instansi_profesi'=>$request->instansi_profesi, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_anggota_org_prof; 
    } 
} 
 













    protected $organisasiProfesiRepository; 
 
    public function __construct(OrganisasiProfesiRepository 
$organisasiProfesiRepository) 
    { 
        $this->organisasiProfesiRepository = $organisasiProfesiRepository; 




    public function getAll() 
    { 
        return $this->organisasiProfesiRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->organisasiProfesiRepository->saveData($request); 
    } 
 
    public function getById($id) 
    { 
        return $this->organisasiProfesiRepository->getById($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->organisasiProfesiRepository->updateData($request); 
    } 
 
    public function deleteData($id) 
    { 
        $this->organisasiProfesiRepository->deleteData($id); 
    } 
} 
 





















    public function __construct(DokOrganisasiProfesiRepository $dokOrganisasiProfesi) 
    { 
        $this->dokOrganisasiProfesi = $dokOrganisasiProfesi; 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokOrganisasiProfesi->getAllDokumen(); 
    } 
 
    public function saveBerkas($request) 
    { 
        return $this->dokOrganisasiProfesi->saveBerkas($request); 
    } 
 
    public function getAllDokByJenis($id) 
    { 
        $jenisDokumenPortofolio = $this->dokOrganisasiProfesi->getJenisDokPortofolio(); 
        $dokumen_with_id = $this->dokOrganisasiProfesi->getAllDokById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokumenPortofolio as $jenis) 
        { 
            $array = [ 
                "nama_jenis_dokumen"=> $jenis->nama_jenis_dokumen, 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=> $jenis->id_jenis_dok_portofolio, 
                "tipe_file"=> $jenis->tipe_file, 
                "is_mandatory"=> $jenis->is_mandatory, 
                "id_jns_dok"=> $jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen_with_id) > 0) 
            { 
                foreach($dokumen_with_id as $dokumen) 
                { 
                    if($jenis->id_jenis_dok_portofolio == $dokumen->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=> $dokumen->id_dokumen, 
                            "ekstensi"=> $dokumen->ekstensi, 
                            "nama_dokumen"=> $dokumen->nama_dokumen, 
                            'nama_file'=> $dokumen->nama_file, 
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                            "keterangan"=> $dokumen->keterangan, 
                            "ukuran"=> $dokumen->ukuran, 
                            "public_link"=> $dokumen->public_link, 
                            "updated_at"=> $dokumen->updated_at, 
                            "created_at"=> $dokumen->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 
            array_push($array_hasil, $array); 
        } 
        
        return $array_hasil; 
    } 
 
    public function saveBerkasPenyimpanan($request) 
    { 
        return $this->dokOrganisasiProfesi->saveBerkasPenyimpanan($request); 
    } 
 
    public function showDokDetailById($id) 
    { 
        return $this->dokOrganisasiProfesi->showDokDetailById($id); 
    } 
 
    public function deleteBerkas($id) 
    { 
        $this->dokOrganisasiProfesi->deleteBerkas($id); 
    } 
 
    public function getAllDok($id_organisasi_profesi) 
    { 
        return $this->dokOrganisasiProfesi->getAllDok($id_organisasi_profesi); 























    public function getAllDokumen() 
    { 
        $data = DB::table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id_organisasi_profesi) 
    { 
        $data = DB::connection('portofolio')->table('dok_anggota_organisasi_profesi') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dok_anggota_organisasi_profesi.id_dokumen') 
                ->where('dok_anggota_organisasi_profesi.id_anggota_org_prof', 
$id_organisasi_profesi) 
                ->whereNull('dok_anggota_organisasi_profesi.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $jenis_dokumen_portofolio = DB::table('ref.jenis_dokumen_portofolio') 




                                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 
'anggota_organisasi') 
                                    ->select( 
                                        'ref.jenis_dokumen.nama as nama_jenis_dokumen', 
                                        'ref.jenis_dokumen.tipe_file as tipe_file', 
                                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                                    )->get(); 
                    
        return $jenis_dokumen_portofolio; 
    } 
 
    public function getAllDokById($id) 
    { 
        $data_dok_id = DB::table('dbo.dok_anggota_organisasi_profesi') 
                        ->join('dbo.dokumen', 'dbo.dok_anggota_organisasi_profesi.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                        ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_anggota_organisasi_profesi.id_jenis_dok_portofolio', 
'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                        ->where('dbo.dok_anggota_organisasi_profesi.id_anggota_org_prof', $id) 
                        ->whereNull('dbo.dok_anggota_organisasi_profesi.deleted_at') 
                        ->select( 
                            'dbo.dokumen.id_dokumen as id_dokumen', 
                            'dbo.dokumen.nama_dokumen as nama_dokumen', 
                            'dbo.dokumen.nama_file as nama_file', 
                            'dbo.dokumen.mime as mime', 
                            'dbo.dokumen.ekstensi as ekstensi', 
                            'dbo.dokumen.keterangan as keterangan', 
                            'dbo.dokumen.ukuran as ukuran', 
                            'dbo.dokumen.public_link as public_link', 
                            'dbo.dok_anggota_organisasi_profesi.updated_at as updated_at', 
                            'dbo.dok_anggota_organisasi_profesi.created_at as created_at', 
                            'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                        ) 
                        ->orderBy('dbo.dok_anggota_organisasi_profesi.created_at', 'asc') 
                        ->get(); 
        
        return $data_dok_id; 
    } 
 




    { 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $storage_response = FileStorage::upload($request->file('berkas')); 
 
        if($storage_response->status == FileStorage::statusSuccess()) 
        { 
            $dokumen_status = DB::table('dbo.dokumen') 
                                ->insert( 
                                    [ 
                                        'id_dokumen'    => $id_dokumen, 
                                        'nama_dokumen'  => $request->nama_berkas, 
                                        'nama_file'     => pathinfo($request->file('berkas')-
>getClientOriginalName(), PATHINFO_FILENAME), 
                                        'mime'          => $storage_response->info->file_mimetype, 
                                        'ekstensi'      => $storage_response->info->file_ext, 
                                        'keterangan'    => $request->keterangan_berkas, 
                                        'ukuran'        => $storage_response->info->file_size, 
                                        'file_id'       => $storage_response->info->file_id, 
                                        'public_link'   => config('filestorage.host_uri') . 
$storage_response->info->public_link, 
                                        'id_jns_dok'    => (int)$request->id_jns_dok, 
                                        'id_sdm'        => $request->id_sdm, 
                                        'created_at'    => now(), 
                                        'updated_at'    => now(), 
                                        'updater'       => (new SDM())->getIdAfterLogin() 
                                    ] 
                                ); 
            
            $dokumen_pembicara_status = DB::table('dbo.dok_anggota_organisasi_profesi') 
                                        ->insert( 
                                            [ 
                                                'id_dokumen'    => $id_dokumen, 
                                                'id_anggota_org_prof'  => $request->id_anggota_org_prof, 
                                                'id_jenis_dok_portofolio' => (int)$request-
>id_jenis_dok_portofolio, 
                                                'created_at'    => now(), 
                                                'updated_at'    => now(), 
                                                'updater'       => (new SDM())->getIdAfterLogin() 
                                            ] 
                                        ); 
 
            return $dokumen_status && $dokumen_pembicara_status; 
        } 
    } 
 
    public function saveBerkasPenyimpanan($request) 
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    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::table('dbo.dok_anggota_organisasi_profesi') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::table('dbo.dok_anggota_organisasi_profesi') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::table('dbo.dok_anggota_organisasi_profesi') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_anggota_org_prof'  => $request->id_anggota_org_prof, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count == count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function showDokDetailById($id_dokumen) 
    { 
        $dokumen = DB::table('dbo.dokumen') 




                    ->first(); 
        return $dokumen; 
    } 
 
    public function deleteBerkas($id_dokumen) 
    { 
        $delete_dok = DB::table('dbo.dok_anggota_organisasi_profesi') 
                        ->where('id_dokumen', $id_dokumen) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
} 
 










    protected $tingkatRepository; 
 
    public function __construct(TingkatRepository $tingkat) 
    { 
        $this->tingkatRepository = $tingkat; 
    } 
 
    public function getAll() 
    { 
        return $this->tingkatRepository->getAll(); 















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.tingkat') 
                ->get(); 
        return $data; 
    } 
} 
 
5.1.2 Implementasi modul Pembicara 

























    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $pembicaraService; 
    protected $dokPembicara; 
    protected $tingkatPembicara; 
 
    public function __construct(PembicaraService $pembicaraService, 
DokPembicaraService $dokPembicara, TingkatService $tingkatPembicara) 
    { 
        $this->pembicaraService = $pembicaraService; 
        $this->dokPembicara = $dokPembicara; 
        $this->tingkatPembicara = $tingkatPembicara; 
    } 
 
    public function index(Request $request) 
    { 
        // $dataPembicara = $this->pembicaraService->getAll(); 
        $message = __('Portofolio::general.belajar'); 
 
        if($request->ajax()) 
        { 
            if(!empty($request->id_tingkat) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->id_tingkat); 
                $pembicara = $this->pembicaraService->getAllByFilter($array_cast, 
                                                                $request->tgl_awal, $request->tgl_akhir); 
            } 
            else if(!empty($request->id_tingkat) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->id_tingkat); 
                $pembicara = $this->pembicaraService->getAllByFilter($array_cast, 
                                                                $request->tgl_awal, ""); 
            } 
            else if(!empty($request->id_tingkat) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->id_tingkat); 
                $pembicara = $this->pembicaraService->getAllByFilter($array_cast, 
                                                                "", $request->tgl_akhir); 
            } 
            else if(empty($request->id_tingkat) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
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                $pembicara = $this->pembicaraService->getAllByFilter("", $request-
>tgl_awal, $request->tgl_akhir); 
            } 
            else if(empty($request->id_tingkat) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $pembicara = $this->pembicaraService->getAllByFilter("", "", $request-
>tgl_akhir); 
            } 
            else if(empty($request->id_tingkat) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                $pembicara = $this->pembicaraService->getAllByFilter("", $request-
>tgl_mulai, ""); 
            } 
            else if(!empty($request->id_tingkat) && empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->id_tingkat); 
                $pembicara = $this->pembicaraService->getAllByFilter($array_cast, "", ""); 
            } 
            else { 
                $pembicara = $this->pembicaraService->getAll(); 
            } 
 
            return DataTables()->of($pembicara)->make(true); 
        } 
 
        $allTingkatPembicara = $this->tingkatPembicara->getAll(); 
 
        return view('Portofolio::Pembicara.index', compact('message', 
'allTingkatPembicara')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        return view('Portofolio::Pembicara.create', compact('message')); 
    } 
 
    public function save(Request $request) 
    { 
        $validator = Validation::Pembicara($request->all()); 
 




        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_pembicara = $this->pembicaraService->saveData($request); 
                $data = $this->pembicaraService->getById($id_pembicara); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    $this->pembicaraService->produceCreateEvent($data); 
                } 
                
                return redirect('portofolio/pembicara/detail/' . $id_pembicara)->with('success', 
'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
    } 
 
    public function delete($id) 
    { 
        try 
        { 
            $this->pembicaraService->deleteData($id); 
            $data = $this->pembicaraService->getById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->pembicaraService->produceDeleteEvent($data); 
            } 
            
            return redirect('portofolio/pembicara/')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 




    public function update(Request $request) 
    { 
        $validator = Validation::Pembicara($request->all()); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else 
        { 
            try 
            { 
                $oldData = $this->pembicaraService->getById($request->id_pembicara); 
                $id_pembicara = $this->pembicaraService->updateData($request); 
                $data = $this->pembicaraService->getById($id_pembicara); 
                $dok_pembicara = $this->dokPembicara->getAllDok($id_pembicara); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    $this->pembicaraService->produceUpdateEvent($data, $oldData, $request, 
$dok_pembicara); 
                } 
                
                return redirect('portofolio/pembicara/detail/' . $id_pembicara)->with('success', 
'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        } 
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        $data_pembicara = $this->pembicaraService->getById($id); 
        $dok_pembicara = $this->dokPembicara->getAllDokByJenis($id); 
 
        return view('Portofolio::Pembicara.show', compact('message', 'data_pembicara', 
'dok_pembicara')); 





    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        $data_pembicara = $this->pembicaraService->getById($id); 
 
        return view('Portofolio::Pembicara.edit', compact('message', 'data_pembicara')); 
    } 
 
    public function edit_berkas($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        $data_pembicara = $this->pembicaraService->getById($id); 
        $id_sdm = $data_pembicara->id_sdm; 
        $id_pembicara = $id; 
        $dok_pembicara = $this->dokPembicara->getAllDokByJenis($id); 
        $semua_berkas = $this->dokPembicara->getAllDokumen(); 
 
        return view('Portofolio::Pembicara.berkas.edit', compact('message', 'id_sdm' , 
'id_pembicara', 'dok_pembicara', 'semua_berkas')); 
    } 
 
    public function save_berkas(Request $request) 
    { 
        try 
        { 
            $saveSucceed = $this->dokPembicara->saveBerkas($request); 
 
            if(!$saveSucceed) { 
 
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
            } 
                
            else { 
 
                $data = $this->pembicaraService->getById($request->id_pembicara); 
                $dok_pembicara = $this->dokPembicara->getAllDok($request-
>id_pembicara); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    $this->pembicaraService->produceUpdateEvent($data, null, $request, 
$dok_pembicara); 




                return redirect()->back()->with('success', 'Dokumen berhasil diunggah'); 
            } 
                
        } 
        catch (\Exception $e) 
        { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan'); 
        } 
    } 
 
    public function save_berkas_penyimpanan(Request $request) 
    { 
            try { 
                $save = $this->dokPembicara->saveBerkasPenyimpanan($request); 
    
                if($save) { 
 
                    $data = $this->pembicaraService->getById($request->id_pembicara); 
                    $dok_pembicara = $this->dokPembicara->getAllDok($request-
>id_pembicara); 
 
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        $this->pembicaraService->produceUpdateEvent($data, null, $request, 
$dok_pembicara); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function delete_berkas(Request $request) 
    { 
        try 




            $dokumen = $this->dokPembicara->showDokDetailById($request-
>id_dokumen); 
 
            if(!$dokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($dokumen->file_id); 
 
            $delete_success = $this->dokPembicara->deleteBerkas($request->id_dokumen); 
 
            $data = $this->pembicaraService->getById($request->id_pembicara); 
            $dok_pembicara = $this->dokPembicara->getAllDok($request->id_pembicara); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->pembicaraService->produceUpdateEvent($data, null, $request, 
$dok_pembicara); 
            } 
            
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokPembicara->showDokDetailById($request-
>id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 




            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 






































    public function __construct(PembicaraRepository $pembicaraRepository) 
    { 
        $this->pembicaraRepository = $pembicaraRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->pembicaraRepository->getAll(); 
    } 
 
    public function getAllByFilter($id_tingkat, $tgl_awal, $tgl_akhir) 
    { 
        return $this->pembicaraRepository->getAllByFilter($id_tingkat, $tgl_awal, 
$tgl_akhir); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->pembicaraRepository->saveData($request); 
    } 
 
    public function getById($id) 
    { 
        return $this->pembicaraRepository->getById($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->pembicaraRepository->updateData($request); 
    } 
 
    public function deleteData($id) 
    { 
        $this->pembicaraRepository->deleteData($id); 
    } 
 
    public function produceCreateEvent($data) 
    { 
        if($data->id_jenis_pembicara==1) 
        { 
            new OrasiIlmiahCreatedEvent($data); 
        } 
        else { 
            new PembicaraCreatedEvent($data); 
        } 
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    } 
 
    public function produceUpdateEvent($data, $oldData, $request, $dokumen) { 
 
        if(!$oldData) 
        { 
 
            if($data->id_jenis_pembicara==1) 
            { 
                new OrasiIlmiahUpdatedEvent($data, $dokumen); 
            } 
            else { 
                new PembicaraUpdatedEvent($data, $dokumen); 
            } 
        } 
        else { 
 
            if($oldData->id_jenis_pembicara!=(int)$request->id_jenis_pembicara) 
            { 
                if($oldData->id_jenis_pembicara==1) 
                { 
                    new OrasiIlmiahDeletedEvent($data); 
                    new PembicaraUpdatedEvent($data, $dokumen); 
                } 
                else { 
                    new PembicaraDeletedEvent($data); 
                    new OrasiIlmiahUpdatedEvent($data, $dokumen); 
                } 
            } 
            else { 
                if($data->id_jenis_pembicara==1) 
                { 
                    new OrasiIlmiahUpdatedEvent($data, $dokumen); 
                } 
                else { 
                    new PembicaraUpdatedEvent($data, $dokumen); 
                } 
            } 
        } 
        
    } 
 
    public function produceDeleteEvent($data) { 
 
        if($data->id_jenis_pembicara==1) 




            new OrasiIlmiahDeletedEvent($data); 
        } 
        else { 
            new PembicaraDeletedEvent($data); 
        } 
    } 
} 
 















    public function getAll() 
    { 
        $pembicara = DB::table('dbo.pembicara') 
                ->join('ref.tingkat', 'dbo.pembicara.id_tingkat', 'ref.tingkat.id_tingkat') 
                ->where('dbo.pembicara.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->whereNull('dbo.pembicara.deleted_at') 
                ->select( 
                    'dbo.pembicara.*', 
                    'ref.tingkat.nama as nama_tingkat' 
                ) 
                ->get(); 
 
        return $pembicara; 
    } 
 
    public function getAllByFilter($id_tingkat, $tgl_awal, $tgl_akhir) 
    { 
        $query = DB::connection('portofolio')->table('dbo.pembicara') 
                    ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.pembicara.id_tingkat') 
                    ->where('dbo.pembicara.id_sdm', (new SDM())->getIdAfterLogin()) 
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                    ->whereNull('dbo.pembicara.deleted_at') 
                    ->select( 
                        'dbo.pembicara.*', 
                        'ref.tingkat.nama as nama_tingkat' 
                    ); 
        
        if($id_tingkat!= "" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('ref.tingkat.id_tingkat', $id_tingkat) 
                                  ->whereBetween('dbo.pembicara.tgl_pelaksanaan', [$tgl_awal, 
$tgl_akhir]) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_tingkat!="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('ref.tingkat.id_tingkat', $id_tingkat) 
                                  ->where('dbo.pembicara.tgl_pelaksanaan', '>=', $tgl_awal) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_tingkat!="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('ref.tingkat.id_tingkat', $id_tingkat) 
                                  ->where('dbo.pembicara.tgl_pelaksanaan', '<=',  $tgl_akhir) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_tingkat=="" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereBetween('dbo.pembicara.tgl_pelaksanaan', 
[$tgl_awal, $tgl_akhir]) 
                                    ->get(); 
            return $data; 
        } 
        else if($id_tingkat=="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->where('dbo.pembicara.tgl_pelaksanaan', '<=', $tgl_akhir) 
                                    ->get(); 
            return $data; 
        } 
        else if($id_tingkat=="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->where('dbo.pembicara.tgl_pelaksanaan', '>=', $tgl_awal) 
                        ->get(); 




        } 
        else if($id_tingkat!="" && $tgl_awal=="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('ref.tingkat.id_tingkat', $id_tingkat) 
                                  ->get(); 
            return $data;       
        } 
    } 
 
    public function saveData($request) 
    { 
        $id_pembicara = Uuid::uuid4()->toString(); 
 
        DB::table('dbo.pembicara') 
            ->insert([ 
                'id_pembicara'=>$id_pembicara, 
                'id_jenis_pembicara'=>(int)$request->id_jenis_pembicara, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'judul_makalah'=>$request->judul_makalah, 
                'nm_temu_ilmiah'=>$request->nm_temu_ilmiah, 
                'kat_bicara'=>$request->kat_bicara, 
                'penyelenggara'=>$request->penyelenggara, 
                'tgl_pelaksanaan'=>$request->tgl_pelaksanaan, 
                'bahasa'=>$request->bahasa, 
                'sk_tugas'=>$request->sk_tugas, 
                'tgl_sk_tugas'=>$request->tgl_sk_tugas, 
                'tanggal_mulai'=>$request->tanggal_mulai, 
                'tanggal_selesai'=>$request->tanggal_selesai, 
                'is_insidentil'=>$request->is_incidental, 
                'id_tingkat'=>(int)$request->id_tingkat, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $id_pembicara; 
    } 
 
    public function deleteData($id) 
    { 
        DB::table('dbo.pembicara') 
                ->where('id_pembicara', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
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                ]); 
    } 
 
    public function getById($id) 
    { 
        $organisasi = DB::table('dbo.pembicara') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.pembicara.id_sdm') 
                        ->join('ref.tingkat', 'dbo.pembicara.id_tingkat', 'ref.tingkat.id_tingkat') 
                        ->join('ref.jenis_pembicara', 'dbo.pembicara.id_jenis_pembicara', 
'ref.jenis_pembicara.id_jenis_pembicara') 
                        ->where('dbo.pembicara.id_pembicara', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'dbo.pembicara.*', 
                            'ref.tingkat.nama as nama_tingkat', 
                            'ref.tingkat.id_tingkat as id_tingkat', 
                            'ref.jenis_pembicara.nama as nama_jenis_pembicara' 
                        ) 
                        ->first(); 
        
        return $organisasi; 
    } 
 
    public function updateData($request) 
    { 
        DB::table('dbo.pembicara') 
        ->where('id_pembicara', $request->id_pembicara) 
        ->update([ 
            'id_jenis_pembicara'=>(int)$request->id_jenis_pembicara, 
            'judul_makalah'=>$request->judul_makalah, 
            'nm_temu_ilmiah'=>$request->nm_temu_ilmiah, 
            'kat_bicara'=>$request->kat_bicara, 
            'penyelenggara'=>$request->penyelenggara, 
            'tgl_pelaksanaan'=>$request->tgl_pelaksanaan, 
            'bahasa'=>$request->bahasa, 
            'sk_tugas'=>$request->sk_tugas, 
            'tgl_sk_tugas'=>$request->tgl_sk_tugas, 
            'tanggal_mulai'=>$request->tanggal_mulai, 
            'tanggal_selesai'=>$request->tanggal_selesai, 
            'is_insidentil'=>$request->is_incidental, 
            'id_tingkat'=>(int)$request->id_tingkat, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 





        return $request->id_pembicara; 
    } 
} 
 















    protected $dokPembicara; 
 
    public function __construct(DokPembicaraRepository $dokPembicara) 
    { 
        $this->dokPembicara = $dokPembicara; 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokPembicara->getAllDokumen(); 
    } 
 
    public function saveBerkas($request) 
    { 
        return $this->dokPembicara->saveBerkas($request); 
    } 
 
    public function getAllDokByJenis($id) 
    { 
        $jenisDokumenPortofolio = $this->dokPembicara->getJenisDokPortofolio(); 
        $dokumen_with_id = $this->dokPembicara->getAllDokById($id); 
        




        foreach($jenisDokumenPortofolio as $jenis) 
        { 
            $array = [ 
                "nama_jenis_dokumen"=> $jenis->nama_jenis_dokumen, 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=> $jenis->id_jenis_dok_portofolio, 
                "tipe_file"=> $jenis->tipe_file, 
                "is_mandatory"=> $jenis->is_mandatory, 
                "id_jns_dok"=> $jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen_with_id) > 0) 
            { 
                foreach($dokumen_with_id as $dokumen) 
                { 
                    if($jenis->id_jenis_dok_portofolio == $dokumen->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=> $dokumen->id_dokumen, 
                            "ekstensi"=> $dokumen->ekstensi, 
                            "nama_dokumen"=> $dokumen->nama_dokumen, 
                            'nama_file'=> $dokumen->nama_file, 
                            "keterangan"=> $dokumen->keterangan, 
                            "ukuran"=> $dokumen->ukuran, 
                            "public_link"=> $dokumen->public_link, 
                            "updated_at"=> $dokumen->updated_at, 
                            "created_at"=> $dokumen->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 
            array_push($array_hasil, $array); 
        } 
        
        return $array_hasil; 
    } 
 
    public function saveBerkasPenyimpanan($request) 
    { 




    } 
 
    public function showDokDetailById($id) 
    { 
        return $this->dokPembicara->showDokDetailById($id); 
    } 
 
    public function deleteBerkas($id) 
    { 
        $this->dokPembicara->deleteBerkas($id); 
    } 
 
    public function getAllDok($id_pembicara) 
    { 
        return $this->dokPembicara->getAllDok($id_pembicara); 
    } 
} 
 
















    public function getAllDokumen() 
    { 
        $data = DB::table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 




    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_pembicara') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_pembicara.id_dokumen') 
                ->where('dbo.dok_pembicara.id_pembicara', $id) 
                ->whereNull('dbo.dok_pembicara.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $jenis_dokumen_portofolio = DB::table('ref.jenis_dokumen_portofolio') 
                                    ->join('ref.jenis_dokumen', 
'ref.jenis_dokumen_portofolio.id_jns_dok', 'ref.jenis_dokumen.id_jns_dok') 
                                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 
'pembicara') 
                                    ->select( 
                                        'ref.jenis_dokumen.nama as nama_jenis_dokumen', 
                                        'ref.jenis_dokumen.tipe_file as tipe_file', 
                                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                                    )->get(); 
                    
        return $jenis_dokumen_portofolio; 
    } 
 
    public function getAllDokById($id) 
    { 
        $data_dok_id = DB::table('dbo.dok_pembicara') 
                        ->join('dbo.dokumen', 'dbo.dok_pembicara.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                        ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_pembicara.id_jenis_dok_portofolio', 
'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 




                        ->whereNull('dbo.dok_pembicara.deleted_at') 
                        ->select( 
                            'dbo.dokumen.id_dokumen as id_dokumen', 
                            'dbo.dokumen.nama_dokumen as nama_dokumen', 
                            'dbo.dokumen.nama_file as nama_file', 
                            'dbo.dokumen.mime as mime', 
                            'dbo.dokumen.ekstensi as ekstensi', 
                            'dbo.dokumen.keterangan as keterangan', 
                            'dbo.dokumen.ukuran as ukuran', 
                            'dbo.dokumen.public_link as public_link', 
                            'dbo.dok_pembicara.updated_at as updated_at', 
                            'dbo.dok_pembicara.created_at as created_at', 
                            'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                        ) 
                        ->orderBy('dbo.dok_pembicara.created_at', 'asc') 
                        ->get(); 
        
        return $data_dok_id; 
    } 
 
    public function saveBerkas($request) 
    { 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $storage_response = FileStorage::upload($request->file('berkas')); 
 
        if($storage_response->status == FileStorage::statusSuccess()) 
        { 
            $dokumen_status = DB::table('dbo.dokumen') 
                                ->insert( 
                                    [ 
                                        'id_dokumen'    => $id_dokumen, 
                                        'nama_dokumen'  => $request->nama_berkas, 
                                        'nama_file'     => pathinfo($request->file('berkas')-
>getClientOriginalName(), PATHINFO_FILENAME), 
                                        'mime'          => $storage_response->info->file_mimetype, 
                                        'ekstensi'      => $storage_response->info->file_ext, 
                                        'keterangan'    => $request->keterangan_berkas, 
                                        'ukuran'        => $storage_response->info->file_size, 
                                        'file_id'       => $storage_response->info->file_id, 
                                        'public_link'   => config('filestorage.host_uri') . 
$storage_response->info->public_link, 
                                        'id_jns_dok'    => (int)$request->id_jns_dok, 
                                        'id_sdm'        => $request->id_sdm, 
                                        'created_at'    => now(), 
                                        'updated_at'    => now(), 
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                                        'updater'       => (new SDM())->getIdAfterLogin() 
                                    ] 
                                ); 
            
            $dokumen_pembicara_status = DB::table('dbo.dok_pembicara') 
                                        ->insert( 
                                            [ 
                                                'id_dokumen'    => $id_dokumen, 
                                                'id_pembicara'  => $request->id_pembicara, 
                                                'id_jenis_dok_portofolio' => (int)$request-
>id_jenis_dok_portofolio, 
                                                'created_at'    => now(), 
                                                'updated_at'    => now(), 
                                                'updater'       => (new SDM())->getIdAfterLogin() 
                                            ] 
                                        ); 
 
            return $dokumen_status && $dokumen_pembicara_status; 
        } 
    } 
 
    public function saveBerkasPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::table('dbo.dok_pembicara') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::table('dbo.dok_pembicara') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::table('dbo.dok_pembicara') 
                ->where('id_dokumen', $id_dokumen) 




                    'id_dokumen'    => $id_dokumen, 
                    'id_pembicara'  => $request->id_pembicara, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count == count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function showDokDetailById($id_dokumen) 
    { 
        $dokumen = DB::table('dbo.dokumen') 
                    ->where('id_dokumen', $id_dokumen) 
                    ->first(); 
        return $dokumen; 
    } 
 
    public function deleteBerkas($id_dokumen) 
    { 
        $delete_dok = DB::table('dbo.dok_pembicara') 
                        ->where('id_dokumen', $id_dokumen) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
} 
 











    protected $tingkatRepository; 
 
    public function __construct(TingkatRepository $tingkat) 
    { 
        $this->tingkatRepository = $tingkat; 
    } 
 
    public function getAll() 
    { 
        return $this->tingkatRepository->getAll(); 
    } 
} 








    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.tingkat') 
                ->get(); 
        return $data; 




5.1.3 Implementasi modul Pengembangan Diri (diklat) 





























class DiklatController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $diklatService; 
    protected $dokDiklat; 
 
    public function __construct(DiklatService $diklatService, DokDiklatService 
$dokDiklat) 
    { 
        $this->diklatService = $diklatService; 
        $this->dokDiklat = $dokDiklat; 
    } 
 
    public function index() 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        $data_diklat = $this->diklatService->getAll(); 
 
        return view('Portofolio::Diklat.index', compact('message', 'data_diklat')); 
    } 
 
    public function create() 
    { 
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        $message = __('Portofolio::general.belajar'); 
 
        $list_jenis_diklat = $this->diklatService->getAllJenisDiklat(); 
        $list_tingkat = $this->diklatService->getAllTingkat(); 
 
        return view('Portofolio::Diklat.create', compact('message', 'list_jenis_diklat', 
'list_tingkat')); 
    } 
 
    public function save(Request $request) 
    { 
        $validator = Validation::Diklat($request->all()); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_diklat = $this->diklatService->saveData($request); 
                $data = $this->diklatService->getById($id_diklat); 
                
                if((int)$data->id_jenis_sdm==1) 
                { 
                    // dd($data); 
                    new DiklatCreatedEvent($data); 
                } 
 
                return redirect('portofolio/diklat/detail/' . $id_diklat)->with('success', 'Data 
berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
    } 
 
    public function update(Request $request) 
    { 
        $validator = Validation::Diklat($request->all()); 
 
        if($validator->fails()) 




            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else 
        { 
            try 
            { 
                $id_diklat = $this->diklatService->updateData($request); 
                $data = $this->diklatService->getById($id_diklat); 
                $dok_diklat = $this->dokDiklat->getAllDok($id_diklat); 
                
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new DiklatUpdatedEvent($data, $dok_diklat); 
                } 
                
                return redirect('portofolio/diklat/detail/' . $id_diklat)->with('success', 'Data 
berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        } 
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        $data_diklat = $this->diklatService->getById($id); 
        $dok_diklat = $this->dokDiklat->getAllDokByJenis($id); 
 
        return view('Portofolio::Diklat.show', compact('message', 'data_diklat', 
'dok_diklat')); 
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        $data_diklat = $this->diklatService->getById($id); 
        $list_jenis_diklat = $this->diklatService->getAllJenisDiklat(); 




        return view('Portofolio::Diklat.edit', compact('message', 'data_diklat', 
'list_jenis_diklat', 'list_tingkat')); 
    } 
 
    public function edit_berkas($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        $data_diklat = $this->diklatService->getById($id); 
        $id_sdm = $data_diklat->id_sdm; 
        $id_pengembangan_diri = $id; 
        $dok_diklat = $this->dokDiklat->getAllDokByJenis($id); 
        $semua_berkas = $this->dokDiklat->getAllDokumen(); 
 
        return view('Portofolio::Diklat.berkas.edit', compact('message', 'id_sdm' , 
'id_pengembangan_diri', 'dok_diklat', 'semua_berkas')); 
    } 
 
    public function getListDokumen(Request $request) 
    { 
        if($request->ajax()) { 
 
            $result = DB::connection('portofolio')->table('dbo.dokumen') 
                    ->whereNull('deleted_at') 
                    ->orderBy('updated_at', 'desc'); 
 
            if(!empty($request->nama_file)) { 
                $result = $result 
                    ->where('dbo.dokumen.nama_file', 'like', '%' . $request->nama_file . '%') 
                    ->get(); 
            } 
            else { 
                $result = $result 
                    ->get(); 
            } 
        } 
 
        if($result) { 
            return response()->json($result); 
        } 
 
        return response()->json(['error' => 'Data tidak ditemukan'], 404); 
        
    } 
 




    { 
        try 
        { 
            $this->diklatService->deleteData($id); 
            $data = $this->diklatService->getById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                new DiklatDeletedEvent($data); 
            } 
            
            return redirect('portofolio/diklat/')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function save_berkas(Request $request) 
    { 
        try 
        { 
            $saveSucceed = $this->dokDiklat->saveBerkas($request); 
 
            if(!$saveSucceed) { 
 
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
            } 
            else { 
 
                $data = $this->diklatService->getById($request->id_pengembangan_diri); 
                $dok_diklat = $this->dokDiklat->getAllDok($request-
>id_pengembangan_diri); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new DiklatUpdatedEvent($data, $dok_diklat); 
                } 
 
                return redirect()->back()->with('success', 'Dokumen berhasil diunggah'); 
            } 
        } 
        catch (\Exception $e) 
        { 
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            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan'); 
        } 
    } 
 
    public function save_berkas_penyimpanan(Request $request) 
    { 
            try { 
                $save = $this->dokDiklat->saveBerkasPenyimpanan($request); 
    
                if($save) { 
 
                    $data = $this->diklatService->getById($request->id_pengembangan_diri); 
                    $dok_diklat = $this->dokDiklat->getAllDok($request-
>id_pengembangan_diri); 
 
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        new DiklatUpdatedEvent($data, $dok_diklat); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function delete_berkas(Request $request) 
    { 
        try 
        { 
            $dokumen = $this->dokDiklat->showDokDetailById($request->id_dokumen); 
 
            if(!$dokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 





            $delete_success = $this->dokDiklat->deleteBerkas($request->id_dokumen); 
            
            $data = $this->diklatService->getById($request->id_pengembangan_diri); 
            $dok_diklat = $this->dokDiklat->getAllDok($request->id_pengembangan_diri); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                new DiklatUpdatedEvent($data, $dok_diklat); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokDiklat->showDokDetailById($request->id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
















    protected $diklatRepository; 
 
    public function __construct(DiklatRepository $diklatRepository) 
    { 
        $this->diklatRepository = $diklatRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->diklatRepository->getAll(); 
    } 
 
    public function getAllJenisDiklat() 
    { 
        return $this->diklatRepository->getAllJenisDiklat(); 
    } 
 
    public function getAllTingkat() 
    { 
        return $this->diklatRepository->getAllTingkat(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->diklatRepository->saveData($request); 
    } 
 
    public function getById($id) 
    { 




    } 
 
    public function updateData(Request $request) 
    { 
        return $this->diklatRepository->updateData($request); 
    } 
 
    public function deleteData($id) 
    { 
        $this->diklatRepository->deleteData($id); 
    } 
} 
 















    public function getAll() 
    { 
        $diklat = DB::table('dbo.pengembangan_diri') 
                ->join('ref.tingkat', 'dbo.pengembangan_diri.id_tingkat', 'ref.tingkat.id_tingkat') 
                ->join('ref.jenis_pengembangan_diri', 
'dbo.pengembangan_diri.id_jenis_kembang_diri', 
'ref.jenis_pengembangan_diri.id_jenis_kembang_diri') 
                ->where('dbo.pengembangan_diri.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->whereNull('dbo.pengembangan_diri.deleted_at') 
                ->select( 
                    'dbo.pengembangan_diri.id_pengembangan_diri as id_pengembangan_diri', 
                    'dbo.pengembangan_diri.nama as nama_diklat', 
                    'dbo.pengembangan_diri.sk_tugas as sk_tugas', 
                    'dbo.pengembangan_diri.penyelenggara as penyelenggara', 
                    'dbo.pengembangan_diri.tempat as tempat', 
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                    'dbo.pengembangan_diri.tgl_mulai as tgl_mulai', 
                    'dbo.pengembangan_diri.tgl_selesai as tgl_selesai', 
                    'ref.jenis_pengembangan_diri.nama as nama_jenis_pengembangan_diri', 
                    'ref.jenis_pengembangan_diri.a_struktural as apakah_struktural', 
                    'ref.tingkat.nama as nama_tingkat' 
                ) 
                ->get(); 
 
        return $diklat; 
    } 
 
    public function getAllJenisDiklat() 
    { 
        $jenis_diklat = DB::table('ref.jenis_pengembangan_diri') 
                        ->select( 
                            'ref.jenis_pengembangan_diri.id_jenis_kembang_diri', 
                            'ref.jenis_pengembangan_diri.nama' 
                        ) 
                        ->get(); 
 
        return $jenis_diklat; 
    } 
 
    public function getAllTingkat() 
    { 
        $jenis_diklat = DB::table('ref.tingkat') 
                        ->select( 
                            'ref.tingkat.id_tingkat', 
                            'ref.tingkat.nama' 
                        ) 
                        ->get(); 
 
        return $jenis_diklat; 
    } 
 
    public function saveData($request) 
    { 
        $id_diklat = Uuid::uuid4()->toString(); 
 
        DB::table('dbo.pengembangan_diri') 
            ->insert([ 
                'id_pengembangan_diri'=>$id_diklat, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'nama'=>$request->nama, 
                'penyelenggara'=>$request->penyelenggara, 




                'angkatan'=>$request->angkatan, 
                'thn'=>$request->thn, 
                'tgl_mulai'=>$request->tgl_mulai, 
                'tgl_selesai'=>$request->tgl_selesai, 
                'durasi_jam'=>$request->durasi_jam, 
                'no_sttpp'=>$request->no_sttpp, 
                'tgl_sttpp'=>$request->tgl_sttpp, 
                'sk_tugas'=>$request->sk_tugas, 
                'tgl_sk_tugas'=>$request->tgl_sk_tugas, 
                'a_valid'=>(int)$request->a_valid, 
                'id_jenis_kembang_diri'=>(int)$request->id_jenis_kembang_diri, 
                'id_tingkat'=>(int)$request->id_tingkat, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $id_diklat; 
    } 
 
    public function deleteData($id) 
    { 
        DB::table('dbo.pengembangan_diri') 
                ->where('id_pengembangan_diri', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function getById($id) 
    { 
        $diklat = DB::table('dbo.pengembangan_diri') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.pengembangan_diri.id_sdm') 
                        ->join('ref.tingkat', 'dbo.pengembangan_diri.id_tingkat', 
'ref.tingkat.id_tingkat') 
                        ->join('ref.jenis_pengembangan_diri', 
'dbo.pengembangan_diri.id_jenis_kembang_diri', 
'ref.jenis_pengembangan_diri.id_jenis_kembang_diri') 
                        ->where('dbo.pengembangan_diri.id_pengembangan_diri', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
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                            'dbo.pengembangan_diri.id_pengembangan_diri as 
id_pengembangan_diri', 
                            'dbo.pengembangan_diri.id_sdm as id_sdm', 
                            'dbo.pengembangan_diri.nama as nama_diklat', 
                            'dbo.pengembangan_diri.sk_tugas as sk_tugas', 
                            'dbo.pengembangan_diri.tgl_sk_tugas as tgl_sk_tugas', 
                            'dbo.pengembangan_diri.penyelenggara as penyelenggara', 
                            'dbo.pengembangan_diri.tempat as tempat', 
                            'dbo.pengembangan_diri.tgl_mulai as tgl_mulai', 
                            'dbo.pengembangan_diri.tgl_selesai as tgl_selesai', 
                            'dbo.pengembangan_diri.angkatan as angkatan', 
                            'dbo.pengembangan_diri.thn as tahun', 
                            'dbo.pengembangan_diri.no_sttpp as no_sttpp', 
                            'dbo.pengembangan_diri.tgl_sttpp as tgl_sttpp', 
                            'dbo.pengembangan_diri.durasi_jam as durasi_jam', 
                            'dbo.pengembangan_diri.a_valid as a_valid', 
                            'dbo.pengembangan_diri.id_jenis_kembang_diri as 
id_jenis_kembang_diri', 
                            'dbo.pengembangan_diri.id_tingkat as id_tingkat', 
                            'ref.tingkat.nama as nama_tingkat', 
                            'ref.jenis_pengembangan_diri.nama as 
nama_jenis_pengembangan_diri', 
                            'dbo.pengembangan_diri.created_at as created_at', 
                            'dbo.pengembangan_diri.updated_at as updated_at', 
                            'dbo.pengembangan_diri.deleted_at as deleted_at', 
                            'dbo.pengembangan_diri.updater as updater' 
                        ) 
                        ->first(); 
        
        return $diklat; 
    } 
 
    public function updateData($request) 
    { 
        DB::table('dbo.pengembangan_diri') 
        ->where('id_pengembangan_diri', $request->id_pengembangan_diri) 
        ->update([ 
            'nama'=>$request->nama, 
            'penyelenggara'=>$request->penyelenggara, 
            'tempat'=>$request->tempat, 
            'angkatan'=>$request->angkatan, 
            'thn'=>$request->thn, 
            'tgl_mulai'=>$request->tgl_mulai, 
            'tgl_selesai'=>$request->tgl_selesai, 
            'durasi_jam'=>$request->durasi_jam, 




            'tgl_sttpp'=>$request->tgl_sttpp, 
            'sk_tugas'=>$request->sk_tugas, 
            'tgl_sk_tugas'=>$request->tgl_sk_tugas, 
            'a_valid'=>(int)$request->a_valid, 
            'id_jenis_kembang_diri'=>(int)$request->id_jenis_kembang_diri, 
            'id_tingkat'=>(int)$request->id_tingkat, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_pengembangan_diri; 
    } 
} 
 














    protected $dokDiklat; 
 
    public function __construct(DokDiklatRepository $dokDiklat) 
    { 
        $this->dokDiklat = $dokDiklat; 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokDiklat->getAllDokumen(); 
    } 
 
    public function saveBerkas($request) 
    { 
        return $this->dokDiklat->saveBerkas($request); 
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    } 
 
    public function getAllDokByJenis($id) 
    { 
        $jenisDokumenPortofolio = $this->dokDiklat->getJenisDokPortofolio(); 
        $dokumen_with_id = $this->dokDiklat->getAllDokById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokumenPortofolio as $jenis) 
        { 
            $array = [ 
                "nama_jenis_dokumen"=> $jenis->nama_jenis_dokumen, 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=> $jenis->id_jenis_dok_portofolio, 
                "tipe_file"=> $jenis->tipe_file, 
                "is_mandatory"=> $jenis->is_mandatory, 
                "id_jns_dok"=> $jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen_with_id) > 0) 
            { 
                foreach($dokumen_with_id as $dokumen) 
                { 
                    if($jenis->id_jenis_dok_portofolio == $dokumen->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=> $dokumen->id_dokumen, 
                            "ekstensi"=> $dokumen->ekstensi, 
                            "nama_dokumen"=> $dokumen->nama_dokumen, 
                            'nama_file'=> $dokumen->nama_file, 
                            "keterangan"=> $dokumen->keterangan, 
                            "ukuran"=> $dokumen->ukuran, 
                            "public_link"=> $dokumen->public_link, 
                            "updated_at"=> $dokumen->updated_at, 
                            "created_at"=> $dokumen->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 




        } 
        
        return $array_hasil; 
    } 
 
    public function saveBerkasPenyimpanan($request) 
    { 
        return $this->dokDiklat->saveBerkasPenyimpanan($request); 
    } 
 
    public function showDokDetailById($id) 
    { 
        return $this->dokDiklat->showDokDetailById($id); 
    } 
 
    public function deleteBerkas($id) 
    { 
        $this->dokDiklat->deleteBerkas($id); 
    } 
 
    public function getAllDok($id_diklat) 
    { 
        return $this->dokDiklat->getAllDok($id_diklat); 
    } 
} 
 
















    public function getAllDokumen() 
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    { 
        $data = DB::table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_pengembangan_diri') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_pengembangan_diri.id_dokumen') 
                ->where('dbo.dok_pengembangan_diri.id_pengembangan_diri', $id) 
                ->whereNull('dbo.dok_pengembangan_diri.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $jenis_dokumen_portofolio = DB::table('ref.jenis_dokumen_portofolio') 
                                    ->join('ref.jenis_dokumen', 
'ref.jenis_dokumen_portofolio.id_jns_dok', 'ref.jenis_dokumen.id_jns_dok') 
                                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 
'pengembangan_diri') 
                                    ->select( 
                                        'ref.jenis_dokumen.nama as nama_jenis_dokumen', 
                                        'ref.jenis_dokumen.tipe_file as tipe_file', 
                                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                                    )->get(); 
                    
        return $jenis_dokumen_portofolio; 
    } 
 




    { 
        $data_dok_id = DB::table('dbo.dok_pengembangan_diri') 
                        ->join('dbo.dokumen', 'dbo.dok_pengembangan_diri.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                        ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_pengembangan_diri.id_jenis_dok_portofolio', 
'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                        ->where('dbo.dok_pengembangan_diri.id_pengembangan_diri', $id) 
                        ->whereNull('dbo.dok_pengembangan_diri.deleted_at') 
                        ->select( 
                            'dbo.dokumen.id_dokumen as id_dokumen', 
                            'dbo.dokumen.nama_dokumen as nama_dokumen', 
                            'dbo.dokumen.nama_file as nama_file', 
                            'dbo.dokumen.mime as mime', 
                            'dbo.dokumen.ekstensi as ekstensi', 
                            'dbo.dokumen.keterangan as keterangan', 
                            'dbo.dokumen.ukuran as ukuran', 
                            'dbo.dokumen.public_link as public_link', 
                            'dbo.dok_pengembangan_diri.updated_at as updated_at', 
                            'dbo.dok_pengembangan_diri.created_at as created_at', 
                            'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                        ) 
                        ->orderBy('dbo.dok_pengembangan_diri.created_at', 'asc') 
                        ->get(); 
        
        return $data_dok_id; 
    } 
 
    public function saveBerkas($request) 
    { 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $storage_response = FileStorage::upload($request->file('berkas')); 
 
        if($storage_response->status == FileStorage::statusSuccess()) 
        { 
            $dokumen_status = DB::table('dbo.dokumen') 
                                ->insert( 
                                    [ 
                                        'id_dokumen'    => $id_dokumen, 
                                        'nama_dokumen'  => $request->nama_berkas, 
                                        'nama_file'     => pathinfo($request->file('berkas')-
>getClientOriginalName(), PATHINFO_FILENAME), 
                                        'mime'          => $storage_response->info->file_mimetype, 
                                        'ekstensi'      => $storage_response->info->file_ext, 
                                        'keterangan'    => $request->keterangan_berkas, 
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                                        'ukuran'        => $storage_response->info->file_size, 
                                        'file_id'       => $storage_response->info->file_id, 
                                        'public_link'   => config('filestorage.host_uri') . 
$storage_response->info->public_link, 
                                        'id_jns_dok'    => (int)$request->id_jns_dok, 
                                        'id_sdm'        => $request->id_sdm, 
                                        'created_at'    => now(), 
                                        'updated_at'    => now(), 
                                        'updater'       => (new SDM())->getIdAfterLogin() 
                                    ] 
                                ); 
            
            $dokumen_diklat_status = DB::table('dbo.dok_pengembangan_diri') 
                                        ->insert( 
                                            [ 
                                                'id_dokumen'    => $id_dokumen, 
                                                'id_pengembangan_diri'  => $request-
>id_pengembangan_diri, 
                                                'id_jenis_dok_portofolio' => (int)$request-
>id_jenis_dok_portofolio, 
                                                'created_at'    => now(), 
                                                'updated_at'    => now(), 
                                                'updater'       => (new SDM())->getIdAfterLogin() 
                                            ] 
                                        ); 
 
            return $dokumen_status && $dokumen_diklat_status; 
        } 
    } 
 
    public function saveBerkasPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::table('dbo.dok_pengembangan_diri') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::table('dbo.dok_pengembangan_diri') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 




                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::table('dbo.dok_pengembangan_diri') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_pengembangan_diri'  => $request->id_pengembangan_diri, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count == count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function showDokDetailById($id_dokumen) 
    { 
        $dokumen = DB::table('dbo.dokumen') 
                    ->where('id_dokumen', $id_dokumen) 
                    ->first(); 
        return $dokumen; 
    } 
 
    public function deleteBerkas($id_dokumen) 
    { 
        $delete_dok = DB::table('dbo.dok_pengembangan_diri') 
                        ->where('id_dokumen', $id_dokumen) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 





5.1.4 Implementasi modul Bahan Ajar 





















class BahanAjarController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $bahanAjar; 
    protected $jenisBahanAjar; 
    protected $dokBahanAjar; 
    protected $penulisBahanAjar; 
 
    public function __construct 
    ( 
        BahanAjarService $bahanAjar, 
        JenisBahanAjarService $jenisBahanAjar, 
        DokBahanAjarService $dokBahanAjar, 
        PenulisBahanAjarService $penulisBahanAjar 
    ) 
    { 
        $this->bahanAjar = $bahanAjar; 




        $this->dokBahanAjar = $dokBahanAjar; 
        $this->penulisBahanAjar = $penulisBahanAjar; 
    } 
    
    public function index(Request $request) 
    { 
        // dd($array_Cast); 
        $message = __('Portofolio::general.belajar'); 
 
        if($request->ajax()) 
        { 
            if(!empty($request->id_jenis_bahan_ajar) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->id_jenis_bahan_ajar); 
                $bahanAjar = $this->bahanAjar->getAllByFilter($array_cast, $request-
>tgl_awal, $request->tgl_akhir); 
            } 
            else if(!empty($request->id_jenis_bahan_ajar) && !empty($request->tgl_awal) 
&& empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->id_jenis_bahan_ajar); 
                $bahanAjar = $this->bahanAjar->getAllByFilter($array_cast, $request-
>tgl_awal, ""); 
            } 
            else if(!empty($request->id_jenis_bahan_ajar) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->id_jenis_bahan_ajar); 
                $bahanAjar = $this->bahanAjar->getAllByFilter($array_cast, "", $request-
>tgl_akhir); 
            } 
            else if(empty($request->id_jenis_bahan_ajar) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $bahanAjar = $this->bahanAjar->getAllByFilter("", $request->tgl_awal, 
$request->tgl_akhir); 
            } 
            else if(empty($request->id_jenis_bahan_ajar) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $bahanAjar = $this->bahanAjar->getAllByFilter("", "", $request->tgl_akhir); 
            } 




            { 
                $bahanAjar = $this->bahanAjar->getAllByFilter("", $request->tgl_mulai, ""); 
            } 
            else if(!empty($request->id_jenis_bahan_ajar) && empty($request->tgl_awal) 
&& empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->id_jenis_bahan_ajar); 
                $bahanAjar = $this->bahanAjar->getAllByFilter($array_cast, "", ""); 
            } 
            else { 
                $bahanAjar = $this->bahanAjar->getAll(); 
            } 
 
            return DataTables()->of($bahanAjar)->make(true); 
        } 
        // else { 
            
        // $bahanAjar = $this->bahanAjar->getAll(); 
        // } 
        
        $jenisBahanAjar = $this->jenisBahanAjar->getAll(); 
        return view('Portofolio::Bahan-ajar.index', compact('message', 'jenisBahanAjar')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisBahanAjar = $this->jenisBahanAjar->getAll(); 
        return view('Portofolio::Bahan-ajar.create', compact('message', 'jenisBahanAjar')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::BahanAjar($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_bahan_ajar = $this->bahanAjar->saveData($request); 
                return redirect('portofolio/bahan-ajar/detail/' . $id_bahan_ajar)->with('success', 




            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
        
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $bahanAjar = $this->bahanAjar->showById($id); 
        $dokBahanAjar = $this->dokBahanAjar->getAllByJenis($id); 
        $penulisBahanAjar = $this->penulisBahanAjar->getAllById($id); 
        return view('Portofolio::Bahan-ajar.show', compact('message', 'bahanAjar', 
'dokBahanAjar', 'penulisBahanAjar')); 
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $bahanAjar = $this->bahanAjar->showById($id); 
        $jenisBahanAjar = $this->jenisBahanAjar->getAll(); 
        return view('Portofolio::Bahan-ajar.edit', compact('message', 'bahanAjar', 
'jenisBahanAjar')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::BahanAjar($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_bahan_ajar = $this->bahanAjar->updateData($request); 
                $data = $this->bahanAjar->showById($id_bahan_ajar); 




                $penulisBahanAjarDosen = $this->penulisBahanAjar-
>getAllByIdJenisSdm($id_bahan_ajar, 1); 
 
                if(count($penulisBahanAjarDosen)>0) { 
 
                    $this->bahanAjar->produceCreateOrUpdateEvent($data, 
$penulisBahanAjarDosen, $dok_bahan_ajar); 
                } 
                
                return redirect('portofolio/bahan-ajar/detail/' . $id_bahan_ajar)->with('success', 
'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function delete($id) 
    { 
        try { 
            $this->bahanAjar->deleteData($id); 
            $data = $this->bahanAjar->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->bahanAjar->produceDeleteEvent($data); 
            } 
 
            return redirect('portofolio/bahan-ajar')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
     public function edit_penulis($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $penulisBahanAjar = $this->penulisBahanAjar->getAllById($id); 




        return view('Portofolio::Bahan-ajar.penulis.edit', compact('message', 
'penulisBahanAjar', 'id_bahan_ajar')); 
    } 
 
    public function save_penulis(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Penulis($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $this->penulisBahanAjar->saveData($request); 
                $data = $this->bahanAjar->showById($request->id_bahan_ajar); 
                $dok_bahan_ajar = $this->dokBahanAjar->getAllDok($request-
>id_bahan_ajar); 
 
                $penulisBahanAjarDosen = $this->penulisBahanAjar-
>getAllByIdJenisSdm($request->id_bahan_ajar, 1); 
 
                if(count($penulisBahanAjarDosen)>0) { 
 
                    $this->bahanAjar->produceCreateOrUpdateEvent($data, 
$penulisBahanAjarDosen, $dok_bahan_ajar); 
                } 
 
                return redirect()->back()->with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
    } 
 
    public function update_penulis(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Penulis($input); 
 
        if($validator->fails()) 
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        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $this->penulisBahanAjar->updateData($request); 
                $data = $this->bahanAjar->showById($request->id_bahan_ajar); 
                $dok_bahan_ajar = $this->dokBahanAjar->getAllDok($request-
>id_bahan_ajar); 
                $penulisBahanAjarDosen = $this->penulisBahanAjar-
>getAllByIdJenisSdm($request->id_bahan_ajar, 1); 
 
                if(count($penulisBahanAjarDosen)>0) { 
 
                    $this->bahanAjar->produceCreateOrUpdateEvent($data, 
$penulisBahanAjarDosen, $dok_bahan_ajar); 
                } 
                return redirect()->back()->with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function hapus_penulis(Request $request) 
    { 
        try { 
            $this->penulisBahanAjar->deleteData($request->id_penulis_bahan_ajar); 
 
            $data = $this->bahanAjar->showById($request->id_bahan_ajar); 
            $dok_bahan_ajar = $this->dokBahanAjar->getAllDok($request->id_bahan_ajar); 
            $penulisBahanAjarDosen = $this->penulisBahanAjar-
>getAllByIdJenisSdm($request->id_bahan_ajar, 1); 
 
            if(count($penulisBahanAjarDosen)>0) { 
 
                $this->bahanAjar->produceCreateOrUpdateEvent($data, 
$penulisBahanAjarDosen, $dok_bahan_ajar); 
            } 
            return redirect()->back()->with('success', 'Data berhasil dihapus'); 
        } 




        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function edit_berkas($id) 
    { 
        // dd($id); 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->bahanAjar->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokBahanAjar = $this->dokBahanAjar->getAllByJenis($id); 
        
        return view('Portofolio::Bahan-ajar.berkas.edit', compact('message', 'dokBahanAjar', 
'id', 'id_sdm')); 
    } 
 
    public function getListDokumen(Request $request) 
    { 
        if($request->ajax()) { 
 
            $result = DB::connection('portofolio')->table('dbo.dokumen') 
                    ->whereNull('deleted_at') 
                    ->orderBy('updated_at', 'desc'); 
 
            if(!empty($request->nama_file)) { 
                $result = $result 
                    ->where('dbo.dokumen.nama_file', 'like', '%' . $request->nama_file . '%') 
                    ->get(); 
            } 
            else { 
                $result = $result 
                    ->get(); 
            } 
        } 
 
        if($result) { 
            return response()->json($result); 
        } 
 
        return response()->json(['error' => 'Data tidak ditemukan'], 404); 
        
    } 
 
    public function saveDokumen(Request $request) 
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    { 
            try { 
                // dd($data); 
                $save = $this->dokBahanAjar->saveDokumen($request); 
    
                if($save) { 
 
                    $data = $this->bahanAjar->showById($request->id_bahan_ajar); 
                    $dok_bahan_ajar = $this->dokBahanAjar->getAllDok($request-
>id_bahan_ajar); 
                    $penulisBahanAjarDosen = $this->penulisBahanAjar-
>getAllByIdJenisSdm($request->id_bahan_ajar, 1); 
        
                    if(count($penulisBahanAjarDosen)>0) { 
        
                        $this->bahanAjar->produceCreateOrUpdateEvent($data, 
$penulisBahanAjarDosen, $dok_bahan_ajar); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokBahanAjar->saveDokumenPenyimpanan($request); 
    
                if($save) { 
 
                    $data = $this->bahanAjar->showById($request->id_bahan_ajar); 
                    $dok_bahan_ajar = $this->dokBahanAjar->getAllDok($request-
>id_bahan_ajar); 
                    $penulisBahanAjarDosen = $this->penulisBahanAjar-
>getAllByIdJenisSdm($request->id_bahan_ajar, 1); 




                    if(count($penulisBahanAjarDosen)>0) { 
        
                        $this->bahanAjar->produceCreateOrUpdateEvent($data, 
$penulisBahanAjarDosen, $dok_bahan_ajar); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokBahanAjar->showDetailById($request-
>id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 
                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokBahanAjar->updateDataDokumen($request, $id_updater); 
 
            $data = $this->bahanAjar->showById($request->id_bahan_ajar); 
            $dok_bahan_ajar = $this->dokBahanAjar->getAllDok($request->id_bahan_ajar); 
            $penulisBahanAjarDosen = $this->penulisBahanAjar-
>getAllByIdJenisSdm($request->id_bahan_ajar, 1); 
 
            if(count($penulisBahanAjarDosen)>0) { 
 
                $this->bahanAjar->produceCreateOrUpdateEvent($data, 
$penulisBahanAjarDosen, $dok_bahan_ajar); 




            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokBahanAjar->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokBahanAjar->deleteDokumen($request->id_dokumen); 
 
            $data = $this->bahanAjar->showById($request->id_bahan_ajar); 
            $dok_bahan_ajar = $this->dokBahanAjar->getAllDok($request->id_bahan_ajar); 
            $penulisBahanAjarDosen = $this->penulisBahanAjar-
>getAllByIdJenisSdm($request->id_bahan_ajar, 1); 
 
            if(count($penulisBahanAjarDosen)>0) { 
 
                $this->bahanAjar->produceCreateOrUpdateEvent($data, 
$penulisBahanAjarDosen, $dok_bahan_ajar); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 





            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
 
    
} 
 






















    protected $bahanAjarRepository; 
 
    public function __construct(BahanAjarRepository $bahanAjarRepository) 
    { 
        $this->bahanAjarRepository = $bahanAjarRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->bahanAjarRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->bahanAjarRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->bahanAjarRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->bahanAjarRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->bahanAjarRepository->updateData($request); 
    } 
 
    public function getAllByFilter($id_jenis_bahan_ajar, $tgl_awal, $tgl_akhir) 
    { 
        return $this->bahanAjarRepository->getAllByFilter($id_jenis_bahan_ajar, 
$tgl_awal, $tgl_akhir); 
    } 
 





    { 
        if(empty($data->status_sister)) 
        { 
            new BahanAjarCreatedEvent($data, $penulisBahanAjarDosen, $dokumen); 
            $this->bahanAjarRepository->updateStatusSister($data->id_bahan_ajar, 1); 
        } 
        else { 
            new BahanAjarUpdatedEvent($data, $penulisBahanAjarDosen, $dokumen); 
            $this->bahanAjarRepository->updateStatusSister($data->id_bahan_ajar, 2); 
        } 
    } 
 
    public function produceDeleteEvent($data) { 
 
        new BahanAjarDeletedEvent($data); 
        $this->bahanAjarRepository->updateStatusSister($data->id_bahan_ajar, 3); 
        
    } 
} 
 















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.bahan_ajar') 
                ->join('ref.jenis_bahan_ajar', 'ref.jenis_bahan_ajar.id_jenis_bahan_ajar', 
'dbo.bahan_ajar.id_jenis_bahan_ajar') 
                ->where('dbo.bahan_ajar.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->whereNull('dbo.bahan_ajar.deleted_at') 
                ->select( 
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                    'dbo.bahan_ajar.judul_bahan_ajar as judul_buku', 
                    'dbo.bahan_ajar.isbn as isbn', 
                    'dbo.bahan_ajar.penerbit as penerbit', 
                    'dbo.bahan_ajar.sk_tugas as sk_tugas', 
                    'dbo.bahan_ajar.tgl_sk_tugas as tgl_sk_tugas', 
                    'dbo.bahan_ajar.id_bahan_ajar as id_bahan_ajar', 
                    'dbo.bahan_ajar.updated_at as updated_at', 
                    'ref.jenis_bahan_ajar.nama as jenis_bahan_ajar' 
                ) 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getAllByFilter($id_jenis_bahan_ajar, $tgl_awal, $tgl_akhir) 
    { 
        $query = DB::connection('portofolio')->table('dbo.bahan_ajar') 
                    ->join('ref.jenis_bahan_ajar', 'ref.jenis_bahan_ajar.id_jenis_bahan_ajar', 
'dbo.bahan_ajar.id_jenis_bahan_ajar') 
                    ->where('dbo.bahan_ajar.id_sdm', (new SDM())->getIdAfterLogin()) 
                    ->whereNull('dbo.bahan_ajar.deleted_at') 
                    ->select( 
                        'dbo.bahan_ajar.judul_bahan_ajar as judul_buku', 
                        'dbo.bahan_ajar.isbn as isbn', 
                        'dbo.bahan_ajar.penerbit as penerbit', 
                        'dbo.bahan_ajar.sk_tugas as sk_tugas', 
                        'dbo.bahan_ajar.tgl_sk_tugas as tgl_sk_tugas', 
                        'dbo.bahan_ajar.id_bahan_ajar as id_bahan_ajar', 
                        'dbo.bahan_ajar.updated_at as updated_at', 
                        'ref.jenis_bahan_ajar.nama as jenis_bahan_ajar' 
                    ); 
        
        if($id_jenis_bahan_ajar!= "" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_bahan_ajar.id_jenis_bahan_ajar', 
$id_jenis_bahan_ajar) 
                                  ->whereBetween('dbo.bahan_ajar.tgl_sk_tugas', [$tgl_awal, 
$tgl_akhir]) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_jenis_bahan_ajar!="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_bahan_ajar.id_jenis_bahan_ajar', 
$id_jenis_bahan_ajar) 




                                  ->get(); 
            return $data; 
        } 
        else if($id_jenis_bahan_ajar!="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_bahan_ajar.id_jenis_bahan_ajar', 
$id_jenis_bahan_ajar) 
                                  ->where('dbo.bahan_ajar.tgl_sk_tugas', '<=',  $tgl_akhir) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_jenis_bahan_ajar=="" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereBetween('dbo.bahan_ajar.tgl_sk_tugas', 
[$tgl_awal, $tgl_akhir]) 
                                    ->get(); 
            return $data; 
        } 
        else if($id_jenis_bahan_ajar=="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->where('dbo.bahan_ajar.tgl_sk_tugas', '<=', $tgl_akhir) 
                                    ->get(); 
            return $data; 
        } 
        else if($id_jenis_bahan_ajar=="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->where('dbo.bahan_ajar.tgl_sk_tugas', '>=', $tgl_awal) 
                        ->get(); 
            return $data; 
        } 
        else if($id_jenis_bahan_ajar!="" && $tgl_awal=="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_bahan_ajar.id_jenis_bahan_ajar', 
$id_jenis_bahan_ajar) 
                                  ->get(); 
            return $data;       
        } 
    } 
 
    public function saveData($request) 
    { 
        $id_bahan_ajar = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.bahan_ajar') 
            ->insert([ 
                'id_bahan_ajar'=>$id_bahan_ajar, 
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                'id_jenis_bahan_ajar'=>$request->id_jenis_bahan_ajar, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'judul_bahan_ajar'=>$request->judul_buku, 
                // 'penulis'=>$request->penulis, 
                'penerbit'=>$request->penerbit, 
                'isbn'=>$request->isbn, 
                'deskripsi'=>$request->deskripsi, 
                'tgl_terbit'=>now(), 
                'sk_tugas'=>$request->no_sk, 
                'tgl_sk_tugas'=>$request->tanggal_sk_tugas, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $id_bahan_ajar; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.bahan_ajar') 
                ->where('id_bahan_ajar', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $bahan_ajar = DB::connection('portofolio')->table('dbo.bahan_ajar') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.bahan_ajar.id_sdm') 
                        ->join('ref.jenis_bahan_ajar', 'ref.jenis_bahan_ajar.id_jenis_bahan_ajar', 
'dbo.bahan_ajar.id_jenis_bahan_ajar') 
                        ->where('dbo.bahan_ajar.id_bahan_ajar', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'dbo.bahan_ajar.id_sdm as id_sdm', 
                            'dbo.bahan_ajar.id_bahan_ajar as id_bahan_ajar', 
                            'ref.jenis_bahan_ajar.id_jenis_bahan_ajar as id_jenis_bahan_ajar', 
                            'ref.jenis_bahan_ajar.nama as jenis_bahan_ajar', 
                            'dbo.bahan_ajar.judul_bahan_ajar as judul_buku', 




                            'dbo.bahan_ajar.penerbit as penerbit', 
                            'dbo.bahan_ajar.isbn as isbn', 
                            'dbo.bahan_ajar.deskripsi as deskripsi', 
                            'dbo.bahan_ajar.tgl_terbit as tgl_terbit', 
                            'dbo.bahan_ajar.sk_tugas as sk_tugas', 
                            'dbo.bahan_ajar.tgl_sk_tugas as tgl_sk_tugas', 
                            'dbo.bahan_ajar.created_at as created_at', 
                            'dbo.bahan_ajar.updated_at as updated_at', 
                            'dbo.bahan_ajar.updater as updater', 
                            'dbo.bahan_ajar.deleted_at as deleted_at', 
                            'dbo.bahan_ajar.status_sister as status_sister' 
                        ) 
                        ->first(); 
        return $bahan_ajar; 
    } 
 
    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.bahan_ajar') 
        ->where('id_bahan_ajar', $request->id_bahan_ajar) 
        ->update([ 
            'id_jenis_bahan_ajar'=>$request->id_jenis_bahan_ajar, 
            'judul_bahan_ajar'=>$request->judul_buku, 
            // 'penulis'=>$request->penulis, 
            'penerbit'=>$request->penerbit, 
            'isbn'=>$request->isbn, 
            'deskripsi'=>$request->deskripsi, 
            'tgl_terbit'=>now(), 
            'sk_tugas'=>$request->no_sk, 
            'tgl_sk_tugas'=>$request->tanggal_sk_tugas, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_bahan_ajar; 
    } 
 
    public function updateStatusSister($id_bahan_ajar, $status_sister) { 
 
        DB::connection('portofolio')->table('dbo.bahan_ajar') 
        ->where('id_bahan_ajar', $id_bahan_ajar) 
        ->update([ 
            'status_sister'=>$status_sister, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
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    } 
} 












    protected $dokBahanAjar; 
 
    public function __construct(DokBahanAjarRepository $dokBahanAjar) 
    { 
        $this->dokBahanAjar = $dokBahanAjar; 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokBahanAjar->getJenisDokPortofolio(); 
        $dokumen = $this->dokBahanAjar->getAllById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 




                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 
            array_push($array_hasil, $array); 
        } 
        // dd($array_hasil); 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
        return $this->dokBahanAjar->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokBahanAjar->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokBahanAjar->deleteDokumen($id); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokBahanAjar->updateDataDokumen($request, $id_updater); 
    } 
 
    public function getAllDokumen() 
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    { 
        return $this->dokBahanAjar->getAllDokumen(); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokBahanAjar->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_bahan_ajar) 
    { 
        return $this->dokBahanAjar->getAllDok($id_bahan_ajar); 
    } 
} 
 
















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 




                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_bahan_ajar.id_dokumen') 
                ->where('dbo.dok_bahan_ajar.id_bahan_ajar', $id) 
                ->whereNull('dbo.dok_bahan_ajar.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_bahan_ajar') 
                ->join('dbo.dokumen', 'dbo.dok_bahan_ajar.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_bahan_ajar.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_bahan_ajar.id_bahan_ajar', $id) 
                ->whereNull('dbo.dok_bahan_ajar.deleted_at') 
                ->select( 
                    'dbo.dok_bahan_ajar.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 
                    'dbo.dokumen.ekstensi as ekstensi', 
                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_bahan_ajar.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dok_bahan_ajar.created_at as created_at', 
                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_bahan_ajar.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
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        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'bahan_ajar') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function saveDokumen($request) 
    { 
        // dd($request); 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_bahan_ajar'  => $request->id_bahan_ajar, 




                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_bahan_ajar = DB::connection('portofolio')-
>table('dbo.dok_bahan_ajar') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_bahan_ajar) && ($insert_dokumen)) { 
                return true; 
            } 
        } 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_bahan_ajar') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_bahan_ajar') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_bahan_ajar') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_bahan_ajar'  => $request->id_bahan_ajar, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
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                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_bahan_ajar') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 




        $update_dok_bahan_ajar = DB::connection('portofolio')-
>table('dbo.dok_bahan_ajar') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_bahan_ajar) 
        { 
            return true; 
        } 















    protected $jenisBahanAjarRepository; 
 
    public function __construct(JenisBahanAjarRepository $jenisBahanAjar) 
    { 
        $this->jenisBahanAjarRepository = $jenisBahanAjar; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisBahanAjarRepository->getAll(); 















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_bahan_ajar') 
                ->get(); 
        return $data; 
    } 
} 
 












    protected $penulisBahanAjarRepository; 
 
    public function __construct(PenulisBahanAjarRepository 
$penulisBahanAjarRepository) 
    { 
        $this->penulisBahanAjarRepository = $penulisBahanAjarRepository; 
    } 
 
    public function getAllById($id) 
    { 
        return $this->penulisBahanAjarRepository->getAllById($id); 





    public function saveData(Request $request) 
    { 
        return $this->penulisBahanAjarRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->penulisBahanAjarRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->penulisBahanAjarRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->penulisBahanAjarRepository->updateData($request); 
    } 
 
    public function getAllByIdJenisSdm($id_bahan_ajar, $id_jenis_sdm) 
    { 
        return $this->penulisBahanAjarRepository->getAllByIdJenisSdm($id_bahan_ajar, 
$id_jenis_sdm); 
    } 
} 















    public function getAllById($id_bahan_ajar) 
    { 
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        $data = DB::connection('portofolio')->table('dbo.penulis_bahan_ajar') 
                // ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.penulis_bahan_ajar.id_sdm') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.penulis_bahan_ajar.id_afiliasi') 
                ->where('id_bahan_ajar', $id_bahan_ajar) 
                ->whereNull('dbo.penulis_bahan_ajar.deleted_at') 
                ->select( 
                    // 'dbo.sdm.nama as nama_sdm', 
                    // 'dbo.sdm.nidn as nidn_sdm', 
                    'dbo.penulis_bahan_ajar.id_sdm as id_sdm', 
                    'dbo.penulis_bahan_ajar.id_penulis_bahan_ajar as id_penulis_bahan_ajar', 
                    'dbo.penulis_bahan_ajar.nama as nama_penulis', 
                    'dbo.penulis_bahan_ajar.urutan as urutan', 
                    'dbo.penulis_bahan_ajar.jenis_pengarang as jenis_pengarang', 
                    'dbo.penulis_bahan_ajar.peran as peran', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi', 
                    'dbo.penulis_bahan_ajar.created_at as created_at', 
                    'dbo.penulis_bahan_ajar.updated_at as updated_at', 
                    'dbo.penulis_bahan_ajar.updater as updater' 
                ) 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getAllByIdJenisSdm($id_bahan_ajar, $id_jenis_sdm) 
    { 
        $data = DB::connection('portofolio')->table('dbo.penulis_bahan_ajar') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.penulis_bahan_ajar.id_sdm') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.penulis_bahan_ajar.id_afiliasi') 
                ->where('dbo.penulis_bahan_ajar.id_bahan_ajar', $id_bahan_ajar) 
                ->where('dbo.sdm.id_jenis_sdm', $id_jenis_sdm) 
                ->whereNull('dbo.penulis_bahan_ajar.deleted_at') 
                ->select( 
                    'dbo.sdm.nama as nama_sdm', 
                    'dbo.sdm.nidn as nidn_sdm', 
                    'dbo.penulis_bahan_ajar.id_sdm as id_sdm', 
                    'dbo.penulis_bahan_ajar.id_penulis_bahan_ajar as id_penulis_bahan_ajar', 
                    'dbo.penulis_bahan_ajar.nama as nama_penulis', 
                    'dbo.penulis_bahan_ajar.urutan as urutan', 
                    'dbo.penulis_bahan_ajar.jenis_pengarang as jenis_pengarang', 
                    'dbo.penulis_bahan_ajar.peran as peran', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi' 
                    ) 




            // dd($data); 
        return $data;     
    } 
 
    public function saveData($request) 
    { 
        $id_penulis_bahan_ajar = Uuid::uuid4()->toString(); 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_penulis) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.penulis_bahan_ajar') 
            ->insert([ 
                'id_penulis_bahan_ajar'=>$id_penulis_bahan_ajar, 
                'id_sdm'=>$request->nama_penulis, 
                'id_bahan_ajar'=>$request->id_bahan_ajar, 
                'urutan'=>$request->urutan, 
                'nama'=>$nama, 
                'id_afiliasi'=>$request->afiliasi, 
                'peran'=>$request->peran, 
                'jenis_pengarang'=>$request->jenis_pengarang, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $request->id_bahan_ajar; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.penulis_bahan_ajar') 
                ->where('id_penulis_bahan_ajar', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $penulis_bahan_ajar = DB::connection('portofolio')-
>table('dbo.penulis_bahan_ajar') 




                        ->where('id_penulis_bahan_ajar', $id) 
                        ->select( 
                            'dbo.penulis_bahan_ajar.nama as nama_penulis', 
                            'dbo.penulis_bahan_ajar.urutan as urutan', 
                            'dbo.penulis_bahan_ajar.jenis_pengarang as jenis_pengarang', 
                            'dbo.penulis_bahan_ajar.peran as peran', 
                            'ref.afiliasi.id_afiliasi as id_afiliasi', 
                            'ref.afiliasi.nama as nama_afiliasi' 
                        ) 
                        ->first(); 
        return $penulis_bahan_ajar; 
    } 
 
    public function updateData($request) 
    { 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_penulis) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.penulis_bahan_ajar') 
        ->where('id_penulis_bahan_ajar', $request->id_penulis_bahan_ajar) 
        ->update([ 
            'id_sdm'=>$request->nama_penulis, 
            'urutan'=>$request->urutan, 
            'nama'=>$nama, 
            'id_afiliasi'=>$request->afiliasi, 
            'peran'=>$request->peran, 
            'jenis_pengarang'=>$request->jenis_pengarang, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
    } 
} 
 
5.1.5 Implementasi modul Detasering 































class DetaseringController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $detasering; 
    protected $orgSasaran; 
    protected $dokDetasering; 
 
    public function __construct 
    ( 
        DetaseringService $detasering, 
        OrgSasaranService $orgSasaran, 
        DokDetaseringService $dokDetasering 
    ) 
    { 
        $this->detasering = $detasering; 
        $this->orgSasaran = $orgSasaran; 
        $this->dokDetasering = $dokDetasering; 
    } 
 
    public function index() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $detasering = $this->detasering->getAll(); 
        return view('Portofolio::Datasering.index', compact('message', 'detasering')); 
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    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $orgSasaran = $this->orgSasaran->getAll(); 
        return view('Portofolio::Datasering.create', compact('message', 'orgSasaran')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Detasering($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_detasering = $this->detasering->saveData($request); 
                $data = $this->detasering->showById($id_detasering); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new DetaseringCreatedEvent($data); 
                } 
 
                return redirect('portofolio/detasering/detail/' . $id_detasering)->with('success', 
'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
        
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $detasering = $this->detasering->showById($id); 




        return view('Portofolio::Datasering.show', compact('message', 'detasering', 
'dokDetasering')); 
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $detasering = $this->detasering->showById($id); 
        $orgSasaran = $this->orgSasaran->getAll(); 
        return view('Portofolio::Datasering.edit', compact('message', 'orgSasaran', 
'detasering')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Detasering($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_detasering = $this->detasering->updateData($request); 
                $data = $this->detasering->showById($id_detasering); 
                $dok_detasering = $this->dokDetasering->getAllDok($id_detasering); 
                
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new DetaseringUpdatedEvent($data, $dok_detasering); 
                } 
 
                return redirect('portofolio/detasering/detail/' . $id_detasering)->with('success', 
'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function delete($id) 
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    { 
        try { 
            $this->detasering->deleteData($id); 
            $data = $this->detasering->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                new DetaseringDeletedEvent($data); 
            } 
 
            return redirect('portofolio/detasering')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function edit_berkas($id) 
    { 
        // dd($id); 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->detasering->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokDetasering = $this->dokDetasering->getAllByJenis($id); 
        return view('Portofolio::Datasering.berkas.edit', compact('message', 'dokDetasering', 
'id', 'id_sdm')); 
    } 
 
    public function getListDokumen(Request $request) 
    { 
        if($request->ajax()) { 
 
            $result = DB::connection('portofolio')->table('dbo.dokumen') 
                    ->whereNull('deleted_at') 
                    ->orderBy('updated_at', 'desc'); 
 
            if(!empty($request->nama_file)) { 
                $result = $result 
                    ->where('dbo.dokumen.nama_file', 'like', '%' . $request->nama_file . '%') 
                    ->get(); 
            } 
            else { 
                $result = $result 




            } 
        } 
 
        if($result) { 
            return response()->json($result); 
        } 
 
        return response()->json(['error' => 'Data tidak ditemukan'], 404); 
        
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokDetasering->saveDokumen($request); 
    
                if($save) { 
 
                    $data = $this->detasering->showById($request->id_detasering); 
                    $dok_detasering = $this->dokDetasering->getAllDok($request-
>id_detasering); 
                    
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        new DetaseringUpdatedEvent($data, $dok_detasering); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokDetasering->saveDokumenPenyimpanan($request); 
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                if($save) { 
 
                    $data = $this->detasering->showById($request->id_detasering); 
                    $dok_detasering = $this->dokDetasering->getAllDok($request-
>id_detasering); 
                    
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        new DetaseringUpdatedEvent($data, $dok_detasering); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokDetasering->showDetailById($request-
>id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 
                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokDetasering->updateDataDokumen($request, $id_updater); 
 
            $data = $this->detasering->showById($request->id_detasering); 
            $dok_detasering = $this->dokDetasering->getAllDok($request->id_detasering); 
                    
            if((int)$data->id_jenis_sdm==1) 




                new DetaseringUpdatedEvent($data, $dok_detasering); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokDetasering->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokDetasering->deleteDokumen($request->id_dokumen); 
 
            $data = $this->detasering->showById($request->id_detasering); 
            $dok_detasering = $this->dokDetasering->getAllDok($request->id_detasering); 
                    
            if((int)$data->id_jenis_sdm==1) 
            { 
                new DetaseringUpdatedEvent($data, $dok_detasering); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 




            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
} 
 











    protected $detaseringRepository; 
 
    public function __construct(DetaseringRepository $detaseringRepository) 
    { 
        $this->detaseringRepository = $detaseringRepository; 





    public function getAll() 
    { 
        return $this->detaseringRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->detaseringRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->detaseringRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->detaseringRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->detaseringRepository->updateData($request); 
    } 
} 
 















    public function getAll() 
    { 
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        $data = DB::connection('portofolio')->table('dbo.detasering') 
                ->join('dbo.organisasi', 'dbo.organisasi.id_org', 
'dbo.detasering.id_org_sasaran') 
                ->where('dbo.detasering.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->whereNull('dbo.detasering.deleted_at') 
                ->select( 
                    'dbo.organisasi.nama as nama_org', 
                    'dbo.detasering.tgl_mulai as tgl_mulai', 
                    'dbo.detasering.tgl_selesai as tgl_selesai', 
                    'dbo.detasering.id_detasering as id_detasering', 
                    'dbo.detasering.jenis_detasering as jenis_detasering', 
                    'dbo.detasering.sk_tugas as sk_tugas', 
                    'dbo.detasering.bidang_tugas as bidang_tugas', 
                    'dbo.detasering.deskripsi_kegiatan as deskripsi_kegiatan', 
                    'dbo.detasering.metode_pelaksanaan as metode_pelaksanaan', 
                    'dbo.detasering.updated_at as updated_at', 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function saveData($request) 
    { 
        $id_detasering = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.detasering') 
            ->insert([ 
                'id_detasering'=>$id_detasering, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'tgl_mulai'=>$request->tanggal_mulai, 
                'tgl_selesai'=>$request->tanggal_selesai, 
                'bidang_tugas'=>$request->bidang_tugas, 
                'deskripsi_kegiatan'=>$request->deskripsi_kegiatan, 
                'metode_pelaksanaan'=>$request->metode_pelaksanaan, 
                'sk_tugas'=>$request->no_sk, 
                'tgl_sk_tugas'=>$request->tanggal_sk_tugas, 
                'jenis_detasering'=>$request->jenis_detasering, 
                'id_org_sasaran'=>$request->id_org, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $id_detasering; 





    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.detasering') 
                ->where('id_detasering', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $detasering = DB::connection('portofolio')->table('dbo.detasering') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.detasering.id_sdm') 
                        ->join('dbo.organisasi', 'dbo.organisasi.id_org', 
'dbo.detasering.id_org_sasaran') 
                        ->where('dbo.detasering.id_detasering', $id) 
                        ->select( 
                            'dbo.organisasi.nama as nama_org', 
                            'dbo.organisasi.id_org as id_org', 
                            'dbo.detasering.id_sdm as id_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.detasering.id_detasering as id_detasering', 
                            'dbo.detasering.tgl_mulai as tgl_mulai', 
                            'dbo.detasering.tgl_selesai as tgl_selesai', 
                            'dbo.detasering.bidang_tugas as bidang_tugas', 
                            'dbo.detasering.deskripsi_kegiatan as deskripsi_kegiatan', 
                            'dbo.detasering.metode_pelaksanaan as metode_pelaksanaan', 
                            'dbo.detasering.sk_tugas as sk_tugas', 
                            'dbo.detasering.tgl_sk_tugas as tgl_sk_tugas', 
                            'dbo.detasering.jenis_detasering as jenis_detasering', 
                            'dbo.organisasi.nama as nama_organisasi', 
                            'dbo.detasering.created_at as created_at', 
                            'dbo.detasering.updated_at as updated_at', 
                            'dbo.detasering.deleted_at as deleted_at', 
                            'dbo.detasering.updater as updater' 
                        ) 
                        ->first(); 
        return $detasering; 
    } 
 
    public function updateData($request) 
    { 
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        DB::connection('portofolio')->table('dbo.detasering') 
        ->where('id_detasering', $request->id_detasering) 
        ->update([ 
            'tgl_mulai'=>$request->tanggal_mulai, 
            'tgl_selesai'=>$request->tanggal_selesai, 
            'bidang_tugas'=>$request->bidang_tugas, 
            'deskripsi_kegiatan'=>$request->deskripsi_kegiatan, 
            'metode_pelaksanaan'=>$request->metode_pelaksanaan, 
            'sk_tugas'=>$request->no_sk, 
            'tgl_sk_tugas'=>$request->tanggal_sk_tugas, 
            'jenis_detasering'=>$request->jenis_detasering, 
            'id_org_sasaran'=>$request->id_org, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_detasering; 
    } 
} 
 












    protected $dokDetasering; 
 
    public function __construct(DokDetaseringRepository $dokDetasering) 
    { 
        $this->dokDetasering = $dokDetasering; 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokDetasering->getJenisDokPortofolio(); 




        
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 
            array_push($array_hasil, $array); 
        } 
        // dd($array_hasil); 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
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        return $this->dokDetasering->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokDetasering->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokDetasering->deleteDokumen($id); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokDetasering->updateDataDokumen($request, $id_updater); 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokDetasering->getAllDokumen(); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokDetasering->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_detasering) 
    { 
        return $this->dokDetasering->getAllDok($id_detasering); 
    } 
} 
 



















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dok_detasering') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dok_detasering.id_dokumen') 
                ->where('dok_detasering.id_detasering', $id) 
                ->whereNull('dok_detasering.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_detasering') 
                ->join('dbo.dokumen', 'dbo.dok_detasering.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_detasering.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_detasering.id_detasering', $id) 
                ->whereNull('dbo.dok_detasering.deleted_at') 
                ->select( 
                    'dbo.dok_detasering.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
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                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 
                    'dbo.dokumen.ekstensi as ekstensi', 
                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_detasering.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dok_detasering.created_at as created_at', 
                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_detasering.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'detasering') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function saveDokumen($request) 
    { 
        // dd($request); 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 




                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_detasering'  => $request->id_detasering, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_detasering = DB::connection('portofolio')-
>table('dbo.dok_detasering') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_detasering) && ($insert_dokumen)) { 
                return true; 
            } 
        } 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_detasering') 
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                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_detasering') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_detasering') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_detasering'  => $request->id_detasering, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_detasering') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 





    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_detasering = DB::connection('portofolio')-
>table('dbo.dok_detasering') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_detasering) 
        { 
            return true; 
        } 
















    protected $orgSasaranRepository; 
 
    public function __construct(OrgSasaranRepository $orgSasaran) 
    { 
        $this->orgSasaranRepository = $orgSasaran; 
    } 
 
    public function getAll() 
    { 
        return $this->orgSasaranRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.organisasi') 
                ->get(); 
        return $data; 
    } 
} 
 
5.1.6 Implementasi modul HKI 

























class HKIController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $HKI; 
    protected $jenisHKI; 
    protected $jenisTingkat; 
    protected $dokumenHKI; 
    protected $penulisHKI; 
    protected $jenisAfiliasi; 
 
    public function __construct 
    ( 
        HKIService $HKI, 
        JenisHKIService $jenisHKI, 
        JenisTingkatService $jenisTingkat, 
        DokumenHKIService $dokumenHKI, 
        PenulisHKIService $penulisHKI, 
        JenisAfiliasiService $jenisAfiliasi 
    ) 
    { 
        $this->HKI = $HKI; 
        $this->jenisHKI = $jenisHKI; 
        $this->jenisTingkat = $jenisTingkat; 
        $this->dokumenHKI = $dokumenHKI; 
        $this->penulisHKI = $penulisHKI; 
        $this->jenisAfiliasi = $jenisAfiliasi; 
    } 
 
    public function index(Request $request) 
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    { 
        $message = __('Portofolio::general.belajar'); 
 
        if($request->ajax()) 
        { 
            if(!empty($request->id_jenis_hki) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->id_jenis_hki); 
                $HKI = $this->HKI->getAllByFilter($array_cast, $request->tgl_awal, 
$request->tgl_akhir); 
            } 
            else if(!empty($request->id_jenis_hki) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->id_jenis_hki); 
                $HKI = $this->HKI->getAllByFilter($array_cast, $request->tgl_awal, ""); 
            } 
            else if(!empty($request->id_jenis_hki) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->id_jenis_hki); 
                $HKI = $this->HKI->getAllByFilter($array_cast, "", $request->tgl_akhir); 
            } 
            else if(empty($request->id_jenis_hki) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $HKI = $this->HKI->getAllByFilter("", $request->tgl_awal, $request-
>tgl_akhir); 
            } 
            else if(empty($request->id_jenis_hki) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $HKI = $this->HKI->getAllByFilter("", "", $request->tgl_akhir); 
            } 
            else if(empty($request->id_jenis_hki) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                $HKI = $this->HKI->getAllByFilter("", $request->tgl_mulai, ""); 
            } 
            else if(!empty($request->id_jenis_hki) && empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                




                $HKI = $this->HKI->getAllByFilter($array_cast, "", ""); 
            } 
            else { 
                $HKI = $this->HKI->getAll(); 
            } 
 
            return DataTables()->of($HKI)->make(true); 
        } 
        
        $jenisHKI = $this->jenisHKI->getAll(); 
        return view('Portofolio::HKI.index', compact('message', 'jenisHKI')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisHKI = $this->jenisHKI->getAll(); 
        $jenisTingkat = $this->jenisTingkat->getAll(); 
        return view('Portofolio::HKI.create', compact('message', 'jenisHKI', 'jenisTingkat')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::HKI($input); 
 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_hki = $this->HKI->saveData($request); 
 
                return redirect('portofolio/hki/detail/' . $id_hki)->with('success', 'Data berhasil 
disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 




    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $HKI = $this->HKI->showById($id); 
        $dokumenHKI = $this->dokumenHKI->getAllByJenis($id); 
        $penulisHKI = $this->penulisHKI->getAllById($id); 
        return view('Portofolio::HKI.show', compact('message', 'HKI', 'dokumenHKI', 
'penulisHKI')); 
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisHKI = $this->jenisHKI->getAll(); 
        $jenisTingkat = $this->jenisTingkat->getAll(); 
        $HKI = $this->HKI->showById($id); 
        return view('Portofolio::HKI.edit', compact('message', 'jenisHKI', 'HKI', 
'jenisTingkat')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::HKI($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
                $id_hki = $this->HKI->updateData($request); 
                $data = $this->HKI->showById($id_hki); 
                $dok_hki = $this->dokumenHKI->getAllDok($id_hki); 
 
                $penulisHKIDosen = $this->penulisHKI->getAllByIdJenisSdm($id_hki, 1); 
 
                if(count($penulisHKIDosen)>0) { 
 
                    $this->HKI->produceCreateOrUpdateEvent($data, $penulisHKIDosen, 
$dok_hki); 
                } 
 
                return redirect('portofolio/hki/detail/' . $id_hki)->with('success', 'Data berhasil 
diperbarui'); 




    } 
 
    public function delete($id) 
    { 
            $this->HKI->deleteData($id); 
            $data = $this->HKI->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->HKI->produceDeleteEvent($data); 
            } 
            
            return redirect('portofolio/hki')->with('success', 'Data berhasil dihapus'); 
         
    } 
 
    public function edit_inventor($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $penulisHKI = $this->penulisHKI->getAllById($id); 
        $id_hki = $id; 
        return view('Portofolio::HKI.penulis.edit', compact('message', 'penulisHKI', 
'id_hki')); 
    } 
 
    public function save_inventor(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::PenulisHKI($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
                $id_hki = $this->penulisHKI->saveData($request); 
                $data = $this->HKI->showById($request->id_hki); 
                $dok_hki = $this->dokumenHKI->getAllDok($request->id_hki); 
 
                $penulisHKIDosen = $this->penulisHKI->getAllByIdJenisSdm($request-
>id_hki, 1); 
 
                if(count($penulisHKIDosen)>0) { 
 




                } 
 
                return redirect()->back()->with('success', 'Data berhasil disimpan'); 
        } 
    } 
 
    public function update_inventor(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::PenulisHKI($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
                $this->penulisHKI->updateData($request); 
                $data = $this->HKI->showById($request->id_hki); 
                $dok_hki = $this->dokumenHKI->getAllDok($request->id_hki); 
                $penulisHKIDosen = $this->penulisHKI->getAllByIdJenisSdm($request-
>id_hki, 1); 
 
                if(count($penulisHKIDosen)>0) { 
 
                    $this->HKI->produceCreateOrUpdateEvent($data, $penulisHKIDosen, 
$dok_hki); 
                } 
 
                return redirect()->back()->with('success', 'Data berhasil diperbarui'); 
        }   
    } 
 
    public function hapus_inventor(Request $request) 
    { 
            $this->penulisHKI->deleteData($request->id_inventor); 
            
            $data = $this->HKI->showById($request->id_hki); 
            $dok_hki = $this->dokumenHKI->getAllDok($request->id_hki); 
            $penulisHKIDosen = $this->penulisHKI->getAllByIdJenisSdm($request-
>id_hki, 1); 
 
            if(count($penulisHKIDosen)>0) { 
 
                $this->HKI->produceCreateOrUpdateEvent($data, $penulisHKIDosen, 
$dok_hki); 





            return redirect()->back()->with('success', 'Data berhasil dihapus'); 
    } 
 
    public function edit_berkas($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->HKI->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokumenHKI = $this->dokumenHKI->getAllByJenis($id); 
        $listDokumen = $this->dokumenHKI->getAllDokumen(); 
        return view('Portofolio::HKI.berkas.edit', compact('message', 'listDokumen', 
'dokumenHKI', 'id', 'id_sdm')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokumenHKI->saveDokumen($request); 
    
                if($save) { 
 
                    $data = $this->HKI->showById($request->id_hki); 
                    $dok_hki = $this->dokumenHKI->getAllDok($request->id_hki); 
                    $penulisHKIDosen = $this->penulisHKI->getAllByIdJenisSdm($request-
>id_hki, 1); 
 
                    if(count($penulisHKIDosen)>0) { 
 
                        $this->HKI->produceCreateOrUpdateEvent($data, $penulisHKIDosen, 
$dok_hki); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        




    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokumenHKI->saveDokumenPenyimpanan($request); 
    
                if($save) { 
 
                    $data = $this->HKI->showById($request->id_hki); 
                    $dok_hki = $this->dokumenHKI->getAllDok($request->id_hki); 
                    $penulisHKIDosen = $this->penulisHKI->getAllByIdJenisSdm($request-
>id_hki, 1); 
 
                    if(count($penulisHKIDosen)>0) { 
 
                        $this->HKI->produceCreateOrUpdateEvent($data, $penulisHKIDosen, 
$dok_hki); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokumenHKI->showDetailById($request->id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 






            $update = $this->dokumenHKI->updateDataDokumen($request, $id_updater); 
 
            $data = $this->HKI->showById($request->id_hki); 
            $dok_hki = $this->dokumenHKI->getAllDok($request->id_hki); 
            $penulisHKIDosen = $this->penulisHKI->getAllByIdJenisSdm($request-
>id_hki, 1); 
 
            if(count($penulisHKIDosen)>0) { 
 
                $this->HKI->produceCreateOrUpdateEvent($data, $penulisHKIDosen, 
$dok_hki); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokumenHKI->showDetailById($request->id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokumenHKI->deleteDokumen($request->id_dokumen); 
 
            $data = $this->HKI->showById($request->id_hki); 
            $dok_hki = $this->dokumenHKI->getAllDok($request->id_hki); 
            $penulisHKIDosen = $this->penulisHKI->getAllByIdJenisSdm($request-
>id_hki, 1); 
 
            if(count($penulisHKIDosen)>0) { 
 
                $this->HKI->produceCreateOrUpdateEvent($data, $penulisHKIDosen, 
$dok_hki); 
            } 
 




        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokumenHKI->showDetailById($request->id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
} 
 























    protected $HKIRepository; 
 
    public function __construct(HKIRepository $HKIRepository) 
    { 
        $this->HKIRepository = $HKIRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->HKIRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->HKIRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->HKIRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->HKIRepository->deleteData($id); 
    } 
 
    public function getAllByFilter($id_jenis_hki, $tgl_awal, $tgl_akhir) 
    { 
        return $this->HKIRepository->getAllByFilter($id_jenis_hki, $tgl_awal, $tgl_akhir); 




    public function updateData(Request $request) 
    { 
        return $this->HKIRepository->updateData($request); 
    } 
 
    public function produceCreateOrUpdateEvent($data, $penulisHKIDosen, $dokumen) 
    { 
        if(empty($data->status_sister)) 
        { 
            new KekayaanIntelektualCreatedEvent($data, $penulisHKIDosen, $dokumen); 
            $this->HKIRepository->updateStatusSister($data->id_hki, 1); 
        } 
        else { 
            new KekayaanIntelektualUpdatedEvent($data, $penulisHKIDosen, $dokumen); 
            $this->HKIRepository->updateStatusSister($data->id_hki, 2); 
        } 
    } 
 
    public function produceDeleteEvent($data) 
    { 
        new KekayaanIntelektualDeletedEvent($data); 
        $this->HKIRepository->updateStatusSister($data->id_hki, 3); 
    } 
} 
 
















    public function getAll() 




        $data = DB::connection('portofolio')->table('dbo.hki') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.hki.id_sdm') 
                ->join('ref.jenis_hki', 'ref.jenis_hki.id_jenis_hki', 'dbo.hki.id_jenis_hki') 
                ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.hki.id_tingkat') 
                ->where('dbo.hki.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->whereNull('dbo.hki.deleted_at') 
                ->select( 
                    'dbo.hki.id_hki as id_hki', 
                    'dbo.hki.judul as judul', 
                    'dbo.hki.jenis_ciptaan as jenis_ciptaan', 
                    'dbo.hki.lembaga_penerbit as lembaga_penerbit', 
                    'dbo.hki.tgl_daftar as tgl_daftar', 
                    'ref.jenis_hki.nama as jenis_hki' 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function getAllByFilter($id_jenis_hki, $tgl_awal, $tgl_akhir) 
    { 
        $query = DB::connection('portofolio')->table('dbo.hki') 
                    ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.hki.id_sdm') 
                    ->join('ref.jenis_hki', 'ref.jenis_hki.id_jenis_hki', 'dbo.hki.id_jenis_hki') 
                    ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.hki.id_tingkat') 
                    ->where('dbo.hki.id_sdm', (new SDM())->getIdAfterLogin()) 
                    ->whereNull('dbo.hki.deleted_at') 
                    ->select( 
                        'dbo.hki.id_hki as id_hki', 
                        'dbo.hki.judul as judul', 
                        'dbo.hki.jenis_ciptaan as jenis_ciptaan', 
                        'dbo.hki.lembaga_penerbit as lembaga_penerbit', 
                        'dbo.hki.tgl_daftar as tgl_daftar', 
                        'ref.jenis_hki.nama as jenis_hki' 
                    ); 
        
        if($id_jenis_hki!= "" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_hki.id_jenis_hki', $id_jenis_hki) 
                                ->whereBetween('dbo.hki.tgl_daftar', [$tgl_awal, $tgl_akhir]) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jenis_hki!="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_hki.id_jenis_hki', $id_jenis_hki) 
                                ->where('dbo.hki.tgl_daftar', '>=', $tgl_awal) 
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                                ->get(); 
            return $data; 
        } 
        else if($id_jenis_hki!="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_hki.id_jenis_hki', $id_jenis_hki) 
                                ->where('dbo.hki.tgl_daftar', '<=',  $tgl_akhir) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jenis_hki=="" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereBetween('dbo.hki.tgl_daftar', [$tgl_awal, 
$tgl_akhir]) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jenis_hki=="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->where('dbo.hki.tgl_daftar', '<=', $tgl_akhir) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jenis_hki=="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->where('dbo.hki.tgl_daftar', '>=', $tgl_awal) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jenis_hki!="" && $tgl_awal=="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_hki.id_jenis_hki', $id_jenis_hki) 
                                ->get(); 
            return $data;       
        } 
    } 
 
    public function saveData($request) 
    { 
        $id_hki = Uuid::uuid4()->toString(); 
        // dd($request); 
 
        DB::connection('portofolio')->table('dbo.hki') 
            ->insert([ 
                'id_hki'=>$id_hki, 




                'id_karya_cipta'=>$request->id_jenis_cipta, 
                'judul'=>$request->judul, 
                'jenis_ciptaan'=>$request->jenis_ciptaan, 
                'no_daftar'=>$request->no_daftar, 
                'tgl_daftar'=>$request->tgl_daftar, 
                'no_pencatatan'=>$request->no_pencatatan, 
                'tgl_pemberian'=>$request->tgl_pemberian, 
                'id_tingkat'=>(int)$request->id_tingkat, 
                'deskripsi'=>$request->deskripsi, 
                'lembaga_penerbit'=>$request->lembaga_penerbit, 
                'tempat_diumumkan'=>$request->tempat_diumumkan, 
                'jangka_waktu_lindung'=>$request->jangka_waktu_lindung, 
                'is_implementasi'=>(int)$request->is_implementasi, 
                'is_paten_sederhana'=>(int)$request->is_paten_sederhana, 
                'id_jenis_hki'=>(int)$request->id_jenis_hki, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
        return $id_hki; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.hki') 
                ->where('id_hki', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $hki = DB::connection('portofolio')->table('dbo.hki') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.hki.id_sdm') 
                        ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.hki.id_tingkat') 
                        ->join('ref.jenis_hki', 'ref.jenis_hki.id_jenis_hki', 'dbo.hki.id_jenis_hki') 
                        ->where('dbo.hki.id_hki', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'dbo.hki.id_hki as id_hki', 
                            'dbo.hki.id_sdm as id_sdm', 
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                            'dbo.hki.judul as judul', 
                            'ref.jenis_hki.id_jenis_hki as id_jenis_hki', 
                            'ref.jenis_hki.nama as jenis_hki', 
                            'ref.tingkat.id_tingkat as id_tingkat', 
                            'ref.tingkat.nama as tingkat', 
                            'dbo.hki.jenis_ciptaan as jenis_ciptaan', 
                            'dbo.hki.no_daftar as no_daftar', 
                            'dbo.hki.tgl_daftar as tgl_daftar', 
                            'dbo.hki.no_pencatatan as no_pencatatan', 
                            'dbo.hki.tgl_pemberian as tgl_pemberian', 
                            'dbo.hki.deskripsi as deskripsi', 
                            'dbo.hki.lembaga_penerbit as lembaga_penerbit', 
                            'dbo.hki.tempat_diumumkan as tempat_diumumkan', 
                            'dbo.hki.jangka_waktu_lindung as jangka_waktu_lindung', 
                            'dbo.hki.is_implementasi as is_implementasi', 
                            'dbo.hki.is_paten_sederhana as is_paten_sederhana', 
                            'dbo.hki.created_at as created_at', 
                            'dbo.hki.updated_at as updated_at', 
                            'dbo.hki.deleted_at as deleted_at', 
                            'dbo.hki.updater as updater', 
                            'dbo.hki.status_sister as status_sister' 
                        ) 
                        ->first(); 
        return $hki; 
    } 
 
    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.hki') 
        ->where('id_hki', $request->id_hki) 
        ->update([ 
            'id_sdm'=>(new SDM())->getIdAfterLogin(), 
            'id_karya_cipta'=>$request->id_jenis_cipta, 
            'judul'=>$request->judul, 
            'jenis_ciptaan'=>$request->jenis_ciptaan, 
            'no_daftar'=>$request->no_daftar, 
            'tgl_daftar'=>$request->tgl_daftar, 
            'no_pencatatan'=>$request->no_pencatatan, 
            'tgl_pemberian'=>$request->tgl_pemberian, 
            'id_tingkat'=>(int)$request->id_tingkat, 
            'deskripsi'=>$request->deskripsi, 
            'lembaga_penerbit'=>$request->lembaga_penerbit, 
            'tempat_diumumkan'=>$request->tempat_diumumkan, 
            'jangka_waktu_lindung'=>$request->jangka_waktu_lindung, 
            'is_implementasi'=>(int)$request->is_implementasi, 




            'id_jenis_hki'=>(int)$request->id_jenis_hki, 
            'created_at'=>now(), 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
        return $request->id_hki; 
    } 
 
    public function updateStatusSister($id_hki, $status_sister) 
    { 
 
        DB::connection('portofolio')->table('dbo.hki') 
        ->where('id_hki', $id_hki) 
        ->update([ 
            'status_sister'=>$status_sister, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
    } 
} 
 











    protected $dokumenHKI; 
 
    public function __construct(DokumenHKIRepository $dokumenHKI) 
    { 
        $this->dokumenHKI = $dokumenHKI; 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokumenHKI->getJenisDokPortofolio(); 
        $dokumen = $this->dokumenHKI->getAllById($id); 
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        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 
            array_push($array_hasil, $array); 
        } 
        // dd($array_hasil); 
        return $array_hasil; 
    } 
 
    public function saveDokumen(Request $request) 




        return $this->dokumenHKI->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokumenHKI->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokumenHKI->deleteDokumen($id); 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokumenHKI->getAllDokumen(); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokumenHKI->updateDataDokumen($request, $id_updater); 
    } 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokumenHKI->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_hki) 
    { 
        return $this->dokumenHKI->getAllDok($id_hki); 
    } 
} 





















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_hki') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 'dbo.dok_hki.id_dokumen') 
                ->where('dbo.dok_hki.id_hki', $id) 
                ->whereNull('dbo.dok_hki.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_hki') 
                ->join('dbo.dokumen', 'dbo.dok_hki.id_dokumen', 'dbo.dokumen.id_dokumen') 
                ->join('ref.jenis_dokumen_portofolio', 'dbo.dok_hki.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_hki.id_hki', $id) 
                ->whereNull('dbo.dok_hki.deleted_at') 
                ->select( 
                    'dbo.dok_hki.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 




                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_hki.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dok_hki.created_at as created_at', 
                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_hki.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'hki') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function saveDokumen($request) 
    { 
        // dd($request); 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
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                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_hki'  => $request->id_hki, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_hki = DB::connection('portofolio')->table('dbo.dok_hki') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_hki) && ($insert_dokumen)) { 
                return true; 
            } 
        } 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_hki') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 




                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_hki') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_hki'  => $request->id_hki, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_hki') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
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        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_hki = DB::connection('portofolio')->table('dbo.dok_hki') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_hki) 
        { 
            return true; 
        } 













    protected $jenisAfiliasiRepository; 
 
    public function __construct(JenisAfiliasiRepository $jenisAfiliasiRepository) 




        $this->jenisAfiliasiRepository = $jenisAfiliasiRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisAfiliasiRepository->getAll(); 
    } 
} 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.afiliasi') 
                ->get(); 
        return $data; 
    } 
} 









    protected $jenisHKIRepository; 
 
    public function __construct(JenisHKIRepository $jenisHKIRepository) 
    { 
        $this->jenisHKIRepository = $jenisHKIRepository; 




    public function getAll() 
    { 
        return $this->jenisHKIRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_hki') 
                ->get(); 
        return $data; 
    } 
} 
 









    protected $jenisTingkatRepository; 
 
    public function __construct(JenisTingkatRepository $jenisTingkatRepository) 
    { 
        $this->jenisTingkatRepository = $jenisTingkatRepository; 





    public function getAll() 
    { 
        return $this->jenisTingkatRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.tingkat') 
                ->get(); 
        return $data; 
    } 
} 
 










    protected $penulisHKIRepository; 
 
    public function __construct(PenulisHKIRepository $penulisHKIRepository) 
    { 
        $this->penulisHKIRepository = $penulisHKIRepository; 




    public function getAllById($id) 
    { 
        return $this->penulisHKIRepository->getAllById($id); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->penulisHKIRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->penulisHKIRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->penulisHKIRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->penulisHKIRepository->updateData($request); 
    } 
 
    public function getAllByIdJenisSdm($id_hki, $id_jenis_sdm) 
    { 
        return $this->penulisHKIRepository->getAllByIdJenisSdm($id_hki, 
$id_jenis_sdm); 
    } 
} 
 


















    public function getAllById($id_hki) 
    { 
        $data = DB::connection('portofolio')->table('dbo.inventor') 
                // ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.inventor.id_sdm')  
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.inventor.id_afiliasi') 
                ->where('id_hki', $id_hki) 
                ->whereNull('dbo.inventor.deleted_at') 
                ->select( 
                    // 'dbo.sdm.nama as nama_sdm', 
                    // 'dbo.sdm.nidn as nidn_sdm', 
                    'dbo.inventor.id_sdm as id_sdm', 
                    'dbo.inventor.id_inventor as id_inventor', 
                    'dbo.inventor.nama as nama_inventor', 
                    'dbo.inventor.urutan as urutan', 
                    'dbo.inventor.jenis_inventor as jenis_inventor', 
                    'dbo.inventor.peran as peran', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi', 
                    'dbo.inventor.created_at as created_at', 
                    'dbo.inventor.updated_at as updated_at', 
                    'dbo.inventor.updater as updater' 
                ) 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getAllByIdJenisSdm($id_hki, $id_jenis_sdm) 
    { 
        $data = DB::connection('portofolio')->table('dbo.inventor') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.inventor.id_sdm') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.inventor.id_afiliasi') 
                ->where('dbo.inventor.id_hki', $id_hki) 
                ->where('dbo.sdm.id_jenis_sdm', $id_jenis_sdm) 
                ->whereNull('dbo.inventor.deleted_at') 
                ->select( 
                    'dbo.sdm.nama as nama_sdm', 
                    'dbo.sdm.nidn as nidn_sdm', 
                    'dbo.inventor.id_sdm as id_sdm', 
                    'dbo.inventor.id_inventor as id_inventor', 
                    'dbo.inventor.nama as nama_penulis', 
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                    'dbo.inventor.urutan as urutan', 
                    'dbo.inventor.jenis_inventor as jenis_inventor', 
                    'dbo.inventor.peran as peran', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi' 
                    ) 
                    ->get(); 
            // dd($data); 
        return $data;     
    } 
 
    public function saveData($request) 
    { 
        $id_inventor = Uuid::uuid4()->toString(); 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_inventor) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.inventor') 
            ->insert([ 
                'id_inventor'=>$id_inventor, 
                'id_sdm'=>$request->nama_inventor, 
                'id_hki'=>$request->id_hki, 
                'urutan'=>$request->urutan, 
                'nama'=>$nama, 
                'id_afiliasi'=>$request->id_afiliasi, 
                'jenis_inventor'=>$request->jenis_inventor, 
                'peran'=>$request->peran, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $request->id_hki; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.inventor') 
                ->where('id_inventor', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 





    public function showById($id) 
    { 
        $inventor = DB::connection('portofolio')->table('dbo.inventor') 
                        ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.inventor.id_afiliasi') 
                        ->where('id_inventor', $id) 
                        ->select( 
                            'dbo.inventor.nama as nama_inventor', 
                            'dbo.inventor.urutan as urutan', 
                            'dbo.inventor.jenis_inventor as jenis_inventor', 
                            'dbo.inventor.peran as peran', 
                            'ref.afiliasi.id_afiliasi as id_afiliasi', 
                            'ref.afiliasi.nama as nama_afiliasi' 
                        ) 
                        ->first(); 
        return $inventor; 
    } 
 
    public function updateData($request) 
    { 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_inventor) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.inventor') 
        ->where('id_inventor', $request->id_inventor) 
        ->update([ 
            'id_sdm'=>$request->nama_inventor, 
            'urutan'=>$request->urutan, 
            'nama'=>$nama, 
            'id_afiliasi'=>$request->id_afiliasi, 
            'jenis_inventor'=>$request->jenis_inventor, 
            'peran'=>$request->peran, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
    } 
} 
 
5.1.7 Implementasi modul Karya Cipta 

























class KaryaCiptaController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $karyaCipta; 
    protected $jenisKaryaCipta; 
    protected $kategoriKaryaCipta; 
    protected $tingkatKaryaCipta; 
    protected $dokKaryaCipta; 
    protected $pencipta; 
    protected $jenisAfiliasi; 
 
    public function __construct 
    ( 
        KaryaCiptaService $karyaCipta, 
        JenisKaryaCiptaService $jenisKaryaCipta, 
        KategoriKaryaCiptaService $kategoriKaryaCipta, 
        TingkatService $tingkatKaryaCipta, 
        DokKaryaCiptaService $dokKaryaCipta, 
        PenciptaService $pencipta, 
        JenisAfiliasiService $jenisAfiliasi 
    ) 
    { 
        $this->karyaCipta = $karyaCipta; 




        $this->kategoriKaryaCipta = $kategoriKaryaCipta; 
        $this->tingkatKaryaCipta = $tingkatKaryaCipta; 
        $this->dokKaryaCipta = $dokKaryaCipta; 
        $this->pencipta = $pencipta; 
        $this->jenisAfiliasi = $jenisAfiliasi; 
    } 
 
    public function index() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $karyaCipta = $this->karyaCipta->getAll(); 
        return view('Portofolio::Karya-cipta.index', compact('message', 'karyaCipta')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisKaryaCipta = $this->jenisKaryaCipta->getAll(); 
        $kategoriKaryaCipta = $this->kategoriKaryaCipta->getAll(); 
        $tingkatKaryaCipta = $this->tingkatKaryaCipta->getAll(); 
        return view('Portofolio::Karya-cipta.create', compact('message', 'jenisKaryaCipta', 
'kategoriKaryaCipta', 'tingkatKaryaCipta')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::KaryaCipta($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else 
        { 
            try 
            { 
                $id_karya_cipta = $this->karyaCipta->saveData($request); 
                return redirect('portofolio/karya-cipta/detail/' . $id_karya_cipta)-
>with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 




            } 
        } 
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $karyaCipta= $this->karyaCipta->showById($id); 
        $dokKaryaCipta = $this->dokKaryaCipta->getAllByJenis($id); 
        $pencipta = $this->pencipta->getAllById($id); 
        return view('Portofolio::Karya-cipta.show', compact('message', 'karyaCipta', 
'dokKaryaCipta', 'pencipta')); 
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisKaryaCipta = $this->jenisKaryaCipta->getAll(); 
        $kategoriKaryaCipta = $this->kategoriKaryaCipta->getAll(); 
        $tingkatKaryaCipta = $this->tingkatKaryaCipta->getAll(); 
        $karyaCipta= $this->karyaCipta->showById($id); 
        return view('Portofolio::Karya-cipta.edit', compact('message', 'jenisKaryaCipta', 
'kategoriKaryaCipta', 'tingkatKaryaCipta', 'karyaCipta')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::KaryaCipta($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else 
        { 
            try 
            { 
                $id_karya_cipta = $this->karyaCipta->updateData($request); 
                return redirect('portofolio/karya-cipta/detail/' . $id_karya_cipta)-
>with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 




                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        } 
    } 
 
    public function delete($id) 
    { 
        try { 
            $this->karyaCipta->deleteData($id); 
            return redirect('portofolio/karya-cipta')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function editBerkas($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $data= $this->karyaCipta->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokKaryaCipta = $this->dokKaryaCipta->getAllByJenis($id); 
        $listDokumen = $this->dokKaryaCipta->getAllDokumen(); 
        return view('Portofolio::Karya-cipta.berkas.edit', compact('message', 
'dokKaryaCipta', 'listDokumen', 'id', 'id_sdm')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                $save = $this->dokKaryaCipta->saveDokumen($request); 
    
                if($save) { 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
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    } 
 
    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                $save = $this->dokKaryaCipta->saveDokumenPenyimpanan($request); 
    
                if($save) { 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokKaryaCipta->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokKaryaCipta->deleteDokumen($request->id_dokumen); 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 




            $dokumen = $this->dokKaryaCipta->showDetailById($request->id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokKaryaCipta->showDetailById($request-
>id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 
                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokKaryaCipta->updateDataDokumen($request, $id_updater); 
 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
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        } 
    } 
 
    public function edit_pencipta($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $pencipta = $this->pencipta->getAllById($id); 
        $jenisAfiliasi = $this->jenisAfiliasi->getAll(); 
        $id_karya_cipta = $id; 
        return view('Portofolio::Karya-cipta.pencipta.edit', compact('message', 'pencipta', 
'jenisAfiliasi', 'id_karya_cipta')); 
    } 
 
    public function save_pencipta(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Pencipta($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $this->pencipta->saveData($request); 
                return redirect()->back()->with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
    } 
 
    public function hapus_pencipta(Request $request) 
    { 
        try { 
            $this->pencipta->deleteData($request->id_pencipta); 
            
            return redirect()->back()->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 




            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function update_pencipta(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Pencipta($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $this->pencipta->updateData($request); 
                return redirect()->back()->with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
} 
 











    protected $karyaCiptaRepository; 
 
    public function __construct(KaryaCiptaRepository $karyaCiptaRepository) 
    { 
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        $this->karyaCiptaRepository = $karyaCiptaRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->karyaCiptaRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->karyaCiptaRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->karyaCiptaRepository->showById($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->karyaCiptaRepository->updateData($request); 
    } 
 
    public function deleteData($id) 
    { 
        $this->karyaCiptaRepository->deleteData($id); 
    } 
} 
 

















    
    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.karya_cipta') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.karya_cipta.id_sdm') 
                ->join('ref.jenis_karya_cipta', 'ref.jenis_karya_cipta.id_jenis_karya_cipta', 
'dbo.karya_cipta.id_jenis_karya_cipta') 
                ->join('ref.kategori_karya_cipta', 'ref.kategori_karya_cipta.id_kat_karya_cipta', 
'dbo.karya_cipta.id_kat_karya_cipta') 
                ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.karya_cipta.id_tingkat') 
                ->where('dbo.karya_cipta.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->whereNull('dbo.karya_cipta.deleted_at') 
                ->select( 
                    'dbo.karya_cipta.id_karya_cipta as id_karya_cipta', 
                    'ref.jenis_karya_cipta.id_jenis_karya_cipta as id_jenis_karya_cipta', 
                    'ref.jenis_karya_cipta.nama as jenis_karya_cipta', 
                    'ref.kategori_karya_cipta.nama as kategori_karya_cipta', 
                    'dbo.karya_cipta.judul as judul', 
                    'dbo.karya_cipta.tanggal_rilis as tanggal_rilis', 
                    'dbo.karya_cipta.nama_industri_atau_penyelenggara as penyelenggara', 
                    'dbo.karya_cipta.updated_at as updated_at' 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function saveData($request) 
    { 
        $id_karya_cipta = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.karya_cipta') 
            ->insert([ 
                'id_karya_cipta'=>$id_karya_cipta, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'id_jenis_karya_cipta'=>$request->id_jenis_karya_cipta, 
                'id_kat_karya_cipta'=>$request->id_kat_karya_cipta, 
                'id_tingkat'=>$request->id_tingkat, 
                'judul'=>$request->judul, 
                'tanggal_rilis'=>$request->tanggal_rilis, 
                'nama_industri_atau_penyelenggara'=>$request-
>nama_industri_atau_penyelenggara, 
                'deskripsi'=>$request->deskripsi, 
                'lokasi_penggunaan_karya'=>$request->lokasi_penggunaan_karya, 
                'reputasi_industri'=>$request->reputasi_industri, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
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                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
        return $id_karya_cipta; 
    } 
 
    public function showById($id) 
    { 
        $karya_cipta = DB::connection('portofolio')->table('dbo.karya_cipta') 
                        ->join('ref.jenis_karya_cipta', 'ref.jenis_karya_cipta.id_jenis_karya_cipta', 
'dbo.karya_cipta.id_jenis_karya_cipta') 
                        ->join('ref.kategori_karya_cipta', 
'ref.kategori_karya_cipta.id_kat_karya_cipta', 'dbo.karya_cipta.id_kat_karya_cipta') 
                        ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.karya_cipta.id_tingkat') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.karya_cipta.id_sdm') 
                        ->where('dbo.karya_cipta.id_karya_cipta', $id) 
                        ->select( 
                            'dbo.karya_cipta.id_karya_cipta as id_karya_cipta', 
                            'dbo.karya_cipta.id_sdm as id_sdm', 
                            'dbo.sdm.nama as sdm', 
                            'ref.jenis_karya_cipta.id_jenis_karya_cipta as id_jenis_karya_cipta', 
                            'ref.jenis_karya_cipta.nama as jenis_karya_cipta', 
                            'ref.kategori_karya_cipta.id_kat_karya_cipta as id_kat_karya_cipta', 
                            'ref.kategori_karya_cipta.nama as kategori_karya_cipta', 
                            'ref.tingkat.id_tingkat as id_tingkat', 
                            'ref.tingkat.nama as tingkat', 
                            'dbo.karya_cipta.judul as judul', 
                            'dbo.karya_cipta.tanggal_rilis as tanggal_rilis', 
                            'dbo.karya_cipta.nama_industri_atau_penyelenggara as penyelenggara', 
                            'dbo.karya_cipta.deskripsi as deskripsi', 
                            'dbo.karya_cipta.lokasi_penggunaan_karya as 
lokasi_penggunaan_karya', 
                            'dbo.karya_cipta.reputasi_industri as reputasi_industri', 
                            'dbo.karya_cipta.updated_at as updated_at', 
                        ) 
                        ->first(); 
        return $karya_cipta; 
    } 
 
    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.karya_cipta') 
            ->where('id_karya_cipta', $request->id_karya_cipta) 
            ->update([ 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'id_jenis_karya_cipta'=>$request->id_jenis_karya_cipta, 




                'id_tingkat'=>$request->id_tingkat, 
                'judul'=>$request->judul, 
                'tanggal_rilis'=>$request->tanggal_rilis, 
                'nama_industri_atau_penyelenggara'=>$request-
>nama_industri_atau_penyelenggara, 
                'deskripsi'=>$request->deskripsi, 
                'lokasi_penggunaan_karya'=>$request->lokasi_penggunaan_karya, 
                'reputasi_industri'=>$request->reputasi_industri, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
        return $request->id_karya_cipta; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.karya_cipta') 
            ->where('id_karya_cipta', $id) 
            ->update([ 
                'deleted_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
    } 
} 
 













    protected $dokKaryaCipta; 
 
    public function __construct(DokKaryaCiptaRepository $dokKaryaCipta) 
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    { 
        $this->dokKaryaCipta = $dokKaryaCipta; 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokKaryaCipta->getAllDokumen(); 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokKaryaCipta->getJenisDokPortofolio(); 
        $dokumen = $this->dokKaryaCipta->getAllById($id); 
 
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 




                    } 
                } 
            } 
 
            array_push($array_hasil, $array); 
        } 
 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
        return $this->dokKaryaCipta->saveDokumen($request); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokKaryaCipta->saveDokumenPenyimpanan($request); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokKaryaCipta->deleteDokumen($id); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokKaryaCipta->showDetailById($id); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokKaryaCipta->updateDataDokumen($request, $id_updater); 
    } 
} 
 


















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_karya_cipta') 
                    ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_karya_cipta.id_dokumen') 
                    ->join('ref.jenis_dokumen_portofolio', 
'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio', 
'dbo.dok_karya_cipta.id_jenis_dok_portofolio') 
                    ->where('dbo.dok_karya_cipta.id_karya_cipta', $id) 
                    ->whereNull('dbo.dok_karya_cipta.deleted_at') 
                    ->select( 
                        'dbo.dok_karya_cipta.id_dokumen as id_dokumen', 
                        'dbo.dokumen.nama_dokumen as nama_dokumen', 
                        'dbo.dokumen.nama_file as nama_file', 
                        'dbo.dokumen.mime as mime', 
                        'dbo.dokumen.ekstensi as ekstensi', 
                        'dbo.dokumen.keterangan as keterangan', 
                        'dbo.dokumen.ukuran as ukuran', 
                        'dbo.dok_karya_cipta.updated_at as updated_at', 
                        'dbo.dokumen.public_link as public_link', 
                        'dbo.dok_karya_cipta.created_at as created_at', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    ) 
                    ->orderBy('dbo.dok_karya_cipta.created_at', 'asc') 
                    ->get(); 
 




    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'karya_cipta') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
 
        return $data; 
    } 
 
    public function saveDokumen($request) 
    { 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
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                'id_dokumen'    => $id_dokumen, 
                'id_karya_cipta'  => $request->id_karya_cipta, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_karya_cipta = DB::connection('portofolio')-
>table('dbo.dok_karya_cipta') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_karya_cipta) && ($insert_dokumen)) { 
                return true; 
            } 
        } 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_karya_cipta') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_karya_cipta') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_karya_cipta') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 




                    'id_karya_cipta'  => $request->id_karya_cipta, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_karya_cipta') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
    
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
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                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_karya_cipta = DB::connection('portofolio')-
>table('dbo.dok_karya_cipta') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_karya_cipta) 
        { 
            return true; 
        } 
    } 
} 
 










    protected $jenisAfiliasiRepository; 
 
    public function __construct(JenisAfiliasiRepository $jenisAfiliasiRepository) 
    { 
        $this->jenisAfiliasiRepository = $jenisAfiliasiRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisAfiliasiRepository->getAll(); 
















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.afiliasi') 
                ->get(); 
        return $data; 
    } 
} 
 











    protected $jenisKaryaCiptaRepository; 
 
    public function __construct(JenisKaryaCiptaRepository $jenisKaryaCiptaRepository) 
    { 
        $this->jenisKaryaCiptaRepository = $jenisKaryaCiptaRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisKaryaCiptaRepository->getAll(); 















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_karya_cipta') 
                ->get(); 
        return $data; 
    } 
} 
 











    protected $kategoriKaryaCiptaRepository; 
 
    public function __construct(KategoriKaryaCiptaRepository 
$kategoriKaryaCiptaRepository) 
    { 
        $this->kategoriKaryaCiptaRepository = $kategoriKaryaCiptaRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->kategoriKaryaCiptaRepository->getAll(); 
















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.kategori_karya_cipta') 
                ->get(); 
        return $data; 
    } 
} 
 










    protected $penciptaRepository; 
 
    public function __construct(PenciptaRepository $penciptaRepository) 
    { 
        $this->penciptaRepository = $penciptaRepository; 
    } 
 
    public function getAllById($id) 
    { 
        return $this->penciptaRepository->getAllById($id); 




    public function saveData(Request $request) 
    { 
        return $this->penciptaRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->penciptaRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->penciptaRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->penciptaRepository->updateData($request); 
    } 
} 
 















    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.pencipta') 
                // ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.pencipta.id_sdm') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.pencipta.id_afiliasi') 




                ->whereNull('dbo.pencipta.deleted_at') 
                ->select( 
                    // 'dbo.sdm.nama as nama_sdm', 
                    // 'dbo.sdm.nidn as nidn_sdm', 
                    'dbo.pencipta.id_sdm as id_sdm', 
                    'dbo.pencipta.id_pencipta as id_pencipta', 
                    'dbo.pencipta.nama as nama_pencipta', 
                    'dbo.pencipta.urutan as urutan', 
                    'dbo.pencipta.jenis_pencipta as jenis_pencipta', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi', 
                    'dbo.pencipta.created_at as created_at', 
                    'dbo.pencipta.updated_at as updated_at', 
                    'dbo.pencipta.updater as updater' 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function saveData($request) 
    { 
        $id_pencipta = Uuid::uuid4()->toString(); 
        $id_sdm = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('nama', 'LIKE', "%" . $request->nama_pencipta . "%") 
                        ->value('id_sdm'); 
 
        DB::connection('portofolio')->table('dbo.pencipta') 
            ->insert([ 
                'id_pencipta'=>$id_pencipta, 
                'id_sdm'=>$id_sdm, 
                'id_karya_cipta'=>$request->id_karya_cipta, 
                'urutan'=>$request->urutan, 
                'nama'=>$request->nama_pencipta, 
                'id_afiliasi'=>$request->id_afiliasi, 
                'jenis_pencipta'=>$request->jenis_pencipta, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $request->id_karya_cipta; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.pencipta') 
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                ->where('id_pencipta', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $pencipta = DB::connection('portofolio')->table('dbo.pencipta') 
                        ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.pencipta.id_afiliasi') 
                        ->where('id_pencipta', $id) 
                        ->select( 
                            'dbo.pencipta.nama as nama_pencipta', 
                            'dbo.pencipta.urutan as urutan', 
                            'dbo.pencipta.jenis_pencipta as jenis_pencipta', 
                            'ref.afiliasi.id_afiliasi as id_afiliasi', 
                            'ref.afiliasi.nama as nama_afiliasi' 
                        ) 
                        ->first(); 
        return $pencipta; 
    } 
 
    public function updateData($request) 
    { 
        $id_sdm = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('nama', 'LIKE', "%" . $request->nama_pencipta . "%") 
                        ->value('id_sdm'); 
 
        DB::connection('portofolio')->table('dbo.pencipta') 
        ->where('id_pencipta', $request->id_pencipta) 
        ->update([ 
            'id_sdm'=>$id_sdm, 
            'urutan'=>$request->urutan, 
            'nama'=>$request->nama_pencipta, 
            'id_afiliasi'=>$request->id_afiliasi, 
            'jenis_pencipta'=>$request->jenis_pencipta, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 















    protected $tingkatRepository; 
 
    public function __construct(TingkatRepository $tingkatRepository) 
    { 
        $this->tingkatRepository = $tingkatRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->tingkatRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.tingkat') 
                ->get(); 
        return $data; 





5.1.8 Implementasi modul Karya Ilmiah 






















class KaryaIlmiahController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $karyaIlmiah; 
    protected $jenisKaryaIlmiah; 
    protected $dokKaryaIlmiah; 
    protected $penulisKaryaIlmiah; 
 
    public function __construct 
    ( 
        KaryaIlmiahService $karyaIlmiah, 
        JenisKaryaIlmiahService $jenisKaryaIlmiah, 
        DokKaryaIlmiahService $dokKaryaIlmiah, 
        PenulisKaryaIlmiahService $penulisKaryaIlmiah 
    ) 
    { 
        $this->karyaIlmiah = $karyaIlmiah; 
        $this->jenisKaryaIlmiah = $jenisKaryaIlmiah; 




        $this->penulisKaryaIlmiah = $penulisKaryaIlmiah; 
    } 
 
    public function index(Request $request) 
    { 
        // dd($id_jenis_karya_ilmiah); 
        $message = __('Portofolio::general.belajar'); 
 
        if($request->ajax()) 
        { 
            if(!empty($request->id_jenis_karya_ilmiah) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                
                $karyaIlmiah = $this->karyaIlmiah->getAllByFilter($request-
>id_jenis_karya_ilmiah, 
                                                                $request->tgl_awal, $request->tgl_akhir); 
            } 
            else if(!empty($request->id_jenis_karya_ilmiah) && !empty($request->tgl_awal) 
&& empty($request->tgl_akhir)) 
            { 
                $karyaIlmiah = $this->karyaIlmiah->getAllByFilter($request-
>id_jenis_karya_ilmiah, 
                                                                $request->tgl_awal, ""); 
            } 
            else if(!empty($request->id_jenis_karya_ilmiah) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $karyaIlmiah = $this->karyaIlmiah->getAllByFilter($request-
>id_jenis_karya_ilmiah, 
                                                                "", $request->tgl_akhir); 
            } 
            else if(empty($request->id_jenis_karya_ilmiah) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $karyaIlmiah = $this->karyaIlmiah->getAllByFilter("", $request->tgl_awal, 
$request->tgl_akhir); 
            } 
            else if(empty($request->id_jenis_karya_ilmiah) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $karyaIlmiah = $this->karyaIlmiah->getAllByFilter("", "", $request-
>tgl_akhir); 
            } 




            { 
                $karyaIlmiah = $this->karyaIlmiah->getAllByFilter("", $request->tgl_mulai, 
""); 
            } 
            else if(!empty($request->id_jenis_karya_ilmiah) && empty($request->tgl_awal) 
&& empty($request->tgl_akhir)) 
            { 
                
                $karyaIlmiah = $this->karyaIlmiah->getAllByFilter($request-
>id_jenis_karya_ilmiah, "", ""); 
            } 
            else { 
                $karyaIlmiah = $this->karyaIlmiah->getAll(); 
            } 
 
            return DataTables()->of($karyaIlmiah)->make(true); 
        } 
 
        // $karyaIlmiah = $this->karyaIlmiah->getAll(); 
        return view('Portofolio::Karya-ilmiah.index', compact('message')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisKaryaIlmiah = $this->jenisKaryaIlmiah->getAll(); 
        return view('Portofolio::Karya-ilmiah.create', compact('message', 
'jenisKaryaIlmiah')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::KaryaIlmiah($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_karya_ilmiah = $this->karyaIlmiah->saveData($request); 
                return redirect('portofolio/karyailmiah/detail/' . $id_karya_ilmiah)-
>with('success', 'Data berhasil disimpan'); 
            } 




            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
        
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $karyaIlmiah = $this->karyaIlmiah->showById($id); 
        $dokKaryaIlmiah = $this->dokKaryaIlmiah->getAllByJenis($id); 
        $penulisKaryaIlmiah = $this->penulisKaryaIlmiah->getAllById($id); 
        return view('Portofolio::Karya-ilmiah.show', compact('message', 'karyaIlmiah', 
'dokKaryaIlmiah', 'penulisKaryaIlmiah')); 
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisKaryaIlmiah = $this->jenisKaryaIlmiah->getAll(); 
        $karyaIlmiah = $this->karyaIlmiah->showById($id); 
        return view('Portofolio::Karya-ilmiah.edit', compact('message', 'jenisKaryaIlmiah', 
'karyaIlmiah')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::KaryaIlmiah($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            // try { 
                $id_karya_ilmiah = $this->karyaIlmiah->updateData($request); 
                $data = $this->karyaIlmiah->showById($id_karya_ilmiah); 
                $dok_karil = $this->dokKaryaIlmiah->getAllDok($id_karya_ilmiah); 
 





                if(count($penulisKaryaIlmiahDosen)>0) { 
 
                    $this->karyaIlmiah->produceCreateOrUpdateEvent($data, 
$penulisKaryaIlmiahDosen, $dok_karil); 
                } 
                return redirect('portofolio/karyailmiah/detail/' . $id_karya_ilmiah)-
>with('success', 'Data berhasil diperbarui'); 
            // } 
            // catch(\Exception $e) 
            // { 
            //     Log::error($e->getMessage()); 
            //     return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            // } 
        }   
    } 
 
    public function delete($id) 
    { 
        // try { 
            $this->karyaIlmiah->deleteData($id); 
            $data = $this->karyaIlmiah->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->karyaIlmiah->produceDeleteEvent($data); 
            } 
            
            return redirect('portofolio/karyailmiah')->with('success', 'Data berhasil dihapus'); 
        // } 
        // catch(\Exception $e) 
        // { 
        //     Log::error($e->getMessage()); 
        //     return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus 
data'); 
        // } 
    } 
 
    public function edit_penulis($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $penulisKaryaIlmiah = $this->penulisKaryaIlmiah->getAllById($id); 
        $id_karya_ilmiah = $id; 
        return view('Portofolio::Karya-ilmiah.penulis.edit', compact('message', 
'penulisKaryaIlmiah', 'id_karya_ilmiah')); 





    public function save_penulis(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Penulis($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            // try { 
                $this->penulisKaryaIlmiah->saveData($request); 
                $data = $this->karyaIlmiah->showById($request->id_karya_ilmiah); 
                $dok_karil = $this->dokKaryaIlmiah->getAllDok($request->id_karya_ilmiah); 
 
                $penulisKaryaIlmiahDosen = $this->penulisKaryaIlmiah-
>getAllByIdJenisSdm($request->id_karya_ilmiah, 1); 
 
                if(count($penulisKaryaIlmiahDosen)>0) { 
 
                    $this->karyaIlmiah->produceCreateOrUpdateEvent($data, 
$penulisKaryaIlmiahDosen, $dok_karil); 
                } 
                return redirect()->back()->with('success', 'Data berhasil disimpan'); 
            // } 
            // catch(\Exception $e) 
            // { 
            //     Log::error($e->getMessage()); 
            //     return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            // } 
        } 
    } 
 
    public function update_penulis(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Penulis($input); 
        // dd($request); 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            // try { 
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                $this->penulisKaryaIlmiah->updateData($request); 
                $data = $this->karyaIlmiah->showById($request->id_karya_ilmiah); 
                $dok_karil = $this->dokKaryaIlmiah->getAllDok($request->id_karya_ilmiah); 
                $penulisKaryaIlmiahDosen = $this->penulisKaryaIlmiah-
>getAllByIdJenisSdm($request->id_karya_ilmiah, 1); 
 
                if(count($penulisKaryaIlmiahDosen)>0) { 
 
                    $this->karyaIlmiah->produceCreateOrUpdateEvent($data, 
$penulisKaryaIlmiahDosen, $dok_karil); 
                } 
                return redirect()->back()->with('success', 'Data berhasil diperbarui'); 
            // } 
            // catch(\Exception $e) 
            // { 
            //     Log::error($e->getMessage()); 
            //     return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            // } 
        }   
    } 
 
    public function hapus_penulis(Request $request) 
    { 
        // try { 
            $this->penulisKaryaIlmiah->deleteData($request->id_penulis_karil); 
            $data = $this->karyaIlmiah->showById($request->id_karya_ilmiah); 
            $dok_karil = $this->dokKaryaIlmiah->getAllDok($request->id_karya_ilmiah); 
 
            $penulisKaryaIlmiahDosen = $this->penulisKaryaIlmiah-
>getAllByIdJenisSdm($request->id_karya_ilmiah, 1); 
 
            if(count($penulisKaryaIlmiahDosen)>0) { 
 
                $this->karyaIlmiah->produceCreateOrUpdateEvent($data, 
$penulisKaryaIlmiahDosen, $dok_karil); 
            } 
            return redirect()->back()->with('success', 'Data berhasil dihapus'); 
        // } 
        // catch(\Exception $e) 
        // { 
        //     Log::error($e->getMessage()); 
        //     return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus 
data'); 
        // } 





    public function edit_berkas($id) 
    { 
        // dd($id); 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->karyaIlmiah->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokKaryaIlmiah = $this->dokKaryaIlmiah->getAllByJenis($id); 
        $listDokumen = $this->dokKaryaIlmiah->getAllDokumen(); 
        return view('Portofolio::Karya-ilmiah.berkas.edit', compact('message', 
'listDokumen', 'dokKaryaIlmiah', 'id', 'id_sdm')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokKaryaIlmiah->saveDokumen($request); 
    
                if($save) { 
 
                    $data = $this->karyaIlmiah->showById($request->id_karya_ilmiah); 
                    $dok_karil = $this->dokKaryaIlmiah->getAllDok($request-
>id_karya_ilmiah); 
        
                    $penulisKaryaIlmiahDosen = $this->penulisKaryaIlmiah-
>getAllByIdJenisSdm($request->id_karya_ilmiah, 1); 
        
                    if(count($penulisKaryaIlmiahDosen)>0) { 
        
                        $this->karyaIlmiah->produceCreateOrUpdateEvent($data, 
$penulisKaryaIlmiahDosen, $dok_karil); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        




    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokKaryaIlmiah->saveDokumenPenyimpanan($request); 
    
                if($save) { 
 
                    $data = $this->karyaIlmiah->showById($request->id_karya_ilmiah); 
                    $dok_karil = $this->dokKaryaIlmiah->getAllDok($request-
>id_karya_ilmiah); 
        
                    $penulisKaryaIlmiahDosen = $this->penulisKaryaIlmiah-
>getAllByIdJenisSdm($request->id_karya_ilmiah, 1); 
        
                    if(count($penulisKaryaIlmiahDosen)>0) { 
        
                        $this->karyaIlmiah->produceCreateOrUpdateEvent($data, 
$penulisKaryaIlmiahDosen, $dok_karil); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokKaryaIlmiah->showDetailById($request-
>id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 




                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokKaryaIlmiah->updateDataDokumen($request, $id_updater); 
 
            $data = $this->karyaIlmiah->showById($request->id_karya_ilmiah); 
            $dok_karil = $this->dokKaryaIlmiah->getAllDok($request->id_karya_ilmiah); 
 
            $penulisKaryaIlmiahDosen = $this->penulisKaryaIlmiah-
>getAllByIdJenisSdm($request->id_karya_ilmiah, 1); 
 
            if(count($penulisKaryaIlmiahDosen)>0) { 
 
                $this->karyaIlmiah->produceCreateOrUpdateEvent($data, 
$penulisKaryaIlmiahDosen, $dok_karil); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokKaryaIlmiah->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokKaryaIlmiah->deleteDokumen($request->id_dokumen); 
 
            $data = $this->karyaIlmiah->showById($request->id_karya_ilmiah); 
            $dok_karil = $this->dokKaryaIlmiah->getAllDok($request->id_karya_ilmiah); 
 
            $penulisKaryaIlmiahDosen = $this->penulisKaryaIlmiah-
>getAllByIdJenisSdm($request->id_karya_ilmiah, 1); 
 




                $this->karyaIlmiah->produceCreateOrUpdateEvent($data, 
$penulisKaryaIlmiahDosen, $dok_karil); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokKaryaIlmiah->showDetailById($request->id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 


























    protected $karyaIlmiahRepository; 
 
    public function __construct(KaryaIlmiahRepository $karyaIlmiahRepository) 
    { 
        $this->karyaIlmiahRepository = $karyaIlmiahRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->karyaIlmiahRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->karyaIlmiahRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->karyaIlmiahRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->karyaIlmiahRepository->deleteData($id); 
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    } 
 
    public function updateData(Request $request) 
    { 
        return $this->karyaIlmiahRepository->updateData($request); 
    } 
 
    public function getAllByFilter($id_jenis_karya_ilmiah, $tgl_awal, $tgl_akhir) 
    { 
        return $this->karyaIlmiahRepository->getAllByFilter($id_jenis_karya_ilmiah, 
$tgl_awal, $tgl_akhir); 
    } 
 
    public function produceCreateOrUpdateEvent($data, $penulisKaryaIlmiahDosen, 
$dokumen) 
    { 
        
        if(empty($data->status_sister)) 
        { 
            new PublikasiCreatedEvent($data, $penulisKaryaIlmiahDosen, $dokumen); 
            $this->karyaIlmiahRepository->updateStatusSister($data->id_karya_ilmiah, 1); 
        } 
        else { 
            new PublikasiUpdatedEvent($data, $penulisKaryaIlmiahDosen, $dokumen); 
            $this->karyaIlmiahRepository->updateStatusSister($data->id_karya_ilmiah, 2); 
        } 
    } 
 
    public function produceDeleteEvent($data) { 
 
        new PublikasiDeletedEvent($data); 
        $this->karyaIlmiahRepository->updateStatusSister($data->id_karya_ilmiah, 3); 
        
    } 
} 
 


















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.karya_ilmiah') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.karya_ilmiah.id_sdm') 
                ->join('ref.jenis_karya_ilmiah', 'ref.jenis_karya_ilmiah.id_jenis_karya_ilmiah', 
'dbo.karya_ilmiah.id_jenis_karya_ilmiah') 
                ->where('dbo.karya_ilmiah.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->whereNull('dbo.karya_ilmiah.deleted_at') 
                ->select( 
                    'dbo.karya_ilmiah.id_karya_ilmiah as id_karya_ilmiah', 
                    'ref.jenis_karya_ilmiah.nama as jenis_karya_ilmiah', 
                    'dbo.karya_ilmiah.judul as judul', 
                    'dbo.karya_ilmiah.id_karya_ilmiah as id_karya_ilmiah', 
                    'dbo.karya_ilmiah.nama_jurnal as nama_jurnal', 
                    'dbo.karya_ilmiah.tgl_terbit as tgl_terbit', 
                    'dbo.karya_ilmiah.penerbit as penerbit', 
                    'dbo.karya_ilmiah.updated_at as updated_at' 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function getAllByFilter($id_jenis_karya_ilmiah, $tgl_awal, $tgl_akhir) 
    { 
        $query = DB::connection('portofolio')->table('dbo.karya_ilmiah') 
                    ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.karya_ilmiah.id_sdm') 
                    ->join('ref.jenis_karya_ilmiah', 
'ref.jenis_karya_ilmiah.id_jenis_karya_ilmiah', 
'dbo.karya_ilmiah.id_jenis_karya_ilmiah') 
                    ->where('dbo.karya_ilmiah.id_sdm', (new SDM())->getIdAfterLogin()) 
                    ->whereNull('dbo.karya_ilmiah.deleted_at') 
                    ->select( 
                        'dbo.karya_ilmiah.id_karya_ilmiah as id_karya_ilmiah', 
                        'ref.jenis_karya_ilmiah.nama as jenis_karya_ilmiah', 
                        'dbo.karya_ilmiah.judul as judul', 
                        'dbo.karya_ilmiah.id_karya_ilmiah as id_karya_ilmiah', 
                        'dbo.karya_ilmiah.nama_jurnal as nama_jurnal', 
                        'dbo.karya_ilmiah.tgl_terbit as tgl_terbit', 
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                        'dbo.karya_ilmiah.penerbit as penerbit', 
                        'dbo.karya_ilmiah.updated_at as updated_at' 
                    ); 
        
        if($id_jenis_karya_ilmiah!= "" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->where('dbo.karya_ilmiah.id_jenis_karya_ilmiah', 
$id_jenis_karya_ilmiah) 
                                  ->whereBetween('dbo.karya_ilmiah.tgl_terbit', [$tgl_awal, 
$tgl_akhir]) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_jenis_karya_ilmiah!="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->where('dbo.karya_ilmiah.id_jenis_karya_ilmiah', 
$id_jenis_karya_ilmiah) 
                                  ->where('dbo.karya_ilmiah.tgl_terbit', '>=', $tgl_awal) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_jenis_karya_ilmiah!="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->where('dbo.karya_ilmiah.id_jenis_karya_ilmiah', 
$id_jenis_karya_ilmiah) 
                                  ->where('dbo.karya_ilmiah.tgl_terbit', '<=',  $tgl_akhir) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_jenis_karya_ilmiah=="" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereBetween('dbo.karya_ilmiah.tgl_terbit', [$tgl_awal, 
$tgl_akhir]) 
                                    ->get(); 
            return $data; 
        } 
        else if($id_jenis_karya_ilmiah=="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->where('dbo.karya_ilmiah.tgl_terbit', '<=', $tgl_akhir) 
                                    ->get(); 
            return $data; 
        } 
        else if($id_jenis_karya_ilmiah=="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->where('dbo.karya_ilmiah.tgl_terbit', '>=', $tgl_awal) 




            return $data; 
        } 
        else if($id_jenis_karya_ilmiah!="" && $tgl_awal=="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->where('dbo.karya_ilmiah.id_jenis_karya_ilmiah', 
$id_jenis_karya_ilmiah) 
                                  ->get(); 
            return $data;       
        } 
    } 
 
    public function saveData($request) 
    { 
        $id_karya_ilmiah = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.karya_ilmiah') 
            ->insert([ 
                'id_karya_ilmiah'=>$id_karya_ilmiah, 
                'id_jenis_karya_ilmiah'=>$request->id_jenis_karya_ilmiah, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'judul'=>$request->judul, 
                'judul_chapter'=>$request->judul_chapter, 
                'judul_asli'=>$request->judul_asli, 
                'abstrak'=>$request->abstrak, 
                'kata_kunci'=>$request->kata_kunci, 
                'nama_jurnal'=>$request->nama_jurnal, 
                'laman_jurnal'=>$request->laman_jurnal, 
                'tgl_terbit'=>$request->tanggal_terbit, 
                'edisi'=>$request->edisi, 
                'impact_jurnal'=>$request->impact_jurnal, 
                'vol'=>$request->vol, 
                'no'=>$request->no, 
                'hal'=>$request->hal, 
                'jml_hal'=>$request->jumlah_halaman, 
                'penerbit'=>$request->penerbit, 
                'kota'=>$request->kota, 
                'a_seminar'=>(int)$request->is_diterbitkan_seminar, 
                'a_prosiding'=>(int)$request->is_dimuat_prosiding, 
                'dimensi'=>$request->dimensi, 
                'doi'=>$request->doi, 
                'isbn'=>$request->isbn, 
                'issn'=>$request->issn, 
                'e_issn'=>$request->e_issn, 
                'url'=>$request->tautan, 
                'ket'=>$request->keterangan, 
                'created_at'=>now(), 
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                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
        return $id_karya_ilmiah; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.karya_ilmiah') 
                ->where('id_karya_ilmiah', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $karya_ilmiah = DB::connection('portofolio')->table('dbo.karya_ilmiah') 
                        ->join('ref.jenis_karya_ilmiah', 
'ref.jenis_karya_ilmiah.id_jenis_karya_ilmiah', 
'dbo.karya_ilmiah.id_jenis_karya_ilmiah') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.karya_ilmiah.id_sdm') 
                        ->where('dbo.karya_ilmiah.id_karya_ilmiah', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'dbo.karya_ilmiah.id_sdm as id_sdm', 
                            'ref.jenis_karya_ilmiah.id_jenis_karya_ilmiah as 
id_jenis_karya_ilmiah', 
                            'ref.jenis_karya_ilmiah.nama as jenis_karya_ilmiah', 
                            'dbo.karya_ilmiah.id_karya_ilmiah as id_karya_ilmiah', 
                            'dbo.karya_ilmiah.judul as judul', 
                            'dbo.karya_ilmiah.judul_chapter as judul_chapter', 
                            'dbo.karya_ilmiah.judul_asli as judul_asli', 
                            'dbo.karya_ilmiah.abstrak as abstrak', 
                            'dbo.karya_ilmiah.kata_kunci as kata_kunci', 
                            'dbo.karya_ilmiah.nama_jurnal as nama_jurnal', 
                            'dbo.karya_ilmiah.laman_jurnal as laman_jurnal', 
                            'dbo.karya_ilmiah.tgl_terbit as tgl_terbit', 
                            'dbo.karya_ilmiah.edisi as edisi', 
                            'dbo.karya_ilmiah.impact_jurnal as impact_jurnal', 
                            'dbo.karya_ilmiah.vol as vol', 




                            'dbo.karya_ilmiah.hal as hal', 
                            'dbo.karya_ilmiah.jml_hal as jml_hal', 
                            'dbo.karya_ilmiah.penerbit as penerbit', 
                            'dbo.karya_ilmiah.kota as kota', 
                            'dbo.karya_ilmiah.a_seminar as a_seminar', 
                            'dbo.karya_ilmiah.a_prosiding as a_prosiding', 
                            'dbo.karya_ilmiah.dimensi as dimensi', 
                            'dbo.karya_ilmiah.doi as doi', 
                            'dbo.karya_ilmiah.isbn as isbn', 
                            'dbo.karya_ilmiah.issn as issn', 
                            'dbo.karya_ilmiah.e_issn as e_issn', 
                            'dbo.karya_ilmiah.url as url', 
                            'dbo.karya_ilmiah.ket as ket', 
                            'dbo.karya_ilmiah.created_at as created_at', 
                            'dbo.karya_ilmiah.updated_at as updated_at', 
                            'dbo.karya_ilmiah.deleted_at as deleted_at', 
                            'dbo.karya_ilmiah.updater as updater', 
                            'dbo.karya_ilmiah.status_sister as status_sister' 
                        ) 
                        ->first(); 
        return $karya_ilmiah; 
    } 
 
    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.karya_ilmiah') 
        ->where('id_karya_ilmiah', $request->id_karya_ilmiah) 
        ->update([ 
            'id_jenis_karya_ilmiah'=>$request->id_jenis_karya_ilmiah, 
            'id_sdm'=>(new SDM())->getIdAfterLogin(), 
            'judul'=>$request->judul, 
            'judul_chapter'=>$request->judul_chapter, 
            'judul_asli'=>$request->judul_asli, 
            'abstrak'=>$request->abstrak, 
            'kata_kunci'=>$request->kata_kunci, 
            'nama_jurnal'=>$request->nama_jurnal, 
            'laman_jurnal'=>$request->laman_jurnal, 
            'tgl_terbit'=>$request->tanggal_terbit, 
            'edisi'=>$request->edisi, 
            'impact_jurnal'=>$request->impact_jurnal, 
            'vol'=>$request->vol, 
            'no'=>$request->no, 
            'hal'=>$request->hal, 
            'jml_hal'=>$request->jumlah_halaman, 
            'penerbit'=>$request->penerbit, 
            'kota'=>$request->kota, 
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            'a_seminar'=>(int)$request->is_diterbitkan_seminar, 
            'a_prosiding'=>(int)$request->is_dimuat_prosiding, 
            'dimensi'=>$request->dimensi, 
            'doi'=>$request->doi, 
            'isbn'=>$request->isbn, 
            'issn'=>$request->issn, 
            'e_issn'=>$request->e_issn, 
            'url'=>$request->tautan, 
            'ket'=>$request->keterangan, 
            'created_at'=>now(), 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_karya_ilmiah; 
    } 
 
    public function updateStatusSister($id_karya_ilmiah, $status_sister) { 
 
        DB::connection('portofolio')->table('dbo.karya_ilmiah') 
        ->where('id_karya_ilmiah', $id_karya_ilmiah) 
        ->update([ 
            'status_sister'=>$status_sister, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
    } 
} 
 


















    public function __construct(DokKaryaIlmiahRepository $dokKaryaIlmiah) 
    { 
        $this->dokKaryaIlmiah = $dokKaryaIlmiah; 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokKaryaIlmiah->getJenisDokPortofolio(); 
        $dokumen = $this->dokKaryaIlmiah->getAllById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
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            array_push($array_hasil, $array); 
        } 
        // dd($array_hasil); 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
        return $this->dokKaryaIlmiah->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokKaryaIlmiah->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokKaryaIlmiah->deleteDokumen($id); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokKaryaIlmiah->updateDataDokumen($request, $id_updater); 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokKaryaIlmiah->getAllDokumen(); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokKaryaIlmiah->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_karil) 
    { 
        return $this->dokKaryaIlmiah->getAllDok($id_karil); 






















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_karya_ilmiah') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_karya_ilmiah.id_dokumen') 
                ->where('dbo.dok_karya_ilmiah.id_karya_ilmiah', $id) 
                ->whereNull('dbo.dok_karya_ilmiah.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_karya_ilmiah') 
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                ->join('dbo.dokumen', 'dbo.dok_karya_ilmiah.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_karya_ilmiah.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_karya_ilmiah.id_karya_ilmiah', $id) 
                ->whereNull('dbo.dok_karya_ilmiah.deleted_at') 
                ->select( 
                    'dbo.dok_karya_ilmiah.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 
                    'dbo.dokumen.ekstensi as ekstensi', 
                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_karya_ilmiah.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dok_karya_ilmiah.created_at as created_at', 
                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_karya_ilmiah.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'karya_ilmiah') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 
        return $data; 
    } 
 




    { 
        // dd($request); 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_karya_ilmiah'  => $request->id_karya_ilmiah, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_karya_ilmiah = DB::connection('portofolio')-
>table('dbo.dok_karya_ilmiah') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_karya_ilmiah) && ($insert_dokumen)) { 
                return true; 
            } 
        } 




    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_karya_ilmiah') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_karya_ilmiah') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_karya_ilmiah') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_karya_ilmiah'  => $request->id_karya_ilmiah, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 




        $delete_dok = DB::connection('portofolio')->table('dbo.dok_karya_ilmiah') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_rwy_pekerjaan = DB::connection('portofolio')-
>table('dbo.dok_karya_ilmiah') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_rwy_pekerjaan) 
        { 
            return true; 
        } 

















    protected $jenisKaryaIlmiahRepository; 
 
    public function __construct(JenisKaryaIlmiahRepository 
$jenisKaryaIlmiahRepository) 
    { 
        $this->jenisKaryaIlmiahRepository = $jenisKaryaIlmiahRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisKaryaIlmiahRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_karya_ilmiah') 
                ->get(); 
        return $data; 


















    protected $penulisKaryaIlmiahRepository; 
 
    public function __construct(PenulisKaryaIlmiahRepository 
$penulisKaryaIlmiahRepository) 
    { 
        $this->penulisKaryaIlmiahRepository = $penulisKaryaIlmiahRepository; 
    } 
 
    public function getAllById($id) 
    { 
        return $this->penulisKaryaIlmiahRepository->getAllById($id); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->penulisKaryaIlmiahRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->penulisKaryaIlmiahRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->penulisKaryaIlmiahRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
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        $this->penulisKaryaIlmiahRepository->updateData($request); 
    } 
 
    public function getAllByIdJenisSdm($id_karya_ilmiah, $id_jenis_sdm) 
    { 
        return $this->penulisKaryaIlmiahRepository-
>getAllByIdJenisSdm($id_karya_ilmiah, $id_jenis_sdm); 
    } 
} 
 















    public function getAllById($id_karya_ilmiah) 
    { 
        $data = DB::connection('portofolio')->table('dbo.penulis_karya_ilmiah') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 
'dbo.penulis_karya_ilmiah.id_afiliasi') 
                ->where('id_karya_ilmiah', $id_karya_ilmiah) 
                ->whereNull('deleted_at') 
                ->select( 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi', 
                    'dbo.penulis_karya_ilmiah.id_sdm as id_sdm', 
                    'dbo.penulis_karya_ilmiah.id_penulis_karil as id_penulis_karil', 
                    'dbo.penulis_karya_ilmiah.nama as nama_penulis', 
                    'dbo.penulis_karya_ilmiah.urutan as urutan', 
                    'dbo.penulis_karya_ilmiah.peran as peran', 
                    'dbo.penulis_karya_ilmiah.jenis_penulis as jenis_penulis', 





                ) 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getAllByIdJenisSdm($id_karya_ilmiah, $id_jenis_sdm) 
    { 
        $data = DB::connection('portofolio')->table('dbo.penulis_karya_ilmiah') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.penulis_karya_ilmiah.id_sdm') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 
'dbo.penulis_karya_ilmiah.id_afiliasi') 
                ->where('dbo.penulis_karya_ilmiah.id_karya_ilmiah', $id_karya_ilmiah) 
                ->where('dbo.sdm.id_jenis_sdm', $id_jenis_sdm) 
                ->whereNull('dbo.penulis_karya_ilmiah.deleted_at') 
                ->select( 
                    'dbo.sdm.nama as nama_sdm', 
                    'dbo.sdm.nidn as nidn_sdm', 
                    'dbo.penulis_karya_ilmiah.id_sdm as id_sdm', 
                    'dbo.penulis_karya_ilmiah.id_penulis_karil as id_penulis_karil', 
                    'dbo.penulis_karya_ilmiah.nama as nama_penulis', 
                    'dbo.penulis_karya_ilmiah.urutan as urutan', 
                    'dbo.penulis_karya_ilmiah.jenis_penulis as jenis_penulis', 
                    'dbo.penulis_karya_ilmiah.peran as peran', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi' 
                    ) 
                    ->get(); 
            // dd($data); 
        return $data;     
    } 
 
    public function saveData($request) 
    { 
        $id_penulis_karil = Uuid::uuid4()->toString(); 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_penulis) 
                        ->value('nama'); 
                        
        DB::connection('portofolio')->table('dbo.penulis_karya_ilmiah') 
            ->insert([ 
                'id_penulis_karil'=>$id_penulis_karil, 
                'id_sdm'=>$request->nama_penulis, 
                'id_karya_ilmiah'=>$request->id_karya_ilmiah, 
                'urutan'=>$request->urutan, 
                'nama'=>$nama, 
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                'id_afiliasi'=>$request->afiliasi, 
                'peran'=>$request->peran, 
                'jenis_penulis'=>$request->jenis_penulis, 
                'is_corresponding_author'=>$request->is_corresponding_author, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $request->id_karya_ilmiah; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.penulis_karya_ilmiah') 
                ->where('id_penulis_karil', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $penulis_karya_ilmiah = DB::connection('portofolio')-
>table('dbo.penulis_karya_ilmiah') 
                        ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 
'dbo.penulis_karya_ilmiah.id_afiliasi') 
                        ->where('id_penulis_karil', $id) 
                        ->select( 
                            'dbo.penulis_karya_ilmiah.nama as nama_penulis', 
                            'dbo.penulis_karya_ilmiah.urutan as urutan', 
                            'dbo.penulis_karya_ilmiah.jenis_penulis as jenis_penulis', 
                            'dbo.penulis_karya_ilmiah.peran as peran', 
                            'dbo.penulis_karya_ilmiah.is_corresponding_author as 
is_corresponding_author', 
                            'ref.afiliasi.id_afiliasi as id_afiliasi', 
                            'ref.afiliasi.nama as nama_afiliasi' 
                        ) 
                        ->first(); 
 
        return $penulis_karya_ilmiah; 
    } 
 




    { 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_penulis) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.penulis_karya_ilmiah') 
        ->where('id_penulis_karil', $request->id_penulis_karil) 
        ->update([ 
            'id_sdm'=>$request->nama_penulis, 
            'urutan'=>$request->urutan, 
            'nama'=>$nama, 
            'id_afiliasi'=>$request->afiliasi, 
            'peran'=>$request->peran, 
            'jenis_penulis'=>$request->jenis_penulis, 
            'is_corresponding_author'=>$request->is_corresponding_author, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
    } 
} 
 
5.1.9 Implementasi modul Kepanitiaan 
























class KepanitiaanController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $kepanitiaan; 
    protected $jenisKepanitiaan; 
    protected $tingkat; 
    protected $dokKepanitiaan; 
    protected $anggotaKepanitiaan; 
 
    public function __construct 
    ( 
        KepanitiaanService $kepanitiaan, 
        JenisKepanitiaanService $jenisKepanitiaan, 
        TingkatService $tingkat, 
        DokKepanitiaanService $dokKepanitiaan, 
        AnggotaKepanitiaanService $anggotaKepanitiaan 
    ) 
    { 
        $this->kepanitiaan = $kepanitiaan; 
        $this->jenisKepanitiaan = $jenisKepanitiaan; 
        $this->tingkat = $tingkat; 
        $this->dokKepanitiaan = $dokKepanitiaan; 
        $this->anggotaKepanitiaan = $anggotaKepanitiaan; 
    } 
 
    public function index(Request $request) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        if($request->ajax()) 
        { 
            if(!empty($request->id_jenis_kepanitiaan) && !empty($request->tmt_sk) 
&& !empty($request->tst_sk)) 
            { 
                
                $array_cast = array_map('intval', $request->id_jenis_kepanitiaan); 
                $kepanitiaan = $this->kepanitiaan->getAllByFilter($array_cast, 
                                                                $request->tmt_sk, $request->tst_sk); 
            } 
            else if(!empty($request->id_jenis_kepanitiaan) && !empty($request->tmt_sk) 
&& empty($request->tst_sk)) 
            { 
                $array_cast = array_map('intval', $request->id_jenis_kepanitiaan); 




                                                                $request->tmt_sk, ""); 
            } 
            else if(!empty($request->id_jenis_kepanitiaan) && empty($request->tmt_sk) 
&& !empty($request->tst_sk)) 
            { 
                $array_cast = array_map('intval', $request->id_jenis_kepanitiaan); 
                $kepanitiaan = $this->kepanitiaan->getAllByFilter($array_cast, 
                                                                "", $request->tst_sk); 
            } 
            else if(empty($request->id_jenis_kepanitiaan) && !empty($request->tmt_sk) 
&& !empty($request->tst_sk)) 
            { 
                $kepanitiaan = $this->kepanitiaan->getAllByFilter("", $request->tmt_sk, 
$request->tst_sk); 
            } 
            else if(empty($request->id_jenis_kepanitiaan) && empty($request->tmt_sk) 
&& !empty($request->tst_sk)) 
            { 
                $kepanitiaan = $this->kepanitiaan->getAllByFilter("", "", $request->tst_sk); 
            } 
            else if(empty($request->id_jenis_kepanitiaan) && !empty($request->tmt_sk) 
&& empty($request->tst_sk)) 
            { 
                $kepanitiaan = $this->kepanitiaan->getAllByFilter("", $request->tgl_mulai, 
""); 
            } 
            else if(!empty($request->id_jenis_kepanitiaan) && empty($request->tmt_sk) 
&& empty($request->tst_sk)) 
            { 
                
                $array_cast = array_map('intval', $request->id_jenis_kepanitiaan); 
                $kepanitiaan = $this->kepanitiaan->getAllByFilter($array_cast, "", ""); 
            } 
            else { 
                $kepanitiaan = $this->kepanitiaan->getAll(); 
            } 
 
            return DataTables()->of($kepanitiaan)->make(true); 
        } 
 
        $jenisKepanitiaan = $this->jenisKepanitiaan->getAll(); 
        return view('Portofolio::Kepanitiaan.index', compact('message', 'jenisKepanitiaan')); 
    } 
 
    public function create() 
    { 
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        $message = __('Portofolio::general.belajar'); 
        $jenisKepanitiaan = $this->jenisKepanitiaan->getAll(); 
        $tingkat = $this->tingkat->getAll(); 
        return view('Portofolio::Kepanitiaan.create', compact('message', 'jenisKepanitiaan', 
'tingkat')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Kepanitiaan($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_kepanitiaan = $this->kepanitiaan->saveData($request); 
                $data = $this->kepanitiaan->showById($id_kepanitiaan); 
                return redirect('portofolio/kepanitiaan/detail/' . $id_kepanitiaan)-
>with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
        
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $kepanitiaan = $this->kepanitiaan->showById($id); 
        $dokKepanitiaan = $this->dokKepanitiaan->getAllByJenis($id); 
        $anggotaKepanitiaan = $this->anggotaKepanitiaan->getAllById($id); 
        return view('Portofolio::Kepanitiaan.show', compact('message', 'kepanitiaan', 
'dokKepanitiaan', 'anggotaKepanitiaan')); 
    } 
 
    public function edit($id) 
    { 




        $jenisKepanitiaan = $this->jenisKepanitiaan->getAll(); 
        $kepanitiaan = $this->kepanitiaan->showById($id); 
        $tingkat = $this->tingkat->getAll(); 
        return view('Portofolio::Kepanitiaan.edit', compact('message', 'kepanitiaan', 
'jenisKepanitiaan', 'tingkat')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Kepanitiaan($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_kepanitiaan = $this->kepanitiaan->updateData($request); 
                $data = $this->kepanitiaan->showById($id_kepanitiaan); 
                $dok_kepanitiaan = $this->dokKepanitiaan->getAllDok($id_kepanitiaan); 
 
                $anggotaKepanitiaanDosen = $this->anggotaKepanitiaan-
>getAllByIdJenisSdm($id_kepanitiaan, 1); 
 
                if(count($anggotaKepanitiaanDosen)>0) { 
 
                    $this->kepanitiaan->produceCreateOrUpdateEvent($data, 
$anggotaKepanitiaanDosen, $dok_kepanitiaan); 
                } 
 
                return redirect('portofolio/kepanitiaan/detail/' . $id_kepanitiaan)-
>with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function delete($id) 
    { 
        try { 
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            $this->kepanitiaan->deleteData($id); 
            $data = $this->kepanitiaan->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->kepanitiaan->produceDeleteEvent($data); 
            } 
            
            return redirect('portofolio/kepanitiaan')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function edit_anggota($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $anggotaKepanitiaan = $this->anggotaKepanitiaan->getAllById($id); 
        $id_kepanitiaan = $id; 
        return view('Portofolio::Kepanitiaan.penulis.edit', compact('message', 
'anggotaKepanitiaan', 'id_kepanitiaan')); 
    } 
 
    public function save_anggota(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Anggota($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $this->anggotaKepanitiaan->saveData($request); 
                $data = $this->kepanitiaan->showById($request->id_kepanitiaan); 
                $dok_kepanitiaan = $this->dokKepanitiaan->getAllDok($request-
>id_kepanitiaan); 
 
                $anggotaKepanitiaanDosen = $this->anggotaKepanitiaan-
>getAllByIdJenisSdm($request->id_kepanitiaan, 1); 
 





                    $this->kepanitiaan->produceCreateOrUpdateEvent($data, 
$anggotaKepanitiaanDosen, $dok_kepanitiaan); 
                } 
                return redirect()->back()->with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
    } 
 
    public function update_anggota(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Anggota($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $this->anggotaKepanitiaan->updateData($request); 
                $data = $this->kepanitiaan->showById($request->id_kepanitiaan); 
                $dok_kepanitiaan = $this->dokKepanitiaan->getAllDok($request-
>id_kepanitiaan); 
 
                $anggotaKepanitiaanDosen = $this->anggotaKepanitiaan-
>getAllByIdJenisSdm($request->id_kepanitiaan, 1); 
 
                if(count($anggotaKepanitiaanDosen)>0) { 
 
                    $this->kepanitiaan->produceCreateOrUpdateEvent($data, 
$anggotaKepanitiaanDosen, $dok_kepanitiaan); 
                } 
                return redirect()->back()->with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 




            } 
        }   
    } 
 
    public function hapus_anggota(Request $request) 
    { 
        // try { 
            $this->anggotaKepanitiaan->deleteData($request->id_anggota_kepanitiaan); 
            $data = $this->kepanitiaan->showById($request->id_kepanitiaan); 
            $dok_kepanitiaan = $this->dokKepanitiaan->getAllDok($request-
>id_kepanitiaan); 
 
            $anggotaKepanitiaanDosen = $this->anggotaKepanitiaan-
>getAllByIdJenisSdm($request->id_kepanitiaan, 1); 
 
            if(count($anggotaKepanitiaanDosen)>0) { 
 
                $this->kepanitiaan->produceCreateOrUpdateEvent($data, 
$anggotaKepanitiaanDosen, $dok_kepanitiaan); 
            } 
            return redirect()->back()->with('success', 'Data berhasil dihapus'); 
        // } 
        // catch(\Exception $e) 
        // { 
        //     Log::error($e->getMessage()); 
        //     return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus 
data'); 
        // } 
    } 
 
    public function edit_berkas($id) 
    { 
        // dd($id); 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->kepanitiaan->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokKepanitiaan = $this->dokKepanitiaan->getAllByJenis($id); 
        $listDokumen = $this->dokKepanitiaan->getAllDokumen(); 
        return view('Portofolio::Kepanitiaan.berkas.edit', compact('message', 'listDokumen', 
'dokKepanitiaan', 'id', 'id_sdm')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            // try { 




                $save = $this->dokKepanitiaan->saveDokumen($request); 
    
                if($save) { 
 
                    $data = $this->kepanitiaan->showById($request->id_kepanitiaan); 
                    $dok_kepanitiaan = $this->dokKepanitiaan->getAllDok($request-
>id_kepanitiaan); 
 
                    $anggotaKepanitiaanDosen = $this->anggotaKepanitiaan-
>getAllByIdJenisSdm($request->id_kepanitiaan, 1); 
 
                    if(count($anggotaKepanitiaanDosen)>0) { 
 
                        $this->kepanitiaan->produceCreateOrUpdateEvent($data, 
$anggotaKepanitiaanDosen, $dok_kepanitiaan); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            // } catch (\Exception $e) { 
            //     Log::error($e->getMessage()); 
    
            //     return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            // } 
        
    } 
 
    public function saveDokumenPenyimpanan(Request $request) 
    { 
            // try { 
                // dd($data); 
                $save = $this->dokKepanitiaan->saveDokumenPenyimpanan($request); 
    
                if($save) { 
 
                    $data = $this->kepanitiaan->showById($request->id_kepanitiaan); 
                    $dok_kepanitiaan = $this->dokKepanitiaan->getAllDok($request-
>id_kepanitiaan); 
 
                    $anggotaKepanitiaanDosen = $this->anggotaKepanitiaan-
>getAllByIdJenisSdm($request->id_kepanitiaan, 1); 
 




                        $this->kepanitiaan->produceCreateOrUpdateEvent($data, 
$anggotaKepanitiaanDosen, $dok_kepanitiaan); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            // } catch (\Exception $e) { 
            //     Log::error($e->getMessage()); 
    
            //     return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            // } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        // try { 
            $getDokumen = $this->dokKepanitiaan->showDetailById($request-
>id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 
                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokKepanitiaan->updateDataDokumen($request, $id_updater); 
 
            $data = $this->kepanitiaan->showById($request->id_kepanitiaan); 
            $dok_kepanitiaan = $this->dokKepanitiaan->getAllDok($request-
>id_kepanitiaan); 
 
            $anggotaKepanitiaanDosen = $this->anggotaKepanitiaan-
>getAllByIdJenisSdm($request->id_kepanitiaan, 1); 
 
            if(count($anggotaKepanitiaanDosen)>0) { 
 
                $this->kepanitiaan->produceCreateOrUpdateEvent($data, 
$anggotaKepanitiaanDosen, $dok_kepanitiaan); 





            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        // } catch (\Exception $e) { 
        //     Log::error($e->getMessage()); 
 
        //     return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        // } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        // try { 
 
            $getDokumen = $this->dokKepanitiaan->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokKepanitiaan->deleteDokumen($request->id_dokumen); 
 
            $data = $this->kepanitiaan->showById($request->id_kepanitiaan); 
            $dok_kepanitiaan = $this->dokKepanitiaan->getAllDok($request-
>id_kepanitiaan); 
 
            $anggotaKepanitiaanDosen = $this->anggotaKepanitiaan-
>getAllByIdJenisSdm($request->id_kepanitiaan, 1); 
 
            if(count($anggotaKepanitiaanDosen)>0) { 
 
                $this->kepanitiaan->produceCreateOrUpdateEvent($data, 
$anggotaKepanitiaanDosen, $dok_kepanitiaan); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        // } catch (\Exception $e) { 
        //     Log::error($e->getMessage()); 
 
        //     return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        // } 
    } 
 
    public function stream(Request $request) 
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    { 
        try { 
            $dokumen = $this->dokKepanitiaan->showDetailById($request->id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
} 
 























    protected $kepanitiaanRepository; 
 
    public function __construct(KepanitiaanRepository $kepanitiaanRepository) 
    { 
        $this->kepanitiaanRepository = $kepanitiaanRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->kepanitiaanRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->kepanitiaanRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->kepanitiaanRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->kepanitiaanRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->kepanitiaanRepository->updateData($request); 
    } 
 
    public function getAllByFilter($id_jenis_kepanitiaan, $tmt_sk, $tst_sk) 
    { 
        return $this->kepanitiaanRepository->getAllByFilter($id_jenis_kepanitiaan, 
$tmt_sk, $tst_sk); 
    } 
 




    { 
        
        if(empty($data->status_sister)) 
        { 
            new PenunjangLainCreatedEvent($data, $anggotaKepanitiaanDosen, $dokumen); 
            $this->kepanitiaanRepository->updateStatusSister($data->id_kepanitiaan, 1); 
        } 
        else { 
            new PenunjangLainUpdatedEvent($data, $anggotaKepanitiaanDosen, 
$dokumen); 
            $this->kepanitiaanRepository->updateStatusSister($data->id_kepanitiaan, 2); 
        } 
    } 
 
    public function produceDeleteEvent($data) 
    { 
        new PenunjangLainDeletedEvent($data); 
        $this->kepanitiaanRepository->updateStatusSister($data->id_kepanitiaan, 3);   
    } 
} 
 















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.kepanitiaan') 
                ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.kepanitiaan.id_tingkat') 
                ->join('ref.jenis_kepanitiaan', 'ref.jenis_kepanitiaan.id_jenis_kepanitiaan', 
'dbo.kepanitiaan.id_jenis_kepanitiaan') 




                ->whereNull('dbo.kepanitiaan.deleted_at') 
                ->select( 
                    'ref.tingkat.id_tingkat as id_tingkat', 
                    'ref.tingkat.nama as tingkat', 
                    'dbo.kepanitiaan.nama as judul', 
                    'dbo.kepanitiaan.id_kepanitiaan as id_kepanitiaan', 
                    'dbo.kepanitiaan.instansi_penyelenggara as instansi_penyelenggara', 
                    'dbo.kepanitiaan.tmt_sk_penugasan as tmt_sk_penugasan', 
                    'dbo.kepanitiaan.tst_sk_penugasan as tst_sk_penugasan', 
                    'dbo.kepanitiaan.sk_penugasan as sk_penugasan', 
                    'dbo.kepanitiaan.updated_at as updated_at', 
                    'ref.jenis_kepanitiaan.nama as jenis_kepanitiaan' 
                ) 
                ->orderBy('dbo.kepanitiaan.created_at', 'desc') 
                ->get(); 
        return $data; 
    } 
 
    public function getAllByFilter($id_jenis_kepanitiaan, $tmt_sk, $tst_sk) 
    { 
        $query = DB::connection('portofolio')->table('dbo.kepanitiaan') 
                    ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.kepanitiaan.id_tingkat') 
                    ->join('ref.jenis_kepanitiaan', 'ref.jenis_kepanitiaan.id_jenis_kepanitiaan', 
'dbo.kepanitiaan.id_jenis_kepanitiaan') 
                    ->where('dbo.kepanitiaan.id_sdm', (new SDM())->getIdAfterLogin()) 
                    ->whereNull('dbo.kepanitiaan.deleted_at') 
                    ->select( 
                        'ref.tingkat.id_tingkat as id_tingkat', 
                        'ref.tingkat.nama as tingkat', 
                        'dbo.kepanitiaan.nama as judul', 
                        'dbo.kepanitiaan.id_kepanitiaan as id_kepanitiaan', 
                        'dbo.kepanitiaan.instansi_penyelenggara as instansi_penyelenggara', 
                        'dbo.kepanitiaan.tmt_sk_penugasan as tmt_sk_penugasan', 
                        'dbo.kepanitiaan.tst_sk_penugasan as tst_sk_penugasan', 
                        'dbo.kepanitiaan.sk_penugasan as sk_penugasan', 
                        'dbo.kepanitiaan.updated_at as updated_at', 
                        'ref.jenis_kepanitiaan.nama as jenis_kepanitiaan' 
                    ); 
        
        if($id_jenis_kepanitiaan!= "" && $tmt_sk!="" && $tst_sk!="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_kepanitiaan.id_jenis_kepanitiaan', 
$id_jenis_kepanitiaan) 
                                  ->where('dbo.kepanitiaan.tmt_sk_penugasan', '>=', $tmt_sk) 
                                  ->where('dbo.kepanitiaan.tst_sk_penugasan', '<=', $tst_sk) 
                                  ->get(); 
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            return $data; 
        } 
        else if($id_jenis_kepanitiaan!="" && $tmt_sk!="" && $tst_sk=="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_kepanitiaan.id_jenis_kepanitiaan', 
$id_jenis_kepanitiaan) 
                                  ->where('dbo.kepanitiaan.tmt_sk_penugasan', '>=', $tmt_sk) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_jenis_kepanitiaan!="" && $tmt_sk=="" && $tst_sk!="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_kepanitiaan.id_jenis_kepanitiaan', 
$id_jenis_kepanitiaan) 
                                  ->where('dbo.kepanitiaan.tst_sk_penugasan', '<=',  $tst_sk) 
                                  ->get(); 
            return $data; 
        } 
        else if($id_jenis_kepanitiaan=="" && $tmt_sk!="" && $tst_sk!="") 
        { 
            $data = (clone $query)->where('dbo.kepanitiaan.tmt_sk_penugasan', '>=', 
$tmt_sk) 
                                    ->where('dbo.kepanitiaan.tst_sk_penugasan', '<=', $tst_sk) 
                                    ->get(); 
            return $data; 
        } 
        else if($id_jenis_kepanitiaan=="" && $tmt_sk=="" && $tst_sk!="") 
        { 
            $data = (clone $query)->where('dbo.kepanitiaan.tst_sk_penugasan', '<=', $tst_sk) 
                                    ->get(); 
            return $data; 
        } 
        else if($id_jenis_kepanitiaan=="" && $tmt_sk!="" && $tst_sk=="") 
        { 
            $data = (clone $query)->where('dbo.kepanitiaan.tmt_sk_penugasan', '>=', 
$tmt_sk) 
                        ->get(); 
            return $data; 
        } 
        else if($id_jenis_kepanitiaan!="" && $tmt_sk=="" && $tst_sk=="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_kepanitiaan.id_jenis_kepanitiaan', 
$id_jenis_kepanitiaan) 
                                  ->get(); 
            return $data;       




    } 
 
    public function saveData($request) 
    { 
        $id_kepanitiaan = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.kepanitiaan') 
            ->insert([ 
                'id_kepanitiaan'=>$id_kepanitiaan, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'nama'=>$request->nama, 
                'instansi_penyelenggara'=>$request->instansi_penyelenggara, 
                'id_tingkat'=>(int)$request->tingkat, 
                'sk_penugasan'=>$request->sk_penugasan, 
                'tmt_sk_penugasan'=>$request->tmt_sk_penugasan, 
                'tst_sk_penugasan'=>$request->tst_sk_penugasan, 
                'id_jenis_kepanitiaan'=>(int)$request->id_jenis_kepanitiaan, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
        return $id_kepanitiaan; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.kepanitiaan') 
                ->where('id_kepanitiaan', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $kepanitiaan = DB::connection('portofolio')->table('dbo.kepanitiaan') 
                        ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.kepanitiaan.id_tingkat') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.kepanitiaan.id_sdm') 
                        ->join('ref.jenis_kepanitiaan', 'ref.jenis_kepanitiaan.id_jenis_kepanitiaan', 
'dbo.kepanitiaan.id_jenis_kepanitiaan') 
                        ->where('dbo.kepanitiaan.id_kepanitiaan', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
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                            'dbo.sdm.nidn as nidn_sdm', 
                            'ref.tingkat.id_tingkat as id_tingkat', 
                            'ref.tingkat.nama as tingkat', 
                            'dbo.kepanitiaan.id_kepanitiaan as id_kepanitiaan', 
                            'dbo.kepanitiaan.id_sdm as id_sdm', 
                            'dbo.kepanitiaan.nama as nama', 
                            'ref.jenis_kepanitiaan.nama as jenis_kepanitiaan', 
                            'ref.jenis_kepanitiaan.id_jenis_kepanitiaan as id_jenis_kepanitiaan', 
                            'dbo.kepanitiaan.instansi_penyelenggara as instansi_penyelenggara', 
                            'dbo.kepanitiaan.sk_penugasan as sk_penugasan', 
                            'dbo.kepanitiaan.tmt_sk_penugasan as tmt_sk', 
                            'dbo.kepanitiaan.tst_sk_penugasan as tst_sk', 
                            'dbo.kepanitiaan.created_at as created_at', 
                            'dbo.kepanitiaan.updated_at as updated_at', 
                            'dbo.kepanitiaan.deleted_at as deleted_at', 
                            'dbo.kepanitiaan.updater as updater', 
                            'dbo.kepanitiaan.status_sister as status_sister' 
                        ) 
                        ->first(); 
        return $kepanitiaan; 
    } 
 
    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.kepanitiaan') 
        ->where('id_kepanitiaan', $request->id_kepanitiaan) 
        ->update([ 
            'id_sdm'=>(new SDM())->getIdAfterLogin(), 
            'nama'=>$request->nama, 
            'instansi_penyelenggara'=>$request->instansi_penyelenggara, 
            'id_tingkat'=>(int)$request->tingkat, 
            'sk_penugasan'=>$request->sk_penugasan, 
            'tmt_sk_penugasan'=>$request->tmt_sk_penugasan, 
            'tst_sk_penugasan'=>$request->tst_sk_penugasan, 
            'id_jenis_kepanitiaan'=>(int)$request->id_jenis_kepanitiaan, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_kepanitiaan; 
    } 
 
    public function updateStatusSister($id_kepanitiaan, $status_sister) { 
 
        DB::connection('portofolio')->table('dbo.kepanitiaan') 




        ->update([ 
            'status_sister'=>$status_sister, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
    } 
} 
 













    protected $dokKepanitiaan; 
 
    public function __construct(DokKepanitiaanRepository $dokKepanitiaan) 
    { 
        $this->dokKepanitiaan = $dokKepanitiaan; 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokKepanitiaan->getJenisDokPortofolio(); 
        $dokumen = $this->dokKepanitiaan->getAllById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
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                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 
            array_push($array_hasil, $array); 
        } 
        // dd($array_hasil); 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
        return $this->dokKepanitiaan->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokKepanitiaan->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 




    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokKepanitiaan->updateDataDokumen($request, $id_updater); 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokKepanitiaan->getAllDokumen(); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokKepanitiaan->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_kepanitiaan) 
    { 
        return $this->dokKepanitiaan->getAllDok($id_kepanitiaan); 
    } 
} 
 


















    public function getAllDokumen() 
    { 
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        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_kepanitiaan') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_kepanitiaan.id_dokumen') 
                ->where('dbo.dok_kepanitiaan.id_kepanitiaan', $id) 
                ->whereNull('dbo.dok_kepanitiaan.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
    
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_kepanitiaan') 
                ->join('dbo.dokumen', 'dbo.dok_kepanitiaan.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_kepanitiaan.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_kepanitiaan.id_kepanitiaan', $id) 
                ->whereNull('dbo.dok_kepanitiaan.deleted_at') 
                ->select( 
                    'dbo.dok_kepanitiaan.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 
                    'dbo.dokumen.ekstensi as ekstensi', 
                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_kepanitiaan.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 




                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_kepanitiaan.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'panitia') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function saveDokumen($request) 
    { 
        // dd($request); 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
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                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_kepanitiaan'  => $request->id_kepanitiaan, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_kepanitiaan = DB::connection('portofolio')-
>table('dbo.dok_kepanitiaan') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_kepanitiaan) && ($insert_dokumen)) { 
                return true; 
            } 
        } 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_kepanitiaan') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_kepanitiaan') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 




                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_kepanitiaan') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_kepanitiaan'  => $request->id_kepanitiaan, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_kepanitiaan') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
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    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_kepanitiaan = DB::connection('portofolio')-
>table('dbo.dok_kepanitiaan') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_kepanitiaan) 
        { 
            return true; 
        } 






















    public function __construct(AnggotaKepanitiaanRepository 
$anggotaKepanitiaanRepository) 
    { 
        $this->anggotaKepanitiaanRepository = $anggotaKepanitiaanRepository; 
    } 
 
    public function getAllById($id) 
    { 
        return $this->anggotaKepanitiaanRepository->getAllById($id); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->anggotaKepanitiaanRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->anggotaKepanitiaanRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->anggotaKepanitiaanRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        $this->anggotaKepanitiaanRepository->updateData($request); 
    } 
 
    public function getAllByIdJenisSdm($id_kepanitiaan, $id_jenis_sdm) 
    { 
        return $this->anggotaKepanitiaanRepository-
>getAllByIdJenisSdm($id_kepanitiaan, $id_jenis_sdm); 
    } 
} 
 

















    public function getAllById($id_kepanitiaan) 
    { 
        $data = DB::connection('portofolio')->table('dbo.anggota_kepanitiaan') 
                    ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 
'dbo.anggota_kepanitiaan.id_afiliasi')         
                    ->where('id_kepanitiaan', $id_kepanitiaan) 
                    ->whereNull('dbo.anggota_kepanitiaan.deleted_at') 
                    ->select( 
                        'dbo.anggota_kepanitiaan.id_sdm as id_sdm', 
                        'dbo.anggota_kepanitiaan.id_anggota_kepanitiaan as 
id_anggota_kepanitiaan', 
                        'dbo.anggota_kepanitiaan.nama as nama_anggota', 
                        'dbo.anggota_kepanitiaan.urutan as urutan', 
                        'dbo.anggota_kepanitiaan.jenis_anggota_panitia as jenis_anggota_panitia', 
                        'dbo.anggota_kepanitiaan.peran as peran', 
                        'dbo.anggota_kepanitiaan.status_aktif as status_aktif', 
                        'ref.afiliasi.id_afiliasi as id_afiliasi', 
                        'ref.afiliasi.nama as nama_afiliasi', 
                        'dbo.anggota_kepanitiaan.created_at as created_at', 
                        'dbo.anggota_kepanitiaan.updated_at as updated_at', 
                        'dbo.anggota_kepanitiaan.updater as updater' 
                    ) 
                    ->get(); 
        return $data; 
    } 
 
    public function getAllByIdJenisSdm($id_kepanitiaan, $id_jenis_sdm) 
    { 
        $data = DB::connection('portofolio')->table('dbo.anggota_kepanitiaan') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.anggota_kepanitiaan.id_sdm') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 
'dbo.anggota_kepanitiaan.id_afiliasi') 
                ->where('dbo.anggota_kepanitiaan.id_kepanitiaan', $id_kepanitiaan) 
                ->where('dbo.sdm.id_jenis_sdm', $id_jenis_sdm) 
                ->whereNull('dbo.anggota_kepanitiaan.deleted_at') 




                    'dbo.sdm.nama as nama_sdm', 
                    'dbo.sdm.nidn as nidn_sdm', 
                    'dbo.anggota_kepanitiaan.id_sdm as id_sdm', 
                    'dbo.anggota_kepanitiaan.id_anggota_kepanitiaan as 
id_anggota_kepanitiaan', 
                    'dbo.anggota_kepanitiaan.nama as nama_anggota', 
                    'dbo.anggota_kepanitiaan.urutan as urutan', 
                    'dbo.anggota_kepanitiaan.jenis_anggota_panitia as jenis_anggota_panitia', 
                    'dbo.anggota_kepanitiaan.peran as peran', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi' 
                    ) 
                    ->get(); 
            // dd($data); 
        return $data;     
    } 
 
    public function saveData($request) 
    { 
        $id_anggota_kepanitiaan = Uuid::uuid4()->toString(); 
        $nama= DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_anggota) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.anggota_kepanitiaan') 
            ->insert([ 
                'id_anggota_kepanitiaan'=>$id_anggota_kepanitiaan, 
                'id_sdm'=>$request->nama_anggota, 
                'id_kepanitiaan'=>$request->id_kepanitiaan, 
                'urutan'=>$request->urutan, 
                'nama'=>$nama, 
                'peran'=>$request->peran, 
                'id_afiliasi'=>$request->afiliasi, 
                'status_aktif'=>$request->is_aktif, 
                'jenis_anggota_panitia'=>$request->jenis_anggota_panitia, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
    } 
 
    public function deleteData($id_anggota_kepanitiaan) 
    { 
        DB::connection('portofolio')->table('dbo.anggota_kepanitiaan') 
                ->where('id_anggota_kepanitiaan', $id_anggota_kepanitiaan) 
                ->update([ 
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                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id_anggota_kepanitiaan) 
    { 
        $anggota_panitia = DB::connection('portofolio')->table('dbo.anggota_kepanitiaan') 
                            ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 
'dbo.anggota_kepanitiaan.id_afiliasi') 
                            ->where('id_anggota_kepanitiaan', $id_anggota_kepanitiaan) 
                            ->select( 
                                'dbo.anggota_kepanitiaan.nama as nama_anggota', 
                                'dbo.anggota_kepanitiaan.urutan as urutan', 
                                'dbo.anggota_kepanitiaan.jenis_anggota_panitia as 
jenis_anggota_panitia', 
                                'dbo.anggota_kepanitiaan.peran as peran', 
                                'ref.afiliasi.id_afiliasi as id_afiliasi', 
                                'ref.afiliasi.nama as nama_afiliasi' 
                            ) 
                            ->first(); 
        return $anggota_panitia; 
    } 
 
    public function updateData($request) 
    { 
        $nama= DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_anggota) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.anggota_kepanitiaan') 
        ->where('id_anggota_kepanitiaan', $request->id_anggota_kepanitiaan) 
        ->update([ 
            'id_sdm'=>$request->nama_anggota, 
            'urutan'=>$request->urutan, 
            'nama'=>$nama, 
            'peran'=>$request->peran, 
            'id_afiliasi'=>$request->afiliasi, 
            'status_aktif'=>$request->is_aktif, 
            'jenis_anggota_panitia'=>$request->jenis_anggota_panitia, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 



















    protected $jenisKepanitiaanRepository; 
 
    public function __construct(JenisKepanitiaanRepository $jenisKepanitiaanRepository) 
    { 
        $this->jenisKepanitiaanRepository = $jenisKepanitiaanRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisKepanitiaanRepository->getAll(); 
    } 
} 
 











    public function getAll() 
    { 
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        $data = DB::connection('portofolio')->table('ref.jenis_kepanitiaan') 
                ->get(); 
        return $data; 
    } 
} 
 









    protected $tingkatRepository; 
 
    public function __construct(TingkatRepository $tingkat) 
    { 
        $this->tingkatRepository = $tingkat; 
    } 
 
    public function getAll() 
    { 
        return $this->tingkatRepository->getAll(); 
    } 
} 
 










    public function getAll() 




        $data = DB::connection('portofolio')->table('ref.tingkat') 
                ->get(); 
        return $data; 
    } 
} 
 
5.1.10 Implementasi modul Penelitian 



















class PenelitianController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $penelitian; 
    protected $dokPenelitian; 
    protected $anggotaPenelitian; 
 
    public function __construct 
    ( 
        PenelitianService $penelitian, 
        DokPenelitianService $dokPenelitian, 
        AnggotaPenelitianService $anggotaPenelitian 
    ) 
    { 
        $this->penelitian = $penelitian; 
        $this->dokPenelitian = $dokPenelitian; 
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        $this->anggotaPenelitian = $anggotaPenelitian; 
    } 
 
    public function index(Request $request) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        if($request->ajax()) 
        { 
            if(!empty($request->status_keaktifan) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->status_keaktifan); 
                $penelitian = $this->penelitian->getAllByFilter($array_cast, 
                                                                $request->tgl_awal, $request->tgl_akhir); 
            } 
            else if(!empty($request->status_keaktifan) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->status_keaktifan); 
                $penelitian = $this->penelitian->getAllByFilter($array_cast, 
                                                                $request->tgl_awal, ""); 
            } 
            else if(!empty($request->status_keaktifan) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->status_keaktifan); 
                $penelitian = $this->penelitian->getAllByFilter($array_cast, 
                                                                "", $request->tgl_akhir); 
            } 
            else if(empty($request->status_keaktifan) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $penelitian = $this->penelitian->getAllByFilter("", $request->tgl_awal, 
$request->tgl_akhir); 
            } 
            else if(empty($request->status_keaktifan) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $penelitian = $this->penelitian->getAllByFilter("", "", $request->tgl_akhir); 
            } 
            else if(empty($request->status_keaktifan) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 




            } 
            else if(!empty($request->status_keaktifan) && empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->status_keaktifan); 
                $penelitian = $this->penelitian->getAllByFilter($array_cast, "", ""); 
            } 
            else { 
                $penelitian = $this->penelitian->getAll(); 
            } 
 
            return DataTables()->of($penelitian)->make(true); 
        } 
 
        return view('Portofolio::Penelitian.index', compact('message')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        return view('Portofolio::Penelitian.create', compact('message')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Litabmas($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_litabmas = $this->penelitian->saveData($request); 
                $data = $this->penelitian->showById($id_litabmas); 
 
                return redirect('portofolio/penelitian/detail/' . $id_litabmas)->with('success', 
'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 




            } 
        } 
        
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $penelitian = $this->penelitian->showById($id); 
        $dokPenelitian = $this->dokPenelitian->getAllByJenis($id); 
        $anggotaPenelitian = $this->anggotaPenelitian->getAllById($id); 
        return view('Portofolio::Penelitian.show', compact('message', 'penelitian', 
'dokPenelitian', 'anggotaPenelitian')); 
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $penelitian = $this->penelitian->showById($id); 
        return view('Portofolio::Penelitian.edit', compact('message', 'penelitian')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Litabmas($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_litabmas = $this->penelitian->updateData($request); 
                $data = $this->penelitian->showById($id_litabmas); 
                $dok_litabmas = $this->dokPenelitian->getAllDok($id_litabmas); 
                
                $anggotaPenelitianKetua = $this->anggotaPenelitian-
>getAllByPeran($id_litabmas, "K"); 
 
                if(count($anggotaPenelitianKetua)>0) { 
                    
                    $anggotaPenelitianDosen = $this->anggotaPenelitian-
>getAllByIdJenisSdm($id_litabmas, 1); 
 





                        $this->penelitian->produceCreateOrUpdateEvent($data, 
$anggotaPenelitianDosen, $dok_litabmas); 
                    } 
                } 
                
                return redirect('portofolio/penelitian/detail/' . $id_litabmas)->with('success', 
'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function delete($id) 
    { 
        try { 
            $this->penelitian->deleteData($id); 
            $data = $this->penelitian->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->penelitian->produceDeleteEvent($data); 
            } 
            
            return redirect('portofolio/penelitian')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function edit_anggota($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $anggotaPenelitian = $this->anggotaPenelitian->getAllById($id); 
        $id_litabmas = $id; 
        return view('Portofolio::Penelitian.penulis.edit', compact('message', 
'anggotaPenelitian', 'id_litabmas')); 




    public function save_anggota(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Anggota($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $this->anggotaPenelitian->saveData($request); 
                $data = $this->penelitian->showById($request->id_litabmas); 
                $dok_litabmas = $this->dokPenelitian->getAllDok($request->id_litabmas); 
 
                $anggotaPenelitianKetua = $this->anggotaPenelitian-
>getAllByPeran($request->id_litabmas, "K"); 
 
                if(count($anggotaPenelitianKetua)>0) { 
                    
                    $anggotaPenelitianDosen = $this->anggotaPenelitian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
                    if(count($anggotaPenelitianDosen)>0) { 
 
                        $this->penelitian->produceCreateOrUpdateEvent($data, 
$anggotaPenelitianDosen, $dok_litabmas); 
                    } 
                } 
                
                return redirect()->back()->with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
    } 
 
    public function update_anggota(Request $request) 
    { 
        $input = $request->all(); 





        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $this->anggotaPenelitian->updateData($request); 
                $data = $this->penelitian->showById($request->id_litabmas); 
                $dok_litabmas = $this->dokPenelitian->getAllDok($request->id_litabmas); 
 
                $anggotaPenelitianKetua = $this->anggotaPenelitian-
>getAllByPeran($request->id_litabmas, "K"); 
 
                if(count($anggotaPenelitianKetua)>0) { 
 
                    $anggotaPenelitianDosen = $this->anggotaPenelitian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
                    if(count($anggotaPenelitianDosen)>0) { 
    
                        $this->penelitian->produceCreateOrUpdateEvent($data, 
$anggotaPenelitianDosen, $dok_litabmas); 
                    } 
                } 
                
                return redirect()->back()->with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function hapus_anggota(Request $request) 
    { 
        try { 
            $cekAnggota = $this->anggotaPenelitian->showById($request-
>id_anggota_litabmas); 
            $this->anggotaPenelitian->deleteData($request->id_anggota_litabmas); 
            $data = $this->penelitian->showById($request->id_litabmas); 




            $dok_litabmas = $this->dokPenelitian->getAllDok($request->id_litabmas); 
 
            if(count($anggotaPenelitianDosen)>0 && $cekAnggota->peran !="K") { 
 
                $this->penelitian->produceCreateOrUpdateEvent($data, 
$anggotaPenelitianDosen, $dok_litabmas); 
            } 
            return redirect()->back()->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function edit_berkas($id) 
    { 
        // dd($id); 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->penelitian->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokPenelitian = $this->dokPenelitian->getAllByJenis($id); 
        $listDokumen = $this->dokPenelitian->getAllDokumen(); 
        return view('Portofolio::Penelitian.berkas.edit', compact('message', 'listDokumen', 
'dokPenelitian', 'id', 'id_sdm')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokPenelitian->saveDokumen($request); 
    
                if($save) { 
 
                    $data = $this->penelitian->showById($request->id_litabmas); 
                    $dok_litabmas = $this->dokPenelitian->getAllDok($request->id_litabmas); 
 
                    $anggotaPenelitianKetua = $this->anggotaPenelitian-
>getAllByPeran($request->id_litabmas, "K"); 
 
                    if(count($anggotaPenelitianKetua)>0) { 
 






                        if(count($anggotaPenelitianDosen)>0) { 
    
                            // dd($dok_litabmas); 
 
                            $this->penelitian->produceCreateOrUpdateEvent($data, 
$anggotaPenelitianDosen, $dok_litabmas); 
                        } 
                    } 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokPenelitian->saveDokumenPenyimpanan($request); 
    
                if($save) { 
                    $data = $this->penelitian->showById($request->id_litabmas); 
 
                    $dok_litabmas = $this->dokPenelitian->getAllDok($request->id_litabmas); 
 
                    $anggotaPenelitianKetua = $this->anggotaPenelitian-
>getAllByPeran($request->id_litabmas, "K"); 
 
                    if(count($anggotaPenelitianKetua)>0) { 
 
                        $anggotaPenelitianDosen = $this->anggotaPenelitian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
                        if(count($anggotaPenelitianDosen)>0) { 
        
                            $this->penelitian->produceCreateOrUpdateEvent($data, 
$anggotaPenelitianDosen, $dok_litabmas); 
                        } 
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                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokPenelitian->showDetailById($request->id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) { 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
            } 
 
            if($getDokumen->updater != $id_updater) 
                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokPenelitian->updateDataDokumen($request, $id_updater); 
            $data = $this->penelitian->showById($request->id_litabmas); 
 
            $dok_litabmas = $this->dokPenelitian->getAllDok($request->id_litabmas); 
 
            $anggotaPenelitianKetua = $this->anggotaPenelitian->getAllByPeran($request-
>id_litabmas, "K"); 
 
            if(count($anggotaPenelitianKetua)>0) { 
 
                $anggotaPenelitianDosen = $this->anggotaPenelitian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
                if(count($anggotaPenelitianDosen)>0) { 
        





                } 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokPenelitian->showDetailById($request->id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokPenelitian->deleteDokumen($request->id_dokumen); 
 
            $data = $this->penelitian->showById($request->id_litabmas); 
 
            $dok_litabmas = $this->dokPenelitian->getAllDok($request->id_litabmas); 
 
            $anggotaPenelitianKetua = $this->anggotaPenelitian->getAllByPeran($request-
>id_litabmas, "K"); 
 
            if(count($anggotaPenelitianKetua)>0) { 
 
                $anggotaPenelitianDosen = $this->anggotaPenelitian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
                if(count($anggotaPenelitianDosen)>0) { 
        
                    $this->penelitian->produceCreateOrUpdateEvent($data, 
$anggotaPenelitianDosen, $dok_litabmas); 
                } 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
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            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokPenelitian->showDetailById($request->id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
} 
 























    protected $penelitianRepository; 
 
    public function __construct(PenelitianRepository $penelitianRepository) 
    { 
        $this->penelitianRepository = $penelitianRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->penelitianRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->penelitianRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->penelitianRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->penelitianRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->penelitianRepository->updateData($request); 
    } 
 
    public function getAllByFilter($status_keaktifan, $tgl_awal, $tgl_akhir) 
    { 
348 
 
        return $this->penelitianRepository->getAllByFilter($status_keaktifan, $tgl_awal, 
$tgl_akhir); 
    } 
 
    public function produceCreateOrUpdateEvent($data, $anggotaPenelitianDosen, 
$dokumen) 
    { 
        
        if(empty($data->status_sister)) 
        { 
            new PenelitianCreatedEvent($data, $anggotaPenelitianDosen, $dokumen); 
            $this->penelitianRepository->updateStatusSister($data->id_litabmas, 1); 
        } 
        else { 
            new PenelitianUpdatedEvent($data, $anggotaPenelitianDosen, $dokumen); 
            $this->penelitianRepository->updateStatusSister($data->id_litabmas, 2); 
        } 
    } 
 
    public function produceDeleteEvent($data) { 
 
        new PenelitianDeletedEvent($data); 
        $this->penelitianRepository->updateStatusSister($data->id_litabmas, 3); 
        
    } 
} 
 



















    { 
        $data = DB::connection('portofolio')->table('dbo.litabmas') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.litabmas.id_sdm') 
                ->where('dbo.litabmas.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->where('dbo.litabmas.jenis_litabmas', 'L') 
                ->select( 
                    'dbo.litabmas.id_litabmas as id_litabmas', 
                    'dbo.litabmas.judul as judul', 
                    'dbo.litabmas.tahun_pelaksanaan as tahun_pelaksanaan', 
                    'dbo.litabmas.tanggal_sk_penugasan as tanggal_sk_penugasan', 
                    'dbo.litabmas.sk_penugasan as sk_penugasan', 
                    'dbo.litabmas.lokasi_kegiatan as lokasi_kegiatan', 
                    'dbo.litabmas.status_keaktifan as status_keaktifan', 
                    'dbo.litabmas.updated_at as updated_at' 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function getAllByFilter($status_keaktifan, $tgl_awal, $tgl_akhir) 
    { 
        $query = DB::connection('portofolio')->table('dbo.litabmas') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.litabmas.id_sdm') 
                ->where('dbo.litabmas.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->where('dbo.litabmas.jenis_litabmas', 'L') 
                ->select( 
                    'dbo.litabmas.id_litabmas as id_litabmas', 
                    'dbo.litabmas.judul as judul', 
                    'dbo.litabmas.tahun_pelaksanaan as tahun_pelaksanaan', 
                    'dbo.litabmas.sk_penugasan as sk_penugasan', 
                    'dbo.litabmas.tanggal_sk_penugasan as tanggal_sk_penugasan', 
                    'dbo.litabmas.lokasi_kegiatan as lokasi_kegiatan', 
                    'dbo.litabmas.status_keaktifan as status_keaktifan', 
                    'dbo.litabmas.updated_at as updated_at' 
                ); 
        
        if($status_keaktifan!= "" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('dbo.litabmas.status_keaktifan', 
$status_keaktifan) 
                                  ->whereBetween('dbo.litabmas.tanggal_sk_penugasan', [$tgl_awal, 
$tgl_akhir]) 
                                  ->get(); 
            return $data; 
        } 
        else if($status_keaktifan!="" && $tgl_awal!="" && $tgl_akhir=="") 
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        { 
            $data = (clone $query)->whereIn('dbo.litabmas.status_keaktifan', 
$status_keaktifan) 
                                  ->where('dbo.litabmas.tanggal_sk_penugasan', '>=', $tgl_awal) 
                                  ->get(); 
            return $data; 
        } 
        else if($status_keaktifan!="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('dbo.litabmas.status_keaktifan', 
$status_keaktifan) 
                                  ->where('dbo.litabmas.tanggal_sk_penugasan', '<=',  $tgl_akhir) 
                                  ->get(); 
            return $data; 
        } 
        else if($status_keaktifan=="" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereBetween('dbo.litabmas.tanggal_sk_penugasan', 
[$tgl_awal, $tgl_akhir]) 
                                    ->get(); 
            return $data; 
        } 
        else if($status_keaktifan=="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->where('dbo.litabmas.tanggal_sk_penugasan', '<=', 
$tgl_akhir) 
                                    ->get(); 
            return $data; 
        } 
        else if($status_keaktifan=="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->where('dbo.litabmas.tanggal_sk_penugasan', '>=', 
$tgl_awal) 
                        ->get(); 
            return $data; 
        } 
        else if($status_keaktifan!="" && $tgl_awal=="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('dbo.litabmas.status_keaktifan', 
$status_keaktifan) 
                                  ->get(); 
            return $data;       
        } 






    public function saveData($request) 
    { 
        $id_litabmas = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.litabmas') 
            ->insert([ 
                'id_litabmas'=>$id_litabmas, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'judul'=>$request->judul, 
                'abstrak'=>$request->abstrak, 
                'lama_kegiatan'=>$request->lama_kegiatan, 
                'tahun_usulan'=>$request->tahun_usulan, 
                'tahun_kegiatan'=>$request->tahun_kegiatan, 
                'tahun_pelaksanaan'=>$request->tahun_pelaksanaan, 
                'tahun_pelaksanaan_ke'=>$request->tahun_pelaksanaan_ke, 
                'dana_dikti'=>$request->dana_dikti, 
                'dana_pt'=>$request->dana_pt, 
                'dana_institusi_lain'=>$request->dana_institusi_lain, 
                'in_kind'=>$request->in_kind, 
                'status_keaktifan'=>$request->status_keaktifan, 
                'jenis_litabmas'=>'L', 
                'sk_penugasan'=>$request->sk_penugasan, 
                'tanggal_sk_penugasan'=>$request->tgl_sk_penugasan, 
                'lokasi_kegiatan'=>$request->lokasi_kegiatan, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $id_litabmas; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.litabmas') 
                ->where('id_litabmas', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $litabmas = DB::connection('portofolio')->table('dbo.litabmas') 
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                            ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.litabmas.id_sdm') 
                            ->where('dbo.litabmas.id_litabmas', $id) 
                            ->select( 
                                'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                                'dbo.sdm.id_sdm as id_sdm', 
                                'dbo.sdm.nama as nama_sdm', 
                                'dbo.sdm.nidn as nidn_sdm', 
                                'dbo.litabmas.id_litabmas as id_litabmas', 
                                'dbo.litabmas.judul as judul', 
                                'dbo.litabmas.abstrak as abstrak', 
                                'dbo.litabmas.lama_kegiatan as lama_kegiatan', 
                                'dbo.litabmas.tahun_usulan as tahun_usulan', 
                                'dbo.litabmas.tahun_kegiatan as tahun_kegiatan', 
                                'dbo.litabmas.tahun_pelaksanaan as tahun_pelaksanaan', 
                                'dbo.litabmas.tahun_pelaksanaan_ke as tahun_pelaksanaan_ke', 
                                'dbo.litabmas.dana_dikti as dana_dikti', 
                                'dbo.litabmas.dana_pt as dana_pt', 
                                'dbo.litabmas.dana_institusi_lain as dana_institusi_lain', 
                                'dbo.litabmas.in_kind as in_kind', 
                                'dbo.litabmas.status_keaktifan as status_keaktifan', 
                                'dbo.litabmas.sk_penugasan as sk_penugasan', 
                                'dbo.litabmas.tanggal_sk_penugasan as tanggal_sk_penugasan', 
                                'dbo.litabmas.lokasi_kegiatan as lokasi_kegiatan', 
                                'dbo.litabmas.updated_at as updated_at', 
                                'dbo.litabmas.created_at as created_at', 
                                'dbo.litabmas.updater as updater', 
                                'dbo.litabmas.deleted_at as deleted_at', 
                                'dbo.litabmas.status_sister as status_sister' 
                            ) 
                            ->first(); 
        return $litabmas; 
    } 
 
    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.litabmas') 
        ->where('id_litabmas', $request->id_litabmas) 
        ->update([ 
            'judul'=>$request->judul, 
            'abstrak'=>$request->abstrak, 
            'lama_kegiatan'=>$request->lama_kegiatan, 
            'tahun_usulan'=>$request->tahun_usulan, 
            'tahun_kegiatan'=>$request->tahun_kegiatan, 
            'tahun_pelaksanaan'=>$request->tahun_pelaksanaan, 
            'tahun_pelaksanaan_ke'=>$request->tahun_pelaksanaan_ke, 




            'dana_pt'=>$request->dana_pt, 
            'dana_institusi_lain'=>$request->dana_institusi_lain, 
            'in_kind'=>$request->in_kind, 
            'status_keaktifan'=>$request->status_keaktifan, 
            'sk_penugasan'=>$request->sk_penugasan, 
            'tanggal_sk_penugasan'=>$request->tgl_sk_penugasan, 
            'lokasi_kegiatan'=>$request->lokasi_kegiatan, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_litabmas; 
    } 
 
    public function updateStatusSister($id_litabmas, $status_sister) { 
 
        DB::connection('portofolio')->table('dbo.litabmas') 
        ->where('id_litabmas', $id_litabmas) 
        ->update([ 
            'status_sister'=>$status_sister, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
















    protected $dokPenelitian; 
 
    public function __construct(DokPenelitianRepository $dokPenelitian) 
    { 
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        $this->dokPenelitian = $dokPenelitian; 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokPenelitian->getJenisDokPortofolio(); 
        $dokumen = $this->dokPenelitian->getAllById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 




        } 
        // dd($array_hasil); 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
        return $this->dokPenelitian->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokPenelitian->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokPenelitian->deleteDokumen($id); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokPenelitian->updateDataDokumen($request, $id_updater); 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokPenelitian->getAllDokumen(); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokPenelitian->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_litabmas) 
    { 
        return $this->dokPenelitian->getAllDok($id_litabmas); 
    } 
} 
 


















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_litabmas') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_litabmas.id_dokumen') 
                ->where('dbo.dok_litabmas.id_litabmas', $id) 
                ->whereNull('dbo.dok_litabmas.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_litabmas') 





                ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_litabmas.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_litabmas.id_litabmas', $id) 
                ->whereNull('dbo.dok_litabmas.deleted_at') 
                ->select( 
                    'dbo.dok_litabmas.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 
                    'dbo.dokumen.ekstensi as ekstensi', 
                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_litabmas.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dok_litabmas.created_at as created_at', 
                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_litabmas.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'litabmas') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function saveDokumen($request) 
    { 
        // dd($request); 
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        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_litabmas'  => $request->id_litabmas, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_litabmas = DB::connection('portofolio')->table('dbo.dok_litabmas') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_litabmas) && ($insert_dokumen)) { 
                return true; 
            } 
        } 
    } 
 
    public function saveDokumenPenyimpanan($request) 




        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_litabmas') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_litabmas') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_litabmas') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_litabmas'  => $request->id_litabmas, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_litabmas') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
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                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_litabmas = DB::connection('portofolio')->table('dbo.dok_litabmas') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_litabmas) 
        { 
            return true; 
        } 




















    protected $anggotaPenelitianRepository; 
 
    public function __construct(AnggotaPenelitianRepository 
$anggotaPenelitianRepository) 
    { 
        $this->anggotaPenelitianRepository = $anggotaPenelitianRepository; 
    } 
 
    public function getAllById($id) 
    { 
        return $this->anggotaPenelitianRepository->getAllById($id); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->anggotaPenelitianRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->anggotaPenelitianRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->anggotaPenelitianRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->anggotaPenelitianRepository->updateData($request); 
    } 
 
    public function getAllByIdJenisSdm($id_litabmas, $id_jenis_sdm) 
    { 
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        return $this->anggotaPenelitianRepository->getAllByIdJenisSdm($id_litabmas, 
$id_jenis_sdm); 
    } 
 
    public function getAllByPeran($id_litabmas, $peran) 
    { 
        return $this->anggotaPenelitianRepository->getAllByPeran($id_litabmas, $peran); 
    } 
} 
 















    public function getAllById($id_litabmas) 
    { 
        $data = DB::connection('portofolio')->table('dbo.anggota_litabmas') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.anggota_litabmas.id_afiliasi')         
                ->where('id_litabmas', $id_litabmas) 
                ->whereNull('dbo.anggota_litabmas.deleted_at') 
                ->select( 
                    'dbo.anggota_litabmas.id_sdm as id_sdm', 
                    'dbo.anggota_litabmas.id_anggota_litabmas as id_anggota_litabmas', 
                    'dbo.anggota_litabmas.nama as nama_anggota', 
                    'dbo.anggota_litabmas.urutan as urutan', 
                    'dbo.anggota_litabmas.jenis_anggota as jenis_anggota', 
                    'dbo.anggota_litabmas.peran as peran', 
                    'dbo.anggota_litabmas.status_aktif as status_aktif', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi', 
                    'dbo.anggota_litabmas.created_at as created_at', 




                    'dbo.anggota_litabmas.updater as updater' 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function getAllByIdJenisSdm($id_litabmas, $id_jenis_sdm) 
    { 
        $data = DB::connection('portofolio')->table('dbo.anggota_litabmas') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.anggota_litabmas.id_sdm') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.anggota_litabmas.id_afiliasi') 
                ->where('dbo.anggota_litabmas.id_litabmas', $id_litabmas) 
                ->where('dbo.sdm.id_jenis_sdm', $id_jenis_sdm) 
                ->whereNull('dbo.anggota_litabmas.deleted_at') 
                ->select( 
                    'dbo.sdm.nama as nama_sdm', 
                    'dbo.sdm.nidn as nidn_sdm', 
                    'dbo.anggota_litabmas.id_sdm as id_sdm', 
                    'dbo.anggota_litabmas.id_anggota_litabmas as id_anggota_litabmas', 
                    'dbo.anggota_litabmas.nama as nama_anggota', 
                    'dbo.anggota_litabmas.urutan as urutan', 
                    'dbo.anggota_litabmas.jenis_anggota as jenis_anggota', 
                    'dbo.anggota_litabmas.peran as peran', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi', 
                    'dbo.anggota_litabmas.status_aktif as status_aktif' 
                    ) 
                    ->get(); 
            // dd($data); 
        return $data;     
    } 
 
    public function getAllByPeran($id_litabmas, $peran) 
    { 
        $data = DB::connection('portofolio')->table('dbo.anggota_litabmas') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.anggota_litabmas.id_sdm') 
                ->where('dbo.anggota_litabmas.id_litabmas', $id_litabmas) 
                ->where('dbo.anggota_litabmas.peran', $peran) 
                ->where('dbo.sdm.id_jenis_sdm', 1) 
                ->whereNull('dbo.anggota_litabmas.deleted_at') 
                ->get(); 
 
        return $data; 
    } 
 
    public function saveData($request) 
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    { 
        $id_anggota_litabmas = Uuid::uuid4()->toString(); 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_anggota) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.anggota_litabmas') 
            ->insert([ 
                'id_anggota_litabmas'=>$id_anggota_litabmas, 
                'id_sdm'=>$request->nama_anggota, 
                'id_litabmas'=>$request->id_litabmas, 
                'urutan'=>$request->urutan, 
                'nama'=>$nama, 
                'peran'=>$request->peran, 
                'id_afiliasi'=>$request->afiliasi, 
                'status_aktif'=>$request->is_aktif, 
                'jenis_anggota'=>$request->jenis_anggota, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
    } 
 
    public function deleteData($id_anggota_litabmas) 
    { 
        DB::connection('portofolio')->table('dbo.anggota_litabmas') 
                ->where('id_anggota_litabmas', $id_anggota_litabmas) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id_anggota_litabmas) 
    { 
        $anggota_litabmas = DB::connection('portofolio')->table('dbo.anggota_litabmas') 
                            ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 
'dbo.anggota_litabmas.id_afiliasi') 
                            ->where('id_anggota_litabmas', $id_anggota_litabmas) 
                            ->select( 
                                'dbo.anggota_litabmas.nama as nama_anggota', 
                                'dbo.anggota_litabmas.urutan as urutan', 
                                'dbo.anggota_litabmas.jenis_anggota as jenis_anggota', 
                                'dbo.anggota_litabmas.peran as peran', 




                                'ref.afiliasi.nama as nama_afiliasi' 
                            ) 
                            ->first(); 
        return $anggota_litabmas; 
    } 
 
    public function updateData($request) 
    { 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_anggota) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.anggota_litabmas') 
        ->where('id_anggota_litabmas', $request->id_anggota_litabmas) 
        ->update([ 
            'id_sdm'=>$request->nama_anggota, 
            'urutan'=>$request->urutan, 
            'nama'=>$nama, 
            'peran'=>$request->peran, 
            'id_afiliasi'=>$request->afiliasi, 
            'status_aktif'=>$request->is_aktif, 
            'jenis_anggota'=>$request->jenis_anggota, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 




5.1.11 Implementasi modul Pengabdian 































class PengabdianController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $pengabdian; 
    protected $dokPengabdian; 
    protected $anggotaPengabdian; 
 
    public function __construct 
    ( 
        PengabdianService $pengabdian, 
        DokPengabdianService $dokPengabdian, 
        AnggotaPengabdianService $anggotaPengabdian 
    ) 
    { 
        $this->pengabdian = $pengabdian; 
        $this->dokPengabdian = $dokPengabdian; 
        $this->anggotaPengabdian = $anggotaPengabdian; 
    } 
 
    public function index(Request $request) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        if($request->ajax()) 
        { 
            if(!empty($request->status_keaktifan) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 




                $array_cast = array_map('intval', $request->status_keaktifan); 
                $pengabdian = $this->pengabdian->getAllByFilter($array_cast, 
                                                                $request->tgl_awal, $request->tgl_akhir); 
            } 
            else if(!empty($request->status_keaktifan) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->status_keaktifan); 
                $pengabdian = $this->pengabdian->getAllByFilter($array_cast, 
                                                                $request->tgl_awal, ""); 
            } 
            else if(!empty($request->status_keaktifan) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->status_keaktifan); 
                $pengabdian = $this->pengabdian->getAllByFilter($array_cast, 
                                                                "", $request->tgl_akhir); 
            } 
            else if(empty($request->status_keaktifan) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $pengabdian = $this->pengabdian->getAllByFilter("", $request->tgl_awal, 
$request->tgl_akhir); 
            } 
            else if(empty($request->status_keaktifan) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $pengabdian = $this->pengabdian->getAllByFilter("", "", $request->tgl_akhir); 
            } 
            else if(empty($request->status_keaktifan) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                $pengabdian = $this->pengabdian->getAllByFilter("", $request->tgl_mulai, 
""); 
            } 
            else if(!empty($request->status_keaktifan) && empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->status_keaktifan); 
                $pengabdian = $this->pengabdian->getAllByFilter($array_cast, "", ""); 
            } 
            else { 
                $pengabdian = $this->pengabdian->getAll(); 




            return DataTables()->of($pengabdian)->make(true); 
        } 
        
        return view('Portofolio::Pengabdian.index', compact('message')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        return view('Portofolio::Pengabdian.create', compact('message')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Litabmas($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_litabmas = $this->pengabdian->saveData($request); 
                $data = $this->pengabdian->showById($id_litabmas); 
                
                return redirect('portofolio/pengabdian/detail/' . $id_litabmas)->with('success', 
'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
        
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $pengabdian = $this->pengabdian->showById($id); 
        $dokPengabdian = $this->dokPengabdian->getAllByJenis($id); 




        return view('Portofolio::Pengabdian.show', compact('message', 'pengabdian', 
'dokPengabdian', 'anggotaPengabdian')); 
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $pengabdian = $this->pengabdian->showById($id); 
        return view('Portofolio::Pengabdian.edit', compact('message', 'pengabdian')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Litabmas($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_litabmas = $this->pengabdian->updateData($request); 
                $data = $this->pengabdian->showById($id_litabmas); 
                $dok_litabmas = $this->dokPengabdian->getAllDok($id_litabmas); 
                $anggotaPengabdianKetua = $this->anggotaPengabdian-
>getAllByPeran($id_litabmas, "K"); 
 
                if(count($anggotaPengabdianKetua)>0) { 
                    
                    $anggotaPengabdianDosen = $this->anggotaPengabdian-
>getAllByIdJenisSdm($id_litabmas, 1); 
 
                    if(count($anggotaPengabdianDosen)>0) { 
 
                        $this->pengabdian->produceCreateOrUpdateEvent($data, 
$anggotaPengabdianDosen, $dok_litabmas); 
                    } 
                } 
 
                return redirect('portofolio/pengabdian/detail/' . $id_litabmas)->with('success', 
'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
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                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function delete($id) 
    { 
        try { 
            $this->pengabdian->deleteData($id); 
            $data = $this->pengabdian->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->pengabdian->produceDeleteEvent($data); 
            } 
            
            return redirect('portofolio/pengabdian')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function edit_anggota($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $anggotaPengabdian = $this->anggotaPengabdian->getAllById($id); 
        $id_litabmas = $id; 
        return view('Portofolio::Pengabdian.penulis.edit', compact('message', 
'anggotaPengabdian', 'id_litabmas')); 
    } 
 
    public function save_anggota(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Anggota($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 




                $this->anggotaPengabdian->saveData($request); 
                $data = $this->pengabdian->showById($request->id_litabmas); 
                $dok_litabmas = $this->dokPengabdian->getAllDok($request->id_litabmas); 
                $anggotaPengabdianKetua = $this->anggotaPengabdian-
>getAllByPeran($request->id_litabmas, "K"); 
 
                if(count($anggotaPengabdianKetua)>0) { 
                    
                    $anggotaPengabdianDosen = $this->anggotaPengabdian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
                    if(count($anggotaPengabdianDosen)>0) { 
 
                        $this->pengabdian->produceCreateOrUpdateEvent($data, 
$anggotaPengabdianDosen, $dok_litabmas); 
                    } 
                } 
                
                return redirect()->back()->with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
    } 
 
    public function update_anggota(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Anggota($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $this->anggotaPengabdian->updateData($request); 
                $data = $this->pengabdian->showById($request->id_litabmas); 
                $dok_litabmas = $this->dokPengabdian->getAllDok($request->id_litabmas); 





                if(count($anggotaPengabdianKetua)>0) { 
 
                    $anggotaPengabdianDosen = $this->anggotaPengabdian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
                    if(count($anggotaPengabdianDosen)>0) { 
    
                        $this->pengabdian->produceCreateOrUpdateEvent($data, 
$anggotaPengabdianDosen, $dok_litabmas); 
                    } 
                } 
                return redirect()->back()->with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function hapus_anggota(Request $request) 
    { 
        try { 
            $cekAnggota = $this->anggotaPengabdian->showById($request-
>id_anggota_litabmas); 
            $this->anggotaPengabdian->deleteData($request->id_anggota_litabmas); 
            $dok_litabmas = $this->dokPengabdian->getAllDok($request->id_litabmas); 
            $data = $this->pengabdian->showById($request->id_litabmas); 
            
            $anggotaPengabdianDosen = $this->anggotaPengabdian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
            if(count($anggotaPengabdianDosen)>0 && $cekAnggota->peran !="K") { 
 
                $this->pengabdian->produceCreateOrUpdateEvent($data, 
$anggotaPengabdianDosen, $dok_litabmas); 
            } 
 
            return redirect()->back()->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 




        } 
    } 
 
    public function edit_berkas($id) 
    { 
        // dd($id); 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->pengabdian->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokPengabdian = $this->dokPengabdian->getAllByJenis($id); 
        $listDokumen = $this->dokPengabdian->getAllDokumen(); 
        return view('Portofolio::Pengabdian.berkas.edit', compact('message', 'listDokumen', 
'dokPengabdian', 'id', 'id_sdm')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokPengabdian->saveDokumen($request); 
    
                if($save) { 
                    $cekAnggota = $this->anggotaPengabdian->showById($request-
>id_anggota_litabmas); 
                    $dok_litabmas = $this->dokPengabdian->getAllDok($request-
>id_litabmas); 
                    $data = $this->pengabdian->showById($request->id_litabmas); 
                    
                    $anggotaPengabdianDosen = $this->anggotaPengabdian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
                    if(count($anggotaPengabdianDosen)>0) { 
 
                        $this->pengabdian->produceCreateOrUpdateEvent($data, 
$anggotaPengabdianDosen, $dok_litabmas); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
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            } 
        
    } 
 
    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokPengabdian->saveDokumenPenyimpanan($request); 
    
                if($save) { 
                    $cekAnggota = $this->anggotaPengabdian->showById($request-
>id_anggota_litabmas); 
                    $dok_litabmas = $this->dokPengabdian->getAllDok($request-
>id_litabmas); 
                    $data = $this->pengabdian->showById($request->id_litabmas); 
                    
                    $anggotaPengabdianDosen = $this->anggotaPengabdian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
                    if(count($anggotaPengabdianDosen)>0) { 
 
                        $this->pengabdian->produceCreateOrUpdateEvent($data, 
$anggotaPengabdianDosen, $dok_litabmas); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokPengabdian->showDetailById($request-
>id_dokumen); 





            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 
                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokPengabdian->updateDataDokumen($request, $id_updater); 
            $cekAnggota = $this->anggotaPengabdian->showById($request-
>id_anggota_litabmas); 
            $dok_litabmas = $this->dokPengabdian->getAllDok($request->id_litabmas); 
            $data = $this->pengabdian->showById($request->id_litabmas); 
            
            $anggotaPengabdianDosen = $this->anggotaPengabdian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
            if(count($anggotaPengabdianDosen)>0) { 
 
                $this->pengabdian->produceCreateOrUpdateEvent($data, 
$anggotaPengabdianDosen, $dok_litabmas); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokPengabdian->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokPengabdian->deleteDokumen($request->id_dokumen); 
            $cekAnggota = $this->anggotaPengabdian->showById($request-
>id_anggota_litabmas); 
            $dok_litabmas = $this->dokPengabdian->getAllDok($request->id_litabmas); 
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            $data = $this->pengabdian->showById($request->id_litabmas); 
            
            $anggotaPengabdianDosen = $this->anggotaPengabdian-
>getAllByIdJenisSdm($request->id_litabmas, 1); 
 
            if(count($anggotaPengabdianDosen)>0) { 
 
                $this->pengabdian->produceCreateOrUpdateEvent($data, 
$anggotaPengabdianDosen, $dok_litabmas); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokPengabdian->showDetailById($request->id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 




    } 
} 
 





















    protected $pengabdianRepository; 
 
    public function __construct(PengabdianRepository $pengabdianRepository) 
    { 
        $this->pengabdianRepository = $pengabdianRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->pengabdianRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->pengabdianRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
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        return $this->pengabdianRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->pengabdianRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->pengabdianRepository->updateData($request); 
    } 
 
    public function getAllByFilter($status_keaktifan, $tgl_awal, $tgl_akhir) 
    { 
        return $this->pengabdianRepository->getAllByFilter($status_keaktifan, $tgl_awal, 
$tgl_akhir); 
    } 
 
    public function produceCreateOrUpdateEvent($data, $anggotaPengabdianDosen, 
$dokumen) 
    { 
        
        if(empty($data->status_sister)) 
        { 
            new PengabdianCreatedEvent($data, $anggotaPengabdianDosen, $dokumen); 
            $this->pengabdianRepository->updateStatusSister($data->id_litabmas, 1); 
        } 
        else { 
            new PengabdianUpdatedEvent($data, $anggotaPengabdianDosen, $dokumen); 
            $this->pengabdianRepository->updateStatusSister($data->id_litabmas, 2); 
        } 
    } 
 
    public function produceDeleteEvent($data) { 
 
        new PengabdianDeletedEvent($data); 
        $this->pengabdianRepository->updateStatusSister($data->id_litabmas, 3); 
        





















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.litabmas') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.litabmas.id_sdm') 
                ->where('dbo.litabmas.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->where('dbo.litabmas.jenis_litabmas', 'M') 
                ->select( 
                    'dbo.litabmas.id_litabmas as id_litabmas', 
                    'dbo.litabmas.judul as judul', 
                    'dbo.litabmas.tahun_pelaksanaan as tahun_pelaksanaan', 
                    'dbo.litabmas.tanggal_sk_penugasan as tanggal_sk_penugasan', 
                    'dbo.litabmas.sk_penugasan as sk_penugasan', 
                    'dbo.litabmas.lokasi_kegiatan as lokasi_kegiatan', 
                    'dbo.litabmas.status_keaktifan as status_keaktifan', 
                    'dbo.litabmas.updated_at as updated_at' 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function getAllByFilter($status_keaktifan, $tgl_awal, $tgl_akhir) 
    { 
        $query = DB::connection('portofolio')->table('dbo.litabmas') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.litabmas.id_sdm') 
                ->where('dbo.litabmas.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->where('dbo.litabmas.jenis_litabmas', 'L') 
                ->select( 
                    'dbo.litabmas.id_litabmas as id_litabmas', 
                    'dbo.litabmas.judul as judul', 
                    'dbo.litabmas.tahun_pelaksanaan as tahun_pelaksanaan', 
380 
 
                    'dbo.litabmas.sk_penugasan as sk_penugasan', 
                    'dbo.litabmas.tanggal_sk_penugasan as tanggal_sk_penugasan', 
                    'dbo.litabmas.lokasi_kegiatan as lokasi_kegiatan', 
                    'dbo.litabmas.status_keaktifan as status_keaktifan', 
                    'dbo.litabmas.updated_at as updated_at' 
                ); 
        
        if($status_keaktifan!= "" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('dbo.litabmas.status_keaktifan', 
$status_keaktifan) 
                                  ->whereBetween('dbo.litabmas.tanggal_sk_penugasan', [$tgl_awal, 
$tgl_akhir]) 
                                  ->get(); 
            return $data; 
        } 
        else if($status_keaktifan!="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('dbo.litabmas.status_keaktifan', 
$status_keaktifan) 
                                  ->where('dbo.litabmas.tanggal_sk_penugasan', '>=', $tgl_awal) 
                                  ->get(); 
            return $data; 
        } 
        else if($status_keaktifan!="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('dbo.litabmas.status_keaktifan', 
$status_keaktifan) 
                                  ->where('dbo.litabmas.tanggal_sk_penugasan', '<=',  $tgl_akhir) 
                                  ->get(); 
            return $data; 
        } 
        else if($status_keaktifan=="" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereBetween('dbo.litabmas.tanggal_sk_penugasan', 
[$tgl_awal, $tgl_akhir]) 
                                    ->get(); 
            return $data; 
        } 
        else if($status_keaktifan=="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->where('dbo.litabmas.tanggal_sk_penugasan', '<=', 
$tgl_akhir) 
                                    ->get(); 
            return $data; 




        else if($status_keaktifan=="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->where('dbo.litabmas.tanggal_sk_penugasan', '>=', 
$tgl_awal) 
                        ->get(); 
            return $data; 
        } 
        else if($status_keaktifan!="" && $tgl_awal=="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('dbo.litabmas.status_keaktifan', 
$status_keaktifan) 
                                  ->get(); 
            return $data;       
        } 
    } 
 
    public function saveData($request) 
    { 
        $id_litabmas = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.litabmas') 
            ->insert([ 
                'id_litabmas'=>$id_litabmas, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'judul'=>$request->judul, 
                'abstrak'=>$request->abstrak, 
                'lama_kegiatan'=>$request->lama_kegiatan, 
                'tahun_usulan'=>$request->tahun_usulan, 
                'tahun_kegiatan'=>$request->tahun_kegiatan, 
                'tahun_pelaksanaan'=>$request->tahun_pelaksanaan, 
                'tahun_pelaksanaan_ke'=>$request->tahun_pelaksanaan_ke, 
                'dana_dikti'=>$request->dana_dikti, 
                'dana_pt'=>$request->dana_pt, 
                'dana_institusi_lain'=>$request->dana_institusi_lain, 
                'in_kind'=>$request->in_kind, 
                'status_keaktifan'=>$request->status_keaktifan, 
                'jenis_litabmas'=>'M', 
                'sk_penugasan'=>$request->sk_penugasan, 
                'tanggal_sk_penugasan'=>$request->tgl_sk_penugasan, 
                'lokasi_kegiatan'=>$request->lokasi_kegiatan, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $id_litabmas; 
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    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.litabmas') 
                ->where('id_litabmas', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $litabmas = DB::connection('portofolio')->table('dbo.litabmas') 
                            ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.litabmas.id_sdm') 
                            ->where('dbo.litabmas.id_litabmas', $id) 
                            ->select( 
                                'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                                'dbo.sdm.id_sdm as id_sdm', 
                                'dbo.sdm.nama as nama_sdm', 
                                'dbo.sdm.nidn as nidn_sdm', 
                                'dbo.litabmas.id_litabmas as id_litabmas', 
                                'dbo.litabmas.judul as judul', 
                                'dbo.litabmas.abstrak as abstrak', 
                                'dbo.litabmas.lama_kegiatan as lama_kegiatan', 
                                'dbo.litabmas.tahun_usulan as tahun_usulan', 
                                'dbo.litabmas.tahun_kegiatan as tahun_kegiatan', 
                                'dbo.litabmas.tahun_pelaksanaan as tahun_pelaksanaan', 
                                'dbo.litabmas.tahun_pelaksanaan_ke as tahun_pelaksanaan_ke', 
                                'dbo.litabmas.dana_dikti as dana_dikti', 
                                'dbo.litabmas.dana_pt as dana_pt', 
                                'dbo.litabmas.dana_institusi_lain as dana_institusi_lain', 
                                'dbo.litabmas.in_kind as in_kind', 
                                'dbo.litabmas.status_keaktifan as status_keaktifan', 
                                'dbo.litabmas.sk_penugasan as sk_penugasan', 
                                'dbo.litabmas.tanggal_sk_penugasan as tanggal_sk_penugasan', 
                                'dbo.litabmas.lokasi_kegiatan as lokasi_kegiatan', 
                                'dbo.litabmas.updated_at as updated_at', 
                                'dbo.litabmas.created_at as created_at', 
                                'dbo.litabmas.updater as updater', 
                                'dbo.litabmas.deleted_at as deleted_at', 
                                'dbo.litabmas.status_sister as status_sister' 
                            ) 




        return $litabmas; 
    } 
 
    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.litabmas') 
        ->where('id_litabmas', $request->id_litabmas) 
        ->update([ 
                'judul'=>$request->judul, 
                'abstrak'=>$request->abstrak, 
                'lama_kegiatan'=>$request->lama_kegiatan, 
                'tahun_usulan'=>$request->tahun_usulan, 
                'tahun_kegiatan'=>$request->tahun_kegiatan, 
                'tahun_pelaksanaan'=>$request->tahun_pelaksanaan, 
                'tahun_pelaksanaan_ke'=>$request->tahun_pelaksanaan_ke, 
                'dana_dikti'=>$request->dana_dikti, 
                'dana_pt'=>$request->dana_pt, 
                'dana_institusi_lain'=>$request->dana_institusi_lain, 
                'in_kind'=>$request->in_kind, 
                'status_keaktifan'=>$request->status_keaktifan, 
                'sk_penugasan'=>$request->sk_penugasan, 
                'tanggal_sk_penugasan'=>$request->tgl_sk_penugasan, 
                'lokasi_kegiatan'=>$request->lokasi_kegiatan, 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_litabmas; 
    } 
 
    public function updateStatusSister($id_litabmas, $status_sister) { 
 
        DB::connection('portofolio')->table('dbo.litabmas') 
        ->where('id_litabmas', $id_litabmas) 
        ->update([ 
            'status_sister'=>$status_sister, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 



















    protected $dokPengabdian; 
 
    public function __construct(DokPengabdianRepository $dokPengabdian) 
    { 
        $this->dokPengabdian = $dokPengabdian; 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokPengabdian->getJenisDokPortofolio(); 
        $dokumen = $this->dokPengabdian->getAllById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 




                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 
            array_push($array_hasil, $array); 
        } 
        // dd($array_hasil); 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
        return $this->dokPengabdian->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokPengabdian->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokPengabdian->deleteDokumen($id); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokPengabdian->updateDataDokumen($request, $id_updater); 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokPengabdian->getAllDokumen(); 
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    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokPengabdian->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_litabmas) 
    { 
        return $this->dokPengabdian->getAllDok($id_litabmas); 
    } 
} 
 
















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_litabmas') 





                ->where('dbo.dok_litabmas.id_litabmas', $id) 
                ->whereNull('dbo.dok_litabmas.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_litabmas') 
                ->join('dbo.dokumen', 'dbo.dok_litabmas.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_litabmas.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_litabmas.id_litabmas', $id) 
                ->whereNull('dbo.dok_litabmas.deleted_at') 
                ->select( 
                    'dbo.dok_litabmas.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 
                    'dbo.dokumen.ekstensi as ekstensi', 
                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_litabmas.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dok_litabmas.created_at as created_at', 
                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_litabmas.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
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                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'litabmas') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function saveDokumen($request) 
    { 
        // dd($request); 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_litabmas'  => $request->id_litabmas, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 




                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_litabmas = DB::connection('portofolio')->table('dbo.dok_litabmas') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_litabmas) && ($insert_dokumen)) { 
                return true; 
            } 
        } 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_litabmas') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_litabmas') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_litabmas') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_litabmas'  => $request->id_litabmas, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
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                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_litabmas') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_litabmas = DB::connection('portofolio')->table('dbo.dok_litabmas') 




                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_litabmas) 
        { 
            return true; 
        } 

















    protected $anggotaPengabdianRepository; 
 
    public function __construct(AnggotaPengabdianRepository 
$anggotaPengabdianRepository) 
    { 
        $this->anggotaPengabdianRepository = $anggotaPengabdianRepository; 
    } 
 
    public function getAllById($id) 
    { 
        return $this->anggotaPengabdianRepository->getAllById($id); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->anggotaPengabdianRepository->saveData($request); 




    public function showById($id) 
    { 
        return $this->anggotaPengabdianRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->anggotaPengabdianRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->anggotaPengabdianRepository->updateData($request); 
    } 
 
    public function getAllByIdJenisSdm($id_litabmas, $id_jenis_sdm) 
    { 
        return $this->anggotaPengabdianRepository->getAllByIdJenisSdm($id_litabmas, 
$id_jenis_sdm); 
    } 
 
    public function getAllByPeran($id_litabmas, $peran) 
    { 
        return $this->anggotaPengabdianRepository->getAllByPeran($id_litabmas, 
$peran); 
    } 
} 
 


















    public function getAllById($id_litabmas) 
    { 
        $data = DB::connection('portofolio')->table('dbo.anggota_litabmas') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.anggota_litabmas.id_afiliasi')         
                ->where('id_litabmas', $id_litabmas) 
                ->whereNull('dbo.anggota_litabmas.deleted_at') 
                ->select( 
                    'dbo.anggota_litabmas.id_sdm as id_sdm', 
                    'dbo.anggota_litabmas.id_anggota_litabmas as id_anggota_litabmas', 
                    'dbo.anggota_litabmas.nama as nama_anggota', 
                    'dbo.anggota_litabmas.urutan as urutan', 
                    'dbo.anggota_litabmas.jenis_anggota as jenis_anggota', 
                    'dbo.anggota_litabmas.peran as peran', 
                    'dbo.anggota_litabmas.status_aktif as status_aktif', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi', 
                    'dbo.anggota_litabmas.created_at as created_at', 
                    'dbo.anggota_litabmas.updated_at as updated_at', 
                    'dbo.anggota_litabmas.updater as updater' 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function getAllByIdJenisSdm($id_litabmas, $id_jenis_sdm) 
    { 
        $data = DB::connection('portofolio')->table('dbo.anggota_litabmas') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.anggota_litabmas.id_sdm') 
                ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 'dbo.anggota_litabmas.id_afiliasi') 
                ->where('dbo.anggota_litabmas.id_litabmas', $id_litabmas) 
                ->where('dbo.sdm.id_jenis_sdm', $id_jenis_sdm) 
                ->whereNull('dbo.anggota_litabmas.deleted_at') 
                ->select( 
                    'dbo.sdm.nama as nama_sdm', 
                    'dbo.sdm.nidn as nidn_sdm', 
                    'dbo.anggota_litabmas.id_sdm as id_sdm', 
                    'dbo.anggota_litabmas.id_anggota_litabmas as id_anggota_litabmas', 
                    'dbo.anggota_litabmas.nama as nama_anggota', 
                    'dbo.anggota_litabmas.urutan as urutan', 
                    'dbo.anggota_litabmas.jenis_anggota as jenis_anggota', 
                    'dbo.anggota_litabmas.peran as peran', 
                    'ref.afiliasi.id_afiliasi as id_afiliasi', 
                    'ref.afiliasi.nama as nama_afiliasi', 
                    'dbo.anggota_litabmas.status_aktif as status_aktif' 
                    ) 
394 
 
                    ->get(); 
            // dd($data); 
        return $data;     
    } 
 
    public function getAllByPeran($id_litabmas, $peran) 
    { 
        $data = DB::connection('portofolio')->table('dbo.anggota_litabmas') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.anggota_litabmas.id_sdm') 
                ->where('dbo.anggota_litabmas.id_litabmas', $id_litabmas) 
                ->where('dbo.anggota_litabmas.peran', $peran) 
                ->where('dbo.sdm.id_jenis_sdm', 1) 
                ->whereNull('dbo.anggota_litabmas.deleted_at') 
                ->get(); 
 
        return $data; 
    } 
 
    public function saveData($request) 
    { 
        $id_anggota_litabmas = Uuid::uuid4()->toString(); 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_anggota) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.anggota_litabmas') 
            ->insert([ 
                'id_anggota_litabmas'=>$id_anggota_litabmas, 
                'id_sdm'=>$request->nama_anggota, 
                'id_litabmas'=>$request->id_litabmas, 
                'urutan'=>$request->urutan, 
                'nama'=>$nama, 
                'peran'=>$request->peran, 
                'id_afiliasi'=>$request->afiliasi, 
                'status_aktif'=>$request->is_aktif, 
                'jenis_anggota'=>$request->jenis_anggota, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
    } 
 
    public function deleteData($id_anggota_litabmas) 
    { 
        DB::connection('portofolio')->table('dbo.anggota_litabmas') 




                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id_anggota_litabmas) 
    { 
        $anggota_litabmas = DB::connection('portofolio')->table('dbo.anggota_litabmas') 
                            ->join('ref.afiliasi', 'ref.afiliasi.id_afiliasi', 
'dbo.anggota_litabmas.id_afiliasi') 
                            ->where('id_anggota_litabmas', $id_anggota_litabmas) 
                            ->select( 
                                'dbo.anggota_litabmas.nama as nama_anggota', 
                                'dbo.anggota_litabmas.urutan as urutan', 
                                'dbo.anggota_litabmas.jenis_anggota as jenis_anggota', 
                                'dbo.anggota_litabmas.peran as peran', 
                                'ref.afiliasi.id_afiliasi as id_afiliasi', 
                                'ref.afiliasi.nama as nama_afiliasi' 
                            ) 
                            ->first(); 
        return $anggota_litabmas; 
    } 
 
    public function updateData($request) 
    { 
        $nama = DB::connection('portofolio')->table('dbo.sdm') 
                        ->where('id_sdm', $request->nama_anggota) 
                        ->value('nama'); 
 
        DB::connection('portofolio')->table('dbo.anggota_litabmas') 
        ->where('id_anggota_litabmas', $request->id_anggota_litabmas) 
        ->update([ 
            'id_sdm'=>$request->nama_anggota, 
            'urutan'=>$request->urutan, 
            'nama'=>$nama, 
            'peran'=>$request->peran, 
            'id_afiliasi'=>$request->afiliasi, 
            'status_aktif'=>$request->is_aktif, 
            'jenis_anggota'=>$request->jenis_anggota, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 






5.1.12 Implementasi modul Pengelola Jurnal 
































class PengelolaJurnalController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
    
    protected $pengelolaJurnal; 
    protected $mediaPublikasi; 
    protected $tingkat; 





    public function __construct 
    ( 
        PengelolaJurnalService $pengelolaJurnal, 
        MediaPublikasiService $mediaPublikasi, 
        TingkatService $tingkat, 
        DokPengelolaJurnalService $dokPengelolaJurnal 
    ) 
    { 
        $this->pengelolaJurnal = $pengelolaJurnal; 
        $this->mediaPublikasi = $mediaPublikasi; 
        $this->tingkat = $tingkat; 
        $this->dokPengelolaJurnal = $dokPengelolaJurnal; 
    } 
    public function index() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $pengelolaJurnal = $this->pengelolaJurnal->getAll(); 
        // dd($pengelolaJurnal); 
        return view('Portofolio::Pengelola-jurnal.index', compact('message', 
'pengelolaJurnal')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $mediaPublikasi = $this->mediaPublikasi->getAll(); 
        $tingkat = $this->tingkat->getAll(); 
        return view('Portofolio::Pengelola-jurnal.create', compact('message', 
'mediaPublikasi', 'tingkat')); 
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $pengelolaJurnal = $this->pengelolaJurnal->showById($id); 
        $dokPengelolaJurnal = $this->dokPengelolaJurnal->getAllByJenis($id); 
        return view('Portofolio::Pengelola-jurnal.show', compact('message', 
'pengelolaJurnal', 'dokPengelolaJurnal')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 




        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_pengelola_jurnal = $this->pengelolaJurnal->saveData($request); 
                $data = $this->pengelolaJurnal->showById($id_pengelola_jurnal); 
                
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new PengelolaJurnalCreatedEvent($data); 
                } 
                
                return redirect('portofolio/pengelola-jurnal/detail/' . $id_pengelola_jurnal)-
>with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
        
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $pengelolaJurnal = $this->pengelolaJurnal->showById($id); 
        $mediaPublikasi = $this->mediaPublikasi->getAll(); 
        $tingkat = $this->tingkat->getAll(); 
        return view('Portofolio::Pengelola-jurnal.edit', compact('message', 'pengelolaJurnal', 
'mediaPublikasi', 'tingkat')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::PengelolaJurnal($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 




        else { 
            try { 
                $id_pengelola_jurnal = $this->pengelolaJurnal->updateData($request); 
                $data = $this->pengelolaJurnal->showById($request->id_pengelola_jurnal); 
                $dok_pengelola_jurnal = $this->dokPengelolaJurnal->getAllDok($request-
>id_pengelola_jurnal); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new PengelolaJurnalUpdatedEvent($data, $dok_pengelola_jurnal); 
                } 
                
                return redirect('portofolio/pengelola-jurnal/detail/' . $id_pengelola_jurnal)-
>with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function delete($id) 
    { 
        try { 
            $this->pengelolaJurnal->deleteData($id); 
            $data = $this->pengelolaJurnal->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                new PengelolaJurnalDeletedEvent($data); 
            } 
            
            return redirect('portofolio/pengelola-jurnal')->with('success', 'Data berhasil 
dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function edit_berkas($id) 
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    { 
        // dd($id); 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->pengelolaJurnal->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokPengelolaJurnal = $this->dokPengelolaJurnal->getAllByJenis($id); 
        $listDokumen = $this->dokPengelolaJurnal->getAllDokumen(); 
        return view('Portofolio::Pengelola-jurnal.berkas.edit', compact('message', 
'listDokumen', 'dokPengelolaJurnal', 'id', 'id_sdm')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokPengelolaJurnal->saveDokumen($request); 
    
                if($save) { 
 
                    $data = $this->pengelolaJurnal->showById($request->id_pengelola_jurnal); 
                    $dok_pengelola_jurnal = $this->dokPengelolaJurnal->getAllDok($request-
>id_pengelola_jurnal); 
 
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        new PengelolaJurnalUpdatedEvent($data, $dok_pengelola_jurnal); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                // dd($data); 




    
                if($save) { 
 
                    $data = $this->pengelolaJurnal->showById($request->id_pengelola_jurnal); 
                    $dok_pengelola_jurnal = $this->dokPengelolaJurnal->getAllDok($request-
>id_pengelola_jurnal); 
 
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        new PengelolaJurnalUpdatedEvent($data, $dok_pengelola_jurnal); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokPengelolaJurnal->showDetailById($request-
>id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 
                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokPengelolaJurnal->updateDataDokumen($request, 
$id_updater); 
 
            $data = $this->pengelolaJurnal->showById($request->id_pengelola_jurnal); 





            if((int)$data->id_jenis_sdm==1) 
            { 
                new PengelolaJurnalUpdatedEvent($data, $dok_pengelola_jurnal); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokPengelolaJurnal->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokPengelolaJurnal->deleteDokumen($request->id_dokumen); 
 
            $data = $this->pengelolaJurnal->showById($request->id_pengelola_jurnal); 
            $dok_pengelola_jurnal = $this->dokPengelolaJurnal->getAllDok($request-
>id_pengelola_jurnal); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                new PengelolaJurnalUpdatedEvent($data, $dok_pengelola_jurnal); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 




    { 
        try { 
            $dokumen = $this->dokPengelolaJurnal->showDetailById($request-
>id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
} 
 

















    public function __construct(PengelolaJurnalRepository $pengelolaJurnal) 
    { 
        $this->pengelolaJurnalRepository = $pengelolaJurnal; 
    } 
 
    public function getAll() 
    { 
        return $this->pengelolaJurnalRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->pengelolaJurnalRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->pengelolaJurnalRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->pengelolaJurnalRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->pengelolaJurnalRepository->updateData($request); 
    } 
} 
 


















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.pengelola_jurnal') 
                ->join('ref.media_publikasi', 'ref.media_publikasi.id_media_publikasi', 
'dbo.pengelola_jurnal.id_media_publikasi') 
                ->where('dbo.pengelola_jurnal.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.pengelola_jurnal.id_tingkat') 
                ->whereNull('dbo.pengelola_jurnal.deleted_at') 
                ->select( 
                    'ref.media_publikasi.nama as media_publikasi', 
                    'ref.tingkat.id_tingkat as id_tingkat', 
                    'ref.tingkat.nama as tingkat', 
                    'dbo.pengelola_jurnal.id_pengelola_jurnal as id_pengelola_jurnal', 
                    'dbo.pengelola_jurnal.peran as peran', 
                    'dbo.pengelola_jurnal.sk_penugasan as sk_penugasan', 
                    'dbo.pengelola_jurnal.tmt_sk_penugasan as tmt_sk_penugasan', 
                    'dbo.pengelola_jurnal.tst_sk_penugasan as tst_sk_penugasan', 
                    'dbo.pengelola_jurnal.nama_jurnal as nama_jurnal', 
                    'dbo.pengelola_jurnal.is_aktif as is_aktif', 
                    'dbo.pengelola_jurnal.updated_at as updated_at' 
                ) 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function saveData($request) 
    { 
        $id_pengelola_jurnal = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.pengelola_jurnal') 
            ->insert([ 
                'id_pengelola_jurnal'=>$id_pengelola_jurnal, 
                'id_media_publikasi'=>$request->id_media_publikasi, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'peran'=>$request->peran, 
                'sk_penugasan'=>$request->no_sk, 
                'tmt_sk_penugasan'=>$request->tmt_penugasan, 
                'tst_sk_penugasan'=>$request->tst_penugasan, 
                'is_aktif'=>(int)$request->is_active, 
                'nama_jurnal'=>$request->nama, 
                'id_tingkat'=>(int)$request->tingkat, 
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                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $id_pengelola_jurnal; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.pengelola_jurnal') 
                ->where('id_pengelola_jurnal', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $pengelola_jurnal = DB::connection('portofolio')->table('dbo.pengelola_jurnal') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.pengelola_jurnal.id_sdm') 
                        ->join('ref.media_publikasi', 'ref.media_publikasi.id_media_publikasi', 
'dbo.pengelola_jurnal.id_media_publikasi') 
                        ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 
'dbo.pengelola_jurnal.id_tingkat') 
                        ->where('dbo.pengelola_jurnal.id_pengelola_jurnal', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'ref.media_publikasi.nama as media_publikasi', 
                            'ref.media_publikasi.id_media_publikasi as id_media_publikasi', 
                            'ref.tingkat.id_tingkat as id_tingkat', 
                            'ref.tingkat.nama as tingkat', 
                            'dbo.pengelola_jurnal.id_sdm as id_sdm', 
                            'dbo.pengelola_jurnal.id_pengelola_jurnal as id_pengelola_jurnal', 
                            'dbo.pengelola_jurnal.peran as peran', 
                            'dbo.pengelola_jurnal.sk_penugasan as sk_penugasan', 
                            'dbo.pengelola_jurnal.tmt_sk_penugasan as tmt_sk_penugasan', 
                            'dbo.pengelola_jurnal.tst_sk_penugasan as tst_sk_penugasan', 
                            'dbo.pengelola_jurnal.is_aktif as is_aktif', 
                            'dbo.pengelola_jurnal.nama_jurnal as nama_jurnal', 
                            'dbo.pengelola_jurnal.updated_at as updated_at', 




                            'dbo.pengelola_jurnal.created_at as created_at', 
                            'dbo.pengelola_jurnal.deleted_at as deleted_at', 
                        ) 
                        ->first(); 
        return $pengelola_jurnal; 
    } 
 
    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.pengelola_jurnal') 
        ->where('id_pengelola_jurnal', $request->id_pengelola_jurnal) 
        ->update([ 
            'peran'=>$request->peran, 
            'sk_penugasan'=>$request->no_sk, 
            'tmt_sk_penugasan'=>$request->tmt_penugasan, 
            'tst_sk_penugasan'=>$request->tst_penugasan, 
            'is_aktif'=>(int)$request->is_active, 
            'nama_jurnal'=>$request->nama, 
            'id_tingkat'=>(int)$request->tingkat, 
            'id_media_publikasi'=>$request->id_media_publikasi, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_pengelola_jurnal; 
    } 
} 
 

















    public function __construct(DokPengelolaJurnalRepository $dokPengelolaJurnal) 
    { 
        $this->dokPengelolaJurnal = $dokPengelolaJurnal; 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokPengelolaJurnal->getJenisDokPortofolio(); 
        $dokumen = $this->dokPengelolaJurnal->getAllById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 





            array_push($array_hasil, $array); 
        } 
        // dd($array_hasil); 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
        return $this->dokPengelolaJurnal->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokPengelolaJurnal->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokPengelolaJurnal->deleteDokumen($id); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokPengelolaJurnal->updateDataDokumen($request, $id_updater); 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokPengelolaJurnal->getAllDokumen(); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokPengelolaJurnal->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_pengelola_jurnal) 
    { 
        return $this->dokPengelolaJurnal->getAllDok($id_pengelola_jurnal); 





















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_pengelola_jurnal') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_pengelola_jurnal.id_dokumen') 
                ->where('dbo.dok_pengelola_jurnal.id_pengelola_jurnal', $id) 
                ->whereNull('dbo.dok_pengelola_jurnal.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getAllById($id) 
    { 




                ->join('dbo.dokumen', 'dbo.dok_pengelola_jurnal.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_pengelola_jurnal.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_pengelola_jurnal.id_pengelola_jurnal', $id) 
                ->whereNull('dbo.dok_pengelola_jurnal.deleted_at') 
                ->select( 
                    'dbo.dok_pengelola_jurnal.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 
                    'dbo.dokumen.ekstensi as ekstensi', 
                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_pengelola_jurnal.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dok_pengelola_jurnal.created_at as created_at', 
                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_pengelola_jurnal.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 
'pengelola_jurnal') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 
        return $data; 




    public function saveDokumen($request) 
    { 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_pengelola_jurnal'  => $request->id_pengelola_jurnal, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_pengelola_jurnal = DB::connection('portofolio')-
>table('dbo.dok_pengelola_jurnal') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_pengelola_jurnal) && ($insert_dokumen)) { 
                return true; 
            } 
        } 





    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_pengelola_jurnal') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_pengelola_jurnal') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_pengelola_jurnal') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_pengelola_jurnal'  => $request->id_pengelola_jurnal, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
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        $delete_dok = DB::connection('portofolio')->table('dbo.dok_pengelola_jurnal') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_pengelola_jurnal = DB::connection('portofolio')-
>table('dbo.dok_pengelola_jurnal') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_pengelola_jurnal) 
        { 
            return true; 
        } 


















    protected $mediaPublikasiRepository; 
 
    public function __construct(MediaPublikasiRepository $mediaPublikasi) 
    { 
        $this->mediaPublikasiRepository = $mediaPublikasi; 
    } 
 
    public function getAll() 
    { 
        return $this->mediaPublikasiRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.media_publikasi') 
                ->get(); 
        return $data; 















    protected $tingkatRepository; 
 
    public function __construct(TingkatRepository $tingkat) 
    { 
        $this->tingkatRepository = $tingkat; 
    } 
 
    public function getAll() 
    { 
        return $this->tingkatRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.tingkat') 
                ->get(); 
        return $data; 






5.1.13 Implementasi modul Penghargaan 
































class PenghargaanController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $penghargaan; 
    protected $jenisPenghargaan; 
    protected $tingkatPenghargaan; 
    protected $dokPenghargaan; 
 
    public function __construct( 
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        PenghargaanService $penghargaan, 
        JenisPenghargaanService $jenisPenghargaan, 
        TingkatService $tingkatPenghargaan, 
        DokPenghargaanService $dokPenghargaan, 
    ) 
    { 
        $this->penghargaan = $penghargaan; 
        $this->jenisPenghargaan = $jenisPenghargaan; 
        $this->tingkatPenghargaan = $tingkatPenghargaan; 
        $this->dokPenghargaan = $dokPenghargaan; 
    } 
 
    public function index() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $penghargaan = $this->penghargaan->getAll(); 
        return view('Portofolio::Penghargaan.index', compact('message', 'penghargaan')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisPenghargaan = $this->jenisPenghargaan->getAll(); 
        $tingkatPenghargaan = $this->tingkatPenghargaan->getAll(); 
        return view('Portofolio::Penghargaan.create', compact('message', 'jenisPenghargaan', 
'tingkatPenghargaan')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Penghargaan($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else 
        { 
            try 
            { 
                $id_penghargaan = $this->penghargaan->saveData($request); 
                $data = $this->penghargaan->showById($id_penghargaan); 
                
                if((int)$data->id_jenis_sdm==1) 




                    new PenghargaanCreatedEvent($data); 
                } 
 
                return redirect('portofolio/penghargaan/detail/' . $id_penghargaan)-
>with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $penghargaan= $this->penghargaan->showById($id); 
        $dokPenghargaan = $this->dokPenghargaan->getAllByJenis($id); 
        $now = new DateTime(); 
        $date = new DateTime($penghargaan->updated_at); 
        $dateDiff = $date->diff($now)->format("%d"); 
        return view('Portofolio::Penghargaan.show', compact('message', 'penghargaan', 
'dateDiff', 'dokPenghargaan')); 
    } 
 
    public function delete($id) 
    { 
        try { 
            $this->penghargaan->deleteData($id); 
            $data = $this->penghargaan->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                new PenghargaanDeletedEvent($data); 
            } 
 
            return redirect('portofolio/penghargaan')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 




    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisPenghargaan = $this->jenisPenghargaan->getAll(); 
        $tingkatPenghargaan = $this->tingkatPenghargaan->getAll(); 
        $penghargaan= $this->penghargaan->showById($id); 
        return view('Portofolio::Penghargaan.edit', compact('message', 'jenisPenghargaan', 
'tingkatPenghargaan', 'penghargaan')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Penghargaan($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else 
        { 
            try 
            { 
                $id_penghargaan = $this->penghargaan->updateData($request); 
                $data = $this->penghargaan->showById($id_penghargaan); 
                $dok_penghargaan = $this->dokPenghargaan->getAllDok($id_penghargaan); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new PenghargaanUpdatedEvent($data, $dok_penghargaan); 
                } 
 
                return redirect('portofolio/penghargaan/detail/' . $id_penghargaan)-
>with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        } 
    } 
 




    { 
        $message = __('Portofolio::general.belajar'); 
        $penghargaan= $this->penghargaan->showById($id); 
        $id_sdm = $penghargaan->id_sdm; 
        $dokPenghargaan = $this->dokPenghargaan->getAllByJenis($id); 
        $listDokumen = $this->dokPenghargaan->getAllDokumen(); 
        return view('Portofolio::Penghargaan.berkas.edit', compact('message', 'id', 'id_sdm', 
'dokPenghargaan', 'listDokumen')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                $save = $this->dokPenghargaan->saveDokumen($request); 
    
                if($save) { 
 
                    $data = $this->penghargaan->showById($request->id_penghargaan); 
                    $dok_penghargaan = $this->dokPenghargaan->getAllDok($request-
>id_penghargaan); 
 
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        new PenghargaanUpdatedEvent($data, $dok_penghargaan); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
    } 
 
    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                $save = $this->dokPenghargaan->saveDokumenPenyimpanan($request); 
    
                if($save) { 
 
                    $data = $this->penghargaan->showById($request->id_penghargaan); 
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                    $dok_penghargaan = $this->dokPenghargaan->getAllDok($request-
>id_penghargaan); 
 
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        new PenghargaanUpdatedEvent($data, $dok_penghargaan); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokPenghargaan->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokPenghargaan->deleteDokumen($request->id_dokumen); 
 
            $data = $this->penghargaan->showById($request->id_penghargaan); 
            $dok_penghargaan = $this->dokPenghargaan->getAllDok($request-
>id_penghargaan); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                new PenghargaanUpdatedEvent($data, $dok_penghargaan); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 




            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokPenghargaan->showDetailById($request->id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            // dd($request); 
            $getDokumen = $this->dokPenghargaan->showDetailById($request-
>id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 
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                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokPenghargaan->updateDataDokumen($request, $id_updater); 
 
            $data = $this->penghargaan->showById($request->id_penghargaan); 
            $dok_penghargaan = $this->dokPenghargaan->getAllDok($request-
>id_penghargaan); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                new PenghargaanUpdatedEvent($data, $dok_penghargaan); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
} 
 











    protected $penghargaanRepository; 
 
    public function __construct(PenghargaanRepository $penghargaanRepository) 
    { 
        $this->penghargaanRepository = $penghargaanRepository; 
    } 
 
    public function getAll() 




        return $this->penghargaanRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->penghargaanRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->penghargaanRepository->showById($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->penghargaanRepository->updateData($request); 
    } 
 
    public function deleteData($id) 
    { 
        $this->penghargaanRepository->deleteData($id); 
    } 
} 
 














    
    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.penghargaan') 
                    ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.penghargaan.id_sdm') 
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                    ->join('ref.jenis_penghargaan', 'ref.jenis_penghargaan.id_jns_penghargaan', 
'dbo.penghargaan.id_jns_penghargaan') 
                    ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.penghargaan.id_tingkat') 
                    ->where('dbo.penghargaan.id_sdm', (new SDM())->getIdAfterLogin()) 
                    ->whereNull('dbo.penghargaan.deleted_at') 
                    ->select( 
                        'dbo.penghargaan.id_penghargaan as id_penghargaan', 
                        'dbo.penghargaan.nama as nama_penghargaan', 
                        'dbo.penghargaan.sk_penghargaan as sk_penghargaan', 
                        'dbo.penghargaan.tgl_sk_penghargaan as tgl_sk_penghargaan', 
                        'dbo.penghargaan.tmt_penghargaan as tmt_penghargaan', 
                        'dbo.penghargaan.thn_penghargaan as thn_penghargaan', 
                        'dbo.penghargaan.no_urut as no_urut', 
                        'dbo.penghargaan.instansi_pemberi as instansi_pemberi', 
                        'ref.jenis_penghargaan.id_jns_penghargaan as id_jns_penghargaan', 
                        'ref.jenis_penghargaan.nama as jenis_penghargaan', 
                        'ref.tingkat.id_tingkat as id_tingkat', 
                        'ref.tingkat.nama as tingkat', 
                    ) 
                    ->get(); 
        
        return $data; 
    } 
 
    public function saveData($request) 
    { 
        $id_penghargaan = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.penghargaan') 
            ->insert([ 
                'id_penghargaan' => $id_penghargaan, 
                'id_sdm'    => (new SDM())->getIdAfterLogin(), 
                'id_jns_penghargaan' => $request->id_jns_penghargaan, 
                'id_tingkat' => $request->id_tingkat, 
                'nama' => $request->nama, 
                'sk_penghargaan'    => $request->sk_penghargaan, 
                'tgl_sk_penghargaan'    => $request->tgl_sk_penghargaan, 
                'tmt_penghargaan' => $request->tmt_penghargaan, 
                'thn_penghargaan' => $request->thn_penghargaan, 
                'instansi_pemberi' => $request->instansi_pemberi, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
        return $id_penghargaan; 





    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.penghargaan') 
            ->where('id_penghargaan', $request->id_penghargaan) 
            ->update([ 
                'id_sdm'    => (new SDM())->getIdAfterLogin(), 
                'id_jns_penghargaan' => $request->id_jns_penghargaan, 
                'id_tingkat' => $request->id_tingkat, 
                'nama' => $request->nama, 
                'sk_penghargaan'    => $request->sk_penghargaan, 
                'tgl_sk_penghargaan'    => $request->tgl_sk_penghargaan, 
                'tmt_penghargaan' => $request->tmt_penghargaan, 
                'thn_penghargaan' => $request->thn_penghargaan, 
                'instansi_pemberi' => $request->instansi_pemberi, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
        return $request->id_penghargaan; 
    } 
 
    public function showById($id) 
    { 
        $penghargaan = DB::connection('portofolio')->table('dbo.penghargaan') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.penghargaan.id_sdm') 
                        ->join('ref.jenis_penghargaan', 
'ref.jenis_penghargaan.id_jns_penghargaan', 'dbo.penghargaan.id_jns_penghargaan') 
                        ->join('ref.tingkat', 'ref.tingkat.id_tingkat', 'dbo.penghargaan.id_tingkat') 
                        ->where('dbo.penghargaan.id_penghargaan', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'dbo.sdm.id_sdm as id_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.penghargaan.id_penghargaan as id_penghargaan', 
                            'dbo.penghargaan.nama as nama_penghargaan', 
                            'dbo.penghargaan.sk_penghargaan as sk_penghargaan', 
                            'dbo.penghargaan.tgl_sk_penghargaan as tgl_sk_penghargaan', 
                            'dbo.penghargaan.tmt_penghargaan as tmt_penghargaan', 
                            'dbo.penghargaan.thn_penghargaan as thn_penghargaan', 
                            'dbo.penghargaan.no_urut as no_urut', 
                            'dbo.penghargaan.instansi_pemberi as instansi_pemberi', 
                            'dbo.penghargaan.updated_at as updated_at', 
                            'ref.jenis_penghargaan.id_jns_penghargaan as id_jns_penghargaan', 
                            'ref.jenis_penghargaan.nama as jenis_penghargaan', 
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                            'ref.tingkat.id_tingkat as id_tingkat', 
                            'ref.tingkat.nama as tingkat', 
                            'dbo.penghargaan.updater as updater', 
                            'dbo.penghargaan.created_at as created_at', 
                            'dbo.penghargaan.deleted_at as deleted_at' 
                        ) 
                ->first(); 
        
        return $penghargaan; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.penghargaan') 
            ->where('id_penghargaan', $id) 
            ->update([ 
                'deleted_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
    } 
} 
 













    protected $dokPenghargaan; 
 
    public function __construct(DokPenghargaanRepository $dokPenghargaan) 
    { 
        $this->dokPenghargaan = $dokPenghargaan; 





    public function getAllDokumen() 
    { 
        return $this->dokPenghargaan->getAllDokumen(); 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokPenghargaan->getJenisDokPortofolio(); 
        $dokumen = $this->dokPenghargaan->getAllById($id); 
 
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 




            array_push($array_hasil, $array); 
        } 
 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
        return $this->dokPenghargaan->saveDokumen($request); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokPenghargaan->saveDokumenPenyimpanan($request); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokPenghargaan->deleteDokumen($id); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokPenghargaan->showDetailById($id); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokPenghargaan->updateDataDokumen($request, $id_updater); 
    } 
 
    public function getAllDok($id_penghargaan) 
    { 
        return $this->dokPenghargaan->getAllDok($id_penghargaan); 
    } 
} 
 



















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_penghargaan') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_penghargaan.id_dokumen') 
                ->where('dbo.dok_penghargaan.id_penghargaan', $id) 
                ->whereNull('dbo.dok_penghargaan.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_penghargaan') 
                    ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_penghargaan.id_dokumen') 
                    ->join('ref.jenis_dokumen_portofolio', 
'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio', 
'dbo.dok_penghargaan.id_jenis_dok_portofolio') 
                    ->where('dbo.dok_penghargaan.id_penghargaan', $id) 
                    ->whereNull('dbo.dok_penghargaan.deleted_at') 
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                    ->select( 
                        'dbo.dok_penghargaan.id_dokumen as id_dokumen', 
                        'dbo.dokumen.nama_dokumen as nama_dokumen', 
                        'dbo.dokumen.nama_file as nama_file', 
                        'dbo.dokumen.mime as mime', 
                        'dbo.dokumen.ekstensi as ekstensi', 
                        'dbo.dokumen.keterangan as keterangan', 
                        'dbo.dokumen.ukuran as ukuran', 
                        'dbo.dok_penghargaan.updated_at as updated_at', 
                        'dbo.dokumen.public_link as public_link', 
                        'dbo.dok_penghargaan.created_at as created_at', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    ) 
                    ->orderBy('dbo.dok_penghargaan.created_at', 'asc') 
                    ->get(); 
 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'penghargaan') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
 
        return $data; 
    } 
 
    public function saveDokumen($request) 
    { 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 




                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_penghargaan'  => $request->id_penghargaan, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_penghargaan = DB::connection('portofolio')-
>table('dbo.dok_penghargaan') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_penghargaan) && ($insert_dokumen)) { 
                return true; 
            } 
        } 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
 
        foreach($request->id_dokumen as $id_dokumen) 




            $cek = DB::connection('portofolio')->table('dbo.dok_penghargaan') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_penghargaan') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_penghargaan') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_penghargaan'  => $request->id_penghargaan, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_penghargaan') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 





    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
    
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_penghargaan = DB::connection('portofolio')-
>table('dbo.dok_penghargaan') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_penghargaan) 
        { 
            return true; 
        } 
    } 
} 
 













    protected $jenisPenghargaanRepository; 
 
    public function __construct(JenisPenghargaanRepository 
$jenisPenghargaanRepository) 
    { 
        $this->jenisPenghargaanRepository = $jenisPenghargaanRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisPenghargaanRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_penghargaan') 
                ->get(); 
        return $data; 
    } 
} 
 














    protected $tingkatRepository; 
 
    public function __construct(TingkatPenghargaanRepository $tingkatRepository) 
    { 
        $this->tingkatRepository = $tingkatRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->tingkatRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.tingkat') 
                ->get(); 
        return $data; 






5.1.14 Implementasi modul Riwayat Pekerjaan 





























class RiwayatPekerjaanController extends Controller 
{ 
    use AuthorizesRequests, DispatchesJobs, ValidatesRequests; 
 
    protected $rwyPekerjaan; 
    protected $jenisPekerjaan; 
    protected $jenisInstansi; 
    protected $kbli; 
    protected $dokRwyPekerjaan; 
 
    public function __construct 
    ( 




        JenisPekerjaanService $jenisPekerjaan, 
        JenisInstansiService $jenisInstansi, 
        KbliService $kbli, 
        DokRwyPekerjaanService $dokRwyPekerjaan 
    ) 
    { 
        $this->rwyPekerjaan = $rwyPekerjaan; 
        $this->jenisPekerjaan = $jenisPekerjaan; 
        $this->jenisInstansi = $jenisInstansi; 
        $this->kbli = $kbli; 
        $this->dokRwyPekerjaan = $dokRwyPekerjaan; 
    } 
 
    public function index() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $rwyPekerjaan = $this->rwyPekerjaan->getAll(); 
        return view('Portofolio::Riwayat-pekerjaan.index', compact('message', 
'rwyPekerjaan')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisPekerjaan = $this->jenisPekerjaan->getAll(); 
        $jenisInstansi = $this->jenisInstansi->getAll(); 
        $kbli = $this->kbli->getAll(); 
        return view('Portofolio::Riwayat-pekerjaan.create', compact('message', 
'jenisPekerjaan', 'jenisInstansi', 'kbli')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::RiwayatPekerjaan($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_rwy_pekerjaan = $this->rwyPekerjaan->saveData($request); 
 




                if((int)$data->id_jenis_sdm==1) 
                { 
                    // dd($data); 
                    $this->rwyPekerjaan->produceCreateEvent($data); 
                } 
                
                return redirect('portofolio/riwayat-pekerjaan/detail/' . $id_rwy_pekerjaan)-
>with('success', 'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
        
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $rwyPekerjaan = $this->rwyPekerjaan->showById($id); 
        $dokRwyPekerjaan = $this->dokRwyPekerjaan->getAllByJenis($id); 
        // dd($dokRwyPekerjaan); 
        return view('Portofolio::Riwayat-pekerjaan.show', compact('message', 
'rwyPekerjaan', 'dokRwyPekerjaan')); 
    } 
 
    public function edit($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $rwyPekerjaan = $this->rwyPekerjaan->showById($id); 
        $jenisPekerjaan = $this->jenisPekerjaan->getAll(); 
        $jenisInstansi = $this->jenisInstansi->getAll(); 
        $kbli = $this->kbli->getAll(); 
        return view('Portofolio::Riwayat-pekerjaan.edit', compact('message', 'rwyPekerjaan', 
'jenisInstansi', 'jenisPekerjaan', 'kbli')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::RiwayatPekerjaan($input); 
 




        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $oldData = $this->rwyPekerjaan->showById($request->id_rwy_pekerjaan); 
                $id_rwy_pekerjaan = $this->rwyPekerjaan->updateData($request); 
                $dok_rwy_pekerjaan = $this->dokRwyPekerjaan-
>getAllDok($id_rwy_pekerjaan); 
                $data = $this->rwyPekerjaan->showById($id_rwy_pekerjaan); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    $this->rwyPekerjaan->produceUpdateEvent($data, $oldData, $request, 
$dok_rwy_pekerjaan); 
                } 
                
                return redirect('portofolio/riwayat-pekerjaan/detail/' . $id_rwy_pekerjaan)-
>with('success', 'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function delete($id) 
    { 
        try { 
            $this->rwyPekerjaan->deleteData($id); 
            $data = $this->rwyPekerjaan->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->rwyPekerjaan->produceDeleteEvent($data); 
            } 
            
            return redirect('portofolio/riwayat-pekerjaan')->with('success', 'Data berhasil 
dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
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            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function edit_berkas($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->rwyPekerjaan->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokRwyPekerjaan = $this->dokRwyPekerjaan->getAllByJenis($id); 
        $listDokumen = $this->dokRwyPekerjaan->getAllDokumen(); 
        return view('Portofolio::Riwayat-pekerjaan.berkas.edit', compact('message', 
'listDokumen', 'dokRwyPekerjaan', 'id', 'id_sdm')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokRwyPekerjaan->saveDokumen($request); 
    
                if($save) { 
 
                    $dok_rwy_pekerjaan = $this->dokRwyPekerjaan->getAllDok($request-
>id_rwy_kerja); 
                    $data = $this->rwyPekerjaan->showById($request->id_rwy_kerja); 
 
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        $this->rwyPekerjaan->produceUpdateEvent($data, null, $request, 
$dok_rwy_pekerjaan); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        





    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokRwyPekerjaan->saveDokumenPenyimpanan($request); 
    
                if($save) { 
 
                    $dok_rwy_pekerjaan = $this->dokRwyPekerjaan->getAllDok($request-
>id_rwy_kerja); 
                    $data = $this->rwyPekerjaan->showById($request->id_rwy_kerja); 
 
                    if((int)$data->id_jenis_sdm==1) 
                    { 
                        $this->rwyPekerjaan->produceUpdateEvent($data, null, $request, 
$dok_rwy_pekerjaan); 
                    } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokRwyPekerjaan->showDetailById($request-
>id_dokumen); 
            $id_updater = (new SDM())->getIdAfterLogin(); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 





            $update = $this->dokRwyPekerjaan->updateDataDokumen($request, 
$id_updater); 
 
            $dok_rwy_pekerjaan = $this->dokRwyPekerjaan->getAllDok($request-
>id_rwy_kerja); 
            $data = $this->rwyPekerjaan->showById($request->id_rwy_kerja); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->rwyPekerjaan->produceUpdateEvent($data, null, $request, 
$dok_rwy_pekerjaan); 
            } 
 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokRwyPekerjaan->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            $delete = $this->dokRwyPekerjaan->deleteDokumen($request->id_dokumen); 
 
            $dok_rwy_pekerjaan = $this->dokRwyPekerjaan->getAllDok($request-
>id_rwy_kerja); 
            $data = $this->rwyPekerjaan->showById($request->id_rwy_kerja); 
 
            if((int)$data->id_jenis_sdm==1) 
            { 
                $this->rwyPekerjaan->produceUpdateEvent($data, null, $request, 
$dok_rwy_pekerjaan); 
            } 





        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokRwyPekerjaan->showDetailById($request-
>id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
} 
 

































    protected $riwayatPekerjaanRepository; 
 
    public function __construct(RiwayatPekerjaanRepository 
$riwayatPekerjaanRepository) 
    { 
        $this->riwayatPekerjaanRepository = $riwayatPekerjaanRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->riwayatPekerjaanRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->riwayatPekerjaanRepository->saveData($request); 
    } 
 
    public function showById($id) 




        return $this->riwayatPekerjaanRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->riwayatPekerjaanRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->riwayatPekerjaanRepository->updateData($request); 
    } 
 
    public function produceCreateEvent($data) 
    { 
        if((int)$data->id_jenis_pekerjaan==1) 
        { 
            if(!empty($data->no_sk_penugasan)) 
            { 
                new VisitingScientistCreatedEvent($data); 
            } 
        } 
        else { 
 
            new RiwayatPekerjaanCreatedEvent($data); 
        } 
    } 
 
    public function produceUpdateEvent($data, $oldData, $request, $dokumen) 
    { 
 
        if(!$oldData) 
        { 
            if($data->id_jenis_pekerjaan==1) 
            { 
                if(!empty($data->no_sk_penugasan)) 
                { 
                    new VisitingScientistUpdatedEvent($data, []); 
                } 
            } 
            else { 
 
                new RiwayatPekerjaanUpdatedEvent($data, $dokumen); 
 
            } 
        } 
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        else { 
            if($oldData->id_jenis_pekerjaan!=(int)$request->id_jenis_pekerjaan) 
            { 
                if($oldData->id_jenis_pekerjaan==1) 
                { 
                    if(!empty($oldData->no_sk_penugasan)) { 
 
                        new VisitingScientistDeletedEvent($data); 
                        new RiwayatPekerjaanUpdatedEvent($data, $dokumen); 
                    } 
                } 
 
                else { 
                    
                    new RiwayatPekerjaanDeletedEvent($data); 
                    new VisitingScientistUpdatedEvent($data, []); 
                } 
            } 
            else { 
                if($data->id_jenis_pekerjaan==1) 
                { 
                    if(!empty($data->no_sk_penugasan)) 
                    { 
                        new VisitingScientistUpdatedEvent($data, []); 
                    } 
                } 
                else { 
 
                    new RiwayatPekerjaanUpdatedEvent($data, $dokumen); 
 
                } 
            } 
        } 
        
    } 
 
    public function produceDeleteEvent($data) { 
 
        if($data->id_jenis_pekerjaan==1) 
        { 
            if(!empty($data->no_sk_penugasan)) 
            { 
                new VisitingScientistDeletedEvent($data); 
            } 
        } 




            new RiwayatPekerjaanDeletedEvent($data); 
        } 
    } 
} 
 
















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.rwy_pekerjaan') 
                ->join('ref.jenis_instansi', 'ref.jenis_instansi.id_jenis_instansi', 
'dbo.rwy_pekerjaan.id_jenis_instansi') 
                ->join('ref.jenis_pekerjaan', 'ref.jenis_pekerjaan.id_jenis_pekerjaan', 
'dbo.rwy_pekerjaan.id_jenis_pekerjaan') 
                ->join('ref.kbli', 'ref.kbli.id_kbli', 'dbo.rwy_pekerjaan.id_kbli') 
                ->where('dbo.rwy_pekerjaan.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->whereNull('dbo.rwy_pekerjaan.deleted_at') 
                ->select( 
                    'ref.jenis_instansi.nama as jenis_instansi', 
                    'ref.jenis_pekerjaan.nama as jenis_pekerjaan', 
                    'ref.kbli.kategori as kategori_kbli', 
                    'ref.kbli.kode as kode_kbli', 
                    'ref.kbli.judul as judul_kbli', 
                    'ref.kbli.lv_kbli as lv_kbli', 
                    'dbo.rwy_pekerjaan.id_rwy_kerja as id_rwy_kerja', 
                    'dbo.rwy_pekerjaan.nama_jabatan as nama_jabatan', 
                    'dbo.rwy_pekerjaan.instansi as instansi', 
                    'dbo.rwy_pekerjaan.tgl_mulai_bekerja as tgl_mulai_bekerja', 
                    'dbo.rwy_pekerjaan.tgl_selesai_bekerja as tgl_selesai_bekerja', 
450 
 
                    'dbo.rwy_pekerjaan.divisi as divisi', 
                    'dbo.rwy_pekerjaan.updated_at as updated_at' 
                ) 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function saveData($request) 
    { 
        $id_rwy_pekerjaan = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.rwy_pekerjaan') 
            ->insert([ 
                'id_rwy_kerja'=>$id_rwy_pekerjaan, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'nama_jabatan'=>$request->nama_jabatan, 
                'deskripsi_kerja'=>$request->deskripsi_pekerjaan, 
                'instansi'=>$request->instansi, 
                'divisi'=>$request->divisi, 
                'tgl_mulai_bekerja'=>$request->tanggal_mulai_bekerja, 
                'tgl_selesai_bekerja'=>$request->tanggal_selesai_bekerja, 
                'is_ln'=>(int)$request->is_abroad, 
                'is_pendiri'=>(int)$request->is_owner, 
                'is_valid'=>(int)$request->is_valid, 
                'sk_penugasan'=>$request->no_sk_penugasan, 
                'tgl_sk_penugasan'=>$request->tanggal_sk_penugasan, 
                'id_kbli'=>$request->id_kbli, 
                'id_jenis_instansi'=>$request->id_jenis_instansi, 
                'id_jenis_pekerjaan'=>$request->id_jenis_pekerjaan, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
 
        return $id_rwy_pekerjaan; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.rwy_pekerjaan') 
                ->where('id_rwy_kerja', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 




                ]); 
    } 
 
    public function showById($id) 
    { 
        $rwy_pekerjaan = DB::connection('portofolio')->table('dbo.rwy_pekerjaan') 
                        ->join('ref.jenis_instansi', 'ref.jenis_instansi.id_jenis_instansi', 
'dbo.rwy_pekerjaan.id_jenis_instansi') 
                        ->join('ref.jenis_pekerjaan', 'ref.jenis_pekerjaan.id_jenis_pekerjaan', 
'dbo.rwy_pekerjaan.id_jenis_pekerjaan') 
                        ->join('ref.kbli', 'ref.kbli.id_kbli', 'dbo.rwy_pekerjaan.id_kbli') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.rwy_pekerjaan.id_sdm') 
                        ->where('dbo.rwy_pekerjaan.id_rwy_kerja', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'ref.jenis_instansi.nama as jenis_instansi', 
                            'ref.jenis_instansi.id_jenis_instansi as id_jenis_instansi', 
                            'ref.jenis_pekerjaan.nama as jenis_pekerjaan', 
                            'ref.jenis_pekerjaan.id_jenis_pekerjaan as id_jenis_pekerjaan', 
                            'ref.kbli.id_kbli as id_kbli', 
                            'ref.kbli.kategori as kategori_kbli', 
                            'ref.kbli.kode as kode_kbli', 
                            'ref.kbli.judul as judul_kbli', 
                            'ref.kbli.lv_kbli as lv_kbli', 
                            'dbo.rwy_pekerjaan.id_sdm as id_sdm', 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.rwy_pekerjaan.id_rwy_kerja as id_rwy_kerja', 
                            'dbo.rwy_pekerjaan.nama_jabatan as nama_jabatan', 
                            'dbo.rwy_pekerjaan.deskripsi_kerja as deskripsi_kerja', 
                            'dbo.rwy_pekerjaan.instansi as instansi', 
                            'dbo.rwy_pekerjaan.divisi as divisi', 
                            'dbo.rwy_pekerjaan.tgl_mulai_bekerja as tgl_mulai_bekerja', 
                            'dbo.rwy_pekerjaan.tgl_selesai_bekerja as tgl_selesai_bekerja', 
                            'dbo.rwy_pekerjaan.is_ln as is_ln', 
                            'dbo.rwy_pekerjaan.is_pendiri as is_pendiri', 
                            'dbo.rwy_pekerjaan.is_valid as is_valid', 
                            'dbo.rwy_pekerjaan.sk_penugasan as no_sk_penugasan', 
                            'dbo.rwy_pekerjaan.tgl_sk_penugasan as tgl_sk_penugasan', 
                            'dbo.rwy_pekerjaan.updated_at as updated_at', 
                            'dbo.rwy_pekerjaan.created_at as created_at', 
                            'dbo.rwy_pekerjaan.updater as updater', 
                            'dbo.rwy_pekerjaan.deleted_at as deleted_at' 
                        ) 
                        ->first(); 
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        return $rwy_pekerjaan; 
    } 
 
    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.rwy_pekerjaan') 
        ->where('id_rwy_kerja', $request->id_rwy_pekerjaan) 
        ->update([ 
            'nama_jabatan'=>$request->nama_jabatan, 
            'deskripsi_kerja'=>$request->deskripsi_pekerjaan, 
            'instansi'=>$request->instansi, 
            'divisi'=>$request->divisi, 
            'tgl_mulai_bekerja'=>$request->tanggal_mulai_bekerja, 
            'tgl_selesai_bekerja'=>$request->tanggal_selesai_bekerja, 
            'is_ln'=>$request->is_abroad, 
            'is_pendiri'=>$request->is_owner, 
            'is_valid'=>$request->is_valid, 
            'sk_penugasan'=>$request->no_sk_penugasan, 
            'tgl_sk_penugasan'=>$request->tanggal_sk_penugasan, 
            'id_kbli'=>$request->id_kbli, 
            'id_jenis_instansi'=>$request->id_jenis_instansi, 
            'id_jenis_pekerjaan'=>$request->id_jenis_pekerjaan, 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
 
        return $request->id_rwy_pekerjaan; 
    } 
} 
 


















    protected $dokRwyPekerjaan; 
 
    public function __construct(DokRwyPekerjaanRepository $dokRwyPekerjaan) 
    { 
        $this->dokRwyPekerjaan = $dokRwyPekerjaan; 
    } 
 
    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokRwyPekerjaan->getJenisDokPortofolio(); 
        $dokumen = $this->dokRwyPekerjaan->getAllById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
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                    } 
                } 
            } 
            
 
            array_push($array_hasil, $array); 
        } 
        // dd($array_hasil); 
        return $array_hasil; 
    } 
 
    public function saveDokumen($request) 
    { 
        return $this->dokRwyPekerjaan->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokRwyPekerjaan->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokRwyPekerjaan->deleteDokumen($id); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokRwyPekerjaan->updateDataDokumen($request, $id_updater); 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokRwyPekerjaan->getAllDokumen(); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokRwyPekerjaan->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_rwy_kerja) 
    { 
        return $this->dokRwyPekerjaan->getAllDok($id_rwy_kerja); 






















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_rwy_pekerjaan') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_rwy_pekerjaan.id_dokumen') 
                ->where('dbo.dok_rwy_pekerjaan.id_rwy_kerja', $id) 
                ->whereNull('dbo.dok_rwy_pekerjaan.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 




    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_rwy_pekerjaan') 
                ->join('dbo.dokumen', 'dbo.dok_rwy_pekerjaan.id_dokumen', 
'dbo.dokumen.id_dokumen') 
                ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_rwy_pekerjaan.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_rwy_pekerjaan.id_rwy_kerja', $id) 
                ->whereNull('dbo.dok_rwy_pekerjaan.deleted_at') 
                ->select( 
                    'dbo.dok_rwy_pekerjaan.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 
                    'dbo.dokumen.ekstensi as ekstensi', 
                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_rwy_pekerjaan.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dok_rwy_pekerjaan.created_at as created_at', 
                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_rwy_pekerjaan.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'riwayat_kerja') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 




    } 
 
    public function saveDokumen($request) 
    { 
        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_rwy_kerja'  => $request->id_rwy_kerja, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_rwy_kerja = DB::connection('portofolio')-
>table('dbo.dok_rwy_pekerjaan') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_rwy_kerja) && ($insert_dokumen)) { 
                return true; 
            } 
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        } 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_rwy_pekerjaan') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_rwy_pekerjaan') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_rwy_pekerjaan') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_rwy_kerja'  => $request->id_rwy_kerja, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 





    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_rwy_pekerjaan') 
                        ->where('id_dokumen', $id) 
                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_rwy_pekerjaan = DB::connection('portofolio')-
>table('dbo.dok_rwy_pekerjaan') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_rwy_pekerjaan) 
        { 
            return true; 
        } 

















    protected $jenisInstansiRepository; 
 
    public function __construct(JenisInstansiRepository $jenisInstansi) 
    { 
        $this->jenisInstansiRepository = $jenisInstansi; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisInstansiRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_instansi') 
                ->get(); 




    } 
} 
 











    protected $jenisPekerjaanRepository; 
 
    public function __construct(JenisPekerjaanRepository $jenisPekerjaan) 
    { 
        $this->jenisPekerjaanRepository = $jenisPekerjaan; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisPekerjaanRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_pekerjaan') 
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                ->get(); 
        return $data; 
    } 
} 
 










    protected $kbliRepository; 
 
    public function __construct(KbliRepository $kbli) 
    { 
        $this->kbliRepository = $kbli; 
    } 
 
    public function getAll() 
    { 
        return $this->kbliRepository->getAll(); 
    } 
} 
 










    public function getAll() 




        $data = DB::connection('portofolio')->table('ref.kbli') 
                ->get(); 
        return $data; 




5.1.15 Implementasi modul Sertifikasi 































class SertifikasiController extends Controller 
{ 




    protected $Sertifikasi; 
    protected $jenisSertifikasi; 
    protected $dokumenSertifikasi; 
    protected $jenisBidangStudi; 
 
    public function __construct 
    ( 
        SertifikasiService $Sertifikasi, 
        JenisSertifikasiService $jenisSertifikasi, 
        DokumenSertifikasiService $dokumenSertifikasi, 
        JenisBidangStudiService $jenisBidangStudi 
    ) 
    { 
        $this->Sertifikasi = $Sertifikasi; 
        $this->jenisSertifikasi = $jenisSertifikasi; 
        $this->dokumenSertifikasi = $dokumenSertifikasi; 
        $this->jenisBidangStudi = $jenisBidangStudi; 
    } 
 
    public function index(Request $request) 
    { 
        $message = __('Portofolio::general.belajar'); 
 
        if($request->ajax()) 
        { 
            if(!empty($request->id_jns_sert) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->id_jns_sert); 
                $Sertifikasi = $this->Sertifikasi->getAllByFilter($array_cast, 
                    $request->tgl_awal, $request->tgl_akhir); 
            } 
            else if(!empty($request->id_jns_sert) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                $array_cast = array_map('intval', $request->id_jns_sert); 
                $Sertifikasi = $this->Sertifikasi->getAllByFilter($array_cast, 
                    $request->tgl_awal, ""); 
            } 
            else if(!empty($request->id_jns_sert) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 




                $Sertifikasi = $this->Sertifikasi->getAllByFilter($array_cast, "", $request-
>tgl_akhir); 
            } 
            else if(empty($request->id_jns_sert) && !empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $Sertifikasi = $this->Sertifikasi->getAllByFilter("", $request->tgl_awal, 
$request->tgl_akhir); 
            } 
            else if(empty($request->id_jns_sert) && empty($request->tgl_awal) 
&& !empty($request->tgl_akhir)) 
            { 
                $Sertifikasi = $this->Sertifikasi->getAllByFilter("", "", $request->tgl_akhir); 
            } 
            else if(empty($request->id_jns_sert) && !empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                $Sertifikasi = $this->Sertifikasi->getAllByFilter("", $request->tgl_mulai, ""); 
            } 
            else if(!empty($request->id_jns_sert) && empty($request->tgl_awal) && 
empty($request->tgl_akhir)) 
            { 
                
                $array_cast = array_map('intval', $request->id_jns_sert); 
                $Sertifikasi = $this->Sertifikasi->getAllByFilter($array_cast, "", ""); 
            } 
            else { 
                $Sertifikasi = $this->Sertifikasi->getAll(); 
            } 
 
            return DataTables()->of($Sertifikasi)->make(true); 
        } 
        // else { 
            
        // $Sertifikasi = $this->Sertifikasi->getAll(); 
        // } 
        
        $jenisSertifikasi = $this->jenisSertifikasi->getAll(); 
        return view('Portofolio::Sertifikasi.index', compact('message', 'jenisSertifikasi')); 
    } 
 
    public function create() 
    { 
        $message = __('Portofolio::general.belajar'); 
        $jenisSertifikasi = $this->jenisSertifikasi->getAll(); 
        $jenisBidangStudi = $this->jenisBidangStudi->getAll(); 
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        return view('Portofolio::Sertifikasi.create', compact('message', 'jenisSertifikasi', 
'jenisBidangStudi')); 
    } 
 
    public function save(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Sertifikasi($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_sertifikasi = $this->Sertifikasi->saveData($request); 
                $data = $this->Sertifikasi->showById($id_sertifikasi); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new SertifikasiProfesiCreatedEvent($data); 
                } 
    
                return redirect('portofolio/sertifikasi/detail/' . $id_sertifikasi)->with('success', 
'Data berhasil disimpan'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat menyimpan 
data'); 
            } 
        } 
    } 
 
    public function show($id) 
    { 
        $message = __('Portofolio::general.belajar'); 
        $Sertifikasi = $this->Sertifikasi->showById($id); 
        $dokumenSertifikasi = $this->dokumenSertifikasi->getAllByJenis($id); 
        return view('Portofolio::Sertifikasi.show', compact('message', 'Sertifikasi', 
'dokumenSertifikasi')); 
    } 
 
    public function edit($id) 




        $message = __('Portofolio::general.belajar'); 
        $jenisSertifikasi = $this->jenisSertifikasi->getAll(); 
        $jenisBidangStudi = $this->jenisBidangStudi->getAll(); 
        $Sertifikasi = $this->Sertifikasi->showById($id); 
        return view('Portofolio::Sertifikasi.edit', compact('message', 'jenisSertifikasi', 
'Sertifikasi', 'jenisBidangStudi')); 
    } 
 
    public function update(Request $request) 
    { 
        $input = $request->all(); 
        $validator = Validation::Sertifikasi($input); 
 
        if($validator->fails()) 
        { 
            return redirect()->back()->withInput()->withErrors($validator); 
        } 
        else { 
            try { 
                $id_sertifikasi = $this->Sertifikasi->updateData($request); 
                $data = $this->Sertifikasi->showById($id_sertifikasi); 
 
                if((int)$data->id_jenis_sdm==1) 
                { 
                    new SertifikasiProfesiUpdatedEvent($data); 
                } 
                
                return redirect('portofolio/sertifikasi/detail/' . $id_sertifikasi)->with('success', 
'Data berhasil diperbarui'); 
            } 
            catch(\Exception $e) 
            { 
                Log::error($e->getMessage()); 
                return redirect()->back()->with('error', 'Terjadi kesalahan saat memperbarui 
data'); 
            } 
        }   
    } 
 
    public function delete($id) 
    { 
        try { 
            $this->Sertifikasi->deleteData($id); 
            $data = $this->Sertifikasi->showById($id); 
 
            if((int)$data->id_jenis_sdm==1) 
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            { 
                new SertifikasiProfesiDeletedEvent($data); 
            } 
            
            return redirect('portofolio/sertifikasi')->with('success', 'Data berhasil dihapus'); 
        } 
        catch(\Exception $e) 
        { 
            Log::error($e->getMessage()); 
            return redirect()->back()->with('error', 'Terjadi kesalahan saat menghapus data'); 
        } 
    } 
 
    public function edit_berkas($id) 
    { 
        // dd($id); 
        $message = __('Portofolio::general.belajar'); 
        $data = $this->Sertifikasi->showById($id); 
        $id_sdm = $data->id_sdm; 
        $dokumenSertifikasi = $this->dokumenSertifikasi->getAllByJenis($id); 
        $listDokumen = $this->dokumenSertifikasi->getAllDokumen(); 
        return view('Portofolio::Sertifikasi.berkas.edit', compact('message', 'listDokumen', 
'dokumenSertifikasi', 'id', 'id_sdm')); 
    } 
 
    public function saveDokumen(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokumenSertifikasi->saveDokumen($request); 
    
                if($save) { 
 
                    // $data = $this->Sertifikasi->showById($request->id_sertifikasi); 
                    // $dok_sertifikasi = $this->dokumenSertifikasi->getAllDok($request-
>id_sertifikasi); 
 
                    // if((int)$data->id_jenis_sdm==1) 
                    // { 
                    //     new SertifikasiProfesiUpdatedEvent($data, $dok_sertifikasi); 
                    // } 
                    
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                




    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function saveDokumenPenyimpanan(Request $request) 
    { 
            try { 
                // dd($data); 
                $save = $this->dokumenSertifikasi->saveDokumenPenyimpanan($request); 
    
                if($save) { 
 
                    // $data = $this->Sertifikasi->showById($request->id_sertifikasi); 
                    // $dok_sertifikasi = $this->dokumenSertifikasi->getAllDok($request-
>id_sertifikasi); 
 
                    // if((int)$data->id_jenis_sdm==1) 
                    // { 
                    //     new SertifikasiProfesiUpdatedEvent($data, $dok_sertifikasi); 
                    // } 
 
                    return redirect()->back()->with('success', 'Dokumen berhasil diunggah.'); 
                } 
                
                return redirect()->back()->with('error', 'Dokumen gagal diunggah'); 
    
            } catch (\Exception $e) { 
                Log::error($e->getMessage()); 
    
                return redirect()->back()->with('error', 'Terjadi kesalahan'); 
            } 
        
    } 
 
    public function updateDokumen(Request $request) 
    { 
        try { 
            $getDokumen = $this->dokumenSertifikasi->showDetailById($request-
>id_dokumen); 




            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            if($getDokumen->updater != $id_updater) 
                return redirect()->back()->with('error', 'Anda tidak berhak memperbarui 
dokumen ini.'); 
 
            $update = $this->dokumenSertifikasi->updateDataDokumen($request, 
$id_updater); 
 
            // $data = $this->Sertifikasi->showById($request->id_sertifikasi); 
            // $dok_sertifikasi = $this->dokumenSertifikasi->getAllDok($request-
>id_sertifikasi); 
 
            // if((int)$data->id_jenis_sdm==1) 
            // { 
            //     new SertifikasiProfesiUpdatedEvent($data, $dok_sertifikasi); 
            // } 
            return redirect()->back()->with('success','Dokumen berhasil diperbarui.'); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function deleteDokumen(Request $request) 
    { 
        try { 
 
            $getDokumen = $this->dokumenSertifikasi->showDetailById($request-
>id_dokumen); 
 
            if(!$getDokumen) 
                return redirect()->back()->with('error', 'Dokumen tidak ditemukan.'); 
 
            FileStorage::delete($getDokumen->file_id); 
 
            // $delete = $this->dokumenSertifikasi->deleteDokumen($request-
>id_dokumen); 
            // $data = $this->Sertifikasi->showById($request->id_sertifikasi); 
            // $dok_sertifikasi = $this->dokumenSertifikasi->getAllDok($request-
>id_sertifikasi); 
 
            // if((int)$data->id_jenis_sdm==1) 




            //     new SertifikasiProfesiUpdatedEvent($data, $dok_sertifikasi); 
            // } 
            return redirect()->back()->with('success','Dokumen berhasil dihapus.'); 
 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            return redirect()->back()->with('error', 'Terjadi kesalahan.'); 
        } 
    } 
 
    public function stream(Request $request) 
    { 
        try { 
            $dokumen = $this->dokumenSertifikasi->showDetailById($request-
>id_dokumen); 
 
            if($dokumen) { 
                file_put_contents($dokumen->nama_dokumen, file_get_contents($dokumen-
>public_link)); 
                if($request->aksi == 'detail') { 
                    return response()->file($dokumen->nama_dokumen)-
>deleteFileAfterSend(true); 
                } 
                if($request->aksi == 'unduh') { 
                    return response()->download($dokumen->nama_dokumen, $dokumen-
>nama_dokumen .  '.' . trim($dokumen->ekstensi))->deleteFileAfterSend(true); 
                } 
            } 
 
            $request->session()->flash('error', 'Berkas tidak ditemukan.'); 
            return redirect()->back(); 
        } catch (\Exception $e) { 
            Log::error($e->getMessage()); 
 
            $request->session()->flash('error', 'Terjadi kesalahan saat mengambil berkas.'); 
            return redirect()->back(); 
        } 
    } 
} 
 












    protected $Repository; 
 
    public function __construct(SertifikasiRepository $SertifikasiRepository) 
    { 
        $this->SertifikasiRepository = $SertifikasiRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->SertifikasiRepository->getAll(); 
    } 
 
    public function saveData(Request $request) 
    { 
        return $this->SertifikasiRepository->saveData($request); 
    } 
 
    public function showById($id) 
    { 
        return $this->SertifikasiRepository->showById($id); 
    } 
 
    public function deleteData($id) 
    { 
        $this->SertifikasiRepository->deleteData($id); 
    } 
 
    public function updateData(Request $request) 
    { 
        return $this->SertifikasiRepository->updateData($request); 
    } 
 
    public function getAllByFilter($id_jns_sert, $tgl_awal, $tgl_akhir) 
    { 
        return $this->SertifikasiRepository->getAllByFilter($id_jns_sert, $tgl_awal, 
$tgl_akhir); 






















    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('dbo.sertifikasi') 
                ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.sertifikasi.id_sdm') 
                ->join('ref.jenis_sertifikasi', 'ref.jenis_sertifikasi.id_jns_sert', 
'dbo.sertifikasi.id_jns_sert') 
                ->join('ref.bidang_studi', 'ref.bidang_studi.id_bidang_studi', 
'dbo.sertifikasi.id_bidang_studi') 
                ->where('dbo.sertifikasi.id_sdm', (new SDM())->getIdAfterLogin()) 
                ->whereNull('dbo.sertifikasi.deleted_at') 
                ->select( 
                    'dbo.sertifikasi.id_sertifikasi as id_sertifikasi', 
                    'dbo.sertifikasi.nama as nama', 
                    'dbo.sertifikasi.sk_sert as sk_sert', 
                    'dbo.sertifikasi.tahun_sertifikasi as tahun_sertifikasi', 
                    'ref.jenis_sertifikasi.id_jns_sert as id_jns_sert', 
                    'ref.jenis_sertifikasi.nama as jenis_sertifikasi', 
                    'dbo.sertifikasi.tgl_sk_sert as tgl_sk_sert', 
                    'ref.bidang_studi.id_bidang_studi as id_bidang_studi', 
                    'ref.bidang_studi.nama as bidang_studi' 
                ) 
                ->get(); 
        return $data; 
    } 
 
    public function getAllByFilter($id_jns_sert, $tgl_awal, $tgl_akhir) 
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    { 
        $query = DB::connection('portofolio')->table('dbo.sertifikasi') 
                    ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.sertifikasi.id_sdm') 
                    ->join('ref.jenis_sertifikasi', 'ref.jenis_sertifikasi.id_jns_sert', 
'dbo.sertifikasi.id_jns_sert') 
                    ->join('ref.bidang_studi', 'ref.bidang_studi.id_bidang_studi', 
'dbo.sertifikasi.id_bidang_studi') 
                    ->where('dbo.sertifikasi.id_sdm', (new SDM())->getIdAfterLogin()) 
                    ->whereNull('dbo.sertifikasi.deleted_at') 
                    ->select( 
                        'dbo.sertifikasi.id_sertifikasi as id_sertifikasi', 
                        'dbo.sertifikasi.nama as nama', 
                        'dbo.sertifikasi.sk_sert as sk_sert', 
                        'dbo.sertifikasi.tahun_sertifikasi as tahun_sertifikasi', 
                        'ref.jenis_sertifikasi.id_jns_sert as id_jns_sert', 
                        'ref.jenis_sertifikasi.nama as jenis_sertifikasi', 
                        'dbo.sertifikasi.tgl_sk_sert as tgl_sk_sert', 
                        'ref.bidang_studi.id_bidang_studi as id_bidang_studi', 
                        'ref.bidang_studi.nama as bidang_studi' 
                    ); 
        
        if($id_jns_sert!= "" && $tgl_awal!="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_sertifikasi.id_jns_sert', $id_jns_sert) 
                                ->whereBetween('dbo.sertifikasi.tgl_sk_sert', [$tgl_awal, 
$tgl_akhir]) 
                                ->get(); 
            return $data; 
        } 
 
        else if($id_jns_sert!="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_sertifikasi.id_jns_sert', $id_jns_sert) 
                                ->where('dbo.sertifikasi.tgl_sk_sert', '>=', $tgl_awal) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jns_sert!="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_sertifikasi.id_jns_sert', $id_jns_sert) 
                                ->where('dbo.sertifikasi.tgl_sk_sert', '<=',  $tgl_akhir) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jns_sert=="" && $tgl_awal!="" && $tgl_akhir!="") 




            $data = (clone $query)->whereBetween('dbo.sertifikasi.tgl_sk_sert', [$tgl_awal, 
$tgl_akhir]) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jns_sert=="" && $tgl_awal=="" && $tgl_akhir!="") 
        { 
            $data = (clone $query)->where('dbo.sertifikasi.tgl_sk_sert', '<=', $tgl_akhir) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jns_sert=="" && $tgl_awal!="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->where('dbo.sertifikasi.tgl_sk_sert', '>=', $tgl_awal) 
                                ->get(); 
            return $data; 
        } 
        else if($id_jns_sert!="" && $tgl_awal=="" && $tgl_akhir=="") 
        { 
            $data = (clone $query)->whereIn('ref.jenis_sertifikasi.id_jns_sert', $id_jns_sert) 
                                ->get(); 
            return $data;       
        } 
    }   
 
    public function saveData($request) 
    { 
        $id_sertifikasi = Uuid::uuid4()->toString(); 
 
        DB::connection('portofolio')->table('dbo.sertifikasi') 
            ->insert([ 
                'id_sertifikasi'=>$id_sertifikasi, 
                'id_sdm'=>(new SDM())->getIdAfterLogin(), 
                'id_bidang_studi'=>(int)$request->id_bidang_studi, 
                'nama'=>$request->nama, 
                'sk_sert'=>$request->sk_sert, 
                'tgl_sk_sert'=>$request->tgl_sk_sert, 
                'tahun_sertifikasi'=>(int)$request->tahun_sertifikasi, 
                'no_peserta'=>$request->no_peserta, 
                'id_jns_sert'=>(int)$request->id_jns_sert, 
                'created_at'=>now(), 
                'updated_at'=>now(), 
                'updater'=>(new SDM())->getIdAfterLogin() 
            ]); 
        // dd($id_sertifikasi); 
        // dd($request); 
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        return $id_sertifikasi; 
    } 
 
    public function deleteData($id) 
    { 
        DB::connection('portofolio')->table('dbo.sertifikasi') 
                ->where('id_sertifikasi', $id) 
                ->update([ 
                    'deleted_at'=>now(), 
                    'updated_at'=>now(), 
                    'updater'=>(new SDM())->getIdAfterLogin() 
                ]); 
    } 
 
    public function showById($id) 
    { 
        $sertifikasi = DB::connection('portofolio')->table('dbo.sertifikasi') 
                        ->join('dbo.sdm', 'dbo.sdm.id_sdm', 'dbo.sertifikasi.id_sdm') 
                        ->join('ref.jenis_sertifikasi', 'ref.jenis_sertifikasi.id_jns_sert', 
'dbo.sertifikasi.id_jns_sert') 
                        ->join('ref.bidang_studi', 'ref.bidang_studi.id_bidang_studi', 
'dbo.sertifikasi.id_bidang_studi') 
                        ->where('dbo.sertifikasi.id_sertifikasi', $id) 
                        ->select( 
                            'dbo.sdm.id_jenis_sdm as id_jenis_sdm', 
                            'dbo.sdm.nama as nama_sdm', 
                            'dbo.sdm.nidn as nidn_sdm', 
                            'dbo.sertifikasi.id_sertifikasi as id_sertifikasi', 
                            'dbo.sertifikasi.id_sdm as id_sdm', 
                            'dbo.sertifikasi.nama as nama', 
                            'ref.jenis_sertifikasi.id_jns_sert as id_jns_sert', 
                            'ref.jenis_sertifikasi.nama as jenis_sertifikasi', 
                            'ref.bidang_studi.id_bidang_studi as id_bidang_studi', 
                            'ref.bidang_studi.nama as bidang_studi', 
                            'dbo.sertifikasi.sk_sert as sk_sert', 
                            'dbo.sertifikasi.tgl_sk_sert as tgl_sk_sert', 
                            'dbo.sertifikasi.no_peserta as no_peserta', 
                            'dbo.sertifikasi.tahun_sertifikasi as tahun_sertifikasi', 
                            'dbo.sertifikasi.created_at as created_at', 
                            'dbo.sertifikasi.updated_at as updated_at', 
                            'dbo.sertifikasi.deleted_at as deleted_at', 
                            'dbo.sertifikasi.updater as updater' 
                        ) 
                        ->first(); 
        return $sertifikasi; 





    public function updateData($request) 
    { 
        DB::connection('portofolio')->table('dbo.sertifikasi') 
        ->where('id_sertifikasi', $request->id_sertifikasi) 
        ->update([ 
            'id_sdm'=>(new SDM())->getIdAfterLogin(), 
            'id_bidang_studi'=>(int)$request->id_bidang_studi, 
            'nama'=>$request->nama, 
            'sk_sert'=>$request->sk_sert, 
            'tgl_sk_sert'=>$request->tgl_sk_sert, 
            'tahun_sertifikasi'=>(int)$request->tahun_sertifikasi, 
            'no_peserta'=>$request->no_peserta, 
            'id_jns_sert'=>(int)$request->id_jns_sert, 
            'created_at'=>now(), 
            'updated_at'=>now(), 
            'updater'=>(new SDM())->getIdAfterLogin() 
        ]); 
        
        return $request->id_sertifikasi; 
    } 
} 
 













    protected $dokumenSertifikasi; 
 
    public function __construct(DokumenSertifikasiRepository $dokumenSertifikasi) 
    { 
        $this->dokumenSertifikasi = $dokumenSertifikasi; 




    public function getAllByJenis($id) 
    { 
        $jenisDokPortofolio = $this->dokumenSertifikasi->getJenisDokPortofolio(); 
        $dokumen = $this->dokumenSertifikasi->getAllById($id); 
        
        $array_hasil = array(); 
 
        foreach($jenisDokPortofolio as $jenis) 
        { 
            $array = [ 
                "deskripsi" => $jenis->deskripsi, 
                "id_jenis_dok_portofolio"=>$jenis->id_jenis_dok_portofolio, 
                "ekstensi"=>$jenis->ekstensi, 
                "is_mandatory"=>$jenis->is_mandatory, 
                "id_jns_dok"=>$jenis->id_jns_dok, 
                "dokumen" => [] 
            ]; 
 
            if(count($dokumen)>0) 
            { 
                foreach($dokumen as $dok) 
                { 
                    if($jenis->id_jenis_dok_portofolio==$dok->id_jenis_dok_portofolio) 
                    { 
                        $isi = [ 
                            "id_dokumen"=>$dok->id_dokumen, 
                            "ekstensi"=>$dok->ekstensi, 
                            "nama_dokumen"=>$dok->nama_dokumen, 
                            'nama_file'=>$dok->nama_file, 
                            "keterangan"=>$dok->keterangan, 
                            "ukuran"=>$dok->ukuran, 
                            "public_link"=>$dok->public_link, 
                            "updated_at"=>$dok->updated_at, 
                            "created_at"=>$dok->created_at 
                        ]; 
 
                        array_push($array["dokumen"], $isi); 
                    } 
                } 
            } 
            
 
            array_push($array_hasil, $array); 
        } 
        // dd($array_hasil); 




    } 
 
    public function saveDokumen(Request $request) 
    { 
        return $this->dokumenSertifikasi->saveDokumen($request); 
    } 
 
    public function showDetailById($id) 
    { 
        return $this->dokumenSertifikasi->showDetailById($id); 
    } 
 
    public function deleteDokumen($id) 
    { 
        $this->dokumenSertifikasi->deleteDokumen($id); 
    } 
 
    public function getAllDokumen() 
    { 
        return $this->dokumenSertifikasi->getAllDokumen(); 
    } 
 
    public function updateDataDokumen(Request $request, $id_updater) 
    { 
        return $this->dokumenSertifikasi->updateDataDokumen($request, $id_updater); 
    } 
 
    public function saveDokumenPenyimpanan($request) 
    { 
        return $this->dokumenSertifikasi->saveDokumenPenyimpanan($request); 
    } 
 
    public function getAllDok($id_sertifikasi) 
    { 
        return $this->dokumenSertifikasi->getAllDok($id_sertifikasi); 
    } 
} 
 





















    public function getAllDokumen() 
    { 
        $data = DB::connection('portofolio')->table('dbo.dokumen') 
                        ->where('updater', (new SDM())->getIdAfterLogin()) 
                        ->whereNull('deleted_at') 
                        ->get(); 
        return $data; 
    } 
 
    public function getAllDok($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_sertifikasi') 
                ->join('dbo.dokumen', 'dbo.dokumen.id_dokumen', 
'dbo.dok_sertifikasi.id_dokumen') 
                ->where('dbo.dok_sertifikasi.id_sertifikasi', $id) 
                ->whereNull('dbo.dok_sertifikasi.deleted_at') 
                ->select( 
                    'dbo.dokumen.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dokumen.keterangan as keterangan' 
                )->get(); 
                
        return $data; 
    } 
 
    public function getAllById($id) 
    { 
        $data = DB::connection('portofolio')->table('dbo.dok_sertifikasi') 





                ->join('ref.jenis_dokumen_portofolio', 
'dbo.dok_sertifikasi.id_jenis_dok_portofolio', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio') 
                ->where('dbo.dok_sertifikasi.id_sertifikasi', $id) 
                ->whereNull('dbo.dok_sertifikasi.deleted_at') 
                ->select( 
                    'dbo.dok_sertifikasi.id_dokumen as id_dokumen', 
                    'dbo.dokumen.nama_dokumen as nama_dokumen', 
                    'dbo.dokumen.nama_file as nama_file', 
                    'dbo.dokumen.mime as mime', 
                    'dbo.dokumen.ekstensi as ekstensi', 
                    'dbo.dokumen.keterangan as keterangan', 
                    'dbo.dokumen.ukuran as ukuran', 
                    'dbo.dok_sertifikasi.updated_at as updated_at', 
                    'dbo.dokumen.public_link as public_link', 
                    'dbo.dok_sertifikasi.created_at as created_at', 
                    'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                ) 
                ->orderBy('dbo.dok_sertifikasi.created_at', 'asc') 
                ->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function getJenisDokPortofolio() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_dokumen_portofolio') 
                    ->join('ref.jenis_dokumen', 'ref.jenis_dokumen_portofolio.id_jns_dok', 
'ref.jenis_dokumen.id_jns_dok') 
                    ->where('ref.jenis_dokumen_portofolio.id_jenis_portofolio', 'sertifikasi') 
                    ->select( 
                        'ref.jenis_dokumen.tipe_file as ekstensi', 
                        'ref.jenis_dokumen.id_jns_dok as id_jns_dok', 
                        'ref.jenis_dokumen_portofolio.deskripsi as deskripsi', 
                        'ref.jenis_dokumen_portofolio.is_mandatory as is_mandatory', 
                        'ref.jenis_dokumen_portofolio.id_jenis_dok_portofolio as 
id_jenis_dok_portofolio' 
                    )->get(); 
        // dd($data); 
        return $data; 
    } 
 
    public function saveDokumen($request) 
    { 
        // dd($request); 
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        $id_dokumen = Uuid::uuid4()->toString(); 
        $response = FileStorage::upload($request->file('berkas')); 
 
        if($response->status == FileStorage::statusSuccess()) { 
 
            $data_dokumen = [ 
                'id_dokumen'    => $id_dokumen, 
                'nama_dokumen'  => $request->nama_dokumen, 
                'nama_file'     => pathinfo($request->file('berkas')->getClientOriginalName(), 
PATHINFO_FILENAME), 
                'mime'          => $response->info->file_mimetype, 
                'ekstensi'      => $response->info->file_ext, 
                'keterangan'    => $request->keterangan, 
                'ukuran'        => $response->info->file_size, 
                'file_id'       => $response->info->file_id, 
                'public_link'   => config('filestorage.host_uri') . $response->info->public_link, 
                'id_jns_dok'    => (int)$request->id_jns_dok, 
                'id_sdm'        => $request->id_sdm, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin(), 
            ]; 
 
            $data_dok = [ 
                'id_dokumen'    => $id_dokumen, 
                'id_sertifikasi'  => $request->id_sertifikasi, 
                'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                'created_at'    => now(), 
                'updated_at'    => now(), 
                'updater'       => (new SDM())->getIdAfterLogin() 
            ]; 
 
            $insert_dokumen = DB::connection('portofolio')->table('dbo.dokumen') 
                                  ->insert($data_dokumen); 
            $insert_dok_sertifikasi = DB::connection('portofolio')-
>table('dbo.dok_sertifikasi') 
                                        ->insert($data_dok); 
            
 
            if(($insert_dok_sertifikasi) && ($insert_dokumen)) { 
                return true; 
            } 
        } 
    } 
 




    { 
        $count = 0; 
        // dd($request->id_dokumen); 
 
        foreach($request->id_dokumen as $id_dokumen) 
        { 
 
            $cek = DB::connection('portofolio')->table('dbo.dok_sertifikasi') 
                        ->where('id_dokumen', $id_dokumen)->first(); 
 
            if(!empty($cek->deleted_at)) { 
                DB::connection('portofolio')->table('dbo.dok_sertifikasi') 
                ->where('id_dokumen', $id_dokumen) 
                ->update([ 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'updated_at'    => now(), 
                    'deleted_at'    => NULL, 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
            else { 
                DB::connection('portofolio')->table('dbo.dok_sertifikasi') 
                ->where('id_dokumen', $id_dokumen) 
                ->insert([ 
                    'id_dokumen'    => $id_dokumen, 
                    'id_sertifikasi'  => $request->id_sertifikasi, 
                    'id_jenis_dok_portofolio' => (int)$request->id_jenis_dok_portofolio, 
                    'created_at'    => now(), 
                    'updated_at'    => now(), 
                    'updater'       => (new SDM())->getIdAfterLogin() 
                ]); 
            } 
 
            $count+=1; 
        } 
 
        if($count==count($request->id_dokumen)) 
        { 
            return true; 
        } 
    } 
 
    public function deleteDokumen($id) 
    { 
        $delete_dok = DB::connection('portofolio')->table('dbo.dok_sertifikasi') 
                        ->where('id_dokumen', $id) 
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                        ->update([ 
                            'deleted_at'=>now(), 
                            'updater'=>(new SDM())->getIdAfterLogin() 
                        ]); 
 
        return $delete_dok; 
    } 
 
    public function showDetailById($id_dokumen) 
    { 
        $dokumen = DB::connection('portofolio') 
                    ->table('dbo.dokumen')->where('id_dokumen', $id_dokumen)->first(); 
        return $dokumen; 
    } 
 
    public function updateDataDokumen($request, $id_updater) 
    { 
        $data = [ 
            'nama_dokumen'  => $request->nama_dokumen, 
            'keterangan'    => $request->keterangan, 
            'updated_at'    => now(), 
            'updater'       => $id_updater, 
        ]; 
 
        $update = DB::connection('portofolio')->table('dbo.dokumen') 
                 ->where('id_dokumen', $request->id_dokumen) 
                 ->update($data); 
        $update_dok_sertifikasi = DB::connection('portofolio')->table('dbo.dok_sertifikasi') 
                                        ->where('id_dokumen', $request->id_dokumen) 
                                        ->update([ 
                                            'updated_at'=>now(), 
                                            'updater' =>$id_updater 
                                        ]); 
        
        if($update && $update_dok_sertifikasi) 
        { 
            return true; 
        } 



















    protected $jenisBidangStudiRepository; 
 
    public function __construct(JenisBidangStudiRepository 
$jenisBidangStudiRepository) 
    { 
        $this->jenisBidangStudiRepository = $jenisBidangStudiRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisBidangStudiRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.bidang_studi') 
                ->get(); 
        return $data; 
















    protected $jenisSertifikasiRepository; 
 
    public function __construct(JenisSertifikasiRepository $jenisSertifikasiRepository) 
    { 
        $this->jenisSertifikasiRepository = $jenisSertifikasiRepository; 
    } 
 
    public function getAll() 
    { 
        return $this->jenisSertifikasiRepository->getAll(); 
    } 
} 
 










    public function getAll() 
    { 
        $data = DB::connection('portofolio')->table('ref.jenis_sertifikasi') 




        return $data; 
    } 
} 
 
5.2 Implementasi Antarmuka Pengguna 
Pada bagian ini akan ditampilkan antarmuka halaman aplikasi 
myITS HCM modul portofolio yang terbagi menjadi sisi dosen/tenaga 
kependidikan dan sisi admin. 
5.2.1. Sisi Dosen/Tenaga Kependidikan 
Berikut adalah tampilan antarmuka untuk aplikasi dari 
dosen/tenaga kependidikan. 
 






Gambar 3. Halaman Menu Portofolio  
 






Gambar 5. Halaman Berkas 
 






Gambar 7. Halaman Bahan Ajar 
 







Gambar 9. Halaman Detail Bahan Ajar 
 





Gambar 5.1.2.10 Halaman Edit Berkas Bahan Ajar 
 
 






Gambar 12. Halaman Tambah Datasering 
 
 





Gambar 14. Halaman Edit Datasering  
 





Gambar 16. Halaman Hak Kekayaan Intelektual 
 




Gambar 18. Halaman Detail Hak Kekayaan Intelektual 
 





Gambar 20. Halaman Edit Berkas Hak Kekayaan Intelektual 
 





Gambar 22. Halaman Tambah Inventor Hak Kekayaan Intelektual 
 





Gambar 24. Halaman Tambah Karya Cipta 
 




Gambar 26. Halaman Edit Karya Cipta 
 





Gambar 28. Halaman Edit Pencipta Karya Cipta 
 
 





Gambar 30. Halaman Karya Ilmiah 
 
 






Gambar 32. Halaman Detail Karya Ilmiah 
 
 





Gambar 34. Halaman Edit Berkas Karya Ilmiah 
 






Gambar 36. Halaman Tambah Penulis Karya Ilmiah 
 





Gambar 38. Halaman Tambah Keanggotaan Organisasi Profesi 
  
 






Gambar 40. Halaman Edit Keanggotaan Organisasi Profesi 
 




Gambar 42. Halaman Kepanitiaan 
 





Gambar 44. Halaman Detail Kepanitiaan 
 





Gambar 46. Halaman Edit Berkas Kepanitiaan 
 





Gambar 48. Halaman Tambah Anggota Kepanitiaan 
 





Gambar 50. Halaman Tambah Pembicara 
 





Gambar 52. Halaman Edit Pembicara 
 




Gambar 54. Halaman Penelitian 
 





Gambar 56. Halaman Detail Penelitian 
 




Gambar 58. Halaman Edit Berkas Penelitian 
 





Gambar 60. Halaman Tambah Anggota Penelitian 
 





Gambar 62. Halaman Tambah Pengabdian Masyarakat 
 





Gambar 64. Halaman Edit Pengabdian Masyarakat 
 




Gambar 66. Halaman Edit Anggota Pengabdian Masyarakat 
 






Gambar 68. Halaman Pengelola Jurnal 
 




Gambar 70. Halaman Detail Pengelola Jurnal 
 






Gambar 72. Halaman Edit Berkas Pengelola Jurnal 
 




Gambar 74. Halaman Tambah Pengembangan Diri 
 





Gambar 76. Halaman Edit Pengembangan Diri 
 




Gambar 78. Halaman Penghargaan 
 






Gambar 80. Halaman Detail Penghargaan 
 





Gambar 82. Halaman Edit Berkas Penghargaan 
 





Gambar 84. Halaman Tambah Riwayat Pekerjaan 
 





Gambar 86. Halaman Edit Riwayat Pekerjaan 
 






Gambar 88. Halaman Sertifikasi 
 




Gambar 90. Halaman Detail Sertifikasi 
  
 






Gambar 92. Halaman Edit Berkas Sertifikasi 
 




Gambar 94. Halaman Kesejahteraan  
 






Gambar 96. Halaman Detail Kesejahteraan 
 





Gambar 98. Halaman Edit Berkas Kesejahteraan 
5.2.2. Sisi Admin 
Berikut adalah tampilan antarmuka untuk aplikasi dari sisi 
admin. 
 






Gambar 100. Halaman Tambah Hukuman  
 




Gambar 102. Halaman Edit Hukuman 
  
 






Gambar 104. Halaman Kesejahteraan 
  
 




Gambar 106. Halaman Detail Kesejahteraan 
 





Gambar 108. Halaman Edit Berkas Kesejahteraan 
 




Gambar 110. Halaman Tambah Tugas Belajar 
 





Gambar 112. Halaman Edit Tugas Belajar 
 




Gambar 114. Halaman Tambah Kepangkatan 
 





Gambar 116. Halaman Edit Kepangkatan 
 




Gambar 118. Halaman Pemberhentian 
 






Gambar 120. Halaman Detail Pemberhentian 
 




Gambar 122. Halaman Edit Berkas Pemberhentian 
 





Gambar 124. Halaman Tambah Riwayat Jabatan Fungsional 
 




Gambar 126. Halaman Edit Riwayat Jabatan Fungsional 
 






Gambar 128. Halaman Riwayat Jabatan Struktural 
 




Gambar 130. Halaman Detail Riwayat Jabatan Struktural 
 






Gambar 132. Halaman Edit Berkas Riwayat Jabatan Struktural 
 




Gambar 134. Halaman Tambah Riwayat Kenaikan Gaji Berkala 
 






Gambar 136. Halaman Edit Riwayat Kenaikan Gaji Berkala 
 





BAB VI  
EVALUASI 
 
Bab ini menjelaskan tahap uji coba dilakukan terhadap 
aplikasi Penyaluran Jasa. Pengujian dilakukan untuk memastikan 
kualitas perangkat lunak yang dibangun dan kesesuaian hasil eksekusi 
perangkat lunak dengan analisis dan perancangan perangkat lunak. 
6.1 Skenario Pengujian 
 Skenario pengujian dilakukan dengan melakukan peran 
sebagai pembeli maupun admin yang akan menjalankan fitur-fitur dan 
seluruh kebutuhan fungsional dari sistem. Langkah-langkah untuk 
setiap kebutuhan fungsional yaitu sebagai berikut: 
6.1.1. Melakukan login  
1. Membuka halaman login.  
2. Memasukkan username dan password myITS SSO.  
3. Menekan tombol sign in.  
6.1.2. Mengganti role admin 
1. Melakukan login. 
2. Menekan ikon profil di kanan atas.  
3. Memilih opsi Ganti hak akses  
4. Memilih opsi Administrator. 
6.1.3. Menambahkan portofolio atau kepegawaian  
1. Melakukan login.  
2. Memilih menu Portofolio atau Kepegawaian.  
3. Memilih salah satu portofolio atau kepegawaian yang ingin 
dimasukkan.  
4. Menekan tombol ‘Tambah x’ (x adalah nama portofolio atau 
kepegawaian yang bersangkutan) 
5. Mengisi form portofolio atau kepegawaian. 




6.1.4. Melihat detail portofolio atau kepegawaian  
1. Melakukan login.  
2. Memilih menu Portofolio atau Kepegawaian.  
3. Memilih salah satu portofolio atau kepegawaian. 
4. Menekan salah satu portofolio atau kepegawaian pada daftar 
portofolio atau kepegawaian. 
6.1.5. Mengedit portofolio atau kepegawaian  
1. Melakukan login.  
2. Memilih menu Portofolio atau Kepegawaian.  
3. Memilih salah satu portofolio atau kepegawaian. 
4. Menekan salah satu portofolio atau kepegawaian pada daftar 
portofolio atau kepegawaian. 
5. Menekan tombol ‘Edit’ pada bagian informasi. 
6. Mengedit isian form portofolio atau kepegawaian. 
7. Menekan tombol ‘Simpan’. 
6.1.6. Menghapus portofolio atau kepegawaian  
1. Melakukan login.  
2. Memilih menu Portofolio atau Kepegawaian.  
3. Memilih salah satu portofolio atau kepegawaian. 
4. Menekan salah satu portofolio atau kepegawaian pada daftar 
portofolio atau kepegawaian. 
5. Menekan tombol ikon titik tiga. 
6. Memilih menu ‘Hapus’. 
7. Menekan tombol ‘Hapus’. 
6.1.7. Mengunggah berkas portofolio atau kepegawaian  
1. Melakukan login.  
2. Memilih menu Portofolio atau Kepegawaian.  
3. Memilih salah satu portofolio atau kepegawaian. 
4. Menekan salah satu portofolio atau kepegawaian pada daftar 
portofolio atau kepegawaian. 
5. Menekan tombol ‘Edit’ pada bagian berkas. 
558 
 
6. Menekan ikon tambah. 
7. Memilih menu ‘Berkas’. 
8. Mengisi form unggah berkas. 
9. Menekan tombol ‘Unggah’. 
6.1.8. Memilih berkas portofolio atau kepegawaian  
1. Melakukan login.  
2. Memilih menu Portofolio atau Kepegawaian.  
3. Memilih salah satu portofolio atau kepegawaian. 
4. Menekan salah satu portofolio atau kepegawaian pada daftar 
portofolio atau kepegawaian. 
5. Menekan tombol ‘Edit’ pada bagian berkas. 
6. Menekan ikon tambah. 
7. Memilih menu ‘Berkas Saya’. 
8. Memilih berkas dengan menekan checkbox. 
9. Menekan tombol ‘Pilih’. 
6.1.9. Menambah anggota pada portofolio  
1. Melakukan login.  
2. Memilih menu Portofoli.  
3. Memilih salah satu portofolio. 
4. Menekan salah satu portofolio pada daftar portofolio. 
5. Menekan tombol ‘Edit’ pada bagian anggota. 
6. Menekan ikon tambah. 
7. Mengisi form tambah anggota. 
8. Menekan tombol ‘Tambah’. 
6.1.10. Mengedit anggota pada portofolio  
1. Melakukan login.  
2. Memilih menu Portofolio.  
3. Memilih salah satu portofoli. 
4. Menekan salah satu portofolio pada daftar portofolio atau 
kepegawaian. 
5. Menekan tombol ‘Edit’ pada bagian anggota.  




7. Memilih menu ‘Edit’. 
8. Mengedit isian form anggota. 
9. Menekan tombol ‘Simpan’. 
6.1.11. Menghapus anggota pada portofolio  
1. Melakukan login.  
2. Memilih menu Portofolio.  
3. Memilih salah satu portofolio. 
4. Menekan salah satu portofolio pada daftar portofolio atau 
kepegawaian. 
5. Menekan tombol ‘Edit’ pada bagian anggota.  
6. Menekan ikon titik tiga pada anggota yang dipilih. 
7. Memilih menu ‘Hapus’. 
8. Menekan tombol ‘Hapus’.  
6.1.12. Menambah penulis pada portofolio  
1. Melakukan login.  
2. Memilih menu Portofolio.  
3. Memilih salah satu portofolio. 
4. Menekan salah satu portofolio pada daftar portofolio atau 
kepegawaian. 
5. Menekan tombol ‘Edit’ pada bagian penulis. 
6. Menekan ikon tambah. 
7. Mengisi form tambah penulis. 
8. Menekan tombol ‘Tambah’.  
6.1.13. Mengedit penulis pada portofolio  
1. Melakukan login.  
2. Memilih menu Portofolio.  
3. Memilih salah satu portofolio. 
4. Menekan salah satu portofolio pada daftar portofolio atau 
kepegawaian. 
5. Menekan tombol ‘Edit’ pada bagian penulis.  
6. Menekan ikon titik tiga pada penulis yang dipilih. 
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7. Memilih menu ‘Edit’. 
8. Mengedit isian form penulis. 
9. Menekan tombol ‘Simpan’.  
6.1.14. Menghapus penulis pada portofolio  
1. Melakukan login.  
2. Memilih menu Portofolio.  
3. Memilih salah satu portofolio. 
4. Menekan salah satu portofolio pada daftar portofolio atau 
kepegawaian. 
5. Menekan tombol ‘Edit’ pada bagian penulis.  
6. Menekan ikon titik tiga pada penulis yang dipilih. 
7. Memilih menu ‘Hapus’. 
8. Menekan tombol ‘Hapus’.  
6.1.15. Mengajukan portofolio atau kepegawaian  
1. Melakukan login.  
2. Memilih menu Portofolio atau Kepegawaian.  
3. Memilih salah satu portofolio atau kepegawaian. 
4. Menekan salah satu portofolio atau kepegawaian pada daftar 
portofolio atau kepegawaian. 
5. Menekan tombol ‘Ajukan’. 
6. Membaca pakta integritas dan menekan tombol ‘Ajukan’. 
6.1.16. Menambah berkas portofolio atau kepegawaian  
1. Melakukan login.  
2. Membuka menu berkas. 
3. Menekan tombol ‘Unggah berkas’. 
4. Memilih jenis berkas. 
5. Menekan tombol ‘Selanjutnya’. 
6. Mengisi form unggah berkas. 
7. Menekan tombol ‘Unggah’. 
6.1.17. Menyunting berkas portofolio atau kepegawaian  




2. Membuka menu berkas. 
3. Menekan ikon titik tiga pada berkas yang ingin disunting. 
4. Memilih menu sunting. 
5. Mengubah isian form berkas. 
6. Menekan tombol ‘Simpan perubahan’. 
6.1.18. Menghapus berkas portofolio atau kepegawaian  
1. Melakukan login.  
2. Membuka menu berkas. 
3. Menekan ikon titik tiga pada berkas yang ingin disunting. 
4. Memilih menu hapus. 
5. Menekan tombol ‘Hapus’.  
6.1.19. Mengunduh berkas portofolio atau kepegawaian 
1. Melakukan login.  
2. Membuka menu berkas. 
3. Menekan ikon titik tiga pada berkas yang ingin disunting. 
4. Memilih menu unduh. 
6.1.20. Melihat detail berkas portofolio atau kepegawaian  
1. Melakukan login.  
2. Membuka menu berkas. 
3. Menekan ikon titik tiga pada berkas yang ingin disunting. 
4. Memilih menu detail.  
6.1.21. Mencari berkas portofolio atau kepegawaian  
1. Melakukan login.  
2. Membuka menu berkas. 
3. Menekan tombol ‘Filter’. 
4. Mengisi filter sesuai kebutuhan. 
5. Menekan tombol ‘Tampilkan’. 
6.1.22. Memverifikasi portofolio atau kepegawaian  
1. 1. Melakukan login.  
2. Memilih role sebagai administrasi.  
3. Memilih menu verifikasi.  
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4. Memilih jenis portofolio yang akan diverifikasi.  
5. Memilih ajuan portofolio.  
6. Menekan tombol ‘Verifikasi’. 
7. Mengisi form verifikasi dan menekan tombol ‘Verifikasi’. 
8. Menekan tombol ‘Verifikasi’.  
6.2 Evaluasi Pengujian 
 Hasil pengujian dilakukan terhadap pengamatan mengenai 
perilaku sistem aplikasi Penyaluran Jasa terhadap kasus skenario uji 
coba. Pengujian dilakukan oleh pihak pengembang, pengguna, dan 
pembimbing lapangan. Tabel 6.1 menjelaskan hasil uji coba terhadap 
aplikasi yang telah dibuat. 
 
Tabel 126. Tabel Evaluasi Pengujian 
Kode 
Kebutuhan 
Deskripsi Kebutuhan Status 
F001 Melakukan login dosen/tenaga 
kependidikan 
Berhasil 
F002 Mengganti role admin Berhasil 
F003 Menambahkan portofolio atau 
kepegawaian 
Berhasil 
F004 Melihat detail portofolio atau 
kepegawaian 
Berhasil 
F005 Mengedit portofolio atau 
kepegawaian 
Berhasil 





F007 Mengunggah berkas portofolio atau 
kepegawaian 
Berhasil 
F008 Memilih berkas portofolio atau 
kepegawaian 
Berhasil 
F009 Menambah anggota pada portofolio Berhasil 
F010 Mengedit anggota pada portofolio Berhasil 
F011 Menghapus anggota pada portofolio Berhasil 
F012 Menambah penulis pada portofolio Berhasil 
F013 Mengedit penulis pada portofolio Berhasil 
F014 Menghapus penulis pada portofolio Berhasil 
F015 Mengajukan portofolio atau 
kepegawaian 
Berhasil 
F016 Menambah berkas portofolio atau 
kepegawaian 
Berhasil 
F017 Menyunting berkas portofolio atau 
kepegawaian 
Berhasil 
F018 Menghapus berkas portofolio atau 
kepegawaian 
Berhasil 
F019 Mengunduh berkas portofolio atau 
kepegawaian 
Berhasil 




F021 Mencari berkas portofolio atau 
kepegawaian 
Berhasil 












KESIMPULAN DAN SARAN 
 
7.1.  Kesimpulan 
Kesimpulan yang didapat setelah merancang aplikasi myITS 
HCM Modul Portofolio adalah sebagai berikut. 
1. Dengan adanya aplikasi ini, produktivitas pegawai, dalam hal 
ini dosen dan tenaga kependidikan ITS akan bertambah. 
2. Aplikasi membantu meningkatkan efektivitas dan efisiensi 
sistem kepegawaian yang telah ada. 
3. Penyimpanan data pegawai dilakukan secara digital sehingga 
memudahkan bagi pihak birokrasi untuk mengolahnya. 
4. Framework yang digunakan pada aplikasi ini merupakan 
framework yang umum, sehingga mudah untuk dapat 
diperbarui dan digunakan kembali. 
 
7.2.  Saran 
Dalam pengerjaannya, sistem yang dibuat masih memiliki 
kekurangan. Saran untuk pengembangan sistem aplikasi myITS HCM 
Modul Portofolio adalah sebagai berikut. 
1. Memberikan tanda pada field yang wajib diisi dan penjelasan 
untuk field yang ambigu. 
2. Pada data pegawai, ditambahkan field nomor handphone, 
domisili beserta checkbox ‘Sama seperti alamat’ sehingga 
auto terisi dengan alamat apabila sama. 
3. Menambah checkbox ‘Pilih sebagai kontak emergency saya’ 
pada form tambah dan edit anggota keluarga. 
4. Menambah checkbox ‘Pegawai ITS’ pada form anggota 




5. Menambah field urutan anak pada form tambah dan edit 
anggota keluarga. 
6. Mengatur posisi field agar yang lebih general berada di atas.  
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