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Abstrakt
Ciel’om tejto pra´ce bolo vytvorit’ knizˇnicu pre realiza´ciu techniky Subdivision Surfaces a
demonsˇtrovat’ jej funkcˇnost’. Knizˇnica ako aj demonsˇtracˇny´ program je nap´ısana´ v jazyku
C++, na vytvorenie okna programu som pouzˇil WinAPI a pre pra´cu s grafikou OpenGL.
Implementovane´ su´ tri za´kladne´ algoritmy a to s´ıce algoritmus Butterfly, Loop a Catmull–
Clark. Na demonsˇtra´ciu slu´zˇi pa´r za´kladny´ch objektov implementovany´ch priamo do knizˇnice.
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Abstract
The object of my bachelor work was to create a library, that will realise the technique of
Subdivision Surfaces and demonstrate the functionality of the library on different examples.
The library as well as the program is written by using C++ language, for window creation
is used WinAPI and for work withthe graphics OpenGL. There are three implemented
algorithms and those are Butterfly, Loop and Catmull–Clark. For demonstration are used
few basic objects, that are implemented directly in the library.
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V modernej dobe sa cˇoraz cˇastejˇsie streta´vame s u´chvatny´m spracovan´ım tvarov niektory´ch
modelov v pocˇ´ıtacˇovej grafike. Sme prekvapen´ı ty´m, ako dokonale vyzeraju´ postavicˇky a
modely z animovany´ch filmov tvoreny´ch na pocˇ´ıtacˇi, cˇi v pocˇ´ıtacˇovy´ch hra´ch. Zlepsˇenie
tohoto u´kazu vsˇak nie je len vd’aka lepsˇiemu hardve´ru, ale hlavne vd’aka inovat´ıvnym
technika´m schopny´mi pracovat’ s roˆznymi polygona´lnymi modelmi, ktore´ menia aj tie na-
jhranatejˇsie modely na kra´sne hladke´ a oku lahodiace. Technika subdivision surfaces, ktora´
bola predmetom mojej pra´ce je jednou z taky´chto techn´ık. Vo svojej pra´ci som sa poku´sil
implementovat’ niektore´ z algoritmov pre realiza´ciu tejto techniky. Pre implementa´ciu som
sa rozhodol pouzˇit’ jazyk C++. Mojou u´lohou bolo vytvorit’ knizˇnicu a za´rovenˇ aj de-
monsˇtracˇny´ program, ktory´ ju vyuzˇ´ıva. Program je implementovany´ pre platformu Win-
dows s vyuzˇit´ım WinAPI. Pre pra´cu s grafikou je pouzˇite´ OpenGL.
V nasleduju´com texte sa budem zaoberat’ ty´m, na cˇo som narazil pri tvorbe knizˇnice ako
aj programu. V druhej kapitole popisujem kedy sa technika Subdivision Surfaces dostala do
povedomia l’ud´ı a za´kladne´ teoreticke´ poznatky, ktore´ treba vediet’ pri jej realiza´cii. V nasle-
duju´cej kapitole je to potom uzˇ teoreticky´ rozbor algoritmov, ktore´ som sa rozhodol imple-
mentovat’. Nacha´dza sa tu ich teoreticky´ popis a postupy vyuzˇ´ıvane´ pri ich implementa´cii.
V d’alˇsej kapitole je to uzˇ samotna´ tvorba knizˇnice, popis tried a sˇtruktu´r pouzˇity´ch v mo-
jej implementa´cii, ich previazanost’, ako aj moja verzia implementa´cie jednotlivy´ch algorit-
mov. V poslednej cˇasti sa nacha´dza implementa´cia demonsˇtracˇne´ho programu a porovnanie





V tejto kapitole sa budem venovat’ teoretickej cˇasti ohl’adom techniky Subdivision Sur-
faces. Kedy sa objavila, cˇo sa pouzˇ´ıva, ake´ su´ pravidla´ a sche´my pouzˇ´ıvane´ pri Subdivision
Surfaces.
2.1 Cˇo je Subdivision Surfaces a precˇo tu´to techniku pouzˇit’
Subdivision Surfaces je anglicky´ termı´n a do cˇesˇtiny, alebo slovencˇiny by sa prekladal vel’mi
t’azˇko a preto sa pouzˇ´ıva tento anglicky´ ekvivalent. Technika Subdivision Surfaces sa dostala
do povedomia l’ud´ı najma¨ od roku 1998, ked’ sˇtu´dio pre tvorbu animovany´ch filmov Pixar
odhalilo jeho najnovsˇ´ı pr´ırastok do rodiny kra´tkych animovany´ch filmov s na´zvom Geri’s
Game [8]. Bol to kra´tky film o starcˇekovi, ktory´ v parku ra´d hraje sˇach sa´m so sebou. Nie-
lenzˇe bol tento film ohromuju´co animovane spracovany´, ale v tej dobe bol na vel’mi vysokej
technologickej u´rovni. Tento kra´tky film umozˇnil predstavit’ novu´ zbranˇ v produkcii filmov
sˇtu´dia Pixar a to s´ıce techniku Subdivision Surfaces.
Subdivision Surfaces je technika popisuju´ca povrch objektu, vyuzˇ´ıvaju´c pri tom poly-
gona´lny model. Rovnako ako u polygona´lneho modelu moˆzˇe byt’ povrch l’ubovolne´ho tvaru,
cˇi vel’kosti. Ale na rozdiel od polygona´lneho modelu je povrch generovany´ technikou Subdi-
vision Surfaces perfektne hladky´. Ta´to technika umozˇnuje vziat’ aky´kol’vek origina´lny poly-
gona´lny model a za pomoci algoritmov, cˇi uzˇ aproximacˇny´ch, alebo interpolacˇny´ch prida´vat’
nove´ body a existuju´ce polygo´ny delit’ na viac polygo´nov, ktore´ budu´ mensˇie. Potom uzˇ
vlastne ani neza´lezˇ´ı na tom ako d’aleko je kamera od objektu pretozˇe povrch zaberany´
kamerou sa moˆzˇe znovu a znovu delit’ azˇ ky´m nebude vyzerat’ u´plne hladky´.
Kazˇda´ sche´ma pre Subdivision Surfaces zacˇ´ına poˆvodny´m polygona´lnym povrchom,
ktory´ sa nazy´va kontrolna´ mriezˇka. Potom sa kontrolna´ mriezˇka del´ı na d’alˇsie polygo´ny
a vsˇetky vrcholy sa posu´vaju´ podl’a nejake´ho su´boru pravidiel. Pravidla´ pre delenie su´
roˆzne od sche´my ku sche´me a pra´ve od toho ake´ pravidla´ sa pouzˇiju´ za´vis´ı tvar a vlast-
nosti povrchu, ktory´ delen´ım vznikne. Pravidla´ vacˇsˇiny sche´m zachova´vaju´, alebo posu´vaju´
poˆvodne´ vrcholy a vkladaju´ nove´. Su´ aj sche´my, ktore´ pri kazˇdom kroku rusˇia stare´ vrcholy
a vypocˇitavaju´ len nove´, tie su´ vsˇak v drvivej mensˇine.
Jednou z vec´ı, ktore´ maju´ kontrolna´ mriezˇka a vy´sledny´ povrch spolocˇnu´ je, zˇe su´
vlastne topologicky identicke´. Topolo´gia je spoˆsob pop´ısania povrchu sˇtruktu´ry, ktory´ nie
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je zmeneny´ elastickou deforma´ciou, ako napr´ıklad nat’ahovanie, cˇi kru´tenie. Topolo´gia je
pra´ve jedny´m z doˆvodov precˇo pouzˇit’ Subdivision Surfaces. Moˆzˇete vytvorit’ vy´sledny´
povrch z akejkol’vej l’ubovolnej mriezˇky, idea´lne uzatvorenej, pretozˇe niektore´ algoritmy
maju´ s otvoreny´mi mriezˇkami proble´my a vy´sledny´ povrch moˆzˇe mat’ l’ubovolnu´ topolo´giu
v za´vislosti od kontrolnej mriezˇky, ktora´ donˇ vstupovala. Preto je technika Subdivision
Surfaces idea´lna pre modelovanie posta´v a d’alˇs´ıch roˆznych vec´ı, cˇi uzˇ vo filmovom, alebo
hernom priemysle. Podrobnejˇsie na [7].
Skoˆr ako sa blizˇsˇie zacˇnem zaoberat’ algoritmami, tak najskoˆr vysvetl´ım za´kladne´ veci
ty´kaju´ce sa povrchov a mriezˇok v Subdivision Surfaces.
2.2 Kontinuita, interpola´cia, aproxima´cia
Prvou za´kladnou charakteristikou kazˇdej sche´my je kontinuita. Sche´my maju´ kontinuitu Cn,
kde n znamena´ kol’ko deriva´ci´ı je spojity´ch. Ak ma´ povrch kontinuitu C0, potom zˇiadna
z deriva´ci´ı nie je spojita´, cˇo znamena´, zˇe samotny´ povrch nema´ zˇiadne otvorene´ diery. Ak je
kontinuita povrchu C1 znamena´ to uzatvoreny´ povrch, ktore´ho dotycˇnice su´ spojite´ – nie su´
tu zˇiadne ostre´ spoje. Vacˇsˇina povrchov, s ktory´mi sa pracuje ma´ kontinuitu C1, obcˇas C2
na niektory´ch miestach, ale vo vsˇeobecnosti moˆzˇeme tvrdit’ C1. Kontinuita je pra´ve d’alˇs´ım
vy´znamny´m doˆvodom precˇo pouzˇit’ Subdivison Surfaces.
Poky´m stupenˇ kontinuity je u va¨cˇsˇiny sche´m rovnaky´, su´ tu niektore´ charatkteristiky,
ktory´mi sa sche´my od seba vy´razne l´ıˇsia. Jednou z nich je aj to, cˇi je dana´ sche´ma aprox-
imacˇna´, alebo interpolacˇna´ a to za´vis´ı na type algoritmu, ktory´ pre danu´ sche´mu pouzˇijeme.
Ak je dana´ sche´ma aproximacˇna´, znamena´ to, zˇe vrcholy kontrolnej mriezˇky nelezˇia na
vy´slednom povrchu. S kazˇdy´m krokom delenia na viac polygo´nov sa body kontrolnej mriezˇky
posu´vaju´ blizˇsie k vy´sledne´my povrchu. Povrch generovany´ aproximacˇnou sche´mou vyzera´
vel’mi dobre, moˆzˇe mat’ vel’mi ma´lo zvlnen´ı a za´hybov. Aj ked’ bude mat’ kontrolna´ mriezˇka
mnozˇstvo ostry´ch hra´n, aproximacˇna´ sche´ma sa ich bude snazˇit’ vyhladit’, cˇ´ım viac sa budu´
ostrejˇsie body posu´vat’ k vy´sledne´mu povrchu. Na druhu´ stranu toto moˆzˇe byt’ nevy´hoda
aproximacˇnej sche´my, pretozˇe sa s nˇou niekedy t’azˇko pracuje. Je pri nej dost’ t’azˇke mat’
v´ıziu nove´ho povrchu pri tvorbe kontrolnej mriezˇky a vytvorit’ viacero zvlnen´ı a za´hybov,
pretozˇe sche´ma sa ich bude snazˇit’ vyhladit’.
Ak je dana´ sche´ma interpolacˇna´, znamena´ to, zˇe body kontrolnej mriezˇky lezˇia na
vy´slednom povrchu. Teda pri kazˇdom rekurz´ıvnom kroku delenia sa s existuju´cimi vrcholmi
kontrolnej mriezˇky nehy´be. Vy´hodou interpolacˇnej sche´my je, zˇe na zacˇiatku je viac zrejme´,
ako bude vy´sledny´ objekt – povrch vyzerat’, pretozˇe vrcholy kontrolnej mriezˇky su´ vsˇade na
vy´slednom povrchu. Avsˇak niekedy moˆzˇe byt’ t’azˇke´ prinu´tit’ interpolacˇny´ algoritmus, aby
vy´sledny´ povrch vyzeral ako chceme, pretozˇe na povrchu sa moˆzˇu vygenerovat’ vydutiny.
Vacˇsˇinou to vsˇak nie je azˇ taky´ vel’ky´ proble´m.
Obra´zok 2.1 ukazuje pr´ıklad aproximacˇnej a interpolacˇnej sche´my. Biela cˇiara je kon-
trolna´ mriezˇka a cˇervena´ je cˇiarovy´ model vy´sledne´ho povrchu po niekol’ky´ch krokoch de-
lenia. Je pekne vidiet’, zˇe zakial’ aproximacˇna´ sche´ma sa st’ahuje d’alej od mriezˇky, tak
interpolacˇna´ sa drzˇ´ı pri vrcholoch poˆvodne´ho povrchu. Viac informa´cii na [7].
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Obra´zok 2.1: Dve sche´my delenia hranolu. Sche´ma na l’avo je aproximacˇna´, sche´ma v pravo
je interpolacˇna´.
2.3 Uniformita, polygo´ny, extraordina´lne body
Dˇalˇsia charakteristika sche´my prina´sˇa so sebou 4 d’alˇsie pojmy. Sche´ma moˆzˇe byt’ uni-
formna´, alebo neuniformna´, staciona´rna, alebo nestaciona´rna. Tieto pojmy znamenaju´
aky´m spoˆsobom su´ pravidla´ sche´my – algoritmu aplikovane´ na vy´sledny´ povrch. Ak je
sche´ma uniformna´ znamena´ to pouzˇitie rovnaky´ch pravidiel delenia pre vsˇetky oblasti kon-
trolnej mriezˇky. Ak je vsˇak sche´ma neuniformna´, moˆzˇe byt’ na jednu hranu pouzˇite´ jedno
pravidlo a na druhu´ ine´ pravidlo. Pri staciona´rnej sche´me je pouzˇity´ pri kazˇdom kroku de-
lenia ten isty´ su´bor pravidiel, poky´m v nestaciona´rnej sche´me je pri kazˇdom kroku pouzˇity´
iny´ su´bor pravidiel delenia. Sche´my, ktore´ som implementoval su´ vsˇetky staciona´rne a uni-
formne´.
Inou chgarakteristikou sche´my je tvar polygo´nov, s ktory´mi dana´ sche´ma pracuje. Preto
mozˇno vo vsˇeobecnosti sche´my rozdelit’ na trojuholn´ıkove´, alebo sˇtvoruholn´ıkove´. Prva´ men-
ovana´ pracuje s kontrolnou mriezˇkou, ktora´ je zlozˇena´ z polygo´nov v tvare trojuholn´ıka,
druha´ pracuje s polygo´nmi v tvare sˇtvoruholn´ıka. Vacˇsina sˇtvoruholn´ıkovy´ch sche´m pracuje
s l’ubovolny´mi n–uholn´ıkmi a pri trojuholn´ıkovy´ch sche´mach sa n–uholn´ıky preva´dzaju´ na
trojuholn´ıky. Niekedy vsˇak prevod moˆzˇe radika´lne zmenit’ vy´sledny´ povrch.
Obra´zok 2.2 ukazuje trojuholn´ıkovu´ sche´mu v porovnan´ı so sˇtvoruholn´ıkovou. Zatial’, cˇo
trojuholn´ıkova´ vklada´ body na existuju´ce hrany, sˇtvoruholn´ıkova´ mus´ı vytvorit’ novy´ bod.
Preto sa da´ povedat’, zˇe trojuholn´ıkova´ je o niecˇo l’ahsˇia.
Dˇalˇsou vlastnost’ou sche´m je valencia vrcholov. Valencia vrcholu znamena´ vlastne pocˇet
hra´n, ktore´ z dane´ho vrcholu vycha´dzaju´. Vacˇsˇina vrcholov v sche´me ma´ rovnaku´ valenciu.
Vrcholy s touto valenciou su´ regula´rne vrcholy danej sche´my. Vrcholy, ktore´ maju´ inu´ va-
lenciu ako vsˇetky´ ostatne´ vrcholy danej sche´my sa nazy´vaju´ extraordina´lne. Vacˇsˇina sche´m
ma´ proble´my s analy´zou povrchu v bl´ızkosti extraordina´lnych vrcholov a snazˇia sa ich ne-
produkovat’. Takzˇe pocˇet extraordina´lnych vrcholov je dany´ za´kladnou kontrolnou mriezˇkou
a nemen´ı sa resp. menit’ by sa nemal. Obra´zok 2.3 ukazuje dva kroky s extraordina´lnym
bodom v strede. Je mozˇne´ vidiet’, zˇe po kroku delenia extraordina´lny bod zosta´va, ale
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Obra´zok 2.2: Pr´ıklad troj- a sˇtvor-uholn´ıkove´ho delenia polygo´nu.
nevznika´ zˇiaden novy´.
Obra´zok 2.3: Mriezˇka pred(vl’avo) a po(vpravo) jednom kroku delenia. Cˇerveny´ bod je
extraordina´lny vrchol.
2.4 Vyhodnotenie povrchu
Vyhodnotenie je povrchu je proces, pri ktorom sa zoberie kontrolna´ mriezˇka, prida´vaju´ sa
nove´ vrcholy, polygo´ny sa delia na viacere´, ktore´ su´ mensˇie, aby sa nasˇla lepsˇia polygona´lna
aproxima´cia vy´sledne´ho povrchu. Je mnoho ciest ako mozˇno vyhodnotit’ povrch, no vsˇetky
sche´my sa daju´ vyhodnotit’ rekurz´ıvne. A vacˇsˇina, vra´tane ty´ch, ktore´ su´ implementovane´,
moˆzˇe byt’ vyhodnotena´ pomocou vrcholovy´ch bodov danej kontrolnej mriezˇky. Pri inter-
polacˇny´c sche´mach to znamena´, zˇe moˆzˇete explicitne vypocˇ´ıtat’ norma´ly dane´ho povrchu po-
mocou vrcholovy´ch bodov, pouzˇit´ım tzv. tangentovy´ch masiek. Pri aproximacˇny´ch sche´mach
moˆzˇete explicitne vypocˇ´ıtat’ konecˇnu´–limitnu´ poz´ıciu vrcholov, pouzˇit´ım tzv. vyhodnoco-
vac´ıch masiek. Maskou sa nemysl´ı maska bina´rna, ako by sme mohli poznat’ z programova-
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nia, ale skoˆr ako vy´strihy sˇablo´ny, ktore´ su´ umiestnene´ do kontrolnej mriezˇky a ich tvar na´m
potom ukazuje, ktore´ z vrcholov a akou va´hou su´ pouzˇite´ pri vy´pocˇte vy´sledku. Obra´zok
2.4 ukazuje pr´ıklad aplika´cie takejto masky na povrch pri vrchole [7].
Obra´zok 2.4: Hypoteticka´ maska. Biela oblast’ masky urcˇuje, ktore´ vrcholy sa pouzˇiju´ pri





V tejto kapitole sa budem podrobne zaoberat’ mnou vybrany´mi algoritmami pre realiza´ciu
techniky Subdivision Surfaces.
3.1 Algoritmus Butterfly
Sche´ma, ktoru´ pop´ıˇsem ako prvu´ sa nazy´va Butterfly. V pra´ci je implementovany´ jednoduchy´
Butterfly, no existuje esˇte modifikovany´ Butterly, ktory´ trochu pribl´ızˇim no nebudem sa n´ım
pr´ıliˇs zaoberat’.
Obra´zok 3.1: 8–bodova´ sˇablo´na pouzˇita´ v jednoduchej Butterfly sche´me.
Sche´ma Butterfly ako taka´, ma´ zauj´ımavu´ histo´riu. V roku 1990 pa´ni Dyn, Levin, a
Gregory publikovali cˇla´nok o tejto sche´me a bol to vlastne popis voˆbec prvej Butterfly
sche´my. Na´zov Butterfly znamena´ v preklade moty´l’ a je odvodeny´ od tvaru sˇablo´ny, ktora´
sa pouzˇ´ıva pri tvorbe novy´ch vrcholov. Sˇablo´nu je mozˇne´ vidiet’ na obra´zku 3.1. Sche´ma
je interpolacˇna´ a pracuje s trojuholn´ıkovy´mi polygo´nmi. Cˇerveny´ bod na obra´zku je novy´
bod, ktory´ vznikne po aplika´cii sˇablo´ny na polygona´lny model a vy´pocˇtom z poz´ıci´ı vrcholov
nacha´dzaju´cich sa v sˇablo´ne. Ta´to sche´ma len prida´va vrcholy pozd´lzˇ hra´n, pravidla´ pre
prida´vanie vrcholov su´ pomerne jednoduche´. Pre kazˇdu´ hranu sa vlastne zoberu´ body, ktore´
patria do sˇablo´ny a pomocou ich va´hy, sa vypocˇ´ıta novy´ vrchol. Va´ha jednotlivy´ch bodov,








+ 2w, c : − 1
16
− w (3.1)
V rovnici 3.1 parameter w znamena´, ako na tesno bude vy´sledny´ povrch posunuty´ ku
kontrolnej mriezˇke. Ak je w rovne´ − 116 , potom sche´ma len linea´rne interpoluje koncove´
vrcholy a povrch nie je hladky´.
Proble´m pri sche´me Butterfly vznika´ ked’ sa v okol´ı vybranej hrany neda´ aplikovat’
sˇablo´na. Hlavne ak je valencia koncovy´ch vrcholov danej hrany mensˇia ako 5. Nie je dostatok
informa´ci´ı na pouzˇitie sˇablo´ny a pra´ve vtedy je paremeter w rovny´ − 116 . Povrch generovany´
ty´mto algoritmom teda nie je hladky´ v okol´ı extraordina´lnych bodov. Tento proble´m riesˇi
rozsˇ´ıreny´ algoritmus Butterfly 3.1.1.
3.1.1 Rozsˇ´ıreny´ butterfly
Ako som uzˇ nap´ısal modifikovany´ algoritmus Butterfly riesˇi aj ota´zku extraordina´lnych
bodov. Na vy´pocˇet nove´ho bodu vyuzˇ´ıva trochu zlozˇitejˇsiu sˇablo´nu, ktoru´ je mozˇne´ vidiet’




− w, b : 1
8
+ 2w, c : − 1
16
− w, d : w (3.2)
Navysˇe esˇte vyuzˇ´ıva sˇpecia´lnu sˇablo´nu na extraordina´lne body. Ale ked’zˇe som rozsˇ´ırenu´
verziu neimplementoval, tak ju nebudem podrobnejˇsie rozpisovat’. Chcel som len pouka´zat’
na to, zˇe existuje tak ako aj u mnozˇstva ostatny´ch algoritmuv existuju´ ine´ modifikovane´
verzie.
Obra´zok 3.2: 10–bodova´ sˇablo´na pouzˇita´ v rozsˇ´ırenej Butterfly sche´me.
Podrobnejˇs´ı popis o algoritme Butterfly, cˇi jeho modifikovanej verzii na [7].
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3.2 Algoritmus Catmull–Clark
Dˇalˇsia sche´ma, ktorou sa budem zaoberat’ ma´ na´zov po jej autoroch a to Edwinovi Cat-
mullovi a Jimovi Clarkovi [10]. Je to sche´ma, ktoru´ v modifikovanej podobe Pixar pouzˇil
v Geri’s Game. Sche´ma Catmull–Clark pracuje s aky´mkol’vek n–uholn´ıkom, cˇo je jedna z jej
vy´hod a produkuje sˇtvoruholn´ıky, cˇizˇe mus´ı riesˇit’ ota´zku prida´vania bodov do mriezˇky. A
kedzˇe ide o sche´mu aproximacˇnu´ mus´ı sa vysporiadat’ aj s posu´van´ım stary´ch vrcholov 2.2.
Pravidla´ pre tu´to sche´mu su´ preto o niecˇo komplexnejˇsie a vy´pocˇet nove´ho vrcholu je robeny´
po niekol’ky´ch krokoch. Pravidla´ su´ nasledovne´:
• Pre kazˇdy´ polygo´n v starej kontrolnej mriezˇke vypocˇ´ıtat’ novy´ bod, ktory´ sa nacha´dza
v strede dane´ho polygo´nu – vypocˇ´ıta sa ako priemer vsˇetky´ch bodov, ktore´ tvoria
dany´ polygo´n. Pre lepsˇie vysvetlenie ho budem volat’ face point.
• Pre kazˇdu´ hranu v starej kontrolnej mriezˇke vypocˇ´ıtat’ novy´ bod, ktory´ ako priemer
dvoch koncovy´ch bodov hrany a dvoch stredovy´ch bodov polygo´nov, ktore´ zvieraju´
danu´ hranu a boli vypocˇ´ıtane´ v predcha´dzaju´com kroku. Ilustra´cia je na obra´zku 3.3.
Budem ho volat’ edge point.
• Na koniec posunu´t’ stare´ vrcholy vyuzˇ´ıvaju´c pritom susediace body a to podl’a vzorca:
F + 2R+ (n− 3)P
n
(3.3)
Kde P je stary´ bod mriezˇky, F je priemer vsˇetky´ch n face pointov pre polygo´ny
dotykaju´ce sa P , R je priemer vsˇetky´ch n stredovy´ch bodov hra´n, dotykaju´cich sa
bodu P . Ilustra´cia je na obra´zku 3.4.
Obra´zok 3.3: Ilustra´cia vy´pocˇtu bodu pre hranu. Cˇerveny´ bod bude vypocˇ´ıtany´ bod.
Na koniec sa vytvoria nove´ hrany spra´vnym postupom pospa´jania bodov, ktory´ je nasle-
duju´ci:
• Kazˇdy´ novy´ face point sa spoj´ı s novy´m edge pointom ty´ch hra´n, ktore´ definuju´ stary´
polygo´n.
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Obra´zok 3.4: Ilustra´cia vy´pocˇtu posunu origina´lneho bodu(cˇerveny´). Zelenou su´ body
pouzˇite´ pri vy´pocˇte.
Obra´zok 3.5: Kontrolna´ mriezˇka sˇtvorstenu pred(biela) a polygona´lny povrch po(cˇervena´)
niekol’ky´ch krokoch delenia algoritmom Catmull–Clark.
• Kazˇdy´ novy´ vrchol, ktory´ vznikol posunut´ım stare´ho vrcholu, spoj´ım s edge pointmi
hra´n, ktore´ vycha´dzali zo stare´ho vrcholu.
Pospa´janie jednotlivy´ch hra´n esˇte podrobne rozoberiem v mojej implementa´cii sche´my
Catmull–Clark. Po jednom kroku delenia budu´ vsˇetky polygo´ny kontrolnej mriezˇky sˇtvor-
uholn´ıky. Preto sche´ma vna´sˇa nove´ extraordina´lne body len pocˇas prve´ho kroku delenia.
To znamena´, zˇe po prvom kroku je pevne dany´ pocˇet extraordina´lnych vrcholov a uzˇ sa
d’alej nemen´ı. Obra´zok 3.5 ukazuje sˇtvorsten po niekol’ky´ch krokoch delenia algoritmom
Catmull–Clark. Informa´cie som cˇerpal z [7], [4] a [10].
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3.3 Loop–ov algoritmus
Poslenou sche´mou, ktora´ je v ra´ci implementovana´ je sche´ma Charlesa Loopa, ktoru´ publiko-
val ako svoju diplomovu´ pra´cu na univerzite v Utahu [5]. Loop–ova sche´ma je aproximacˇna´,
ale na rozdiel od sche´my Catmull–Clark pracuje len s trojuholn´ıkovou kontrolnou mriezˇkou.
Pravidla´ pre realiza´ciu tejto sche´my su´ preto o niecˇo jednoduchsˇie.
Obra´zok 3.6: Vytvorenie 4–och 3–uholn´ıkov z 1.
Obra´zok 3.7: Body a ich va´ha pouzˇite´ pri vy´pocˇte bodu hrany.
Pravidla´ pre vytvorenie novy´ch a posunutie stary´ch bodov v Loop–ovej sche´me su´ nasle-
dovne´:
• Pre kazˇdu´ hranu v kontrolnej mriezˇke pridaj novy´ bod a pre kazˇdy´ trojuholn´ık
v mriezˇke vytvor 4 nove´ pospa´jan´ım bodov hra´n, ktore´ boli pra´ve vytvorene´. Spoˆsob
vy´pocˇtu bodu hrany je jednoduchy´ a je ilustrovany´ na obra´zku 3.7. Kazˇda´ hrana´ ma´
2 koncove´ vrcholy a pomocou ty´chto 2 koncovy´ch vrcholov moˆzˇeme urcˇit’ protilahle´
vrcholy danej hrany. Potom sprav´ıme linea´rnu kombina´ciu ty´chto vrcholov ako su´ na
obra´zku 3.7 a dostaneme novy´ vrchol hrany. Cely´ proces tvorby 4-och trojuholn´ıkov
z 1-ne´ho je potom na obra´zku 3.6.
• Kazˇdy´ vrchol, ktory´ sa nacha´dza v starej kontrolnej mriezˇke je aj v novej a pri vy´pocˇte
jeho poz´ıcie sa pouz´iju´ vsˇetky body, s ktory´ma sused´ı, tj. vsˇetky body, s ktory´mi je
spojeny´ hranou. Pocˇet vrcholov, s ktory´mi stary´ vrchol sused´ı je n a uda´va hodnotu
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Ilustra´cia je na obra´zku 3.8.
Obra´zok 3.8: Body pouzˇite´ pri vy´pocˇte poz´ıcie vrcholu v novej mriezˇke a konsˇtanta β.
Loop–ov algoritmus je jeden z najrozsˇ´ırenejˇs´ıch a pra´ve preto som sa ho rozhodol im-




V tejto kapitole sa budem venovat’ tvorbe knizˇnice a tomu, ako som do knizˇnice meto´du Sub-
division Surfaces implementoval. Pop´ıˇsem sˇtruktu´ry a pouzˇite´ funkcie, s kra´tkym popisom
ich cˇinnosti.
4.1 Samotna´ knizˇnica
Insˇpira´ciu ako vytvorit’ knizˇnicu som hl’adal v [1]. Cely´ projekt Subdivision Surfaces som re-
alizoval v prostred´ı Microsoft Visual Studio c©. Knizˇnica je vlastne kolekcia podprogramov–
funkci´ı, ktore´ su´ zapu´zdrene´ v jednom module a moˆzˇe ich vyuzˇ´ıvat’ viacero programov.
Poˆvodny´ na´pad bol hned’ vytva´rat’ knizˇnicu a potom k nej spravit’ demonsˇtracˇny´ program,
avsˇak nakoniec som sa rozhodol nap´ısat’ vsˇetko naraz ako jeden cely´ program. Kazˇdy´ algo-
ritmus, ako aj mriezˇka maju´ svoje vlastne´ hlavicˇkove´ a zdrojove´ su´bory. Potom cˇo som cely´
projekt vysku´sˇal a odladil, oddelil som vlastny´ demonsˇtracˇny´ program od su´borov budu´cej
knizˇnice a nastaven´ım parametrov prekladacˇa v programovacom prostred´ı Microsoft Visual
Studio som vytvoril su´bor Subdivision.lib, ktory´ mi zapu´zdruje vsˇetky funkcie a sˇtruktu´ry
pouzˇite´ v algoritmoch pre realiza´ciu techniky Subdivision Surfaces. Demosˇtracˇny´ program
uzˇ v konecˇnej podobe vyuzˇ´ıval len funkcie z tejto knizˇnice ako to pozˇadovalo zadanie pra´ce.
Vsˇetok ko´d knizˇnice je nap´ısany´ v programovacom jazyku C++. Knizˇnica by mala byt’
prenosna´ aj na ine´ platformy, pretozˇe mimo vlastne definovany´ch vyuzˇ´ıva len sˇtandartne´
funkcie C++.
Vacˇsˇina vec´ı v knizˇnici je riesˇena´ staticky a preto je knizˇnica dost’ na´rocˇna´ na hardve´r.
Po niekol’ky´ch itera´cia´ch sa doba vy´pocˇtu algoritmu viditel’ne spomal’uje a preto nie je pr´ıliˇs
vhodna´ na delenia, ktore´ maju´ viac ako 4–5 krokov. V d’alˇs´ıch sekcia´ch sa budem blizˇsˇie
venovat’ implementa´cii jednotlivy´ch cˇast´ı knizˇnice.
4.2 Reprezenta´cia kontrolnej mriezˇky
Hlavny´m pilierom celej knizˇnice je reprezenta´cia kontrolnej mriezˇky. Bez dostatocˇne dobrej
reprezenta´cie da´t by sa algoritmy, ktore´ vyuzˇ´ıvaju´ sˇablo´ny, alebo vy´pocˇet bodov pomocou
okolity´ch bodov len t’azˇko realizovali. Insˇpira´ciu pre tvorbu sˇtruktu´ry, ktora´ by obsahovala
vsˇetky u´daje, ktore´ potrebujem som hl’adal [6]. Svoju predstavu sˇtruktu´ry som implemen-
toval do triedy SubdivisionMesh, od ktorej su´ potom dedene´ triedy pre jednotlive´ algoritmy.
Trieda SubdivisionMesh obsahuje funkcie spojene´ s prida´van´ım polygo´nov, vrcholov, hra´n,
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pocˇtom vrcholov, polygo´nov, vy´pocˇtom norma´l a ine´.
Hlavny´mi mnozˇinami reprezentuju´cimi u´daje su´ 3 polia, ktore´ obsahuju´ doˆlezˇite´ in-
forma´cie o kontrolnej mriezˇke. Jedny´m je pole, ktore´ obsahuje sˇtruktu´ry polygo´nov. Dˇalˇs´ım
je pole obsahuju´ce sˇtruktu´ry hra´n a posledny´m tret´ım pol’om je pole obsahuju´ce vsˇetky
vrcholy danej mriezˇky. Dˇalˇs´ım pol’om je pole norma´l jednotlivy´ch polygo´nov, no to nie je










Obra´zok 4.1: Vsˇeobecna´ sˇtruktu´ra topologickej informa´cie v datovej sˇtruktu´re kontrolnej







Obra´zok 4.2: Previazanost’ pol´ı obsahuju´cich informa´cie o doˆlezˇity´ch cˇastiach mriezˇky.
Kedzˇe som hovoril o existencii pol’a sˇtruktu´r polygo´nov a pol’a sˇtruktu´r hra´n je jasne´, zˇe
v ra´mci triedy SubdivisionMesh su´ definovane´ esˇte 2 sˇtruktu´ry a to s´ıce sˇtruktu´ra Polygon,
ktora´ obsahuje pole indexov vrcholov, z ktory´ch je dany´ polygo´n zlozˇeny´ a pole hra´n, ktore´
tvoria dany´ polygo´n. Dˇalˇsou sˇtruktu´rou je sˇtruktu´ra Edge, ktora´ obsahuje 4 indexy. 2 indexy
bodov tvoriacich danu´ hranu a 2 indexy polygo´nov, ktore´ danu´ hranu zvieraju´. Moˆzˇe sa to
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na prvy´ pohl’ad zdat’ trochu ma¨tu´ce, ale to ktore´ informa´cie su´ potrebne´ kra´sne ilustruje
obra´zok 4.1. Podl’a toho, cˇo som pop´ısal o svojej triede, tak ma´m vsˇetky tieto informa´cie
ulozˇene´. To ako su´ polia v mojej triede previazane´ ilustruje obra´zok 4.2. Preto uzˇ nebol azˇ
taky´ proble´m implementovat’ algoritmy.
4.2.1 Demonsˇtracˇne´ objekty
Na to, aby sa knizˇnica mohla vysku´sˇat’ su´ v nej pridane´ niektore´ za´kladne´ objekty. A to s´ıce
kocka zlozˇena´ zo sˇtvoruholn´ıkovy´ch polygo´nov, kocka zlozˇena´ z trojuholn´ıkovy´ch polygo´nov
a hranol. Mozˇnost’ou je aj nacˇ´ıtanie zjednoduche´ho .obj su´boru. Pozor vsˇak, knizˇnica pracuje
len s uzavrety´mi kontrolny´mi mriezˇkami. Knizˇnica je navysˇe implementovana´ tak, zˇe algo-
ritmy, ktore´ pracuju´ len s trojuholn´ıkovy´mi kontrolny´mi mriezˇkami su´ schopne´ pracovat’ aj
s l’ubovolny´mi n–uholn´ıkmi a to vd’aka funkcii Triangulate(). Ta´to funkcia je totizˇ volana´
pred kazˇdy´m algoritmom pracuju´cim s trojuholn´ıkovou mriezˇkou a jej pra´cou jej prevedenie
n–uholn´ıkovej mriezˇky na trojuholn´ıkovu´. Vd’aka tejto funkcii su´ algoritmy Loop a Butter-
fly v mojej knizˇnici schopne´ pracovat’ s aky´mkol’vek n–uholn´ıkom. Ak chcete nacˇ´ıtat’ .obj
su´bor treba ho zadat’ ako parameter pr´ıkazove´ho riadku pri sˇpu´sˇt’an´ı programu. Forma´t
vstupuju´ceho .obj su´boru by mal byt’ nasledovny´, s iny´m forma´tom program nepracuje a
moˆzˇe vypisovat’ chybove´ hla´sˇky:
v 1.0 0.0 0.0
v 1.0 0.0 1.0
v 0.0 1.0 0.0







Obra´zok 4.3: Body a sˇablo´na pouzˇita´ pri implementa´cii Butterfly. Cˇervenou je novy´ bod.
Algoritmus Butterfly je implementovany´ v su´boroch butterfly.h a butterfly.cpp. Trieda
ButterflySubdivisionMesh je dedena´ od triedy SubdivisionMesh. Nacha´dzaju´ sa v nej len
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2 funkcie a to s´ıce funkcia NewVertices(), ktorej u´lohou je vy´pocˇet novy´ch vrcholov za
pomoci sˇablo´ny butterfly. Funkcia funguje zhruba tak, zˇe precha´dza vsˇetky hrany kontrolnej
mriezˇky a pre kazˇdu´ hranu si ulozˇ´ı koncove´ body pU a pV . Potom prejde cele´ pole polygo´nov
a pomocou bodov pU , pV zist´ı, ktore´ 2 polygo´ny zvieraju´ danu´ hranu a teda urcˇ´ı body pA
a pB. Po zisten´ı ty´chto dvoch bodov potom postupuje podobne ako pri zist’ovan´ı bodov
pA,pB a urcˇ´ı aj zvysˇne´ body “kr´ıdel’” sˇablo´ny butterfly a to pC, pD, pE a pF . Nakoniec
vypocˇ´ıta podl’a vzorca 4.1 novy´ bod hrany a ulozˇ´ı ho do pol’a novy´ch bodov, ktore´ je jej
na´vratovou hodnotou a ma´ vlastne rovnaku´ indexa´ciu ako pole hra´n. Rozlozˇenie bodov a
sˇablo´na pouzˇita´ pri mojej implementa´cii je na obra´zku 4.3.




(8 (pU + pV ) + 2 (pA+ pB)− (pC + pD + pE + pF )) (4.1)
Druhou funkciou je funkcia Subdivide(), ktorej u´lohou je uzˇ len prechod vsˇetky´ch polygo´nov
starej mriezˇky a ich rozdelenie na mensˇie polygo´ny za pomoci pol’a novy´ch bodov z´ıskany´ch
z funkcie NewVertices(). A to tak, zˇe si pre stary´ bod v polygo´ne zist´ı indexy 2 hra´n, ktore´
maju´ spolocˇny´ bod, ktory´m je jeden zo stary´ch vrcholov mriezˇky a vd’aka rovnosti indexov
v poli hra´n a v poli novy´ch bodov vypocˇ´ıtany´ch pre kazˇdu´ hranu prida´ d’alˇsie 2 vrcholy
z pol’a novy´ch vrcholov. Pre kazˇdu´ hranu jeden, ktore´ budu´ tvorit’ novy´ polygo´n po spo-
jen´ı so stary´m vrcholom. Novy´ polygo´n prida´m do mriezˇky. Toto sa opakuje 4–kra´t, cˇ´ım
z jedne´ho trojuholn´ıku vytvor´ım 4. Insˇpiroval som sa tu [2].
4.4 Catmull–Clark
Obra´zok 4.4: Pr´ıklad cˇasti trojuholn´ıkovej mriezˇky.
Pre implementa´ciu algoritmu Catmull–Clark, slu´zˇi trieda CatmullSubdivisionMesh, ktora´
je dedena´ z triedy SubdivisionMesh a obsahuje vsˇetky doˆlezˇite´ funkcie pre tento algoritmus
a funkciu Subdivide(), ktora´ vykona´va 1 krok delenia kontrolnej mriezˇky. Na zacˇiatku ma´m
bod, spa´jaju´ci n polygo´nov. Pri vysvetlen´ı budem uvazˇovat’ trojuholn´ıkovu´ mriezˇku, ktoru´
mozzˇno vidiet’ na obra´zku 4.4.
Najskoˆr vo funkcii FacePoints() precha´dzam cele´ pole polygo´nov a pre kazˇdy´ pocˇ´ıtam
stredovy´ bod, tak ako je to zna´zornene´ na obra´zku 4.5 a vy´sledne´ pole tvor´ı na´vratovu´
hodnotu tejto funkcie. V d’alˇsej funkcii, do ktorej vstupujem s pol’om bodov pre polygo´ny,
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Obra´zok 4.5: Zna´zornenie novy´ch bodov, vypocˇ´ıtany´ch pre kazˇdy´ polygo´n.
Obra´zok 4.6: Zna´zornenie novy´ch bodov, vypocˇ´ıtany´ch pre kazˇdu´ hranu.
ktore´ vra´tila funkcia FacePoints(), si vypocˇ´ıtam nove´ body hra´n. Body hra´n sa vypocˇ´ıtaju´
ako priemer 2 koncovy´ch bodov tvoriacich danu´ hranu a 2 stredovy´ch bodov polygo´nov
zvieraju´cich danu´ hranu. Vy´sledok je na obra´zku 4.6.
Nakoniec esˇte vo funkcii VertexPoints() vypocˇ´ıtam nove´ polohy stary´ch bodov a to za
pomoci vzorca 3.3. Vy´sledok pre dany´ pr´ıklad je na obra´zku 4.7. Vo funkcii Subdivide()
potom pospa´jam vsˇetky vypocˇ´ıtane´ body a to tak, zˇe precha´dzam cele´ pole vrcholov a pre
kazˇdy´ vrchol prida´vam do vy´slednej kontrolnej mriezˇky polygo´n tvoreny´ novy´m vrcholom,
2 bodmi hra´n vycha´dzaju´cich z dane´ho vrcholu a bodom polygo´nu, ktore´mu patria hrany
pouzˇity´ch bodov hra´n. Kol’ko polygo´nov prida´m za´lezˇ´ı na na pocˇte polygo´nov obsahuju´cich
novy´ vrchol, s ktory´m pracujem. Ilustra´cia je na obra´zku 4.8.
Insˇpira´ciou ako na tu´to sche´mu bola [4], kde je sche´ma Catmull–CLark podrobne rozo-
brana´.
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Obra´zok 4.7: Nova´ poloha vrcholu. V dvojrozmernom vn´ıman´ı sa jav´ı na tom istom mieste
ako predty´m, no v 3D nema´ tu´ istu´ polohu.
Obra´zok 4.8: Vy´sledok po spojen´ı bodov a pridan´ı polygo´nov.
4.5 Loop
Algoritmus Loop je realizovany´ prostredn´ıctvom triedy LoopSubdivisionMesh dedenej z Sub-
divisionMesh. Trieda LoopSubdivisionMesh obsahuje 3 za´kladne´ funkcie pre realiza´ciu sche´my
Loop. Hlavnou je opa¨t’ funkcia Subdivide, ktora´ ma´ na starost’ 1 krok delenia kontrol-
nej mriezˇky. Najskoˆr si pre kazˇdy´ jeden vrchol starej kontrolnej mriezˇky vypocˇ´ıtam jeho
novu´ polohu a to pomocou vzorca 3.5 spomenute´ho v 3–tej kapitole. Pri vy´pocˇte novej
polohy potrebujem poznat’ pocˇet vsˇetky´ch susediacich vrcholov s dany´m vrcholom a toto
mi zabezpecˇuje funkcia VertexNeighbourCount(int VertexIndex), ktora´ je su´cˇast’ou triedy,
SubdivisionMesh. Potom cˇo pozna´m pocˇet vsˇetky´ch vrcholov susediacich s dany´m vypocˇ´ıtam
konsˇtantu β a to podl’a vzorca 3.4 uvedene´ho v 3–tej kapitole.
Ku konecˇne´mu vy´pocˇtu potrebujem esˇte sumu koordina´tov susediacich vrcholov a toto
mi zabezpecˇuje d’alˇsia funkcia, ktora´ je su´cˇast’ou triedy LoopSubdivisionMesh a to s´ıce funk-
cia VertexNeighbourCoordSum(int vertex). Po vy´pocˇte novy´ch poloˆh pre kazˇdy´ vrchol kon-
trolnej mriezˇky vypocˇ´ıtam nove´ body hra´n. Prejdem cele´ pole hra´n a pre kazˇdu´ vypocˇ´ıtam
jeden bod. Pre vy´pocˇet bodu hrany slu´zˇi funkcia ComputeEdgeVertex(int edge) a pracuje
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Ked’ ma´m vypocˇ´ıtane´ nove´ polohy stary´ch vrcholov a nove´ body pre kazˇdu´ hranu, tak ich
uzˇ len pospa´jam a to ty´m spoˆsobom, zˇe z jedne´ho trojuholn´ıku v starej kontrolnej mriezˇke
dostanem sˇtyri v novej. Nakoniec prida´m polygo´ny do kontrolnej mriezˇky. Pri implementa´cii




Moˆj demonsˇtracˇny´ program vyuzˇ´ıvaju´ci knizˇnicu Subdivision.lib je vytvoreny´ pre platformu
Windows. Pre spra´vne spustenie je doˆlezˇite´, aby syste´m podporoval sˇtandart OpenGL. Pre
dobre´ zobrazenie a manipula´ciu s programom je potrebny´ silnejˇs´ı vy´pocˇetny´ vy´kon a dobra´
graficka´ karta. Program by nemal mat’ proble´my so spusten´ım ani na horsˇ´ıch pocˇ´ıtacˇoch,
ktore´ obsahuju´ syste´m Windows XP, avsˇak potom treba pocˇ´ıtat’ s ty´m, zˇe aplika´cia sa bude
trhat’ a vy´pocˇet nove´ho povrchu objektu technikou Subdivision Surfaces bude podstatne
dlhsˇ´ı. U´vodnu´ obrazovku tvor´ı prvy´ demonsˇtracˇny´ objekt a mozˇno ju vidiet’ na obra´zku 5.1.
Prep´ınanie medzi objektami pre demonsˇtra´ciu, ktore´ su´ implementovane´ priamo v knizˇnici
som pouzˇil klasicky´ pr´ıkaz switch. Pred volan´ım sche´m pracuju´cich len s trojuholn´ıkovy´mi
kontrolny´mi mriezˇkami vola´m funkciu Triangulate(), ktora´ je tak isto su´cˇast’ou knizˇnice
Subdivision.lib. Jej popis je v sekcii 4.2.1. V programe je tiezˇ implementovana´ za´kladna´
rota´cia objektu, aby bol vidiet’ z viacery´ch stra´n, nemozˇno s n´ım vsˇak manipulovay´ ani
zoomovat’.
Po stlacˇen´ı kla´vesy H vyskocˇ´ı okno s na´povedou. Na´poveda k ovla´daniu programu vyzera´
takto:
• A – zoom out.
• Z – zoom in.
• L – Loop subdivision. Vykona´ jeden krok delenia sche´mou Loop.
• B – Butterfly subdivision. Vykona´ jeden krok delenia sche´mou Butterfly.
• C – Catmull–Clark subdivision. Vykona´ jeden krok delenia sche´mou Catmull–Clark.
• N – napln´ı kontrolnu´ mriezˇku d’alˇs´ım demonsˇtracˇny´m objektom v porad´ı.
• W – prep´ına medzi cˇiarovy´m a polygona´lnym modelom.
• E – vyp´ıˇse cˇas trvania algoritmu v sekunda´ch v presnosti na tis´ıciny.
• T – zmen´ı polygo´ny mriezˇky na 3-uholn´ıky ak je to potrebne´.
• I – vy´pis pocˇtu polygo´nov a vrcholov tvoriacich objekt.
• R – resetuje mriezˇku.
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Obra´zok 5.1: U´vodne´ okno po spusten´ı programu.
Objekty medzi, ktory´mi mozˇno prep´ınat’ su´ kocka zlozˇena´ zo sˇtvoruholn´ıkovy´ch polygo´nov,
kocka zlozˇena´ z trojuholn´ıkovy´ch polygo´nov a hranol, pr´ıpadne objekt nacˇ´ıtany´ zo su´boru
vo forma´te, ako je pop´ısany´ v kapitole 4.2.1.
5.1 OpenGL a WinAPI
Demonsˇtracˇny´ program je nap´ısany´ v jazyku C++ a pre zobrazenie vyuzˇ´ıva pra´cu s knizˇnicou
OpenGL. Objekty su´ zobrazene´ ako polygona´lne modely, ale aj ako cˇiarove´ modely. Pri poly-
gona´lnom zobrazen´ı sa potom esˇte rozhoduje cˇi su´ to polygo´ny sˇtvor– alebo troj–uholn´ıkove´.
Pred naprogramovan´ım zobrazenia som si pozorne presˇtudoval tutoria´l na [9], z ktore´ho som
pouzˇil za´kladne´ veci pre realiza´ciu zobrazenia ako aj vytvorenia okna.
Samotny´ program je odladeny´ za pomoci knizˇn´ıc glut a preto je pre jeho chod nutna´
knizˇnica glut.dll. Pre vytvorenie okna je pouzˇite´ WinAPI, cˇo je programovacie rozhranie
pouzˇ´ıvane´ pre komunika´ciu s operacˇny´m syste´mom Windows. To ako spra´vne vytvorit’ okno
v rozhran´ı WinAPI a ako s n´ım spra´vne manipulovat’ som sa dozvedel tu [9].
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5.2 Porovnanie jednotlivy´ch algoritmov
V tejto kapitole zhrniem vy´sledky testovania ry´chlosti algoritmov na pocˇ´ıtacˇi Pentium
2,66Ghz, 512MB RAM a 128MB grafickej karte. Pre zistenie cˇasovej na´rocˇnosti algorit-
mov bola v demonsˇtracˇnom programe vyuzˇita´ knizˇnica ctime. Funkcia clock() zmerala cˇas
pred algoritmom a po algoritme a potom som tieto dva cˇasy od seba odcˇ´ıtal a tak dostal
vy´sledny´ cˇas algoritmu. Vy´sledky testovania zhrnˇuje nasleduju´ca tabul’ka:
Kroky delenia Objekt Pocˇet vrcholov a polygo´nov Algoritmus Cˇas[s]
0. kocka 12 poly, 8 vrch zˇiadny 0
1. kocka 36 poly, 38 vrch Catmull–Clark 0.016
2. kocka 144 poly, 146 vrch Catmull–Clark 0.125
3. kocka 576 poly, 578 vrch Catmull–Clark 1.14
4. kocka 2304 poly, 2306 vrch Catmull–Clark 16.484
1. kocka 48 poly, 26 vrch Loop 0.031
2. kocka 192 poly, 98 vrch Loop 0.094
3. kocka 768 poly, 386 vrch Loop 0.859
4. kocka 3072 poly, 1538 vrch Loop 11.078
1. kocka 48 poly, 26 vrch Butterfly 0.016
2. kocka 192 poly, 98 vrch Butterfly 0.11
3. kocka 768 poly, 386 vrch Butterfly 0.937
4. kocka 3072 poly, 1538 vrch Butterfly 10.781
Tabulka 5.1: Vy´sledky testovania na´rocˇnosti algoritmov na kocke.
Je mozˇne´ vidiet’, ako algoritmus Catmull–Clark vytva´ra menej polygo´nov a vrcholov a




Pocˇ´ıtacˇova´ grafika je vel’mi zauj´ımavy´ odbor s ry´chlym vy´vojom, najma¨ vd’aka svetu hier
a filmov a sta´le sa zlepsˇuju´cemu vy´konu hardve´ru. Vacˇsˇinu informa´cii k mojej pra´ci som
cˇerpal na internete, kde su´ v su´cˇastnosti asi najaktua´lnejˇsie informa´cie. Dnesˇne´ polygona´lne
modely, cˇi uzˇ v hra´ch, filmoch alebo niekde inde su´ zobrazene´ s dokonaly´m a hladky´m povr-
chom nech sa kamera pribl´ızˇi akokol’vek bl´ızko. Pra´ve toto je va¨cˇsˇinou docielene´ technikou
Subdivision Surfaces a nikto nevie kam ju v nasleduju´cich rokoch esˇte posunieme.
Jednou z u´loh mojej bakala´rskej pra´ce bolo vytvorit’ knizˇnicu pre realiza´ciu techniky
Subdivision Surfaces. V pra´ci su´ implementovane´ 3 za´kladne´ algoritmy techniky Subdivision
Surfaces a ich funkcˇnost’ je demonsˇtrovana´ na demonsˇtracˇnom programe. Demonsˇtracˇny´
program za´rovenˇ umozˇnˇuje nacˇ´ıtanie zo su´boru, takzˇe implementa´ciu knizˇnice je mozˇne´
otestovat’ aj na rea´lnych da´tach. Mysl´ım si, zˇe u´lohu som splnil. Urcˇite by sa pra´ca dala
rozsˇ´ırit’ najmu´ v oblasti optimaliza´cie, popr´ıpade pridania d’alˇs´ıch algoritmov. A to hlavne
v ry´chlosti algoritmov pri va¨cˇsˇom pocˇte polygo´nov. Dˇalˇs´ım rozsˇ´ıren´ım by mohla byt’ pra´ca
nielen s uzatvoreny´mi, ale aj otvoreny´mi kontrolny´mi mriezˇkami.
Technika Subdivision Surfaces ma zaujala od chv´ıle, ako som ju zacˇal detailnejˇsie ro-
zoberat’ a rozsˇ´ırila moje obzory v oblasti pocˇ´ıtacˇovej grafiky ako aj programovania, cˇi uzˇ




[1] Eckel, B.: Thinking in C++, Volume 1, 2nd Edition. Prentice Hall Inc., 2000.
[2] Endres, S.: Subdivision Project. [online], [cit. 2007-05-06].
URL http://vorlon.case.edu/~sxe19/index.html
[3] Fisher, M.: Subdivision. [online], [cit. 2007-04-28].
URL http://www.its.caltech.edu/~matthewf/Chatter/Subdivision.html
[4] Joy, K. I.: Catmull-Clark Surfaces. [online], [cit. 2007-04-26].
URL
http://graphics.idav.ucdavis.edu/education/CAGDNotes/Catmull-Clark.pdf
[5] Loop, C. T.: Smooth Subdivision Surfaces Based on Triangles. Diplomova´ pra´ce,
Department of Mathematics, The University of Utah, 1987, [cit. 2007-04-28].
URL http://research.microsoft.com/%7Ecloop/thesis.pdf
[6] Robert F. Tobler, S. M.: A Mesh Data Structure for Rendering and Subdivision.
Technicka´ zpra´va, VRVis Research Center, Donau-City Wien, 2006.
[7] Sharp, B.: Subdivision Surface Theory. [online], [cit. 2007-04-26].
URL http://www.gamasutra.com/features/20000411/sharp_pfv.htm
[8] Studios, P. A.: Geri’s game. [online], [cit. 2007-04-26].
URL http://www.pixar.com/shorts/gg/index.html
[9] Turek, M.: CZ NeHe OpenGL vsˇe o programova´n´ı 3D grafiky pod knihovnou
OpenGL. [online], [cit. 2007-05-07].
URL http://nehe.ceskehry.cz/




A Polygona´lne a mriezˇkove´ modely kocky na zacˇiatku, a v kazˇdom z troch krokov delenia
meto´dou Catmull–Clark, Loop, Butterfly.
B CD, ktore´ obsahuje su´bory so zdrojovy´mi ko´dmi knizˇnice a programu, programovu´
dokumenta´ciu, elektronicku´ verziu pra´ce a spustitel’ny´ demonsˇtracˇny´ program.
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