Often user interfaces of theorem proving systems focus on assisting particularly trained and skilled users, i.e., proof experts. As a result, the systems are difficult to use for non-expert users. This paper describes a paper and pencil HCI experiment, in which (non-expert) students were asked to make suggestions for a GUI for an interactive system for mathematical proofs. They had to explain the usage of the GUI by applying it to construct a proof sketch for a given theorem. The evaluation of the experiment provides insights for the interaction design for non-expert users and the needs and wants of this user group.
Introduction
Human-computer interaction (HCI) is the interdisciplinary study of interaction between people (users) and computers. Its main goal is making computers more user-friendly and easier to use. HCI is concerned with methodologies and processes for designing interfaces, with methods for implementing interfaces, with techniques for evaluating and comparing interfaces, with developing new interfaces and interaction techniques and with developing descriptive and predictive models and theories of interaction [9] .
More often than not, user interfaces for theorem provers are developed as a mere add-on to the main proving engine. The result is an interaction design suitable for proof experts only. As example of such an interaction design consider the graphical user interface (GUI) LOUI [11] of the ΩMEGA system [10] developed in our group in Saarbrücken, Germany: proof presentation as well as the functionalities provided to the user are tailored to support an expert of the underlying proving system.
Such an expert-oriented interaction design seems to be sufficient as long as the only users of interactive theorem provers are trained and skilled users, which are familiar with logic notations and the particularities of underlying proof engines. However, there are other application domains of theorem provers for which the user group consists of non-experts. As example domain consider the usage of mathematical systems as cognitive tools in a learning environment. Currently, the MIPPA project [8] develops an interactive learning system for mathematical proofs, which will be connected with the ACTIVEMATH learning environment [5] . The underlying proof engine is the MULTI proof planner [7] , which is part of the ΩMEGA system (see [8] for the motivation of using MULTI as proof engine for this task).
In order to make theorem proving systems useful for a larger clientele we have to ask "What are the needs and wants of non-expert users?". In particular, the development of a suitable interaction design is a crucial point since: Developers often see the functionality of a system as separate from the user interface, with the user interface as an add-on. Users, however, do not typically make distinctions between the underlying functionality and the way it is presented in the user interface. To users, the user interface is the system. Therefore, if the user interface is usable, they will see the entire system as usable (quoted from [3] ).
In order to develop a system that satisfies the needs and wants of envisioned users and supports the users in achieving their tasks, interaction design principles [9] suggest an iterative development process with several interleaved design, experiments, and evaluation phases of the user interface. To start with the interaction design for a GUI of an interactive theorem prover for non-expert users, whose main interest is to prove a mathematical theorem in an adequate way (whatever the underlying proof engine or calculus is), we conducted a paper and pencil experiment with students. The students had to develop a GUI for an interactive theorem prover with provided material (paper, pencils of different colors, etc.) and to use this GUI to construct a proof sketch for the theorem " √ 2 is irrational". They were free to invent and use all functionalities of the assumed underlying proof system they liked. You can find the original exercise and fotos of the proposals in appendix A and B. This paper describes the experiment and its results. In particular, the evaluation of the student proposals provides basic insights into wants and needs of non-expert users when interacting with a system for constructing mathematical proofs.
In order to avoid some misunderstandings ab initio:
• The experiment is not about the evaluation of a given design with users. Rather, the users were asked to freely invent their own proposals.
• The students represent only one target group of the MIPPA system: students of computer science, mathematics, or engineering. With other target groups (e.g., pupils) similar experiments have to be conducted.
• In an educational context as in the MIPPA project the main question behind the interaction design (and anything else) actually is "How can learning be supported?" The context of the experiment and this paper, however, is restricted to the more general question of wants and needs of non-expert users.
The Experiment
As non-expert users we invited 8 students participating a seminar about proof planning [2, 6] at the computer science department of the Saarland University in Saarbrücken, Germany. From their studies all students had a profound background in computer science and mathematics as well as basic knowledge about logic. Because of the seminar the students were also familiar with notions such as tactic and method. Moreover, during the seminar they were briefly introduced to the ΩMEGA system and its GUI LOUI. In order to stimulate interchange of ideas the 8 students were grouped into 4 pairs, which are referred to as group A, group B, group C, and group D in the remainder of the paper.
In the following, we first detail the phases of the experiment and then describe the instructions provided to the students.
Sequence of Actions
The experiment consisted of five phases:
1. The students were provided with the instruction material (see section 2.2), which they had to read carefully. Afterwards, they could ask questions. For this phase 15 minutes were scheduled.
2. Each group had to prepare their GUI proposal and a presentation of how to use their GUI to prove the example theorem " √ 2 is irrational". To do so, the students were supplied with the following basic material: paper sheets of different sizes, pencils of different colors, scissors, glue, rulers. For this phase 120 minutes were scheduled.
3. Each group had to give a 15 minute presentation of their proposal. All presentations were recorded with a video camera.
4. After the presentations the students had another 10 minutes to reflect again their own proposal as well as the proposals of the others.
5. In a final discussion the students should point out what elements of the different proposals they liked or disliked.
Instructions
The following is a brief version of the instructions provided to the students. 1 Because of the background of the students it was possible to precisely describe their task in the experiment. For other target groups such as pupils without at least some ideas of the construction and arrangement of mathematical proofs this might turn out to be a much harder task.
The Example Theorem The example theorem " √ 2 is irrational" was given to the students together with a brief proof sketch: Assume that √ 2 is rational. Then, there are two integers n, m that satisfy
and that have no common divisor. From
(1), which results in the fact that n 2 is even. Then, n is even as well and there is an integer k such that n = 2 * k. The substitution of n in (1) by 2 * k results in 2 * m 2 = 4 * k 2 which can be simplified to m 2 = 2 * k 2 . Hence, m 2 and m are even as well. This is a contradiction to the fact that n, m are supposed to have no common divisor.
The Task The students were asked to develop a proposal for a GUI for a system to interactively prove mathematical theorems and to apply this GUI to prove the given example theorem. In particular, they were instructed to assume an underlying system that can provide all functionalities they would like to use to achieve their task. However, they were free to invent and use all functionalities of the assumed underlying proof system they liked. There were no instructions or limitations for the design.
For their presentation the students had to use the given material to prepare several states of the GUI, which cover several states of the proof of the example theorem. To construct the proof they should make use of two different ways for manipulating a proof under construction: operatorbased proof development and island-based proof development. The former notion means that the system provides operators for proof manipulation, which can be used during the proof construction. Such an operator has some input and produces some output, which is introduced into the proof. For instance, consider an operator for definition unfolding. When applied to the occurrence of a defined concept such as "is rational" in a proof assumption, the application of the operator derives a new assumption in which the occurrence of "is rational" is replaced by its definition. Island-based proof development means that the user can freely introduce steps into the proof by inventing new statements, so called islands and their relations to other statements in the proof (in order to indicate from which other statements the island is supposed to follow or which other statements are supposed to follow from the island).
Presentation We were interested, in particular, in the GUI features and presentations the students would introduce as well as which functionalities they would demand from the underlying proof system. Moreover, we were interested in their motivations and how they would argue for and explain their proposals. Hence, the students were asked to point out in their presentations the following points:
• underlying ideas and the motivation of the group,
• the organization of their GUI,
• presentation of proofs and current proof status,
• application of operators,
• and introduction of island steps. 
Student Proposals and Discussion
This section first briefly describes the different proposals presented by the four groups and then gives a brief account of the discussion following the presentations. The descriptions of the student proposals are structured wrt. the five presentation points introduced in the previous section.
Not surprisingly wrt. the free setting of the experiment, many details of the single proposals stay unclear. Moreover, the experienced reader (i.e., the proof expert) may detect some inconsistencies within the proposals and the arguments of the students. However, both proposals and arguments provide interesting insights into the world of thought of the students.
Group A: Text-based and Operator-Centered Approach
General Idea The proof is constructed and presented in an accustomed manner "as taught at school". Therefore, the group argues for a linear proof presentation mixing both text and mathematical formulae as main presentation format (see Proof Presentation).
GUI Window
The GUI, see Figure 1 , is divided into three parts: two bars with menus and buttons at the top, a presentation area of the current proof state and a choice area for proof techniques and operators.
The upper bar provides pull-down menus to access standard functionalities such as "load" and "save" as well as for lexicon, database, and help access. The lexicon menu allows to browse definitions, theorems or operators. The database menu allows to retrieve example proofs, which are stored in a database (e.g., proofs of "similar" problems). The help menu provides help functions as known from standard software tools.
The lower bar consists of buttons for specific proof manipulations: a custom step button for island introduction, a case-split button, a text button for the introduction of text parts and a formulae button for the introduction of formulae.
The area for the choice of proof techniques or operators contains a tab for suggestions and a tab for operators (see Operator Application).
Proof Presentation
The group favors linear and primarily text-based proof presentation. At the top are theorem and the assumption statements. New proof statements are added below independent from whether they result from forward reasoning from the assumptions or from backward reasoning from the conclusion. In the statements logical connectives and quantifiers are omitted and only mathematical formulae "as known known from school" are allowed. For the example " √ 2 is irrational" a presentation looks like this:
Theorem: The square root of 2 is not rational. Proof:
We assume, that the square root of 2 is rational. Then there exist two numbers n and m, being coprime, such that
The underlying system is supposed to continuously check whether the current proof under construction is correct. Feedback of this check is provided via a traffic light in the proof presentation area. A green light shows the checked correctness of the current state, a yellow light the unchecked state. A bright red light indicates that the underlying system was not able to check the correctness without detecting explicit errors, whereas a dark red light signs the explicit detection of errors.
Another demanded function of the underlying system is the automated completion of the proof under construction. This functionality is accessed via an auto button in the proof presentation area. For automatically closed gaps the completed proof parts should be displayed in the same text-based manner as the other proof parts.
Operator Application The names of the operators are listed alphabetically in the operator tab. Clicking an operator name opens a small dialog window showing the pattern of the input arguments of the selected operator, see Figure 2 . The user marks statements in the proof and drags them into the window to fill the input arguments. The underlying system immediately checks whether the arguments are a suitable input for the operator. Feedback of this check is given in form of traffic lights as well as by error descriptions. The successful application of an (instantiated) operator results in new text-based statements in the proof under construction.
To support the application of an operator the underlying system provides so-called suggestions. When the user clicks an operator name in the operator tab, then the system computes either full or partial instantiations of the selected operator. The user can access the computed suggestions via the suggestion tab, in which the suggestions are ordered wrt. the significance the system assigns to them. 
Island Introduction
To introduce an island step the user hits the custom step button. This opens a dialogue window similar to the window for the operator application. The difference is that no operator name and no pattern is displayed. Rather, the user inputs the island statement via an input editor and determines the number of input arguments by dragging and dropping as many statements as wanted. Thereby, input statements are either assumptions or goals, turning the island into a new assumption or goal respectively.
On demand the underlying system checks new islands. That is, the system tries to prove either that an assumption island follows from the specified assumptions or that the specified goals follow from a goal island. The system issues feedback on this check to the user.
Miscellaneous Proof completion might be detected by the underlying proving system automatically or be indicated explicitely by the user.
Group B: Bridge Building Metaphor
General Idea The group uses a bridge as metaphor for theorem proving: construct a bridge between assumptions and conclusion. Moreover, the group invents supporting visualizations such as icons for operators and drag & drop techniques for the bridge construction (see Operator Application).
2

GUI Window
The GUI consists of two parts, see Figure 3 . The main area on the left is used for rendering proofs as a bridge. The area on the right comprises a control and an operator button area as well as an information and a help area. The control button area provides "usual" control functionalities such as undo, redo, automatic proof completion and suggestions. Moreover, by hitting a "Finished" button, the user can indicate, that he expects the proof to be finished. In the operator button area most frequently used and relevant (for the current problem) operators are depicted by icons. The information area shows feedback that the system provides to the user. The user can request help from the system by dragging objects (e.g., operator icons, buttons, statements etc.) onto the help field. Then, a feedback window opens and provides specific information on the object.
In contrast to other proposals, the group invents icons instead of names for operator identification. Each operator is associated with a "meaningful" icon, for instance, a lightning bolt may be used for contradiction. Other examples are given in Figure 4 . "Expansion" unfolds the definition of a selected statement whereas "Collapse" has the opposite effect by contracting an unfolded definition. By hitting the Island button new islands can be introduced. Experienced users may introduce further icons for operators.
Expansion
Collapse Island Contradiction Figure 4 : Operator iconization by Group B.
Proof Presentation
The proof state is presented as bridge under construction between the assumptions and the conclusion. Bridge nodes consist of nested statements. Edges between the nodes denote operator applications or island introductions. In the former case, the edge is labeled with the operator icon. The students pointed out that, if proofs become too large, then some minimization or shrinking mechanism might be useful, which allows to replace whole proof parts by a single node or label.
Operator Application To apply an operator the user drags the operator icon and drops it onto a proof statement in the proof state presentation (see Figure 5 ). This proof statement is one of the inputs for the operator. Next, new nodes are inserted into the bridge, which represent the output of the operator. The new nodes become connected by an edge with the initial statement. If more input is necessary to apply the operator anchors appear at the new link that the user has to drag & drop onto further input statements.
If the initial drag & drop of the operator icon onto a statement or the drag & drop of an anchor onto other statements causes an error (i.e., if the selected statements are not suitable as input for the operator), then the system provides error feedback in the information field.
Island Introduction An island is inserted by dragging the island icon and dropping it "somewhere into the river". Using an input editor the user specifies the island statement, which appears "in the river" as a new bridge node. This new node is initially not connected to any other nodes. The user connects it by dragging and dropping anchors that appear at the new island node.
Note that the island approach of group B conceptually differs from the island approach introduced by group A. Group A allows only islands that are directly connected with statements already in the proof. Actually, this results in headlands instead of real islands. As opposed thereto, the approach of group B allows for real islands, since the island statements do not have to be connected immediately with other statements. 
Miscellaneous
The group suggested more features such as copying of proof parts and automatization of primitive steps. Moreover, a dialog in the beginning should ask the user about the general proof technique to employ, for instance, a direct, an indirect or a proof by induction.
Group C: Masking Operator Names
General Idea This group favors a top-down style for proof presentation "as taught at school or university". The proposal differs from other proposals by its omission of operator names.
Operators are expressed by their input and output (see Operator Application), since "the main goal is not to learn some operator names or icons but to understand what follows from what".
GUI Window
The GUI (see Figure 6 ) has a bar with pull-down menus at the top providing functionalities known from standard software such as loading and saving of proofs etc. The rest of the window is divided into two parts. The left part presents the proof state whereas the right part consists of a field for operator suggestions and a field for explanations of operator applications (the Operator Application).
On the top of the proof presentation part is a bar with buttons for "standard proof techniques" such as direct or indirect proof. This bar is built-up dynamically. For instance, when the user decides for an indirect proof, a contradiction button is added to the bar. The meaning of this new button is that the user can finish the proof by specifying two contradictory statements in the proof under construction.
Proof Presentation. Proofs are presented as trees of statements. However, the proof tree is constructed in a top-down manner similar to the approach of group A. New statements are introduced as nodes below the statements from which they are derived and connected by edges. However, such edges do not denote that certain statements are supposed to be logical consequences of other statements. Rather, they are "storytellers" of the kind: "next do . . . to get . . .". Assumptions and goals are not explicitly separated in the tree.
Operator Application For operator application group C uses also a suggestion mechanism as introduced already by group A. When the user clicks a statement in the proof, the underlying system computes suggestions of operator applications with this statement as input. These suggestions are displayed in the operators field on the right. Neither names nor icon representations of the operators of the suggestions are displayed. Rather, the output of the suggestion is displayed. If the user clicks a suggestion (via its output), then detailed information on the underlying step is given in the explanation field, in particular, an explanation (justification) for the derivation of the output from the input.
Note that the suggestion concepts of group A and group C differ wrt. their initialization. The operator-oriented suggestion mechanism of group A is initiated by selecting an operator for which suggestions are computed. As opposed thereto, the statement-oriented suggestion mechanism of group C is initiated by selecting a statement for which suggestions with different operators can be computed.
Island Introduction Similar to the proposal of group A also this proposal reduces islands to headlands. Headlands are introduced by marking a statement and clicking the add button in the suggestion field, which opens an input editor to enter a new statement. The new statement is inserted into the proof and is linked with the initially chosen statement. Further links can be added.
Miscellaneous
The group points out that some simplifications like quantifier elimination should be done automatically by the system. The explanation field can be used in different ways. When the user clicks a suggestion (see above), then an explanation of the step offered by the suggestion is given. If the user clicks a statement in the proof, then an explanation of the derivation of the statement from its parent nodes is given.
Group D: Structuring with Notebooks
General Idea The main idea of this approach is to construct and present any proof in the accustomed pencil and paper manner "as taught at school". This implies a linear line of reasoning as well as the ability of extracting subproofs or conducting several proof attempts. This is realized by a notebook concept, where each tab corresponds to a subproof. Copying proof parts between tabs should be supported.
GUI Window
The GUI (see Figure 7) has two bars at the top. The upper bar provides standard pull-down menus "as known from standard software tools". The second bar consists of icon buttons to access standard functionalities such as loading and saving of files, copy and paste of objects, view and help directly "as known from standard software tools". At the bottom of the GUI is a status line for giving feedback. The main field of the GUI consists of different tabs containing different proof parts or proof attempts.
Proof presentation. Proofs are presented in a linear style, where nested statements are connected by arrows (⇔, ⇐, ⇒). The arrows are labeled by operators and denote different kinds of mathematical consequence relations, e.g., equivalence or implication. Figure 8 gives an example presentation of a proof. The students emphasized that statements should be freely arrangeable and relocatable.
Operator Application When the user clicks a statement in the proof, an operator dialog window is opened (see Figure 9 ). The window offers lists of most recently used and most popular operators (e.g., performing induction, indirect proof, or introducing case splits) in which operators are displayed by their names. When the user selects an operator, then this operator is applied with the initially selected statement as input. If additional input is necessary, then the user has to provide it by drag & drop of further statements into the dialog window.
The user can browse the complete list of available operators. Since this list might be long, supporting search functionality is provided. This allows for full text search in operator descriptions and for synonyms rather than pure name-based operator identification. For instance, the search with the inputs definition expansion, expansion or explanation results in the operator for definition expansion.
Island Introduction Similar to group B this approach supports real islands. By clicking somewhere in the proof development area an island node can be freely located. The island statement √ 2 is irrational there exist no m, n ∈ Zsuch that m, n are coprime and
We assume, there exist two numbers n and m in Z, being coprime, such that
. . .
⇓ Figure 8: Proof presentation (Group D).
Operators Recently used: Search input
Most popular:
-Induction -Indirect -Case split -Substitution -Transitivity Figure 9 : Operator selection (Group D).
is specified via an input editor. When introduced, islands are initially not connected with other statements. The user can freely introduce connections. The group called such a connection link with an island a "declaration of intent".
Student Discussion
After reflecting all proposals we asked the students to discuss the benefits and drawbacks of the different proposals. The following is a summary of the most interesting points.
• Members of group A pointed out again the general appropriateness of linear and textual proofs. However, they realized the drawbacks of their proposal wrt. island introduction and distinction of assumptions and goals.
Similarly, also the members of group D admitted the drawbacks of their linear proof presentation, in particular, the lack of separation of assumptions from goals, which both occur at any place in their proofs, as well as the distinction of forward and backward reasoning.
After reflection, all students considered the bridge metaphor invented by group B as more appropriate for organizing and overviewing the proof state and progress.
• All students agreed that the combination of context-sensitive suggestion mechanisms (see group A and C), operator filters (most recently, most popular) and full-text synonym search (see group D) would form a powerful operator selection widget. Moreover, all students considered freely arrangeable and relocatable statements as well as the notebook concept suggested by group D as very helpful.
• The supervisors mentioned that obviously each group avoided logical notation. The students argued that (full) logical notation is not what they are familiar with in mathematical theorem proving from school and university. Moreover, they had objections against dealing explicitly with logical connectives and quantifiers in their proofs.
Evaluation: User Wants and Needs
As evaluation of the experiment we analyzed the proposals and the discussion of the students for interesting presentations and features in the GUI as well as for demanded functionalities of the assumed underlying proof systems. In particular, we were interested in points more or less accepted by all students.
Presentations and Features in the GUI
The students naturally used many features offered by standard software tools, for instance, pulldown menus, copy & paste of content/proof parts and drag & drop of GUI objects. Such features reflect the experience of the students with standard software as well as the state-of-the-art in GUI design. More specific, for proof construction the students suggested and used the following presentations and features.
Nested Statements Each group used -at least implicitly -nested statements composed of text pieces or formulae. Sub-statements should be accessible for drag & drop and operator application.
Text-Based Statements
There was a common agreement about omitting pure logical notation with quantifiers and connectives. All proposals used some combination of verbalization and mathematical formulae, such as "There exists an x, such that . . .".
Input Editor
All groups demanded an input editor for mathematical formulae and composed statements.
Proof State Presentation
Apart from group A, all groups presented proof states as some form of graph or tree where nodes are labeled with statements and edges are labeled with operators, island connections or mathematical consequence relations such as ⇐, ⇒, ⇔.
In the discussion, the students picked up the bridge construction metaphor very quickly and accepted its benefits: clear separation between assumptions and goals as well as clear separation between forward reasoning and backward reasoning.
Notebook
In the discussion, the students agreed that the notebook concept introduced by group D is useful to structure a complex proof into subproblems or to allow for different proof approaches. They pointed out, however, that such a concept has to be accompanied by a copy & paste mechanism for proof parts.
Operator Identification and Selection
In their presentations all groups introduced special GUI presentations for operators they considered to be special such as indirect proof, case-split introduction or induction.
Moreover, the students agreed that an identification of the operator by name only is not appropriate. They considered iconization of operators as useful but limited approach (assigning every operator a suitable symbol might be problematic).
Argument Selection There was a common agreement that drag & drop is a necessary support for the selection of the arguments of an operator. That is, when arguments have to selected for an operator application, then these arguments should be dragged in the proof presentation and dropped into some operator application dialog window.
Demanded Functionalities of Underlying System
All proposals comprised and demanded many functionalities known from standard software tools such as loading and saving of documents/proofs, undo function for proof steps and help function (e.g., explanations of the operators). However, the students also demanded interesting functionalities specific for the construction of mathematical proofs.
Support for Operator Application
Two of the groups invented some form of context-sensitive suggestions. Depending on whether the user marks an operator or a statement for application (operator-oriented vs. statement-oriented) the system computes and provides (suggests) completely or partially instantiated operators. This should free the user from the often laborious task to select all arguments of an operation application.
Check Operator Arguments
When the user provides the input arguments for an operator, then the system should check whether the provided input is consistent with the input specification of the operator. If this check fails, then the system should provide detailed feedback on the reason of the failure.
Check Proof
The system should check the correctness of the proof under construction (either continously or on demand). It should provide feedback to the user about the result of this check: proof correct, check failed, errors detected. In particular, the detection of errors should result in feedback on both the detected errors and their cause.
Automation Support All groups demanded some automated proof construction support, for instance:
• The system should perform "simple" steps automatically, such that the user does not have to bother with them. No group detailed the notion of "simple".
• The system should be able to verify introduced islands. This corresponds to the computation of a subproof for the island.
• The system should be able to complete on demand gaps in the proof under construction automatically. If the system fails, it should provide feedback on the reason of the failure.
Hints
The system should provide hints on how to proceed, for instance:
• Depending on the current "proof strategy" the system should give general advice. For instance, when the user constructs an indirect proof, then the system could provide "Derive a contradiction!" as a general advice.
• When providing suggestions, the system should rank these suggestions such that "the best ones" are ranked first.
• When a user interaction results in a failure, then the system should offer specific hints and guidance how to overcome the failure. For instance, when the user specifies input arguments not suitable for an operator, then the system could suggest suitable input arguments.
Feedback All students pointed out that the provision of feedback as response to user interactions is very important. Feedback should follow both successful user interactions -confirming the user interaction -and failing user interactions -explaining the problem as detailed as possible.
Retrieve Examples from Database
The system should support the retrieval of data from a proof database. In particular, it should support the retrieval of proofs for "similar" problems as well as the retrieval of example applications of selected operators. This allows the study of successful proofs and successful operator applications. None of the groups elaborated the notion of "similar" problems.
Conclusion
In this paper, we described a paper and pencil HCI experiment conducted with graduate computer science students. The aim of the experiment was to gain basic insights into the wants and needs of non-expert users of a system for mathematical proof, i.e., users that are not particularly trained wrt. a certain theorem proving system and its functionalities.
In the experiment the students were asked to invent a GUI for an interactive system for mathematical proof. They had to explain their GUI structure and the used functionalities of the assumed underlying system with the example problem " √ 2 is irrational". In a subsequent discussion the students were asked to reflect their own proposal as well as the other proposals and to point out features and functionalities they particularly liked or disliked.
Among the (more or less) commonly agreed GUI features and useful functionalities are:
• statement presentation that avoids logical notation and mixes textual presentation with mathematical formulae,
• a graphical presentation of proof states that supports distinguishing goals and assumptions as well as forward and backward reasoning,
• rich system support for performing proof steps (e.g., computation of suggestions),
• rich system feedback on user interactions (e.g., explanation of failures),
• automated proof construction support (e.g., simple steps should be done automatically),
• provision of hints (e.g., hints to overcome a failure).
Moreover, the students naturally demanded functionalities known from standard software, e.g., loading and saving of proofs and availability of an undo function. They also naturally used stateof-the-art GUI techniques such as copy & paste and drag & drop.
An interesting observation was that, initially, a majority of the students argued for a linear character of proofs, not only of the final proof but also of the intermediate proof states during the construction. They repeatedly stated that such a linear form of proof and proof state presentation is their experience from school and university lectures and tailored their GUI presentations to this form. This observation is consistent with empirical studies that suggest that student's deficiencies in their mathematical competence with respect to understanding and generating proofs are connected with a basic misunderstanding of the theorem proving process. Typical presentations of proofs in math books and lectures present proofs as linear constructs that derive the conclusion from the assumptions. This results in the shortcoming of learners understanding of theorem proving as a highly non-linear and hierarchical search and construction process. Therefore it is not surprising, that the students picked up the bridge building metaphor as a more adequate way of proof construction, since it enforces and clarifies proof states and proof reasoning.
Based on the observed user wants and needs we will develop a GUI prototype. In order of achieving usability, especially for our non-experts target group, we intend to evaluate our prototype theoretically according to the cognitive dimensions framework [1] as well as experimentally with target users. To focus on our concrete task in the MIPPA project (see section 1) we will also conduct further experiments explicitly focusing on an interactive system for learning mathematical proof.
• Schere 
B Proposal Fotos
We have attached some fotos, taken during the presentation of each aproach. They essentially show the structure of a GUI window, a proof presentation and the application of operators. 
