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RESUMEN   
 













En la actualidad, la tendencia de las empresas en tener sus aplicativos integrados y orientadas a 
la globalización, han surgido nuevas arquitecturas y metodologías que pretenden brindar 
respuestas rápidas y optimas apoyando el concepto de aplicaciones distribuidas. 
 
Los servicios, que son la parte base de dichas aplicaciones, son sistemas que proveen de una 
funcionalidad particular y están por lo general disponibles para permitir la integración con otros 
sistemas permitiendo la interoperabilidad y la globalización de la información. 
 
Los Servicios Web RESTFul permiten una interconectividad con escaso consumo de servicios y 
poseen una arquitectura de escalabilidad, flexibilidad y portabilidad ya que puede funcionar 
independientemente en un servidor distinto a su Frontend. 
 
El incremento en la implementación de estos servicios ha dado paso a un aumento en potenciales 
agujeros de seguridad lo que significa que los desarrolladores no solo deben concentrarse en la 
funcionalidad y agilidad de los servicios, sino que también deben entender el riesgo de mantener 
segura la información que procesan e intercambian. 
 
La presente investigación pretende analizar los métodos de desarrollo habituales para la 
implementación de estos servicios, observar vulnerabilidades en estos servicios con toda esta 
información proponer un método de mejores prácticas aplicada al óptimo desarrollo de estos 
Servicios Web RESTFul tomando en cuenta los lineamientos de seguridad en su implementación. 
 
1.2. Problema de Investigación  
 
1.2.1. Planteamiento del Problema 
 
Uno de los mecanismos actualmente predominante para el intercambio de información en el 
internet son los servicios web. Por tal razón surgen los servicios web permitiendo dicha 
interoperabilidad, independientemente de la plataforma en que sus aplicaciones estén 
implementadas.  De entre los cuales muy comúnmente se utilizan los basados en API REST, 
compañías denominadas grandes como Google y Amazon ya han adoptado esta tecnología para 




Con los años, se desarrollaron más y más servicios web basados en el estilo arquitectónico REST, 
que utiliza la funcionalidad existente del protocolo de capa de aplicación Hypertext Transfer 
Protocol (HTTP). Esto resulta en un interés creciente en comparación con los servicios web 
tradicionales con el Protocolo simple de acceso a objetos (SOAP).  
 
También las grandes empresas, como Twitter o Amazon, están utilizando interfaces similares a 
REST para sus servicios, que se muestran en sus documentos de la Interfaz de programación de 
aplicaciones (Giessler, Gebhart, Sarancin, Steinegger y Abeck, 2015).  
 
Entre las características de RESTFul que se puede mencionar es el formato utilizado para el 
intercambio de la información dejando de lado el XML, y reemplazándolo por JSON (Javascript 
Object Notation), que es un formato estándar abierto que utiliza texto claro para facilitar el 
transporte, procesamiento e interoperabilidad durante la serialización y deserialización de la 
información, a través de servicios heterogéneos y aplicaciones y escrito en una multiplicidad de 
lenguajes de programación (Santos y Serrao, 2016).  
 
Los servicios web RESTFul son sencillos, escalables y de fácil uso, pudiendo ser consumidos por 
una gran variedad de clientes, entre los que se pueden citar aplicativos webs, aplicativos de 
escritorio y aplicativos móviles. Las aplicaciones implementadas para dispositivos móviles 
particularmente necesitan comunicarse comúnmente con otros componentes del sistema por 
medio de servicios útiles y livianos, para que el procesamiento de la información sea óptimo con 
sus propios recursos de esta manera a menudo se utilizan los servicios Web RESTFul. 
 
RESTFul posee una interfaz homogénea. Los recursos son utilizados por los cuatro métodos 
básicos de HTTP que son: GET, PUT, POST y DELETE. Además, hay dos métodos más 
adicionales, como HEAD y OPTION. Los metadatos utilizados para el consumo de los servicios 
se pueden mostrar por medio del método HEAD. El método de OPTION es para comprobar si los 
métodos están disponibles. Varios objetos utilizan la misma interfaz de control por la función de 
la interfaz homogénea (Arcuri, 2019). 
 
El uso público de las APIs críticas como RESTFul abre la posibilidad de que bugs de software 
sean explotados de forma malintencionada. Por lo tanto, la identificación de las vulnerabilidades 
en los servicios web es un punto importante a ser tomado en cuenta en el desarrollo de nuevos 
aplicativos a implementar de manera segura (Segura, Parejo, Troya y Ruiz-Cortés, 2018). 
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Durante mucho tiempo se creyó que los servicios RESTFul deberían usarse para la integración 
adhoc en la Web, mientras que los servicios Big Web eran preferibles en escenarios de integración 
de aplicaciones empresariales con mayor esperanza de vida y requisitos de seguridad avanzados.  
 
Sin embargo, hoy encontramos que cada vez más soluciones corporativas, incluso las más 
exigentes en seguridad, como los sistemas financieros y las operaciones de datos confidenciales, 
se basan en Servicios RESTFul o REST. A diferencia de los servicios de Big Web, no existe un 
marco de seguridad formal para los Servicios RESTFul, si bien Big Web admite SSL (al igual 
que REST), también es compatible con WS-Security, que agrega algunas características de 
seguridad empresarial (Lee, Jo, y Kim, 2015). 
 
1.3. Formulación del Problema 
  
¿La creación de una propuesta de un método de mejores prácticas permitirá optimizar el nivel de 
seguridad en el desarrollo de los Servicios Web RESTFul?  
 
1.4. Sistematización del Problema 
  
 ¿Cómo se implementan actualmente los Servicios Web RESTFul? 
 ¿Cuáles son las vulnerabilidades que actualmente presentan los Servicios Web RESTFul? 
 ¿Qué herramientas permiten medir el nivel de seguridad en Servicios Web RESTFul 
implementados? 
 ¿Cómo ayudaría la creación de una guía con mejores prácticas en el desarrollo de 
Servicios Web RESTFul en cuanto a la seguridad en el intercambio de información? 
 
1.5. Justificación de la Investigación  
 
1.5.1. Justificación Teórica 
 
Dado al creciente uso de las tecnologías para el intercambio de información, el servicio web es 
una aplicación de Internet que permite las interacciones entre los equipos encargados de entregar 
y recibir dicha información. Los servicios web actuales permiten a un proveedor de servicios 
publicar sus servicios disponibles en Internet, mientras que los clientes pueden buscar e invocar 
libremente estos servicios. Cuando se implementa un aplicativo web que gestione datos, este se 
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lo debería realizar siguiendo un conjunto de normas que garantice que la información que se 
procesa va a ser íntegra, confidencial y debe estar siempre disponible (Masood y Java, 2015). 
 
El intercambio de información entre sistemas Web se lo realiza a través de servicios web. En 
RESTFul las conexiones realizadas entre servidores y clientes no crean sesiones por lo que los 
servidores no almacenan el estado de un cliente. Por lo tanto, los clientes tienen que expresar su 
estado actual a través de cabecera HTTP y el cuerpo del mensaje. Consecuentemente el proceso 
de autenticación del cliente, es necesario en REST cada vez que los servidores reciben solicitudes 
de los servicios (Yarygina, 2017).  
 
Debido a esta particularidad, los Servicios REST están expuestos a tener sobrecargas de CPU y 
desgaste de recursos de red y sobre todo ataques a la integridad de la información trasmitida si no 
poseen una correcta definición de su arquitectura en el momento de la implementación (Prasher, 
2018). 
 
Los beneficios que se va a obtener tanto para investigadores expertos como novatos al seguir esta 
guía de buenas prácticas, es que se pretenderá sugerir la implementación de un Servicio Web 
RESTFul, el mismo que permitirá que la gestión de los datos que procesa sea más óptima y segura. 
 
1.5.2. Justificación Metodológica 
 
Para el reciente estudio se implementó el método científico que tiene su base y postura sobre la 
teoría mecanicista (todo es considerado como una máquina, que se dividó en partes pequeñas que 
permitieron estudiar, analizar y comprender sus nexos, interdependencia y conexiones entre el 
todo y sus partes) el cual se implementó en la parte investigativa.  
 
La parte investigativa partió de las metodologías existentes para la creación de servicios RESTFul 
seleccionando las mejores prácticas de todas para formar la guía a proponer. 
 
1.5.3. Justificación Práctica 
 
Para la parte práctica demostrativa se desarrolló dos prototipos, el primero enfocado a 
implementar un servicio RESTFul considerando las principales características que debe tener y 
el segundo se realizó aplicando la guía propuesta de los Servicios Web RESTFul, cada uno 
implementado en una aplicación Web, en el que se aplican de manera regular un conjunto de 




Para la medición del nivel de confianza se utilizan herramientas de monitoreo de tráfico en la red, 
herramientas de control de desarrollo seguro. El análisis de herramientas y los casos de estudio 
se realizan en un ambiente de pruebas implementado en un servidor de que posee dominio propio 
y certificado digital. 
 
El ambiente de pruebas consta de una laptop que contendrá todas las herramientas de monitoreo 




1.6.1. Objetivo General 
 
Desarrollar una propuesta de un método de mejores prácticas para optimizar el nivel de seguridad 
en el desarrollo de Servicios Web RESTFul. 
 
1.6.2. Objetivos Específicos   
  
 Estudiar los métodos existentes de implementación para los Servicios Web RESTFul. 
 Analizar las vulnerabilidades existentes en los Servicios Web RESTFul implementados. 
 Diseñar una propuesta de un método de mejores prácticas para la creación de los Servicios 
Web RESTFul 





La aplicación de la propuesta de un método de mejores prácticas permitirá optimizar el nivel de 




CAPÍTULO II  
2. MARCO TEÓRICO 
2.1. Antecedentes del Problema 
 
Con la llegada de la era computacional en la nube, los servicios que se brindan en la web ha 
estallado en su capacidad de acceso a sus recursos en línea (Atlidakis, Godefroid y Polishchuk, 
2018), facilitando el intercambio dinámico de información proporcionando la interoperabilidad 
entre un cliente y un servidor (Tarkowska et al., 2018). 
 
Los Servicios Web RESTFul, en los últimos años se han presentado como una solución liviana 
para interconectar sistemas remotos en arquitecturas basadas en la nube convirtiéndose cada vez 
más populares. Sin embargo, los desarrolladores tienen que lidiar con una gran cantidad de 
recomendaciones y mejores prácticas, al ser éste un estilo arquitectónico en lugar de una 
especificación o un estándar, por lo tanto, el diseño adecuado de éstos servicios no es un proceso 
trivial (Ed-douibi, Cánovas, Gómez, Tisi y Cabot, 2016).  
 
Esto implica que los desarrolladores deben tomar varias decisiones al momento de exponer sus 
servicios APIs, como que esquema, características, documentación o formatos deben tener éstos 
servicios, lo que puede dar como resultado diversos tipos de APIs y, en algunos casos, decisiones 
de diseño deficientes, por ejemplo, usar un solo verbo HTTP para recuperar y borrar un recurso 
(Neumann, Laranjeiro y Bernardino, 2018).  
 
Estas decisiones también afectarían al desarrollador del lado del cliente, que debe adaptarse al 
estilo específico que se está utilizando e incluso puede afectar al proveedor, cuando se implementa 
un servicio que no se puede mantener a nivel de infraestructura (Neumann et al., 2018).  
 
Las implementaciones de API públicas con información crítica, abren la posibilidad de que los 
errores de software se exploten de manera malintencionada ya que al igual que cualquier 
aplicación web vulnerable, estas API potencialmente fallidas representan una amenaza para la 
infraestructura empresarial y están expuestas a otras amenazas relacionadas, que anteriormente 
se pensaban como ataques centrados en aplicaciones web interactivas (Masood y Java, 2015). 
 
Por lo tanto, la identificación de las vulnerabilidades en éstos servicios web, a través del análisis, 
se convierte en un área de investigación próspera e interesante en el mundo académico, la 
seguridad nacional y la industria (Masood y Java, 2015). 
7 
 
La seguridad no se tiene en cuenta de forma predeterminada en la arquitectura de Transferencia 
de Estado Representacional (REST), pero su arquitectura en capas brinda muchas oportunidades 
para implementarla (De Backere et al., 2014). 
 
Actualmente, no ha habido una definición general sobre cómo el paradigma REST aborda la 
seguridad web, sin embargo, existen mecanismos de seguridad comunes, como la Seguridad de 
la capa de transporte (TLS), los objetos criptográficos en la Notación de objetos de JavaScript 
(JSON), la autenticación basada en token, la firma de solicitudes del lado del cliente, la 
autorización delegada y la autenticación compartida sin embargo es requerido un análisis 
avanzado para determinar cuál de éstos mecanismos se adhieren a las restricciones de estilo REST 
(Yarygina, 2017). 
 
2.2. Bases Teóricas 
 
2.2.1. Servicios API RESTFul 
 
Las interfaces de programación de aplicaciones web (API) están proliferando rápidamente como 
un elemento clave para fomentar la reutilización, la integración y la innovación, lo que permite 
nuevos modelos de consumo de información, tales como aplicaciones móviles o de dispositivos 
inteligentes (televisión, relojes, etc) (Segura, Parejo, Troya y Ruiz-Cortés, 2018).  
 
Una API es una forma inteligente de comunicación que proporciona una capa de seguridad, ya 
que los datos del cliente nunca están completamente expuestos al servidor y el servidor nunca 
está completamente expuesto al cliente, por lo tanto, un API es solo una interfaz para los servicios 
de back-end (Prasher, 2018). 
 
Las API web suelen ser compatibles con el estilo arquitectónico de transferencia de estado de 
representación (REST), que se conoce como API Web RESTFul. Las API web RESTFul forman 
parte de un conjunto de los llamados Servicios Web RESTFul, donde cada servicio implementa 
uno o más operaciones CRUD (Crear, Recuperar, Actualizar, Eliminar) sobre un recurso (Segura 
et al., 2018).  
 
REST es un patrón arquitectónico, específicamente diseñado para crear aplicaciones y servicios 
web que funcionan a través de la Internet pública (De Backere, et al, 2014). En la arquitectura 




Los recursos dentro de la arquitectura REST se pueden manipular a través de un conjunto de 
Identiﬁcadores de Recursos Uniformes (URI) únicos lo que los hace direccionables y 
manipulables utilizando un protocolo de aplicación, generalmente HTTP (De Backere, et al., 
2014). 
 
La arquitectura REST es fundamentalmente una arquitectura cliente-servidor, y está diseñada para 
usar un protocolo de comunicación sin estado, habitualmente HTTP. En la arquitectura REST, 
los clientes y los servidores intercambian representaciones de recursos utilizando una interfaz y 
un protocolo estandarizados. Estos principios fomentan que las aplicaciones REST sean simples, 
ligeras y tengan un alto rendimiento (Hamad, Saad, & Abed, 2010). 
 
El Protocolo de transferencia de hipertexto (HTTP) es un protocolo de aplicación para 
comunicaciones a través de una red, y es el principal protocolo de comunicación en la World 
Wide Web. Éste protocolo se define en una serie de documentos de tipo Requests for Comments 
(RFC) mantenidos por Internet Engineering Task Force (IETF) y el World Wide Web Consortium 
(W3C), como RFC 723010 y RFC 723111.  
 
Un mensaje HTTP generalmente es enviado sobre TCP, y se compone de cuatro componentes 
principales: 
 
Verbo / Método: es el tipo de operación a realizar, como obtener una página web específica.  
Ruta de recursos (path): es un identificador para especificar en qué recurso se debe aplicar la 
operación HTTP, como la ruta de un documento HTML solicitado. 
Encabezados (headers): son metadatos adicionales, expresados como una lista de pares clave / 
valor. Un ejemplo de metadatos es el encabezado de aceptación, que se usa para especificar el 
formato en el que se debe devolver el recurso, un recurso podría estar disponible en diferentes 
formatos (HTML, XML o JSON).  
Cuerpo (body): es la carga útil del mensaje, como el texto HTML de una página web que se 
devuelve como respuesta a una solicitud realizada (Arcuri, 2019). 
 
Los verbos son los métodos o acciones que están disponibles para interactuar con los recursos en 
el servidor. El número limitado de verbos en los sistemas REST confunde y frustra a los 
desarrolladores novatos en el enfoque. Lo que parecen ser restricciones arbitrarias e innecesarias, 
de hecho, están destinadas a fomentar un comportamiento predecible en formas no específicas de 
la aplicación. Hay cuatro verbos HTTP principales (Tabla 1-2), que son utilizados por sistemas 




Tabla 1-2: Tabla de verbos HTTP 
Verbo Acción 
GET Acceso de los recursos en modo lectura. 
POST Envía datos de un nuevo recurso al servidor para ser creado, por ejemplo, 
los valores de texto en un formulario web. 
PUT Envía datos que actualiza la información de un recurso específico 
almacenado. 
DELETE Elimina un recurso específico.  
Fuente: (Arcuri, 2019) 
Realizado por: Villa Fabián, 2019 
 
Hay otros tres verbos que no se usan tan ampliamente pero que proporcionan cierto valor en su 
invocación (Tabla 2-2). 
 
Tabla 2-2: Tabla de verbos HTTP no ampliamente usados. 
Verbo Acción 
HEAD Se utiliza para invocar un recurso sin recuperar realmente el 
recurso. Es una forma par que el cliente verifique la existencia del 
recurso. 
OPTIONS Se usa para averiguar a un servidor sobre un recurso al preguntar 
qué otros verbos son aplicables al recurso. Esto permite a los 
desarrolladores listar todas las operaciones HTTP disponibles en 
el recurso dado. 
PARCHE Realiza una actualización parcial del recurso dado, 
proporcionando una forma estandarizada de expresar 
actualizaciones parciales. Esto contrasta con PUT, donde el 
recurso se reemplaza completamente por uno nuevo. 
CONNECTED Establece una conexión de túnel a través de un proxy HTTP, 
generalmente necesario para las comunicaciones cifradas. 
Fuente: (Doelling, 2018) 
Realizado por: Villa Fabián, 2019 
 
Cuando se produce una petición HTTP, el servidor devuelve una respuesta HTTP con 
encabezados y posiblemente una carga de información en el cuerpo (body). Esta respuesta 
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contendrá un código de estado numérico, de tres dígitos. Hay cinco grupos / familias de códigos, 
especificados por el primer dígito (Arcuri, 2019):  
 
 1xx: Informativo y solo se define en HTTP 1.1. 
 2xx: La solicitud fue correcta, presentación de contenido. 
 3xx: El recurso se movió de alguna manera a algún lugar. 
 4xx: La fuente de la solicitud hizo algo mal. Error de Cliente 
 5xx: El servidor se bloqueó debido a algún error en su código. Error de Servidor 
 
Teniendo esto en cuenta, la Tabla 3-2 enumera algunos códigos de estado clásicos que una API 
podría usar. 
 
Tabla 3-2: Tabla de errores HTTP. 
Código  Significado 
200 OK. La solicitud se ejecutó satisfactoriamente y el contenido solicitado fue 
devuelto. 
201 Created. El recurso fue creado y reconocido por el servidor. En las respuestas 
a las solicitudes POST o PUT podría ser de utilidad. Al mismo tiempo, el 
recurso creado podría devolverse como parte del body de la respuesta. 
204 No Content. La acción fue exitosa pero no devuelve contenido. Útil para 
acciones que no requieren un cuerpo de respuesta, como una acción DELETE. 
301 Moved Permanently. Este recurso devuelve la ubicación de un recurso que se 
movió a otra ubicación. Esto es especialmente útil cuando las URL cambian 
con el tiempo tal vez debido a una migración, un cambio en la versión o algún 
otro cambio amenazante, mantener las antiguas y devolver una redirección a 
la nueva ubicación del recurso permite a los clientes antiguos actualizar sus 
referencias. 
400 Bad request. La solicitud emitida tiene problemas debido a que puede faltar 
algunos parámetros requeridos en la solicitud del recurso. Un buen 
complemento de una respuesta 400 podría ser un mensaje de error para que un 
cliente pueda corregir la solicitud. 
401 Unauthorized. Cuando en la solicitud de un recurso el usuario no puede 
acceder al recurso solicitado, esto es especialmente útil para la autenticación 
del usuario en el sistema. 
403 Forbidden. Cuando en la solicitud el recurso no es accesible, pero a diferencia 
de 401, cuando el usuario se autentique, esto no afectará la respuesta. 
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404 Not found. La URL proporcionada no identifica a ningún recurso. Un buen 
complemento a esta respuesta podría ser un conjunto de URL válidas que el 
cliente puede usar para volver a encarrilarse en sus solicitudes. 
405 Method not allowed. El verbo HTTP utilizado en un recurso que no está 
permitido. Esto puede suceder cuando al hacer un PUT sobre un recurso, este 
es de solo lectura. 
500 Internal server error, Un código de error genérico cuando se cumple una 
condición inesperada y el servidor se bloquea. Normalmente, esta respuesta va 
acompañada de un mensaje de error que explica qué salió mal. 
Fuente: (Doglio, 2015) 
Realizado por: Villa Fabián, 2019 
 
De esta manera, si se aplica los principios REST correctamente, los verbos HTTP deben usarse 
como se muestra en a continuación (Figura 1-2): 
 
 
Figura 1-2: Verbos Acciones y códigos de respuestas 
Fuente: (Bojinov, 2015) 
 
En la actualidad, uno de los principales mecanismos que se utiliza para el intercambio de 
información entre diferentes Servicios Web utiliza la notación de objetos de Javascript (JSON) 
sin embargo los recursos también se pueden representar utilizando diferentes formatos, como 
XML o XHTML (Santos y Serrao, 2016). 
 
JSON es un formato estándar abierto de intercambio de datos liviano y legible por humanos, 
compuesto por pares de propiedad-valor (Segura et al., 2018), utiliza texto plano para facilitar el 
transporte, procesamiento e interoperabilidad durante la serialización y deserialización de la 




JSON es una forma natural de representar datos (Figura 2-2), permitiendo la interoperabilidad 
entre servicios que se ejecutan en diferentes plataformas y que pueden ser consumidos por 
diferentes lenguajes de programación y se usa ampliamente para admitir la comunicación entre 
múltiples API disponibles en los servicios WWW REST (Santos y Serrao, 2016). 
 
 
Figura 2-2: Modelo de estructura de JSON 
Fuente: (Santos y Serrao, 2016) 
 
Los valores de datos que JSON pueden incluir y pueden ser objetos (delimitados con corchetes), 
matrices (delimitados con corchetes) y referencias a otros URI, que permiten navegar de un 
recurso a otro (Segura et al., 2018) de esta manera, podría surgir un problema de seguridad en 
JSON que cobra impulso debido a las sensibles características de la información que se transporta 
y está encapsulada entre este ecosistema heterogéneo distribuido (Santos y Serrao, 2016). 
 
2.3. Mecanismos de Seguridad en Servicios Web RESTFul 
 
Las API RESTFul son igualmente vulnerables a los ataques comunes dirigidos a aplicaciones 
web. Sobre la base de similitudes, se puede inferir fácilmente, que se espera que los Servicios 
REST sufran los mismos problemas de seguridad similares a los de sus homólogos web, sin 
embargo, no obtienen el mismo nivel de reconocimiento debido a la limitada exposición pública 
ya que se pueden invocar directamente desde el navegador debido a la relajación de los controles 
de nivel medio (Masood y Java, 2015).  
 
El Servicio Web RESTFul, lucha constantemente con el proceso de autenticación de los usuarios. 
Sin embargo, hay problemas de autenticación debido a que REST no utiliza sesiones entre el 
servidor y el cliente. Por lo tanto, el proceso de autenticación del cliente es necesario para REST 
cuando los servidores reciben las solicitudes de los clientes.  
 
Un proceso de autenticación de usuario frecuente puede provocar una sobrecarga de la CPU o 
desperdiciar una gran cantidad de recursos de red. Los servidores tienen que autenticar la 
información del cliente para cada solicitud. En lugar de enviar la identificación y la contraseña a 
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través del método de publicación, actualmente existe los siguientes tipos de autenticación 
implementadas para REST (Lee, Jo, y Kim, 2015). 
 
Autenticación básica HTTP, utiliza el ID y la contraseña de un cliente para autenticar la solicitud 
del cliente en el encabezado HTTP. La Figura 3-2 muestra las fases de autenticación HTTP. 
Cuando un servidor solicita una autenticación para un cliente, el servidor envía un mensaje 
"HTTP 401 No autorizado". El ID y la contraseña del cliente se codifican con Base64 y se 
almacenan en el encabezado de autenticación.  
 
Como no están cifrados o con hash, generalmente se envían a través de HTTPS o SSL. Sin 
embargo, este método tiene un problema crítico que no admite una función de cierre de sesión. 
Debido a la necesidad de guardar las credenciales en el encabezado HTTP, la autenticación básica 
HTTP puede estar expuesta a ataques de repetición, ataque de inyección y secuestro de 
middleware.  
 
Figura 3-2: Modelo de autenticación básica 
Fuente: (Bojinov, 2015) 
 
Autenticación HTTP Digest, es una versión avanzada de la autenticación básica HTTP. La 
autenticación HTTP Digest cifra el ID y la contraseña del cliente a través de un hash como MD5. 
Al crear un nonce (número que solo se puede usar una vez) en el lado del cliente, puede proteger 
el hash de un ataque de Rainbow Table. Además, la marca de tiempo creada en un servidor puede 
proteger el mensaje de un cliente de un ataque de reproducción.  
 
Sin embargo, la autenticación HTTP Digest tiene varias vulnerabilidades con respecto a la 
seguridad. Dado que no proporciona un método de servidor de confirmación al cliente, la 
autenticación de compendio de HTTP puede ser atacada por un ataque Man-in-the-Mididdle que 
puede cambiar la autenticación a la autenticación básica. En otras palabras, el propósito mismo 




Autenticación basada en token (OAuth), utiliza un token en lugar del ID y la contraseña del 
usuario. La Figura 4-2 muestra la forma en que funciona la autenticación basada en token cuando 
se autentica la información de un usuario. Resource Server (RS) redirige el navegador del usuario 
a PKG cuando un usuario solicita un servicio RS. En primer lugar, los usuarios inician sesión en 
el Servidor de autorización (AS) para obtener un token.  
 
En segundo lugar, RS obtiene el token del AS. Por último, RS verifica los mensajes del usuario 
que utiliza el token. En consecuencia, debido al uso de un token en la comunicación entre un 
usuario y RS, la identificación y las contraseñas de los usuarios están protegidas de un tercero. 
Debido a esta ventaja, el método OAuth se implementa con frecuencia por varias compañías de 
servicios web. 
 
Figura 4-2: Autenticación basada en token 
Fuente: (Lee et al., 2015) 
 
Debido a los problemas de autenticación de estos dos métodos, la mayoría de las empresas utilizan 
OAuth en lugar de la autenticación básica HTTP y la autenticación Digest HTTP. Sin embargo, 
OAuth también es vulnerable a violaciones de seguridad, es decir, vulnerabilidad de redirección 
encubierta (CRV).  
 
Autenticación OAuth2.0, es el protocolo estándar de la industria para la autorización. El marco 
de autorización OAuth 2.0 permite que una aplicación de terceros obtenga acceso limitado a un 
servicio HTTP.  En esta autenticación, el usuario todavía tendrá que enviar el nombre de usuario 
y la contraseña en el cuerpo de la solicitud de manera similar a la autenticación básica, pero 




Los tokens se almacenarán y se mantendrán en el lado del servidor. Se puede utilizar el mismo 
token para llamar al servicio cualquier cantidad de veces hasta que caduque. Cuando el token de 
acceso ha caducado, el usuario puede utilizar refreshToken para obtener el nuevo acceso 
(Salibindla, 2018). 
 
Autenticación de token web JSON (JWT), un token JWT es en realidad un objeto JSON 
completo que ha sido codificado en base64 y luego firmado con una clave compartida simétrica 
o usando un par de claves pública/privada.  
 
El JWT puede contener dicha información, incluido el sujeto o el ID de usuario, cuándo se emitió 
el token y cuándo caduca. Al firmar con un secret (clave secreta), el JWT garantiza que solo el 
usuario definido puede generar un token único, que no puede abrirse para la manipulación (como 
la modificación de la ID de usuario o cuando caduca).  
 
Sin embargo, aunque el JWT está firmado, los JWT generalmente no se cifran automáticamente 
(el cifrado JWT es una característica opcional). Esto significa que cualquier persona que tenga 
acceso al token puede leer cualquier información que esté en el token. Uno de los beneficios de 
los JWT es que se pueden utilizar sin una tienda auxiliar. Toda la información requerida para 
autenticar al usuario está contenida dentro del token (Salibindla, 2018). 
 
2.3.1. Consideraciones de Seguridad utilizados en Desarrollo de Servicios Web RESTFul 
 
Se necesitan mecanismos de seguridad adecuados para construir Servicios Web RESTFul 
seguros, como la Seguridad de la capa de transporte (TLS), los objetos criptográficos en la 
Notación de objetos de JavaScript (JSON), la autenticación basada en token, la firma de 
solicitudes del lado del cliente y la autorización delegada y la autenticación compartida. 
 
TLS, fue diseñado originalmente para ser independiente de cualquier protocolo de aplicación y 
se ha convertido en un protocolo de seguridad de facto en la Web. Aunque el diseño de TLS 
admite la autenticación mutua, HTTPS en su forma actual se usa en gran medida para autenticar 
la puerta de enlace, pero no para el cliente.  
 
Por lo tanto, la autenticación del cliente se debe proporcionar en el nivel de la aplicación 
(mensaje). Para proporcionar una mayor seguridad, así como la autenticación del cliente, TLS 




Las normas para objetos criptográficos en JSON y XML, que se pueden ver como contenedores 
que incorporan datos protegidos y la información necesaria para su procesamiento, que se crearon 
para abordar las necesidades de seguridad en el nivel del mensaje y para facilitar la 
interoperabilidad. 
 
Autenticación basada en token, a través de cookies HTTP es el mecanismo de autenticación 
más ampliamente adoptado en aplicaciones web. Se basa en una noción de tokens de seguridad: 
objetos criptográficos que contienen información relevante para la autenticación o autorización.  
 
Un token de autenticación es generado por un servicio web y enviado a un cliente para uso futuro, 
luego de la validación exitosa de las credenciales del cliente durante el inicio de sesión del usuario 
o una nueva autenticación.  
 
Un token se puede ver como un reemplazo temporal de las credenciales del cliente: cada solicitud 
de un cliente debe incluir un token válido para que se ejecute.  
 
Los tokens de seguridad creados por el servidor garantizan la escalabilidad de la solución y la 
falta de estado del servidor al transferir la responsabilidad de mantenimiento de los tokens a los 
clientes. Además, una vida útil limitada de tokens de seguridad los hace superiores al uso directo 
de contraseñas, como en HTTP Basic / Digest Authentication.  
 
Firma de la solicitud del lado del cliente, y la protección contra manipulación indebida en 
tránsito al requerir que un cliente firme cada solicitud, se han implementado en muchos servicios 
REST. A través del uso de claves criptográficas que se establecen entre las partes durante o 
después del paso de autenticación inicial.  
 
Varios servicios web importantes como Amazon Web Services (AWS) y Microsoft Azure han 
implementado con éxito la firma de solicitudes con encabezados HTTP. Ambos son servicios en 
la nube destinados solo para uso programático a través de REST APIs.  
 
Las solicitudes firmadas por el cliente proporcionan una autenticación más fuerte que los simples 
esquemas basados en token. La firma de cada solicitud de cliente, mitiga de manera efectiva los 
ataques de secuestro de sesión al limitar el daño a una sola solicitud. 
Una firma nunca deja a un cliente, lo que hace que robar la clave sea mucho más difícil que robar 
un token ya que no solo se almacena en el cliente, sino que también se envía repetidamente por 
el canal. Como suele suceder, una mayor seguridad tiene un precio de menor escalabilidad y 




Autorización Delegada y Autenticación Compartida, se han convertido en una parte integral 
de la seguridad web moderna. Los protocolos de seguridad populares que subyacen a estos 
métodos en su mayoría ya que ejemplifican la autenticación basada en token mencionada 
anteriormente, por lo tanto, comparten las ventajas y desventajas de la autenticación basada en 
token.  
 
El deseo de separar el proceso de inicio de sesión en el servidor del proceso de otorgar permisos 
a una aplicación cliente en nombre del usuario ha estimulado la aparición de OAuth que es un 
protocolo de autorización delegada que proporciona a aplicaciones de terceros (clientes) con 
acceso delegado a recursos protegidos en nombre de un usuario (propietario del recurso).  
 
OAuth 1.0 habilita la autenticación del cliente y la integración de mensajes, mientras que OAuth 
2.0 se utiliza como una capa subyacente para los protocolos de autenticación compartidos y los 
sistemas de inicio de sesión único (SSO). Algunos ejemplos destacados son OpenID Connect, 
Facebook Login y Sign In en Twitter.  
 
En tales esquemas, el usuario se autentica en un servicio de terceros (una Parte que confía o RP) 
utilizando una identidad digital en un Proveedor de Identidad (IdP) a elección del usuario. Los 
análisis de seguridad de las soluciones de SSO basadas en OAuth implementadas comercialmente 
(es decir, proveedores populares de inicio de sesión social) han revelado tener ciertos problemas 
de seguridad y privacidad (Yarygina, 2017). 
 
2.3.2. Metodologías de Desarrollo RESTFul 
 
De acuerdo con mejores prácticas y metodologías revisadas, en el Articulo “Once consejos 
rápidos para construir una API REST utilizable para las ciencias de la vida” (Tarkowska  et al., 
2018) se mencionan lineamientos a considerar para la implementación de estos servicios, tales 
lineamientos abarcan todos los puntos importantes expuestos en artículos relacionados por lo que 
se detallan a continuación: 
 
Reduzca los costos de soporte al proporcionar una buena documentación. Incluso la API 
REST mejor diseñada y más intuitiva decaerá sin ser utilizada si no hay una documentación clara, 
completa y actualizada, preferiblemente con ejemplos del mundo real. Los lenguajes de 
descripción de API REST (DL) documentan las API en formatos humanos y legibles por máquina. 
Una DL líder es la especificación OpenAPI (OEA; originalmente conocida como Especificación 
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Swagger, https://swagger.io/), una especificación portátil y abierta que proporciona metadatos 
para API basadas en la arquitectura  
 
Diseñe una API con URL estables, coherentes y claras. Un primer paso para crear una API 
REST es determinar las funcionalidades que su recurso web pretende proporcionar. REST impone 
que cada recurso debe ser direccionable de forma única y se puede acceder a él, mediante 
localizadores de recursos únicos (URL), denominados endpoints.  
 
Los esquemas de URL que utilizan sustantivos como etiquetas que funcionan con los verbos 
HTTP proporcionan un control transparente de las acciones. Las direcciones URL legibles para 
las personas que siguen este estilo de esquema permiten recuperar fácilmente una colección de 
recursos o detalles de una sola entidad. Desarrollar un esquema de URL sensible asegurará que 
su API REST sea fácil de entender y usar. 
 
Use encabezados HTTP estándar para influir en cómo los clientes manejarán su contenido. 
Una respuesta HTTP del servidor al cliente consta de dos partes, la información sobre cómo se 
procesó la solicitud, incluidos los encabezados HTTP con un código de estado, y Cuerpo del 
mensaje que contiene los datos del recurso. Los encabezados HTTP representan los metadatos de 
una respuesta.  
 
Utilice los formatos de datos estandarizados apropiados. Las API REST pueden devolver 
datos en varios formatos, denominados tipos de medios, a través de un proceso llamado 
negociación de contenido. Los tipos y formatos de medios más utilizados son: 
 





Utilice las respuestas HTTP estándar para influir en cómo los clientes manejarán su 
contenido. HTTP define un conjunto de verbos que se pueden aplicar a un endpoint para cambiar 
la acción realizada. Los más comúnmente utilizados son "GET" para transferir una representación 
actual del recurso desde un punto final. 'POST', 'PUT', 'PATCH' y 'DELETE' realizan una 
operación de procesamiento, que podría ser destructiva para los datos.  
Permita que su API se use en otros sitios web al permitir el uso compartido de recursos de 
origen cruzado. Todos los navegadores web implementan la política del mismo origen, una 
medida de seguridad que permite que el código JavaScript realice solicitudes solo entre un 
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servidor y clientes del mismo origen, que evita que los códigos maliciosos secuestren datos 
privados, como las cookies.  
 
Se dice que dos sitios web son del mismo origen si tienen un esquema idéntico (por ejemplo, 
https), host (por ejemplo, www.ebi.ac.uk) y puerto (por ejemplo, 443). El intercambio de recursos 
de origen cruzado (CORS), es utilizado automáticamente por un navegador cuando se realiza una 
solicitud de origen cruzado.  
 
El navegador agregará un encabezado de Origen a una solicitud. Un servidor puede responder con 
un encabezado de Access-Control-Allow-Origin que indica el origen permitido o un “*’, que 
indica que todos los orígenes están permitidos. Devolver el encabezado 'Access-Control-Allow-
Origin' en cualquier solicitud 'GET', 'HEAD' o 'POST' en muchos casos es suficiente para habilitar 
CORS.  
 
Ayude a los clientes a usar su API dándoles enlaces pre generados. Un concepto clave que 
sustenta la red mundial y HTML es la conciliación de la navegación de enlaces entre los clientes. 
Las API REST pueden devolver acciones con una respuesta e informar a los clientes de las 
acciones disponibles para ellos. Dado que estas palabras clave de acción siguen siendo coherentes 
con los cambios de API, el esquema de URL del servidor es libre de cambiar.  
 
Autenticación mediante un método estándar. La autenticación es el proceso de identificación 
de un cliente cuando el servidor cuenta con un nombre de usuario y una contraseña (credenciales) 
que coinciden con la información de una persona autorizada dentro de un servicio de 
autenticación. Se recomienda a los desarrolladores de API a utilizar métodos de autenticación 
comunes como OAuth 2.0, JsonWebToken y autenticación básica a través de un protocolo cifrado 
como una conexión HTTPS (TLS 1.3) y a estar conscientes de los problemas de seguridad que 
pueden surgir.  
 
Mantenga su API funcionando a toda costa. Una API útil es aquella que permanece disponible 
en todo momento, la clave es lograr un equilibrio entre brindar un servicio confiable y operar 
dentro de sus restricciones de servicio. Debido a que las API están diseñadas para uso 
programático, deben escalarse según la demanda y ser almacenadas en caché para evitar la 
reducción del tráfico de red y evitar los ataques no deseados de denegación de servicio.  
 
Versión de su API y permita que los clientes migren en respuesta a sus cambios. El control 
de versiones es uno de los temas más debatidos entre los desarrolladores y usuarios de REST API, 
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y muchos eligen no versionar. Una API REST debe conservar el diseño de la URL y los formatos 
de datos para evitar que se "rompan" las implementaciones de los clientes.  
 
Compruebe si un framework web puede ayudarlo. Muchos de los consejos mencionados 
anteriormente ya han sido implementados por varios frameworks compatibles con REST, en una 
variedad de lenguajes de programación, por ejemplo, Spring (Java); Django o Frasco (Python); 
Restify, hapiJS, Express o Loopback (Node.js); y Catalys o Mojolicious (Perl). Si su API REST 
se construye utilizando uno de estos frameworks, muchos de estos consejos ya estarán 
implementados o disponibles a través de un complemento para simplificar la implementación. 
 
2.3.3. Consideraciones de OWASP para RESTFul seguros 
De acuerdo a (REST Security Cheat Sheet de OWASP, 2019), a continuación, se expone los 
lineamientos recomendados para la implementación segura de estos servicios: 
 
HTTPS 
Los Servicios REST seguros solo deben proporcionar endpoints HTTPS. Esto protege las 
credenciales de autenticación en tránsito, por ejemplo, contraseñas, claves API o JSON Web 
Tokens. También permite a los clientes autenticar el servicio y garantiza la integridad de los datos 
transmitidos. Considere el uso de certificados del lado del cliente autenticados mutuamente para 
brindar protección adicional para servicios web altamente privilegiados. 
 
Control de Acceso 
Los Servicios REST no públicos deben realizar un control de acceso en cada enpoint de API. Los 
servicios web en aplicaciones monolíticas implementan esto mediante la autenticación de 
usuarios, la lógica de autorización y la administración de sesiones. La decisión de control de 
acceso debe ser tomada localmente por los endpoints REST y la autenticación del usuario debe 
estar centralizada en un proveedor de identidad (IdP), que emite tokens de acceso. 
 
JWT 
Al parecer que hay una convergencia hacia el uso de JSON Web Tokens (JWT) como el formato 
para los tokens de seguridad. Los JWT son estructuras de datos JSON que contienen un conjunto 
de notificaciones que se pueden usar para tomar decisiones de control de acceso. Se puede usar 
una firma criptográfica o un código de autenticación de mensaje (MAC) para proteger la 




Si los MAC se utilizan para la protección de integridad, cada servicio que puede validar JWT 
también puede crear nuevos JWT con la misma clave. Esto significa que todos los servicios que 
utilizan la misma clave deben confiar mutuamente. 
 
API Keys 
Los Servicios de REST públicos sin control de acceso corren el riesgo de ser vulnerables. Las 
claves API se pueden utilizar para mitigar este riesgo. También son utilizados a menudo por la 
organización para monetizar las API; En lugar de bloquear llamadas de alta frecuencia, los 
clientes tienen acceso de acuerdo con un plan de acceso comprado. Las claves API pueden reducir 
el impacto de los ataques de denegación de servicio. Sin embargo, cuando se emiten a clientes 
externos, son relativamente fáciles de comprometer, se recomienda: 
 
 Requerir claves de API para cada solicitud al punto extremo protegido. 
 Devuelva el código de respuesta HTTP Demasiadas solicitudes 429 si las solicitudes 
llegan demasiado rápido. 
 Revocar la clave API si el cliente viola el acuerdo de uso. 
 No confíe exclusivamente en las claves de API para proteger recursos sensibles, críticos 
o de alto valor. 
 
Restringir Métodos HTTP 
Aplicar una lista blanca de métodos HTTP permitidos, p. Ej. GET, POST, PUT. Rechace todas 
las solicitudes que no coincidan con la lista blanca con el código de respuesta HTTP 405 Método 
no permitido. Asegúrese de que la persona que llama esté autorizada para usar el método HTTP 
entrante en la recopilación de recursos, la acción y el registro. 
 
Validar Tipos de Contenido 
Un cuerpo de solicitud o respuesta REST debe coincidir con el tipo de contenido deseado en el 
encabezado. De lo contrario, esto podría causar una mala interpretación en el lado del 
consumidor/productor y provocar la inyección/ejecución del código. Documente todos los tipos 
de contenido admitidos en su API. 
 
Gestionar Endpoints 
 Evite exponer la gestión de endpoints a través de Internet. 
 Si gestión de endpoints deben ser accesibles a través de Internet, asegúrese de que los 
usuarios deben usar un mecanismo de autenticación fuerte, por ejemplo multifactor 
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 Exponga gestión de endpoints a través de diferentes puertos HTTP o hosts, 
preferiblemente en una NIC diferente y una subred restringida. 
 Restrinja el acceso a estos endpoints mediante reglas de firewall o mediante el uso de 
listas de control de acceso. 
 
Manejo de Errores 
Responda con mensajes de error genéricos: evite revelar detalles de la falla innecesariamente. No 
pase detalles técnicos (por ejemplo, pilas de llamadas u otras sugerencias internas) al cliente. 
 
Registros de Auditoría 
 Escribir registros de auditoría antes y después de los eventos relacionados con la 
seguridad. 
 Considere el registro de errores de validación de token para detectar ataques. 
 Tenga cuidado de los ataques de inyección de registros al validar los datos de registro 
de antemano. 
 
Seguridad de Encabezados 
Para asegurarse de que el contenido de un recurso dado sea interpretado correctamente por el 
navegador, el servidor siempre debe enviar el encabezado Content-Type con el tipo de contenido 
correcto, y preferiblemente el encabezado Content-Type debe incluir un conjunto de caracteres. 
El servidor también debe enviar el encabezado de seguridad de Opciones-Tipo-X: nosniff para 
asegurarse de que el navegador no intente detectar un Tipo de Contenido diferente al que 
realmente se envía (puede llevar a XSS). 
 
CORS 
El intercambio de recursos de origen cruzado (CORS) es un estándar del W3C para especificar 
de manera flexible qué solicitudes de dominio cruzado están permitidas. Al entregar los 
encabezados CORS apropiados, las señales de la API REST en el navegador de los dominios, 
orígenes AKA, pueden realizar llamadas de JavaScript al servicio REST. 
 
Deshabilite los encabezados CORS si las llamadas entre dominios no son compatibles/esperadas. 
Sea lo más específico posible y tan general como sea necesario al configurar los orígenes de las 
llamadas de varios dominios. 
 
Información Sensible en Solicitudes HTTP. 
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Los Servicios Web RESTFul deben tener cuidado para evitar la pérdida de credenciales. Las 
contraseñas, los tokens de seguridad y las claves de API no deben aparecer en la URL, ya que 
esto puede capturarse en los registros del servidor web, lo que los hace intrínsecamente valiosos. 
 
En las solicitudes POST/PUT, los datos confidenciales deben transferirse en el cuerpo de la 
solicitud o en los encabezados de las solicitudes. En las solicitudes GET, los datos confidenciales 






porque la clave API está en la URL. 
 
Código de retorno HTTP 
HTTP define el código de estado. Al diseñar la API REST, no solo use 200 para el éxito o 404 




CAPÍTULO III  
 
3. METODOLOGÍA DE INVESTIGACIÓN 
3.1. Introducción 
 
En esta sección se determina los procedimientos y/o técnicas utilizados, para definir el método de 
mejores prácticas para optimizar el nivel de seguridad en el desarrollo de los Servicios Web 
RESTFul, así como los escenarios de estudio, y las herramientas que se utilizaron.  
 
3.2. Tipo y Diseño de la Investigación 
 
3.2.1. Tipo de Investigación 
 
La presente investigación se la considera de tipo descriptiva y aplicada, ya que se basa en 
conocimientos existentes derivados de la investigación, con la finalidad de aplicar técnicas 
conocidas de desarrollo de Servicios Web RESTFul y obtener un método de mejores prácticas 
para su desarrollo mitigando así los posibles riesgos de seguridad que comprometan la 
información gestionada en ellos.  
 
3.2.2. Diseño de la Investigación 
 
El diseño de la investigación es del tipo experimental en donde luego de analizar las 16 técnicas 
de desarrollo de Servicios Web RESTFul detalladas en OWASP, se definió un modelo de mejores 
prácticas para la implementación, y que fue evaluado con el uso de analizadores de 
vulnerabilidades sobre dos prototipos, el primero implementado con los lineamientos de 
desarrollo existentes y el otro prototipo con el método propuesto. 
 




Los métodos a que se utilizaron en esta investigación son: 
 
Método Científico que propone un flujo de etapas a recorrer para obtener un conocimiento valido 




 Planteamiento del Problema 
 Formulación de la Hipótesis 
 Levantamiento de la Información  
 Análisis e Interpretación de Resultados 
 Comprobación de la Hipótesis 
 Difusión de Resultados 
 
Método Deductivo debido a al análisis realizado de las técnicas de desarrollo actuales de 
Servicios Web RESTFul se definió el método de mejores prácticas más adecuado para la 




Las técnicas que se utilizaron en esta investigación son 
 
 Búsqueda de Información: Permite obtener la información necesaria acerca del objeto 
de estudio de la investigación para su desarrollo, utilizando las fuentes secundarias 
disponibles.  
 Pruebas: Realiza experimentos en escenarios de laboratorio.  
 Observación: Permite determinar los resultados de las pruebas realizadas en los 
escenarios de laboratorio.  




Para la investigación se ha optado por herramientas Open Source que permitieron la 
implementación de los escenarios y ejecutar las diferentes pruebas para la recolección de datos. 
 
El uso de estas herramientas permitió levantar los ambientes de desarrollo adecuados para poder 
realizar la investigación sin inconvenientes. 
 
3.4.1. Node JS 
 
Node.js es un entorno en tiempo de ejecución multiplataforma, de código abierto, para la capa del 
servidor basado en el lenguaje de programación ECMAScript, asíncrono, con I/O de datos en 




En la investigación será el lenguaje de programamos utilizado para la implementación de los 
aplicativos con el uso del framework express1 versión 4 orientado para creación de API RESTFul. 
 
 
Figura 1-3: Node JS 
Fuente: (The Linux Foundation, s.f., 2019) 
 
3.4.2. Mongo DB 
 
MongoDB es un motor de base de datos NoSQL, orientada a documentos lo que quiere decir que 
almacena datos en documentos planos con una representación binaria de JSON denominada 
BSON, y no necesita de la definición de un esquema. 
 
En la aplicación será el motor de base de datos (Figura 2-3) utilizado para gestionar la data que 
usaran los aplicativos. 
 
 
Figura 2-3: Mongo DB 
Fuente: (MongoDB, Inc., 2019) 
 
3.4.3. Sublime Text 3 
 
Es un editor de código multiplataforma ligero que permite el desarrollo de software de una manera 
ágil y sencilla con sus potentes helpers que hacen del desarrollo una experiencia agradable. 
 
En la investigación sublime text será el IDE (Figura 3-3) de implementación de los aplicativos. 
                                                     




Figura 3-3: Sublime Text 
Fuente: (Sublime HQ Pty Ltd, s.f., 2019) 
3.4.4. Docker 
 
Es un proyecto de código abierto que automatiza el despliegue de aplicaciones dentro de 
contenedores de software que permiten que varios de ellos se puedan ejecutar dentro de una 
misma instancia evitando la sobrecarga de mantener máquinas virtuales. 
 




Figura 4-3: Doker 




GitHub es un sitio web y un servicio en la nube que ayuda a los desarrolladores a almacenar y 
administrar su código, al igual que llevar un registro y control de cualquier cambio sobre este 
código (Figura 5-3). 
 
 
Figura 5-3: GitHub 







Es una plataforma de servicios en la nube que soporta múltiples lenguajes de programación y que 
permite a las empresas construir, entregar, supervisar aplicaciones y alojarlas en la nube además 
permite desplegar versiones, hacer rollback, gestionar dependencias. 
 
Heroku (Figura 6-3) dispone los denominados add ons, gracias a los que se puede añadir 
funcionalidad extra a las aplicaciones de forma realmente sencilla, por ejemplo, memcached, 
redis, postgres, mongolab etc. 
 
 
Figura 6-3: Heroku 
Fuente: (Salesforce, s.f., 2019) 
 
3.4.7. Digital Ocean 
 
Es un servicio en la nube que está muy ligado al mundo de GNU/Linux y de la administración de 
sistemas. Además, es una de las compañías de «Cloud Hosting» que ha experimentado un gran 
crecimiento en los últimos años. DigitalOcean (Figura 7-3) maneja el concepto de Droplet 
(servidor virtual en la nube) para designar a cada uno de los servidores virtuales, exactamente 
servidores virtuales privados, los cuales ofrecen en alquiler. 
 
Figura 7-3: Digital Ocean 
Fuente: (DigitalOcean, LLC, s.f., 2019) 
 
Para el análisis de vulnerabilidades de Servicios Web RESTFul se utilizaron herramientas que 
existen en el mercado y algunas son de libre uso Open Source y estas permitieron obtener un 




 Postman: es un cliente HTTP que permite gestionar las peticiones a nuestras API´s. 
Postman tiene muchas funcionalidades para gestionar todo el ciclo de vida de nuestra 
API. Postman es muy útil a la hora de programar y hacer pruebas, puesto que ofrece la 
posibilidad de comprobar el correcto funcionamiento de nuestros desarrollos. 
 Vooki free web application vulnerability scanner: Es un escáner de vulnerabilidades 
de aplicaciones web gratuito que brinda informes de escaneo perfectos sobre las redes y 
aplicaciones escaneadas. Es una herramienta fácil de usar que puede escanear fácilmente 
cualquier aplicación web y encontrar vulnerabilidades de seguridad. Vooki incluye la 
aplicación Web Scanner, Rest API Scanner y la sección de informes. 
 
3.5. Fuentes de Información 
 
Las fuentes de información que se utilizaron en esta investigación son: 
 
Primarias 
 Pruebas Aplicadas 
 Observación de Resultados obtenidos de las Pruebas 
 
Secundarias 
 Trabajos de Investigación 
 Libros Especializados 
 Artículos Científicos 
 Tesis relacionadas con el Tema de Investigación 
 Páginas de Internet con Contenido Confiable (Paginas oficiales de recursos tecnológicos) 
 
3.6. Planteamiento de la Hipótesis 
 
3.6.1. Hipótesis General 
 
La aplicación de la propuesta de un método de mejores prácticas optimizará el nivel de seguridad 
en el desarrollo de Servicios Web RESTFul  
 
3.6.2. Identificación de Variables 
 
Variable Independiente: Propuesta de mejores prácticas 




3.6.3. Operacionalización Conceptual de Variables 
 
Tabla 1-3: Tabla de Operacionalización Conceptual de Variables 
VARIABLE TIPO DEFINICIÓN 
Método propuesto de 
mejores prácticas  
Independiente Conjunto de lineamientos previamente 
seleccionados de un análisis de procesos 
existentes. 
Nivel de seguridad  Dependiente Categorización de la ausencia de riesgo  de 
vulnerabilidad en la gestión de la información. 
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
 
3.6.4. Operacionalización Metodológica de Variables 
 
Tabla 2-3: Tabla de Operacionalización Metodológica de Variables 





 Nivel de 








Nivel de seguridad 
 




 Número de 
vulnerabilidades 
con sesión iniciada 
 
 Ataques simulados a 
los ambientes 
implementados 
 Observación de 
pruebas sobre los 
aplicativos 






Fuente: Villa Fabián, 2019 












La población de la investigación es el conjunto de los controles especificados en el REST Security 
Cheat Sheet de OWASP donde detalla los parámetros a considerar en el desarrollo de Servicios 
Web REST seguros. 
 
De la aplicación de dichos controles y la revisión de vulnerabilidades aplicando herramientas de 
pentesting se logró obtener el método de mejores prácticas de desarrollo de dichos servicios. 
 
3.7.2. Selección de la Muestra 
 
Para la selección de la muestra se consideró los aspectos definidos en REST Security Cheat Sheet 
de OWASP, tomados de forma no probabilística, partiendo desde la más transcendental en cuanto 
a seguridad, y que ayudaron a determinar un método óptimo en el desarrollo de estos servicios y 
que finalmente fueron probados al aplicar la propuesta en uno de los ambientes implementados 
como se define en la Tabla 3-3. 
 
Tabla 3-3: Tabla de parámetros a evaluar 
No Parámetro de seguridad 
1 Access Control 
2 Uso HTTPS 
3 Códigos de Error 
4 JWS 
5 Auditoría de logs 
6 CORS 
7 Restricciones de Métodos 
8 Validación de Tipos de Contenido y Entradas 
9 Documentación 
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
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Para generalizar los resultados de la investigación que valide la propuesta del método planteado, 
se aplicaron pentesting que ayudaron a validar la aplicabilidad de los nueve (9) parámetros 
definidos (Tabla 3-3). 
 
3.8. Procedimientos Generales 
 
Para la recolección de datos que validen la investigación se procedió a aplicar la observación con 
la finalidad de verificar si el método propuesto cubre todos los requerimientos de seguridad en el 
desarrollo de este tipo de servicios y además se revisó los resultados obtenidos de la utilización 
de herramientas de pentesting aplicadas a los dos escenarios del aplicativo (Tabla 4-3). 
 
Tabla 4-3: Técnicas de demostración de hipótesis 




 Nivel de 




Observación y análisis   
Nivel de Seguridad 
 




 Número de 
vulnerabilidades 
con sesión iniciada 
Pruebas de Aplicativos 
 Utilización de herramientas Vooki, 
Postman para detección de vulnerabilidades  
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
 
Para la realización del presente estudio de investigación se definieron los siguientes lineamientos 
que otorgaron la secuencia lógica a seguir para la poder cumplir con los objetivos planteados: 
 
1. Análisis de los métodos de desarrollo existentes definidos en OWASP  
2. Levantamiento del ambiente de desarrollo necesario para la implementación de los 
escenarios 
a. Instalación de nodejs 
b. Instalación de Docker para gestión del contenedor de mongodb 
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c. Instalación de Sublime Text, entorno de desarrollo para programar los 
aplicativos. 
d. Instalación de clientes postman y vooki para acceder a los servicios 
implementados. 
3. Implementación del Escenario 1, aplicativo que contiene el modelo producto y las 
acciones necesarias que cumpla las características REST y desarrollado con métodos 
existentes. 
4. Definición de mejores prácticas necesarias posterior al análisis para generar la propuesta. 
5. Implementación del Escenario 2, aplicativo que contiene el modelo producto y las 
acciones necesarias que cumpla con las características REST aplicado la propuesta de 
mejores prácticas. 
6. Configuración del Escenario 1 
a. Publicación del código fuente del aplicativo el repositorio de Github. 
b. Publicación del aplicativo en el servicio en la nube Heroku con sus 
configuraciones por defecto. 
c. Aplicación de Observación para cumplimiento de aplicación de mejores 
prácticas. 
d. Aplicación de pentesting utilizando la herramienta Vooki sobre la autenticación 
y sobre la ruta GET en sesión iniciada. 
7. Configuración del Escenario 2 
a. Publicación del código fuente del aplicativo el repositorio de Github. 
b. Publicación del aplicativo en el servicio en la nube Digital Ocean en un doplet. 
c. Configuración del dominio particular y del certificado digital. 
d. Aplicación de Observación para cumplimiento de aplicación de mejores 
prácticas. 
e. Aplicación de pentesting utilizando la herramienta Vooki sobre la autenticación 
y sobre la ruta GET en sesión iniciada. 
8. Observación y análisis de los resultados de resultados mediante la tabulación de toma de 
muestras y generación de datos estadísticos. 
 
3.9. Instrumentos de Recolección de Datos  
 
Para la recolección de datos para la investigación se utilizaron las herramientas Open Source 
explicadas anteriormente en la sección Instrumentos, como son Vooki, Postman que ayudaron a 





3.10. Instrumentos para Procesar Datos Recopilados 
 
Para el procesamiento de los datos obtenidos se utilizó software específico para tabulación y 
análisis estadístico como son Microsoft Excel y la herramienta de matemáticas de nivel educativo 
Online GeoGebra2 para realizar el gráfico de chi-cuadrado. 
 
3.11. Ambiente de Pruebas 
 
Los escenarios de pruebas para la investigación, permitieron simular condiciones similares para 




Para levantar el ambiente de pruebas se implementaron dos aplicativos desarrollados en nodejs 
usando el framework expressjs y mongodb para la gestión de los datos, lo mismos que se cumplen 
la siguiente arquitectura (Figura 8-3): 
 
 
Figura 8-3: Arquitectura de Servicios Web RESTFul 
Fuente: Villa Fabián, 2019 
 
Los Servicios REST implementados en cada uno de los escenarios contempla la lógica del 
aplicativo enmarcado en un conjunto de acciones invisibles para el usuario final por lo que es 
necesario para visualizar los datos gestionados el uso de clientes que por medio de una solicitud 
HTTP se puede conectarse e interactuar con los servicios. 
 
                                                     
2 Geogebra online https://www.geogebra.org/m/YQCfcR2J 
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Cada servicio de cada escenario fue implementado con las mismas herramientas siguiendo el 
estilo arquitectónico de REST con la única diferencia que al momento del desarrollo se aplicaron 
diferentes métodos en la codificación y el uso de la propuesta de mejores prácticas (Figura 9-3).  
 
 
Figura 9-3: Estilo Arquitectónico de REST 
Fuente: (MongoDB, Inc., 2019) 
 
Escenario 1 
El aplicativo se implementó con los métodos tradiciones de desarrollo de Servicios Web RESTFul 
y se publicó en un servicio de la nube llamado Heroku con la configuración estándar que éste 
provee. 
 
La aplicación consta de 4 carpetas donde se codifico la funcionalidad básica de los Servicios Web 
RESTFul (Figura 10-3): 
 
App/Model: Define el modelo del aplicativo donde consta los campos del recurso a gestionar. 
Config: Define las configuraciones del aplicativo como credenciales de acceso a mongodb y 
credenciales de acceso al api. 
Helpers: Contiene definición de funciones comunes en todo el aplicativo. 
Routes: Contiene las definiciones de las rutas o métodos de los aplicativos, además aquí se 
codifica cada acción que se ejecuta al invocar una de estas rutas. 
 
El archivo app.js es uno de los más importantes ya que en él se codifica la integración de todos 






Figura 10-3: Estructura del código del aplicativo del Escenario 1 en Sublime Text 
Fuente: Villa Fabián, 2019 
 
En el desarrollo se usó el método de autenticación Basic que contempla el envío de las 
credenciales en cada solicitud hacia el servicio por parte del cliente y su implementación está en 
el archivo “helpers/basicAuth.js”. 
 
Una vez probado en el ambiente de desarrollo se publicó una versión del servicio en el repositorio 
de Github para posteriormente publicarlo usando el servicio en la nube de Heroku.  
 
En este servicio Heroku se creó una nueva aplicación “ini-initial”, y se enlazo con el repositorio 
en GitHub desde el Dashboard, esta acción permitirá que a futuro cualquier cambio que se suba 
a GitHub automáticamente se publique en el servicio de Heroku, además se definió las 




Figura 11-3: Dashboard de Heroku para gestión del aplicativo “api-initial” 
Fuente: Villa Fabian, 2019 
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La configuración en el servicio de Heroku no permitió el uso de herramientas que permitan 
configurar de una manera más segura el servidor y poder contrarrestar las vulnerabilidades en este 
escenario como el uso de HTTP para el aplicativo RESTFul. 
 
 
Figura 12-3: Visualización del aplicativo “api-initial” 
Fuente: Villa Fabián, 2019 
 
En la figura anterior (Figura 12-3) se visualiza un método público expuesto para verificar si el 
servicio está o no activo, recordando que los servicios son la parte invisible al usuario.  
 
Escenario 2 
El aplicativo se implementó con el uso del método de mejores prácticas propuesto de desarrollo 
de Servicios Web RESTFul y se publicó en un droplet del servicio en la nube Digital Ocean para 
la configuración del software necesario ya que el servicio anterior no facilitaba mucho la 
configuración optima de seguridad para desplegar la aplicación, así como también la instalación 
del certificado digital. 
 
La aplicación consta de 5 carpetas donde se codifico la funcionalidad en base al método propuesto 
para el desarrollo de Servicios Web RESTFul (Figura 13-3): 
 
App/Model: Define el modelo del aplicativo donde consta los campos del recurso a gestionar. 
App/Controller: Define las acciones del aplicativo que se ejecutarán al momento de invocar un 
recurso. 
Config: Define las configuraciones del aplicativo como credenciales de acceso a mongodb y 
credenciales de acceso al api y secret tokens para la autenticación. 
Services: Contiene la definición de la funcionalidad de validación de tokens en el proceso de 
autenticación. 
Routes: Contiene las definiciones de las rutas o métodos de los aplicativos, y se re direcciona a 
las acciones definidas en los controllers además contiene la notación para la documentación. 
Test: Contiene los test unitarios para la verificación del correcto funcionamiento del aplicativo. 
 
De igual manera el archivo app.js es uno de los más importantes ya que en él se codifica la 
integración de todos los compontes definidos y codificados en las carpetas anteriores y además 
se incluye las librerías de seguridad necesarias para una óptima configuración de cabeceras y del 




Figura 13-3: Estructura del código del aplicativo del Escenario 2 en Sublime Text 
Fuente: Villa Fabián, 2019 
 
En el desarrollo se usó el método de autenticación por tokens usando JWT que contempla la 
implementación de un método de autenticación donde se le envía las credenciales y devuelve un 
token de acceso necesario para el consumo de los recursos del servicio en cada solicitud por parte 
del cliente.   
 
Una vez probado en el ambiente de desarrollo ejecutando las pruebas unitarias se publicó una 
versión del servicio en el repositorio de Github para posteriormente poder publicarlo desde el 
droplet mediante la ejecución de un script.  
 
En el dropet se instaló las herramientas necesarias para que el aplicativo funcione, así como 
también se instaló el certificado digital y se re direccionó un subdominio propio para darle mayor 





Figura 14-3: Visualización del aplicativo “my-api” 




En la figura anterior (Figura 14-3) se visualiza un método público expuesto para verificar si el 




Para obtener los resultados necesarios para el estudio, se definieron las siguientes pruebas para 
cado uno de los escenarios: 
 
Una vez implementado y publicados los Escenarios, se procedió a realizar la verificación del 
cumplimiento de aplicabilidad en cada uno de los parámetros definidos en la Tabla 3-3 usando la 
herramienta POSTMAN, ejecutando en éste cliente las acciones principales de HTTP (POST, 
PUT, GET, DELETE) y en base a las respuestas que se obtiene con la herramienta se registraron 
los datos en una tabla comparativa de los dos Escenarios. 
 
Para la obtención de los datos para verificar el nivel de seguridad se utilizó la herramienta VOOKI 
que permitió realizar el pentesting y obtener las vulnerabilidades en cada uno de los Escenarios y 
sobre dos acciones como son en el proceso de Autenticación y en la solicitud GET en sesión 
iniciada. 
 
Posterior a la aplicación de las pruebas definidas para los dos escenarios, se recolectaron los datos 
numéricos necesarios para aplicar la distribución, con el objetivo de demostrar que el método 






CAPÍTULO IV  
 
4. RESULTADOS Y DISCUSIÓN 
4.1. Presentación de Resultados 
 
En la siguiente sección se presenta el análisis de los resultados obtenidos en la investigación 
aplicando los métodos y técnicas definidos, así como su relación con los objetivos y la hipótesis 
planteada. 
 
En base a dichos resultados, se puede observar la diferencia existente entre los aplicativos 
implementados en los escenarios, y se obtiene la conclusión de que el método propuesto es el 
indicado para obtener un Servicio Web RESTFul seguro.  
 
4.2. Procesamiento y Análisis 
 
En la presente investigación se aplicó la observación y un chequeo de cumplimiento de los 
parámetros a evaluar para la demostración de la variable independiente y el uso de las 
herramientas pentesting para la demostración de la variable dependiente aplicando las pruebas 
sobre los dos escenarios planteados. 
 
4.3. Valoración de la Variable Independiente 
 
4.3.1. Variable Independiente: Método propuesto de mejores prácticas 
 
Para su valoración se procedió a realizar una observación y así validar el cumplimiento del uso 
los parámetros planteados para la evaluación en cada escenario. 
 
4.3.2. Indicador Nivel de Satisfacción  
 
Nivel de satisfacción en la aplicación del método: Para la medición de este indicador se utilizó 
la escala de Likert (Netquest, 2014) que permitió tener una valoración del nivel de satisfacción 





Tabla 1-4: Escala Likert 
Escala Siempre Casi siempre Algunas veces Muy pocas 
veces 
Nunca 
Valoración 5 4 3 2 1 
Fuente: (Netquest, 2014) 
Realizado por: Villa Fabián, 2019 
 
La observación realizada sobre los escenarios definidos utilizando la herramienta POSTMAN en 
base a los resultados obtenidos de ésta y aplicando la escala anterior (Tabla 1-4), se define la 
siguiente Tabla 2-4. 
 
Tabla 2-4: Parámetros evaluados en los escenarios definidos 
No Parámetro Escenario 1 Escenario 2 
1 Uso de certificado digital 5 5 
2 Control de acceso a sus recursos 2 4 
3 Uso de JWT 1 5 
4 Restricción de Métodos HTTP no disponibles  1 5 
5 Uso de CORS 1 4 
6 Presentación correcta de códigos de error 2 4 
7 Validación de tipos de contenidos en sus entradas 2 4 
8 Auditoria de registro de logs de acceso y error  2 4 
9 Documentación 1 5 
 Total 17 40 
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
 
Análisis e Interpretación de Resultados: 
 
De estos datos el porcentaje de aplicabilidad se calcula como valor de 45 al 100% ya que indicaría 
que siempre se aplica los nueve (9) parámetros planteados a evaluar. Dicho esto, los valores de 
aplicabilidad obtenidos en la observación corresponden al 37,78% en el Escenario 1 y el 88.89% 
en el Escenario 2 al aplicar el método propuesto de lo que se puede apreciar una mejora en el 








4.4. Valoración de la Variable Dependiente 
 
4.4.1. Variable Dependiente: Nivel de Seguridad 
 
Para su valoración se utilizó la herramienta de pentesting Vooki aplicada a los dos escenarios 
implementados. 
 
4.4.2. Indicador Vulnerabilidades en Autenticación 
 
Número de vulnerabilidades detectadas en Autenticación: Para la medición de este indicador 
se utilizó la herramienta Vooki aplicando el scanner de vulnerabilidad sobre la url de 
Autenticación en el Método POST. 
 
Identificación de vulnerabilidades sobre el Escenario 1, (Figura 1-4) 
  




Figura 1-4: Captura de pentesting en Autenticación Vooki en Escenario 1 








Tabla 3-4: Vulnerabilidades en Autenticación encontradas en Escenario 1 
Vulnerabilidad Nivel Número Descripción 
Divulgación de información 
sensible en encabezados de 
respuesta 
Medio 2 Presencia de 
información sensible 
de configuración el 
ambiente 
implementado 
Ausencia de encabezados de 
seguridad 




Ausencia de endpoint de 
autheticacion 
Bajo 1 Basic Authentication, 
se requiere 
autenticación en cada 
request 
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
 
Identificación de Vulnerabilidades sobre el Escenario 2, (Figura 2-4) 
  




Figura 2-4: Captura de pentesting en Autenticación Vooki en Escenario 2 
Realizado por: Villa Fabián, 2019 
 





Tabla 4-4: Vulnerabilidades en Autenticación encontradas en Escenario 2 
Vulnerabilidad Nivel Número Descripción 
CORS Inseguros Bajo 1 Para la ejecución del 
pentensting se 
habilito el acceso a 
todas las urls con la 
opción de “access-
control-allow-
origin:*” para dar 
acceso a la 
herramienta 
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
 
4.4.3. Indicador Vulnerabilidades en Sesión Iniciada 
 
Número de Vulnerabilidades con Sesión Iniciada: Para la medición de este indicador se utilizó 
la herramienta Vooki aplicando el scanner de vulnerabilidad sobre la url de Listado de Productos 
en el Método GET con un usuario autenticado. 
 
Identificación de Vulnerabilidades sobre el Escenario 1, (Figura 3-4) 
  
Servicio Restful initApi 
Url: https://api-initial.herokuapp.com/api/products/ 
 
Figura 3-4: Captura de pentesting en Sesión Iniciada Vooki en Escenario 1 






Tabla 5-4: Vulnerabilidades en Sesión Iniciada encontradas en Escenario 1 
Vulnerabilidad Nivel Número Descripción 
Seguridad de Transporte HTTP Medio 1 Vulnerabilidad que 
permite ataque de 
Hombre en la mitad ya 
que si contenido no 
está cifrado 
Divulgación de Información 
sensible en Encabezados de 
Respuesta 
Medio 2 Presencia de 
información sensible 
de configuración el 
ambiente 
implementado 
Ausencia de Encabezados de 
Seguridad 




Presencia de Credenciales de 
Acceso en cada Request 
Bajo 1 Presencia de 
información sensible 
del usuario  
Manejo de Errores no 
implementado 
Alto 1 Al ejecutar el 
pentesting el 
aplicativo dejo de 
responder 
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
 
Identificación de Vulnerabilidades sobre el Escenario 2, (Figura 4-4) 




Figura 4-4: Captura de pentesting en Sesión Iniciada Vooki en Escenario 2 




Por ser una vulnerabilidad esperada de manera intencional se la califica con un nivel “Bajo” 
(Tabla 6-4). 
 
Tabla 6-4: Vulnerabilidades en Sesión Iniciada encontradas en Escenario 2 
Vulnerabilidad Nivel Número Descripción 
CORS Inseguros Bajo 1 Para la ejecución del 
pentensting se 
habilito el acceso a 
todas las urls con la 
opción de “access-
control-allow-
origin:*” para dar 
acceso a la 
herramienta 
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
 
Una vez aplicado los pentesting sobre los dos escenarios y una vez obtenido los resultados de las 
vulnerabilidades se obtiene la siguiente Tabla 7-4 con el total de ellos entre los dos indicadores 
seleccionando las vulnerabilidades sin repetición: 
 
Tabla 7-4: Resumen de resultados obtenidos en los pentesting 
Vulnerabilidades encontradas Frecuencia Porcentaje de 
Reducción 
Escenario 1 Escenario 2 
Altas 1 0 100% 
Medias 7 0 100% 
Bajas 2 1 50% 
Total 10 1 90% 
Fuente: Villa Fabián, 2019 






Gráfico 1-4: Comparativo número de vulnerabilidades 
Realizado por: Villa Fabián, 2019 
 
Análisis e Interpretación de Resultados: 
 
Para realizar una adecuada medición de la reducción de vulnerabilidades existentes en un Servicio 
Web RESTFul y aplicando el método sugerido podemos denotar que se ha reducido en un 100% 
las vulnerabilidades de Nivel Alto y Nivel Medio encontradas, así como también un 50% de las 
vulnerabilidades bajas dando como resultado total un 90% de reducción con la aplicación del 
método propuesto. 
 
4.5. Comprobación Estadística De La Hipótesis 
 
Para la comprobación de la hipótesis general “La aplicación de la propuesta de un método de 
mejores prácticas optimizará el nivel de seguridad en el desarrollo de Servicios Web RESTFul”, 
se utilizó estadística referencial aplicando la prueba Chi-Cuadrado(X2). 
 
Posterior a la realización de los diferentes análisis, y con los datos obtenidos se procede a definir 
la hipótesis de investigación Hi y la Hipótesis nula Ho a ser consideradas: 
Hi: “La aplicación de la propuesta de un método de mejores prácticas si optimizará el nivel de 
seguridad en el desarrollo de Servicios Web RESTFul” 
Ho: “La aplicación de la propuesta de un método de mejores prácticas no optimizará el nivel de 
seguridad en el desarrollo de Servicios Web RESTFul” 
 
La siguiente Tabla 8-4 contiene la información de las frecuencias de valores encontrados, los 







Comparativo de número de vulnerabilidades




Tabla 8-4: Frecuencias de Valores Encontrados 
 Escenario 1 Escenario 2 Total 
Vulnerabilidades Encontradas 10 1 11 
Vulnerabilidades Solventadas 0 9 9 
Total 10 10 20 
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
 
Para la obtención de la tabla de frecuencias esperadas se aplica la siguiente fórmula en cada valor 
de la tabla. 
Fe=
total columna ∗total fila
suma total
 
Tras la aplicación de la fórmula en cada valor de la tabla anterior obtendremos la siguiente Tabla 
9-4 de frecuencias esperadas. 
 
Tabla 9-4: Frecuencias Esperadas 
 Escenario 1 Escenario 2 Total 
Vulnerabilidades Encontradas 5.5 5.5 11 
Vulnerabilidades Solventadas 4.5 4.5 9 
Total 10 10 20 
Fuente: Villa Fabián, 2019 
Realizado por: Villa Fabián, 2019 
 
A continuación, se calcula el valor de X2 mediante la siguiente fórmula 
 






FO: Frecuencia Observada por celda 
FE: Frecuencia Esperada por celda 
 













𝑥2 = 3.68 + 4.5 + 3.68 + 4.5  
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𝑥2 = 16.36  
El siguiente paso a seguir es el cálculo de los grados de libertad 
𝑣 =   (𝑟 − 1) × (𝑘 − 1) 
Donde: 
r: número de filas 
k: número de Columnas 
𝑣 = (2 − 1)  × (2 − 1) 
𝑣 = 1  
En base a la tabla de la distribución de Chi-Cuadrado (Figura 5-4), y determinando el valor de 
significancia de 0.05% obtenemos el punto crítico con 1 como valor de grados de libertad. 
 
 
Figura 5-4: Tabla de Distribución Chi Cuadrado 
Fuente: (Universidad Carlos III de Madrid - Departamento de Estadistica, 2019) 
 
𝑥2 𝑐𝑟í𝑡𝑖𝑐𝑜 = 3,8415 
Dado los datos anteriores Ho debe ser aceptada si sucede el siguiente condicionante 
 
𝑥2 𝐶𝑎𝑙𝑐𝑢𝑙𝑎𝑑𝑜 ≤  𝑥2𝑐𝑟í𝑡𝑖𝑐𝑜 
Caso contrario se rechaza Ho y se Acepta Hi. 
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Con los datos obtenidos anteriormente donde X2 = 16.36 y X2 critico = 3.8415 se puede aplicar 
el criterio de decisión y obtenemos que (Gráfico 2-4):  
 






Gráfico 2-4: Chi-Cuadrado y Criterios de Aceptación de Ho 
Fuente: (GeoGebra, 2019) 
Realizado por: Villa Fabián, 2019 
 
Interpretación y Análisis 
 
En consecuencia, con los datos obtenidos y como se aprecia en la gráfica se concluye que se 
rechaza la Hipótesis nula Ho y se acepta la Hipótesis alternativa Hi con un nivel de confianza del 
95% y un nivel de significancia de 5%. 
 
  
X2 critico                                              X2 
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CAPÍTULO V  
 
5. PROPUESTA 
5.1. Determinación de la Propuesta 
 
En el presente capítulo se presenta una propuesta de un modelo de mejores prácticas para el 
desarrollo de Servicios Web RESTFul seguros en donde se trata de abarcar todos y cada uno de 
los puntos claves de vulnerabilidades presentadas en este tipo de arquitecturas de software. 
 
Para esta propuesta, se tomó como base los aspectos definidos en REST Security Cheat Sheet de 
OWASP, en él se exponen los principales lineamientos a seguir para la implementación de 
Servicios Web RESTFul seguros, considerando que OWASP es una comunidad abierta dedicada 
a habilitar organizaciones para desarrollar comprar y mantener aplicaciones confiables sin ánimo 
de lucro.  
 
También se considerarán para esta propuesta los lineamientos revisados en el marco teórico de 
este documento, no tomados en cuenta por OWASP, pero también considerados importantes 
como patrón de implementación, versionamiento y documentación. 
 
La presente propuesta establece un método de mejores prácticas de desarrollo de Servicios Web 
Restful y pretende ser aplicable para la mayoría de los lenguajes web actualmente vigentes. 
 
5.2. Propuesta de un Método de Mejores Prácticas para el Desarrollo de Servicios 
Web RESTFul 
  
Para un óptimo desarrollo de Servicios Web RESTFul es necesario que el servicio a implementar 
tenga las siguientes consideraciones, cabe mencionar que los ítems a mencionar forman una guía 






Figura 1-5: Flujo de guía de mejores prácticas propuesto 
Realizado por: Villa Fabián, 2019 
 
A continuación, se detalla cada uno de los ítems mencionados en la figura anterior: 
 
5.2.1. Uso de Certificados Digitales 
 
El uso de un protocolo cifrado como lo es HTTPS con cifrado SSL permite la trasportación de los 
datos mediante una conexión segura evitando la interceptación de la comunicación, autenticar el 
servicio y garantizar la integridad de los datos transmitidos. 
 
Para el uso de este ítem se puede utilizar certificados por una Autoridad Certificadora y que por 
lo general lo vende el proveedor de servicios de internet ISP, y son de tipo: 
 
Dominio Único: Protegen un único dominio 
Multidominio: Protegen múltiples dominios 
Wildcard: Protegen ilimitadamente los subdominios de un solo dominio. 
 
En la presente investigación se usó un tipo especial de Certificado Digital gratuito denominado 













Figura 2-5: Datos de Certificado Digital Instalado 
Realizado por: Villa Fabián, 2019 
 
 
5.2.2. Autenticación con Métodos Estándar 
 
El proceso de identificación de un cliente hacia el servidor se denomina autenticación que por 
medio de credenciales (usuario y contraseña), se valida si puede o no accederá los recursos. Por 
tal virtud en la implementación de un Servicio Web RESTFul la implementación por medio de 
métodos estándar como OAuth versión 2 o Json Web Token JWT son recomendables ya que 
gestionan tokens en cada petición evitando así la exposición de los datos sensibles del usuario 
como son sus credenciales. 
 





Figura 3-5: Resultado de la autenticación en el aplicativo 
Realizado por: Villa Fabián, 2019 
 
5.2.3. Control de Acceso y Restricción de Métodos HTTP 
 
El control de acceso a los métodos definidos y no definidos es uno de los más importantes ítems 
a cumplir en la implementación de Servicios Web RESTFul porque pueden convertirse en brechas 
de seguridad comprometiendo la disponibilidad del servicio ya que se convertirían en puntos 
vulnerables para provocar una denegación de servicio si no están debidamente restringidos. 
 
En la presente investigación se implementó la respuesta del código 401 a todos los urls que se 
intente acceder sin su debido Access Token o a su vez emitiendo un error 404 para cuando la url 
no exista (Figura 4-5). 
 
 
Figura 4-5: Mensaje de error con código 401  
Realizado por: Villa Fabián, 2019 
 
5.2.4. Validación de Contenido  
 
Si bien es cierto que la validación de los datos se debería en su mayor parte, realizarse en el lado 
del Cliente también es necesario la validación de los datos en el servidor y es por ello que 
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necesariamente la validación del contenido es importante ya que también el servidor se debe 
proteger de datos mal intencionados. 
 
En la presente investigación se implementó la respuesta del código 500 para indicar que hubo 
datos mal proporcionados (Figura 5-5). 
 
 
Figura 5-5: Validación del campo “category” 
Realizado por: Villa Fabián, 2019 
 
5.2.5. Uso de Formatos de Datos Estándares 
 
En la implementación de Servicios Web REST el uso de formatos de dato estándares también es 
un punto importante ya que de ello se deriva la usabilidad del aplicativo.  Existen diferentes tipos 
de datos que se utilizan en RESTFul entre ellos tenemos Json, xml o csv. 
 
En la presente investigación se utilizó JSON (application/json) como formato de datos a gestionar 
en las entradas y salidas de datos (Figura 6-5). 
 
5.2.6. Configuración de Cabeceras Seguras y CORS 
 
La configuración de Cabeceras Seguras permite una comunicación optima sin la exposición de 
información sensible o la ausencia de configuración de encabezados seguros que eviten ataques 
como el XSS o el clickjacking en X-Frame-Options. 
 
CORS son mecanismos que se utiliza en las cabeceras y permite restringir el acceso a nuestro 
servicio desde el origen de la petición. Este mecanismo ayuda a definir que o cuales son los 
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orígenes que vamos a dar acceso a nuestro servicio por medio de la cabecera “access-contro-
allow-origin”. 
 
En la presente investigación se configuro la cabecera con “*” para permitir que se puedan ejecutar 
los pentesting desde las herramientas que no tenían un dominio definido y se configuro las 
cabeceras X-Frame-Options, X-Content-Type-Options y Cache-Control. 
 
5.2.7. Test Unitarios 
 
En el mundo del desarrollo de software se han implementado mecanismos que ayudan a 
comprobar que el aplicativo que se esté desarrollando no tenga errores y esté operativo para su 
despliegue a producción. Es por ello que se han desarrollado conjuntos de pruebas sobre lo 
implementado que se denominan Test Unitarios o Unit Test que son funciones que están 
diseñados para comprobar que el código principal está funcionando como se esperaba. 
 
En la presente investigación se implementó los test unitarios utilizando la librería para nodejs 
“mocha” que al ejecutarse muestra la siguiente salida (Figura 6-5). 
 
 
Figura 6-5: Ejecución de la pruebas unitarias en el ambiente de desarrollo 
Realizado por: Villa Fabián, 2019 
 







La aceptación y el óptimo rendimiento de un aplicativo se logra cuando este se ejecute en sus 
máximas capacidades y solo se pude lograr cuando se lo utiliza adecuadamente con el uso de su 
documentación. Este sin duda es uno de los ítems más importantes y menos implementado en el 
mundo del desarrollo del software ya que por lo general los aplicativos se los crea intuitivos dando 
una falsa sensación de no requerir una documentación que oriente su uso. 
 
En los Servicios Web RESTFul la documentación se centra en publicar los endpoints disponibles, 
los parámetros de entrada y los formatos de salida de información. Así como también el método 
de autenticación para hacer uso de ellos. 
 
En la presente investigación se usó el framework de documentación llamado Swagger que permite 
una vez creado el Servicio Web RestFul definir y generar una página donde se publican los 





Figura 7-5: Página de documentación del aplicativo 
Realizado por: Villa Fabián, 2019 
 
5.3. Consideraciones Adicionales 
 
Además de los ítems mencionados anteriormente también se puede sugerir para un mejor 






El uso de un sistema que gestión el control de versiones del aplicativo implementado es un punto 
favorable al momento de dar soporte y mantenimiento del mismo. Los desarrolladores deben 
utilizar en lo posible versionamiento del código con el uso de servicios existentes como GitHub 
que aparte de ser un repositorio de código ayuda de sobremanera el versionamiento del mismo 
facilitando la gestión del aplicativo en su conjunto de funcionalidades definidas denominadas por 
un nombre y número de versión. 
 
En la presente investigación se utilizó para los dos escenarios el repositorio con cuenta gratuita 
de GitHub donde actualmente reposan los proyectos en las siguientes urls: 
 
MyApi Servicio Seguro - https://github.com/efaby/myApi , (Figura 8-5) 
 
 
Figura 8-5: Repositorio de Código de Servicio Seguro 
Realizado por: Villa Fabián, 2019 
 





Figura 9-5: Repositorio de Código de Servicio Base 
Realizado por: Villa Fabián, 2019 
 
5.3.2. Uso de Frameworks 
 
Antes de la implementación de un aplicativo es recomendable el investigar qué cosas ya están 
hechas o implementadas para optimizar recursos y obtener mejores resultados. En el mundo del 
desarrollo existen conjuntos de librerías implementadas en un determinado lenguaje de 
programación que cumplen funciones específicas denominados Frameworks. 
 
Los Frameworks ayudan a la implementación de sistemas otorgando una serie de procesos ya 
implementados y listos a utilizarse. El desarrollador solo hace uso de estas funcionalidades y 
cumple con su objetivo, aunque mucha de las veces le toca implementar algunos procesos 
específicos, pero sobre una base sólida ya implementada. 
 
En la presente investigación se implementó con la ayuda de framework Expressjs que ayuda a 
crear Servicios Web RESTFul de una manera rápida con el uso de librerías nodejs apropiadamente 
documentadas y seguras, simplificando la implementación del servicio.  
 
5.3.3. Disponibilidad del Aplicativo 
 
Para que un Servicio Web RESTFul sea lo suficientemente optimo y sea utilizado se requiere de 
una característica importante “debe siempre estar disponible”. Para ello es necesario proveer de 
una sólida infraestructura necesaria para que el servicio funcione en óptimas condiciones. Esto se 




Existen diferentes maneras de levantar un entorno de ejecución de un Servicio Web RESTFul 
entre ellas esta que se disponga de los recursos para adquirir la infraestructura física y 
posteriormente implementar la configuración necesaria. Otra manera que ayuda mucho es la de 
alquilar servicios de infraestructura en la nube. 
 
Existen muchas empresas que alquilan dichas infraestructuras pasa los servicios facilitando de 
sobremanera la publicación de los aplicativos desarrollados. Al alquilar estos servicios de 
infraestructura se da paso a que sean ellos los que se encarguen del mantenimiento y de la 
operatividad del servidor donde se ejecuta el aplicativo y con una adecuada gestión de errores y 
sobretodo una adecuada implementación se garantiza que el servicio implementado va a estar 
siempre disponible. 
 
En esta investigación se hizo uso de dos proveedores de servicios que trabajan de diferente manera 
para comprobar hasta que punto se puede gestionar la configuración del servidor y poder añadir 
seguridad a nivel de infraestructura. 
 
Para el aplicativo init-api se utilizó el servicio de Heroku (Figura 10-5), que permite de manera 
muy fácil e intuitiva el despliegue del aplicativo por medio de su portal web y hace una conexión 
directa hacia GitHub permitiendo enlazar el aplicativo versionado al entorno de producción. 
 
 
Figura 10-5: Dashboard del Heroku para el aplicativo init-api 
Realizado por: Villa Fabián, 2019 
 
Para el aplicativo my-api se utilizó el servicio de DigitalOcean que permite crear Servidores 
Virtuales Privados para configurarlos desde cero, y poder ahí sin restricciones configurar tanto el 
servidor como el aplicativo de una manera segura. Para esta opción requiere de mayor 
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conocimiento. En la siguiente figura podemos observar el despliegue de la aplicación desde 




Figura 11-5: Despliegue del aplicativo seguro desde la consola de un Doplet en digital Ocean 







• Se ha estudiado los diferentes métodos existentes de implementación de los Servicios Web 
RESTFul definidos en REST Security Cheat Sheet de OWASP, analizando cada uno de ellos para 
poder aplicarlos, tomados de forma no probabilística, partiendo desde la más transcendental en 
cuanto a seguridad usando la tecnología de nodejs para el desarrollo del nuevo servicio. 
 
• Al analizar las vulnerabilidades más conocidas en los Servicios Web RESTFul 
implementados, se puede citar un mal uso de intercambio de credenciales en las peticiones, 
exposición sensible de data en las cabeceras, controles de acceso al servicio definido por los 
métodos existentes. 
 
• Se implementó la propuesta de un método de mejores prácticas para la creación de los 
Servicios Web RESTFul con la cual se desarrolló el Escenario 2 y se obtuvo un 88.89% del nivel 
de satisfacción de la aplicación del método propuesto, sobre el Escenario 1 que se implementó 
con técnicas existentes. 
 
• El uso de herramientas de pentesting como Vooki permitió analizar las vulnerabilidades 
expuestas sobre los dos escenarios, obteniendo así una reducción del 100% en vulnerabilidades 
Altas y Medias y un 50% en las bajas, obteniéndose un resultado de 90% de reducción total de 

























• El uso del método propuesto para el desarrollo de Servicios Web RESTFul, cuando se tenga 
la intención de crear un servicio desde cero, propone tomar en consideración aspectos como 
validaciones protección de urls, pruebas unitarias y versionamiento del código, además se 
recomienda hacer uso de patrones de arquitecturas de desarrollo de software como el MVC que 
permite tener el código organizado y de fácil mantenimiento. 
 
• Definir el lenguaje de programación más óptimo para este tipo de servicios, ya que puede 
ayudar mitigando algunas consideraciones de seguridad con el uso de frameworks ya 
implementados, en nuestro caso de estudio se utilizó node js con su framework Express, sin 
embargo, existen otros frameworks con mejores características como es el caso de Loopback. 
 
• La implementación de la documentación, ya que es un tema importante que a veces se deja de 
lado. Una documentación permite que el aplicativo pueda ser utilizado de una manera óptima y 
además se pueda aprovechar al máximo los servicios que este brinda. 
 
• Implementar un Servicio Web RESTFul Seguro no solo depende de tener métodos y técnicas 
seguras de desarrollo, también implica tener una adecuada configuración del ambiente donde el 
aplicativo va a trabajar, de eso depende que el aplicativo funcione adecuadamente, y no siempre 
se cuenta con los recursos para tener una infraestructura propia sin embargo en esta investigación 
se citan dos servicios de infraestructura en la nube que puedan ayudar con cómodos planes de 
pago y que brindan un óptimo soporte técnico que ayuda a mantener el aplicativo funcional 
 
• Ningún sistema o software va a ser 100% seguro, por más que se aplique técnicas o los mejores 
métodos, cada día se descubrirán nuevas vulnerabilidades que comprometan a los sistemas, es por 
ello que se debe periódicamente realizar mantenimientos, monitoreo y actualizaciones 
garantizando el óptimo funcionamiento del aplicativo. 
 
• Como trabajo futuro se puede elaborar un método de mejores prácticas de configuración de la 
infraestructura que contemple configuración de dominios, certificados digitales,  reglas de 
firewall y un middleware que permita filtrar accesos  y número de peticiones  junto con una 
configuración de servidores OAuth versión 2 que permita gestionar  la autorización y 
autenticación de los  aplicativos clientes.
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ANEXO A. Código principal del aplicativo api-init. Archivo app.js contiene la integración de 
todos los módulos del aplicativo como el uso de express, integración con mongodb, definición de 



























 ANEXO B. Código principal del aplicativo my-api aplicado los métodos de mejores prácticas. 
Archivo app.js contiene la integración de todos los módulos del aplicativo como el uso de express, 
integración con mongodb, definición de rutas, método de autenticación JWT, configuración de 
cabeceras seguras, definición de documentación y controles de acceso. 
 
