Abstract. We consider the iterative solution of large sparse symmetric positive definite linear systems. We present an algebraic multigrid method which has a guaranteed convergence rate for the class of nonsingular symmetric M-matrices with nonnegative row sum. The coarsening is based on the aggregation of the unknowns. A key ingredient is an algorithm that builds the aggregates while ensuring that the corresponding two-grid convergence rate is bounded by a user-defined parameter. For a sensible choice of this parameter, it is shown that the recursive use of the two-grid procedure yields a convergence independent of the number of levels, provided that one uses a proper AMLIcycle. On the other hand, the computational cost per iteration step is of optimal order if the mean aggregate size is large enough. This cannot be guaranteed in all cases but is analytically shown to hold for the model Poisson problem. For more general problems, a wide range of experiments suggests that there are no complexity issues and further demonstrates the robustness of the method. The experiments are performed on systems obtained from low order finite difference or finite element discretizations of second order elliptic partial differential equations (PDEs). The set includes twoand three-dimensional problems, with both structured and unstructured grids, some of them with local refinement and/or reentering corner, and possible jumps or anisotropies in the PDE coefficients.
is critical for many of today's applications in science and engineering. For systems arising from the discretization of elliptic partial differential equations (PDEs), algebraic multigrid (AMG) methods are known to be particularly suitable and robust [5, 6, 7, 8, 16, 25, 26, 29, 28] . These algorithms combine the effects of a smoother and of a coarse grid correction. The smoother is generally based on a simple iterative scheme such as the Gauss-Seidel method. The coarse grid correction consists in computing an approximate solution to the residual equation on a coarser grid which has fewer unknowns. The approach is applied recursively until the coarse system is small enough to make negligible the cost of an exact solution. Unlike geometric multigrid methods [14, 27] , which require information from the discretization of the PDE, AMG carries over to the multilevel variant. In this paper, we exploit this feature to obtain a bound on the convergence rate that remains fixed independently of the number of levels. The remainder of this paper is organized as follows. We first outline in section 2 our main result, namely the bound on a convergence rate that is guaranteed by our AMG method. In section 3 we recall needed two-grid analysis results from [20] , particularizing them to the context of this paper. The AMLI-cycle is described in section 4. In section 5 we present our aggregation algorithm and explain why and how it allows us to guarantee the bound announced in section 2. Numerical results are reported in section 6.
Notation. For any ordered set Γ, |Γ| is its size and Γ(i) its ith element. [1, k] = {1, 2, . . . , k} stands for the set of the first k integers. For any matrix B, N (B) is its null space. For any square matrix C, ρ(C) is its spectral radius (that is, its largest eigenvalue in modulus). For any SPD matrix D, κ(D) is its condition number (that is, the quotient of its largest and smallest eigenvalues). I stands for identity matrix.
Outline of the main result.
Building an optimal method with the AMLIcycle is possible if there are a known upper boundκ TG on the condition number of the two-grid method at every level and an integer γ (related to the degree of Chebyshev polynomials) such that (2.1)
where τ stands for the mean factor by which the matrix size is reduced from one level to the next. Both inequalities should be interpreted in a restrictive way: for an efficient method, √κ TG should be substantially away from γ and the latter itself substantially away from τ . The left inequality guarantees that the condition number remains bounded even for infinitely many levels, and the right one ensures an optimal computational complexity. That said, the left inequality is the most difficult to deal with because, recall, it has to be checked by an upper bound on the two-grid condition number, which has to hold at every level of the hierarchy and, further, has to be known explicitly because it enters the definition of the parameters of the AMLI-cycle. Therefore, by introducing a new approach based on the explicit control of the two-grid condition number, we facilitate the use of the AMLI-cycle, which here is, seemingly for the first time, combined with a truly AMG method.
Observe that, with γ = 4 , the conditions (2.1) fit well with the numbersκ TG = 11.5 and τ = 8 cited in the introduction. This is on purpose: when assessing our aggregation algorithm below, we target parameter choices allowing a sensible application of the AMLI-cycle. Using the latter with γ = 4 andκ TG = 11.5 , the induced multilevel preconditioner B satisfies (2.2) κ B −1 A ≤ 27.06, independently of the number of levels; that is, the explicit control of the two-grid condition number obtained thanks to our aggregation algorithms carries over to the multigrid scheme thanks to the use of the AMLI-cycle. On the other hand, with τ ≈ 8, the algorithmic complexity of one application of this preconditioner is only about twice that of the smoothing iterations at the fine grid level. Regarding assumptions, the upper bound (2.2) requires only the system matrix A to be a symmetric M-matrix with nonnegative row sum. We consider that this property holds in the reminder of this paper. It is in particular satisfied with low order finite difference or finite element discretizations of scalar second order elliptic PDEs, with, in the case of finite elements, some restriction on the elements' shape. For this class of applications, we thus obtain the same uniform bound independently of the mesh or problem size and of the structure or lack of structure of the discretization grid, regardless of whether the problem is two-dimensional (2D) or three-dimensional (3D), and independently of problem peculiarities such as jumps or anisotropy in the PDE coefficients, reentering corners, or lack of full elliptic regularity.
The bound (2.2) provides the first complete convergence analysis of an AMG method based on plain aggregation. Moreover, it also seems to compare favorably with available theoretical analyses of other AMG schemes. Classical AMG methods along the lines of the seminal papers [5, 25] also have a supporting theory based on the M-matrix assumption; see [26] for a nice summary. However, this theory is only for the two-grid case, and it is unclear whether it can produce such uniform estimates. For instance, it should in principle apply to the method implemented in the old but classical code that was used in [22] for numerical comparison and which failed to converge for some anisotropic problems, even though the matrix was an M-matrix. It is more difficult to develop a comparison with analyses of methods based on smoothed aggregation, as initiated in [28] and further improved in [31] and [8] . Indeed just the statement of the assumptions in [8] would require a significant amount of space; hence we refer the reader to the aforementioned works and just point out that these analyses are also for the multilevel case, while the resulting bound is hard to compare with (2.2) since it depends on the number of levels and involves an unknown constant C . Regarding assumptions, it is probably correct to state that the theory in [28, 31, 8] allows us to cover several discretizations of PDEs that do not result in an M-matrix, whereas some M-matrix cases such as finite difference discretizations are excluded. Note also that the discussion of these assumptions involves geometric considerations such as the mesh size h at the fine grid level and the diameter of the aggregates; hence it is unclear how it could apply to problems with strong local refinement.
Eventually, as already stated above, except for the model Poisson problem, the bound (2.2) should not be seen as a proof of optimality, since there remains some uncertainty on the algorithmic complexity. However, as commented in the first paragraph of section 7 in [8] , the difficulty of proving that an AMG method has bounded algorithmic complexity is not peculiar to our approach and remains a challenge for truly black box methods that do not exploit any geometric information. Hence, although limited to a model problem, our complexity analysis also seems to represent some advance with respect to the state of the art.
3. Two-grid analysis. We first introduce some notation (related to our twogrid setting). We consider symmetric two-grid schemes, using SPD smoother M with one pre-and one post-smoothing step. We also assume that the coarse grid matrix is of Galerkin type; that is, given an n × n c prolongation matrix P , the coarse grid matrix is A c = P T A P . The corresponding iteration matrix is then
which also implicitly defines the two-grid preconditioner B TG via the relation
Equivalently, one has
Now, with the coarsening by aggregation, the prolongation is obtained from the agglomeration of the unknowns into n c nonempty disjoint sets G k , k = 1, . . . , n c , called aggregates. To each aggregate G k is associated one unknown at the next coarse level in the hierarchy. In addition, following [20] , some unknowns can also be kept outside the coarsening process, and the corresponding (possibly empty) set is noted G 0 ; that is, G 0 gathers the unknowns that are not associated with any coarse unknown. As a result, G 0 together with G k , k = 1, . . . , n c , defines a partitioning of the index set [1, n] which uniquely determines the prolongation P : for i = 1, . . . , n and j = 1, . . . , n c ,
Hence a row of P is zero if and only if the corresponding unknown is in G 0 , whereas the other rows have exactly one nonzero entry. As made clearer below, the role of G 0 is to gather nodes that need not be represented on the coarse grid because the corresponding error components are sufficiently damped by the smoother alone. Note also that the entries in the coarse grid matrix A c = P T A P , where A = (a ij ), can be obtained from a simple summation process:
It follows from this relation that if A is an M-matrix with nonnegative row sum, then A c inherits these properties; see Theorem 3.6 in [17] for an explicit proof. 3 This observation is important: it means that if a matrix A satisfies the basic assumptions of Theorem 3.2 below, then all successive coarse grid matrices will satisfy them as well; i.e., the theorem can be applied at any level in the hierarchy.
Our analysis is first based on the well-known result from [13, 31] , which, when the smoother M is SPD and such that vM v ≥ vAv for all v, states that
This is further combined with Theorem 3.2 in [20] , which yields an upper bound on μ for prolongations P based on aggregation. For the sake of readability, we recall this latter result in the following lemma. Lemma 3.1. Let A and M be n × n SPD matrices. Let G k , k = 0, . . . , n c , be some partitioning of [1, n] , and define P by (3.2) 
where
and where, for k = 1, . . . , n c ,
T being a vector of size |G k |. To apply this lemma, one first needs a proper splitting of the matrix into two nonnegative definite matrices. When A is an M-matrix with nonnegative row sum, this splitting is easy to obtain: regarding the off-diagonal entries, A b gathers those connecting unknowns inside every aggregate, and A r keeps the others; on the other hand, the diagonals are such that A r has zero row sum and therefore A b acquires the same (nonnegative) row sum as A . In other words, A b is obtained from A by discarding and lumping to the diagonal the entries that are in the block off-diagonal part with respect to the partitioning in aggregates. This lumping ensures that both A b and A r are weakly diagonally dominant and hence nonnegative definite.
Then, as follows from (3.5) and (3.6), the measure μ involved in (3.4) can be controlled if the parameter μ (k) associated with each aggregate is efficiently bounded. And this parameter depends only on the corresponding diagonal blocks in A b and M ; i.e., on quantities "local" to the aggregate: the "local" matrix entries and the row sum at "local" nodes. Observe that the lumping process mentioned above tends to make these diagonal blocks A G k ill-conditioned, or even singular when the row sum of A is zero at every node of the aggregate. But, for regular aggregates (k > 0), it does not mean that μ (k) is unbounded since the matrix
is also, by construction, singular with the constant vector in its kernel. This is not true for μ (0) , because nodes in G 0 are kept outside the aggregation and are actually not represented anymore on the coarse grid. Therefore, smoothing iterations alone should be sufficient to efficiently damp the error at these nodes, which, in this analysis, is reflected by the requirement that the corresponding block A G0 be well-conditioned. In practice, as will be seen below, this requirement can be checked via a strong diagonal dominance criterion. Now, this works for smoothers that are block diagonal with respect to the partitioning in aggregates. A particular example is of course the damped Jacobi smoother. As discussed below, better results can, however, be obtained with more general smoothers. We therefore introduce the class of smoothers M = (m ij ) , with offdiagonal entries obtained from that of A = (a ij ) by keeping those inside a given symmetric sparsity pattern and discarding the others:
o t h e r w i s e , where sp(M ) stands for the chosen sparsity pattern; the discarded off-diagonal entries are further added in absolute value to the diagonal. This ensures the weak diagonal dominance of M − A, which is therefore nonnegative definite as required for (3.4) . Note that the smoother defined by (3.7) is not necessarily block diagonal. This depends upon the chosen sparsity pattern. We can allow this because our analysis is actually slightly more general than the mere combination of (3.4) with Lemma 3.1. Indeed, as shown in the proof of Theorem 3.2 below (based on previous results in [20] ; see also [31] ), (3.4) also holds with μ defined as in (3.5) in which the smoother M is replaced by any matrix M such that vM v ≤ vM v for all v . Then, to properly apply Lemma 3.1, only this M should be block diagonal. Given a smoother M defined by (3.7), a relevant M = (m ij ) is obtained using the same rule while restricting the sparsity pattern to the block diagonal part:
Such M has the required block diagonal structure, whereas, according to the rule (3.7), the further discarded entries from the off-diagonal blocks are added in absolute value to the diagonal, ensuring that M − M is weakly diagonal dominant and hence nonnegative definite. It is worth noting that, since the bound depends upon M , it is thus not influenced by the off-diagonal block part of the sparsity pattern. This observation is taken into account below when we discuss some relevant choices for sp(M ) . Now, particularizing the analysis sketched above to smoothers defined via (3.7) yields the following theorem. Note that the matrices A G and M G in this theorem represent the diagonal blocks of 
T is a vector of size |G|.
If for a givenκ
Proof. We first show that (3.4) holds with
The left inequality is actually a standard result (e.g., [31, section 3.2]); we give a short proof for the sake of completeness: since A is SPD,
To prove the right inequality, we note that
where the second equality follows from the left inequality just proved. Hence we need to prove ρ(
To this end, one may apply Theorem 3.1 of [20] . In this theorem, X denotes the equivalent global smoother. Hence, for B TG defined by (3.1), one has X = (2
Then, noting that the matrix D referenced in Theorem 3.1 of [20] can be freely chosen, and setting
, the relations (7) and (8) in this theorem together with
and therefore (3.4) holds with μ as in (3.12). Clearly, the required result (3.11) follows if μ ≤κ TG . We then consider Lemma 3.1 with the splitting
, which in fact corresponds to the construction procedure described just after the lemma. One sees that the condition (3.10) indeed entails μ ≤κ TG if, in addition,
G0 − M G0 is weakly diagonally dominant). The result then follows from
where the first inequality holds since
is nonnegative definite (it has negative off-diagonal entries and zero row sum), whereas the second inequality stems from (3.9).
We now discuss how to best select the sparsity pattern of the smoother. A first possibility consists in discarding all off-diagonal entries, yielding a diagonal smoother
with equality when the corresponding row of A has zero sum. Hence such a smoother does not differ much from the classical damped Jacobi smother
Jac diag(a ii ) with damping factor ω Jac = 0.5 .
Here we advocate further choices, which yield better "quality" estimates μ(G k ) for the aggregates and therefore make the constraint (3.10) less restrictive. As noted above, the bound is not improved if more entries connecting different aggregates are added to the sparsity pattern. However, consider that, starting from a given smoother, say M (1) , one creates another smoother M (2) by including in the sparsity pattern some additional connections internal to an aggregate G k . One sees from (3.7) that the related matrices M
is weakly diagonally dominant and, hence, nonnegative definite. It can then be inferred from [20, Theorem 3.1] that μ(G k ) is at least as small for M (2) as it is for M (1) . That is, putting in the sparsity pattern of M more off-diagonal entries internal to the aggregates never deteriorates the quality estimates μ(G k ), and, in fact, as numerical computation reveals, most often improves them.
Moreover, optimizing the sparsity pattern by including for every aggregate all its internal connections has only a moderate impact on the computational cost as long as the aggregates are relatively small or have small bandwidth. From now on, we therefore consider that the smoother is one of the two described below; except in numerical experiments, it does not matter which one is actually used since, according to the discussion above, they lead to identical convergence estimates.
Block diagonal smoother. (i, j) ∈ Sp(M ) if and only if i and j belong to the same aggregate
Band smoother. This smoother assumes that the matrix has been explicitly reordered according to the partitioning in aggregates; that is, the unknowns in the same set G k , k = 0, 1, . . . , n c , occupy successive positions in the index set. It then follows that the above block diagonal smoother has an explicit block diagonal structure, and it may be interesting to extend the sparsity pattern so that it comprises the whole band that includes all these diagonal blocks (except, possibly, the one corresponding to G 0 ); that is, (i, j) ∈ Sp(M ) if and only if |i−j| ≤ δ, where δ = max 1≤k≤nc bandwidth(A G k ). This allows us to use a fast band solver such as the one available in LAPACK [1] .
The AMLI-cycle.
The AMLI-cycle implements the recursive use of a twolevel method. The exact solution of the coarse system that is needed to compute the action of a two-grid preconditioner is exchanged for the approximate solution obtained with a few steps of an iterative solution method. This iterative solution itself uses the two-grid preconditioner on that coarse level, leading to a recursive scheme. The recursion is stopped when the coarse system is sufficiently small to allow a direct solution method at negligible cost. Note that this description applies as well to the other cycles, such as the W-cycle [14, 27] . What makes the AMLI-cycle different is the use, for the solution of each coarse system, of a semi-iterative method based on shifted Chebyshev polynomials. The number of iterations γ is also typically larger than the two iterations associated with the W-cycle.
This polynomial acceleration allows us to obtain a stabilized condition number (i.e., a condition number that is bounded independently of the number of levels) under rather weak conditions; see below. There is a price to pay, however. At each level, the parameters of the polynomial acceleration are to be defined according to explicit bounds on the eigenvalues of the matrix preconditioned by the two-grid method. Moreover, the overall efficiency of the scheme depends on the sharpness of these bounds.
The AMLI-cycle was originally developed in [2, 3, 30] for multilevel preconditioners based on recursive 2 × 2 block incomplete factorizations, and was further adapted to multigrid methods in [31] . We do not bring additional contributions to that topic and therefore present only a short summary here, focusing on facts and practical aspects, whereas justifications are omitted and theoretical properties are stated without proof. We essentially follow the presentation in section 5.6 of [31] , to which we refer the reader for more details.
First we introduce some additional notation. We assume that the multigrid preconditioner involves L levels, level 1 being the finest (on which the system (1.1) is solved) and level L being the coarsest. A , M , and P are, respectively, the matrix, the smoother, and the prolongation at level . Hence we have A 1 = A and, because we assume that the successive coarse grid matrices are of Galerkin type,
Regarding assumptions, the system matrix has to be SPD and the smoother such that
Furthermore, as stated above, one should know constants α , = 1, . . . , L − 1, such that, for all v of appropriate size,
where B T G, is a two-grid preconditioner at level ; that is, the matrix defined in (3.1) with A = A , M = M , P = P , and A c = A +1 on the right-hand side. Now, as discussed in the preceding section, the smoothers considered in this work are SPD and such that M − A is nonnegative definite. Hence the eigenvalues of M −1 A belong to the interval (0, 1), and the condition (4.1) always holds. On the other hand, we intend to use Theorem 3.2 to guarantee (4.2) with a uniform bound κ TG on α . We therefore continue the presentation, setting α =κ TG for all .
In Algorithm 4.1 we make clear how the AMLI-cycle can be used in a practical implementation. As stated above, except for = L − 1 , the coarse system is solved with γ iterations that use the preconditioner on the next coarse level (see step 4). (1) Relax with smoother M :
Iterate:
The weights ξ (j) , j = 0, . . . , γ − 1, are defined as follows. First, one sets κ L−1 = κ TG and recursively computes (bottom to top)
Then, at each level , the weights in Algorithm 4.1 are the coefficients of the polynomial
, where T γ is the Chebyshev polynomial of degree γ, as defined by the recursion
Under the assumptions recalled above, it can be shown that the preconditioner at level as defined in Algorithm 4.1 satisfies
Hence, in particular, κ 1 is an upper bound on the condition number of the multigrid preconditioner used to solve the fine grid linear system. Further, the analysis of the recursion (4.3) reveals that κ ≥ κ +1 . In other words, the fine grid upper bound κ 1 increases with the depth of the recursion, that is, with the number of levels. However, κ 1 is uniformly bounded above if and only if
that is, under this condition, one has
Thus, when sharp two-grid bounds are available, the AMLI-cycle allows us to automatically construct a multigrid method with level-independent convergence rate, selecting the number of iterations γ large enough to match the condition (4.7).
However, the computational cost has to be taken into account. Indeed, each application of the preconditioner B 1 at the first (finest) level involves γ − 1 multiplications by the coarse grid matrix A 2 and γ applications of the preconditioner B 2 at the second level, and each of the latter involves γ − 1 multiplications by the matrix A 3 and γ applications of the preconditioner B 3 at the third level, and so on. Now, to be more specific, let nnz(A ) be the number of nonzero entries in A , and, further, for = 1, . . . , L − 1, let c 
Now, as is made clear in section 6, the bandwidth of the smoother is bounded at every level, and, hence, so is c (sm) . On the other hand, the idea is to use enough levels to ensure that the size of A L is small enough to make c L of the same order as, say, c
. As a consequence, there exist constants c 1 , c 2 independent of problem peculiarities and such that
Therefore, setting
there holds
Hence, while γ has to be chosen sufficiently large so that (4.7) holds, it should also be sufficiently small to ensure that C W is not much larger than one. We call the latter number the weighted complexity; it can be seen as a generalization of the so-called operator complexity
, which is often used to assess the coarsening of AMG methods (see, e.g., [26, p. 487] ). Whereas this operator complexity reflects well the memory requirements of the method, it is representative of its cost only if the so-called V-cycle is used. The weighted complexity is certainly more appropriate in this respect when using an AMLI-cycle. Now, let τ be such that, for = 2, . . . , L,
that is, let τ be a uniform bound on the coarsening factor (with respect to the number of nonzero entries). If (4.9) γ < τ,
Thus γ should be chosen such that both (4.7) and (4.9) hold. The first condition ensures that the number of iterations is bounded independently of L, whereas the second guarantees an optimal bound on the cost of each iteration. Obviously, these requirements are conflicting and such a γ might well not exist. In the context of this work, this can be seen as a constraint on the coarsening process: it should be designed in such a way that both (4.7) and (4.9) hold for some γ. In this respect, note also that in practice these conditions have to be interpreted in a rather restrictive sense: actually, one needsκ TG γ 2 significantly below one for having the bound κ * on the multigrid condition number not much larger thanκ TG , and also γ τ significantly below one for having a meaningful bound on C W .
Aggregation procedure.
5.1. Preliminaries. AMG methods are often designed in such a way as to reproduce the behavior of a geometric multigrid method on some model problems. Along the same lines, and before we focus on practical details of the aggregation scheme, it is instructive to determine which kind of regular aggregation pattern would allow us to satisfy the two conflicting requirements stated in the previous section.
In this view, consider the matrix associated with a 3D Cartesian grid equipped with a seven-point symmetric stencil, as obtained from the finite difference discretization of the PDE
in the interior of any region in which the (positive) coefficients α x , α y , α z are constant. Note that for the discussion below neither the matrix scaling nor the direction of the strongest coefficient is important. Therefore, we assume α x = 1 ≥ α y , α z , without loss of generality. The aggregation scheme considered in this work is based on a few passes of a pairwise matching algorithm, which groups unknowns into pairs. Therefore, we consider model aggregates that can be obtained with two or three passes, that is, the size 4 and size 8 aggregates depicted in Figure 1 , oriented in any direction. In Figure 2 , we represent on the left the smallest quality μ(G) from all possible such size 4 aggregates, as a function of α y and α z . We do the same on the right for size 8 aggregates. The qualities μ(G) are computed according to (3.8) with respect to the block diagonal or band smoother. We consider the aggregate of the best quality for each value of α y and α z because of our intention to design an aggregation algorithm that automatically adapts the aggregate's shape to match a given quality requirement. We first discuss size 4 aggregates. The best quality μ(G) is most often between 4 and 5, but the function grows up to 7.65 in some region. It means that an aggregation procedure driven by our analysis should use a quality thresholdκ TG at least as large as 7.65 to guarantee that aggregates of size at least 4 can be formed for any α x , α y , α z . Now, the coarsening factor as defined in the previous section is about equal to the aggregates size. The only integer γ such that both conflicting requirements κ TG ≈ 7.65 < γ 2 and γ < 4 hold is γ = 3. However, this would not be very cost effective. Indeed, the corresponding bound on the multigrid condition number is κ * = 31.17 , whereas, even with a coarsening factor effectively around 4, one gets a relatively high complexity C W ≈ 4 .
This leads us to consider size 8 aggregates. In this case, the best quality μ(G) is most often around 5-6, with a peak value equal to 11.46 for α x , α y ≈ 0.07. Settinḡ κ TG = 11.5 , it is possible to use γ = 4 . Then, the condition (4.7) holds and the limit value is κ * = 27.06 , yielding the upper bound (2.2) stated in section 2. On the other hand, if one effectively succeeds in forming size 8 aggregates almost everywhere, one will get C W ≈ 2 . This is a sensible target, especially if one takes into account that the smoothing procedure is cheap (and fast if properly implemented).
Before presenting the algorithm that implements this strategy, let us remark that the above discussion also implicitly includes 2D model problems. Indeed, it turns out that the best quality from all possible aggregates in a 2D grid coincides with that in a 3D grid in the limit case of one vanishing coefficient. Of course, as one can see from Figure 1 , restricting the discussion to this limit case would allow smaller thresholdκ TG and hence possibly some other choice for γ. We did not pursue this direction because we aimed at a truly algebraic procedure, which should therefore work regardless of the dimensionality of the underlying PDE.
Automatic aggregation.
A naive approach when trying to build high quality aggregates of desired size would be to explore the matrix graph while testing all suitable aggregates. This is a costly strategy because of the often large number of possibilities and the need to compute the quality estimate for each of them. An alternative would be to guess a few potentially interesting aggregates of targeted size or larger and choose the most appropriate.
Here we follow the latter idea by considering an aggregation procedure based on a few passes of a pairwise algorithm, which attempts to group unknowns into pairs. This approach is inspired by the double pairwise aggregation algorithm in [22] , which, although based on heuristic arguments, was found to be capable of building sensible aggregates in an inexpensive way. Further motivation comes from the fact that, when there are only two unknowns in G, the quality μ(G) as defined in (3.8) reduces to an easy-to-compute function involving only the off-diagonal entry connecting these two unknowns, their respective diagonal entries, and the sum of all off-diagonal elements in the corresponding rows. Therefore, precomputing the latter, it is inexpensive to find the best pair that contains a given unknown.
On the other hand, we observe that, whereas assessing μ(G) for larger |G| may become costly, it remains relatively cheap to check that μ(G) ≤κ TG for a given threshold. Indeed, this condition holds if and only if 3 ) operations. This is taken into account in our aggregation procedure, which allows us to ensure that all aggregates satisfy the needed quality requirement, and hence that the relation (3.11) holds, while avoiding an explicit computation of μ(G) for any subset G with more than two unknowns. Now the initial pairwise aggregation as applied during the first pass is presented in Algorithm 5.1. It is largely inspired by Theorem 3.2. One first forms the set G 0 of unknowns that can be kept outside the aggregation by checking whether the condition (3.9) holds. Next one picks up one unknown at a time and searches, among its still unassigned neighbors, for the unknown yielding the pair with the best quality. Then, it is checked whether or not this quality satisfies the acceptance criterion; if not, the unknown initially picked up remains unassociated in the coarse grid. It is shown in Appendix A that the given expression for μ({i, j}) indeed matches the definition (3.8) .
is nonnegative definite, which is true if and only if the Cholesky factorization of this matrix exists (i.e., no pivot is negative). Hence, requirement (ii) of Theorem 3.2 can be checked in only O(|G|
To obtain larger aggregates, we compute the auxiliary coarse grid matrix A = ( a) ij corresponding to this initial pairwise aggregation. Then, we apply essentially the same algorithm to this matrix to form pairs of pairs, or, in subsequent applications, pairs of aggregates from the previous pass.
However, some care is needed because both conditions (3.9) and (3.10) are to be checked with respect to the initial matrix. In particular, the set G 0 has to remain the one initially defined during the first pass. Furthermore, the estimate μ({i, j}) used to assess the quality of the pair {i, j} has to be adapted so as to correctly reflect the quality of the corresponding aggregate μ(G i ∪ G j ) in the original matrix. This is obtained by using the same formula as in Algorithm 5.1 but slightly changing the definition of s i . This change is needed to ensure that μ({i, j}) is a lower bound on μ(G i ∪ G j ) (see Appendix B for a proof). It means that if μ({i, j}) is above the threshold, the pair should be rejected anyway because μ(G i ∪ G j ) cannot be smaller Initialize:
Find j ∈ U \{i} such that a ij = 0 and
thanκ TG . It also means that μ({i, j}) ≤κ TG can only be a preliminary acceptance criterion, which has to be supplemented by an explicit check that μ(G i ∪ G j ) ≤κ TG ; however, as indicated above, this can be done by factorizing a
These considerations lead to Algorithm 5.2. Eventually, we make explicit in Algorithm 5.3 how these pairwise aggregation procedures are put together. An uncommon feature is that one can perform an arbitrary number of passes of pairwise aggregation without degrading the upper bound on the condition number. In practice, the process is stopped either if the specified maximal number of passes has been reached or once the coarsening factor is above a given target.
Priority rules.
So far, we have not discussed how to select the unknown in U at step (2a) of the pairwise aggregation algorithms. For a given unknown i , there also may be several neighbors j for which μ({i, j}) or μ({i, j}) is minimal. If no priority rules are specified, the resulting aggregation will be sensitive to the ordering of the unknowns and/or the way in which off-diagonal entries are stored. Now, note that whereas the regularity of the aggregation is not an objective in itself, in practice it favors the coarsening speed at the subsequent coarse levels. Hence, after having tested several priority rules inspired from those in [26, 22] , we found that the best results were obtained with a simple rule which primarily aims at producing regular aggregation patterns on regular grids. Somewhat surprisingly, good performance carries over to problems on unstructured grids: in such cases results obtained with the rule given below are at least as good as those obtained with more sophisticated choices based on the dynamic update of the unknowns' degree.
The rule is as follows for the initial pairwise aggregation of the top level (fine grid) matrix. We first compute a Cuthill-McKee (CMK) permutation [11] ; that is, we assign the number 1 to a node with minimal degree, and we assign the next numbers to its neighbors, ordered again by increasing degree; then, we number the input: n × n matrix A = (a ij ) thresholdκ TG tentative n c and sets
n c and sets
Set T = {j | a ij = 0 and μ({i, j}) ≤κ TG }, where Apply Further pairwise aggregation algorithm to matrix A with thresholdκ TG , n c = n
with respect to G unnumbered neighbors of the node that has just been given the number 2, still by increasing degree; we next proceed with the neighbors of node 3, and so on until all nodes are numbered. For example, when applying this procedure to a rectangular grid equipped with a five-point stencil, one obtains an ordering as illustrated in Figure 3 . Note that there is still some uncertainty in this process, since there are in general several nodes with minimal degree, and hence several possible starting nodes. A given node may also have several unnumbered neighbors with same degree. However, the impact of the choices made here seems minimal. For instance, consider the example of Figure 3 . The only possible starting nodes are the four corner nodes. Once the algorithm has started from, say (as illustrated), the bottom left corner node, we can assign the number 2 to either its northern or eastern neighbor-the eastern one in the case of Figure 3 . This is, however, the last step where some freedom is left: all nodes processed subsequently have only one unnumbered neighbor, except those on the bottom line of the grid, but their neighbor which is itself on the bottom line has a smaller degree and therefore should be numbered first. Moreover, with other choices during the first two steps one would obtain orderings with identical structure, just rotated and/or mirrored. Hence, the remaining choices seem unimportant, and we do not specify how they should be made. Note that we tested the consistency of our approach by repeating the numerical experiments in the next section with randomized choices anywhere it was possible, obtaining for each problem nearly identical performances. Now, once this CMK permutation has been computed, we apply the initial pairwise aggregation algorithm, always giving priority to the node with the smallest number in this CMK permutation. This rule is used in Algorithm 5.1 both at step (2a) to select the unknown i in U and at step (2b) to discriminate between neighbors j yielding the same quality (up to rounding errors) for the pair {i, j} .
For the subsequent passes (Algorithm 5.2), and also for all passes at the coarser levels, we note that the ordering in the matrix at hand is driven by the ordering in which the pairs have been formed, which, during the first pass, is itself driven by the CMK permutation. Hence we simply give priority at any stage to the node with the smallest number in the current ordering. Proceeding recursively in this way, the initial CMK permutation induces the choices throughout all levels.
We illustrate in Figure 4 the performance of the resulting aggregation algorithm with three passes at each level. This configuration is obtained, e.g., by using Algorithm 5.3 withκ TG = 11.5 , τ = 8, and n pass ≥ 3. The first three pictures show the aggregation pattern produced by these three successive passes at the top level, whereas the last picture (bottom right) gives at once the result of the multiple pairwise aggregation at the next level. Figure 4 that after two successive aggregation steps with three passes each, the coarse grid has a regular structure similar to the one on the fine grid. One may then wonder if this regularity depends on the problem size. In Figure 5 we display the aggregation pattern obtained for the same problem with h = 1/64. Clearly, the structure of the resulting coarse grid is similar to that for h = 1/32. This is not surprising. With our algorithm, aggregates are formed in a regular fashion starting from the corner in which the CMK ordering has been initiated. Irregularities occur only when reaching opposite boundaries. But if two grids with n (1) x × n (1) y and n (2) x × n (2) y nodes are such that |n (1) x − n (2) x | and |n (1) y − n (2) y | are multiples of 8, these irregularities will be treated in exactly the same way and hence the resulting matrices will have similar structure. Therefore, generally speaking, starting from a matrix corresponding to h = 2 −k (that is, a grid with
Model problem analysis. One sees in
grid with five-point connectivity; this holds for any k ≥ 5. Note that, starting from a square grid we obtain a rectangular grid with rectangle "orientation" depending on which neighbor of the starting corner node has been numbered first when computing the CMK ordering (the discussion above assumes that the CMK permutation is as in Figure 3) . Now, one may wonder if these observations can be recursively applied to anticipate the result of further coarsening steps. Here, a key argument is that when discarding the (lines and columns of) nodes that are closest to boundaries (which will be assigned to G 0 in a further aggregation process), all remaining aggregates are square, regularly aligned, and have the same size. Hence (see (3.3) ), the entries in the stencil will be those of the standard five-point stencil we have started from, up to a scaling factor. Moreover, one may check that the ordering of this coarse grid matrix is a CMK ordering, similar to (and induced by) the fine grid one. Hence a recursive application of the above observations is possible, providing that they can be extended to cases where the starting grid is a (2
grid as considered so far. In Figure 6 , we display the aggregation pattern obtained for such a 63 × 64 grid. One sees that the coarse grid (and, hence, the associated coarse grid matrix) after two steps corresponds to a 7 × 8 grid and is in fact identical to that obtained in Figure 5 when coarsening the matrix associated to the 63 × 63 grid. Moreover, one may check that the ordering associated to every coarse grid node is identical in both cases. We have therefore shown the essential part of the following proposition. 
Proof. The discussion above shows the main result, and it remains to prove (5.1). We have nnz(
Hence, since k ≥ 3 2 + 2, by assumption
The latter (bottommost) expression is a second degree polynomial in 2 3 2 , which is indeed always positive when the argument is not less than 8, as ensured by the condition positive and even, which entails ≥ 2.
Illustration.
We conclude this section with an illustration of our aggregation procedure on an example with unstructured mesh. More precisely, we consider the linear finite element discretization of
where (r, θ) is the polar coordinate representation of (x, y) . The discretization is performed on the mesh illustrated in Figure 7 , in which the simplex size is progressively decreased near the reentering corner, in such a way that the mesh size in its neighborhood is about 10 times smaller. The result of the application of Algorithm 5.3 to this problem is illustrated in Figure 8 . Priority rules are as indicated in subsection 5.3, and the parameters are thresholdκ TG = 11.5, maximal number of passes n pass = 5, and target coarsening factor τ = 8 . In practice, four passes have been necessary at level 1, three at level 2, and only two at level 3 (thanks to the large number of nodes in G 0 ). Hence the coarsening factor is in all cases above the target, but this sometimes requires more than the three passes needed in the case of a regular grid. In fact, as one can see in the figure, especially at the top level, the aggregates here are far from "geometric," and, if the mean aggregate size is above 8, the actual aggregate size ranges from 1 to 16.
Numerical experiments.
Our first set of test problems corresponds to finite element and finite difference discretizations on structured grids with uniform mesh size h in all directions; all problems are defined on a unit square (2D) or a unit cube (3D). We give only brief descriptions of these problems here and refer the reader to [22] for further details. Our test problems include
• five-point discretization of constant coefficients problem in two dimensions with coefficients (1 , ε y ); we consider ε y = 1 (Mod2D), ε y = 10 Every test problem may lead to systems with variable size n. For finite difference problems on structured grids we consider three system sizes:
• S1, corresponding to h −1 = 600 in two dimensions (n ≈ 0.36 10 6 ) and h −1 = 80 in three dimensions (n ≈ 0.51 10 6 ); • S2, corresponding to h −1 = 1600 in two dimensions (n ≈ 2.5 10 6 ) and h −1 = 160 in three dimensions (n ≈ 4.1 10 6 ); • S3, corresponding to h −1 = 5000 in two dimensions (n ≈ 25 10 6 ) and h −1 = 320 in three dimensions (n ≈ 33 10 6 ). Regarding finite element discretizations on unstructured grids, we use only two sizes: S1 and S2, which roughly correspond to O (10 5 ) and O(10 6 ) unknowns, respectively; see Table 1 for more details.
Our method has been applied to all test problems in a uniform (black box) fashion. The multilevel algorithm was used as a preconditioner for the conjugate gradient method and implemented as in Algorithm 4.1, using the band smoother described in section 3. The AMLI cycle was used with γ = 4 iterations on the coarse levels and with weights ξ (j) being the coefficients of polynomials (4.4) based on the recursive estimate (4.3) withκ TG = 11.5. For the coarsening, we uniformly use the same parameters as in section 5.5: thresholdκ TG = 11.5, maximal number of passes n pass = 5, and target coarsening factor τ = 8. It means that one may occasionally obtain a few aggregates of size much larger than the target (up to 32). We therefore slightly modified Algorithm 5.2 to avoid a harmful impact on the smoother's bandwidth; that is, we further reject at step (2b) also those pairs whose acceptance would induce a bandwidth larger than 10 for the band smoother. This turns out to have a limited impact on the coarsening (only aggregates of size larger than 10 can be rejected) while ensuring a reasonable computational cost of the smoothing iterations. We also checked that this modification has no impact on the coarsening depicted in Figure 8 ; i.e., although there are some aggregates of size 10 to 16, none of them has a bandwidth larger than 10. The conjugate gradient method was used with the zero vector as initial approximation, and iterations were stopped when the relative residual error was below 10 −6 . Results are reported in Tables 2 and 3 . All timings are elapsed times when running a Fortran 90 implementation of the method on a computing node with two Intel XEON L5420 processors at 2.50 GHz and 16 Gb RAM memory.
What is perhaps the most striking from these results is the regularity of the method performance. Take, for instance, as reference the Mod2D problem for which our analysis also covers the coarsening speed, and consider the S3 size. The weighted complexity is actually smaller for all other test problems, except 3D problems on an unstructured grid, for which it is at worst 50% larger. The resulting condition number is also at most twice that for Mod2D, and in fact remains in all cases smaller than half of the guaranteed bound (2.2). Along the same lines, the number of iterations ranges between half of and 25% more than that needed to solve the reference model problem. Eventually, the total time per unknown is in all cases within a modest factor of that of the Mod2D problem-a factor which most often is related to a larger number of nonzero entries per row in the matrix. Note also that this stability in performance holds for both structured and unstructured grid problems, despite the fact that our aggregation algorithm mimics well a "geometric" aggregation algorithm in the structure case but may work quite differently in the unstructured one (compare Figures 4 and 8) .
Eventually, we compare the method presented here with different versions of aggregation-based AMG, and also, when feasible, with the sparse direct solver available in MATLAB via the "\" command. The total solution time (including setup) is reported in Table 4 for a representative sample of our test examples. AggGar stands for the method described in the present paper, and AGMG 2.3 is the 2.3 version of the AGMG software [21] , which implements the heuristic method from [22] . On the other hand AGMGar uses our new aggregation algorithm but defines the other ingredients essentially as in [22] ; that is, the coarsening is obtained using Algorithm 5.3 with thresholdκ TG = 8 , maximal number of passes n pass = 2, and target coarsening factor τ = 4 , and this is combined with the Gauss-Seidel smoother and the K-cycle (i.e., the coarse system is solved at each level with two conjugate gradient iterations). One sees that when AGMG 2.3 works well, it requires about 40% less time than the method presented here. However, like any heuristic method, AGMG 2.3 may occasionally fail; see the 2D example with strong local refinement. Then it pays off to use the method with guaranteed convergence rate (AggGar). Further, AGMGar seems to combine the advantages of both approaches. We explain this as follows. The relative slowness of AggGar (compared with AGMG 2.3) is mainly due to the constraints associated with the use of the AMLI-cycle, in particular the need to perform four inner iterations at each level. However, in practice (this cannot be proved), the K-cycle is as efficient as the AMLI-cycle in stabilizing the condition number once the two-grid scheme satisfies some minimal requirements [24] and such minimal requirements are met when using the new aggregation with the parameters indicated above. Hence combining the new aggregation algorithm with the K-cycle allows AGMGar to be as fast as the heuristic method AGMG 2.3, while preserving the additional robustness associated with the new aggregation algorithm.
On the other hand, the comparison with MATLAB "\" allows us to consider the performances of aggregation-based methods from a more general viewpoint. One sees that AGMG 2.3 and AGMGar are both faster on the model Poisson problem in two dimensions, for which the direct solver is practically scalable and known as "hard to beat." Further, interestingly enough, the AMG variants based on the new coarsening algorithm are apparently more robust in the presence of strong local refinement.
Conclusions.
We have presented a purely algebraic (black box) multigrid method that has a guaranteed convergence rate for any symmetric M-matrix with nonnegative row sum. Like many AMG schemes, our method has some uncertainty in the coarsening factor and, hence, in the computational cost per iteration. However, we showed that a sufficiently fast coarsening is guaranteed at least for a model 2D problem, whereas numerical results indicate that satisfactory complexities are obtained in quite diverse cases without any parameter tuning.
Moreover, the results obtained with AGMGar (see Table 4 ) show that the aggregation method presented here can also be useful in a more general context. Of course, AGMGar would deserve a more detailed presentation, and these results raise several further questions, such as the applicability to non-M-matrices. However, we do not pursue this discussion here, as it would lead us outside the scope of the present paper. We only briefly mention that the aggregation algorithms of section 5 can actually be applied to SPD matrices that are not M-matrices, i.e., that have some positive off-diagonal entries. If the matrix has nonnegative row sum, the main steps of our analysis still apply, except that the matrix A r in the splitting A = A b + A r referred to in section 3 is no longer guaranteed to be nonnegative definite; hence, the approach corresponds to a sensible heuristic in applications for which this matrix, which still has zero row sum, remains close enough to nonnegative definiteness. On the other hand, it is worth noting that the approach developed here has been further extended in [23] to nonsymmetric M-matrices.
Software. The results of this research have been integrated in the AGMG software [21] (released under the terms of the GNU General Public License), whose version 3.1.1 is nearly identical to the code referred to above as AGMGar. Eventually, replacing η k , δ k , k = 1, 2 , by their expression yields the formula for μ({i, j}) in Algorithm 5.1, in which the denominator should be interpreted as equal to −a ij if either δ 1 = a ii − s i = 0 or δ 2 = a jj − s j = 0 .
