In contrast to software reverse engineering, there are hardly any tools available that support hardware reversing. Therefore, the reversing process is conducted by human analysts combining several complex semi-automated steps. However, countermeasures against reversing are evaluated solely against mathematical models. Our research goal is the establishment of cognitive obfuscation based on the exploration of underlying psychological processes. We aim to identify problems which are hard to solve for human analysts and derive novel quantification metrics, thus enabling stronger obfuscation techniques.
INTRODUCTION
Hardware components form the root of trust in virtually any computing system. In order to detect fabrication faults, copyright infringements, counterfeit products, or malicious manipulations hardware reverse engineering is usually the tool-of-choice [2, 10, 14] . While hardware reverse engineering is a highly complex and universal tool for legitimate purposes, it can also be employed with illegitimate intentions, undermining the integrity of ICs via piracy, subsequent weakening of security functions, or insertion of hardware Trojans [10, 19] . In particular, Intellectual Property (IP) piracy has become a major concern for the semiconductor industry which causes losses in the range of several billion dollars [14] . Governments and armed forces classify hardware reverse engineering as a major security threat, since malicious manipulations of hardware components in mission-critical systems can even have lethal consequences [10] .
Due to the serious threats posed by attacks based on hardware reverse engineering, strong countermeasures are indispensable. The security of most existing obfuscation techniques is assessed exclusively based on technical measures. However, the process of hardware reverse engineering cannot be fully automated yet and the lack of holistic tools forces human analysts to combine several semi-automated steps [23] . Accordingly, cognitive processes and strategies applied by humans in the context of hardware reverse engineering must be taken into account for the development of sound countermeasures. In this work, we describe a novel approach of developing cognitive obfuscation methods considering both technical and human factors during the hardware reverse engineering processes.
Goal and Contribution. Our work is motivated by the lack of metrics to precisely capture the strength of defenses against hardware reverse engineering. Since technical and human factors are inseparably connected in hardware reverse engineering processes, the thorough understanding of the human factor is essential to develop cognitive obfuscation methods. To the best of our knowledge we are the first to define cognitive obfuscation as the approach of impeding hardware reverse engineering based on the analysis of psychological processes. In summary our contributions are:
• Exploration of Human Factors. We define our psychological research design to analyze the underlying cognitive processes of hardware reverse engineering in detail. Additionally, we emphasize how reverse engineering can be formulated as a psychological concept of problem solving and identify which insights will perspectively help to develop sound cognitive obfuscation methods. • Improved Hardware Reverse Engineering Tool HAL. We significantly advance the development of our hardware reverse engineering software HAL [12] to adequately capture human behavior as a foundation for this research. • Cognitive Obfuscation Methods. We derive the necessity for novel obfuscation methods based on psychological insights from the inseparable connection of technical and human factors in hardware reverse engineering.
TECHNICAL BACKGROUND
In the following section we define the term hardware reverse engineering and specify gate-level netlist reverse engineering as our main research topic. Additionally, we provide a brief overview on existing obfuscation methods impeding gate-level netlist reverse engineering and emphasize the significance of our novel approach leading to cognitive obfuscation methods.
Hardware Reverse Engineering
Reverse engineering is commonly described as the process of retrieving knowledge or information from anything manmade in order to understand its inner structure and workings [20] . In the context of computer security, reverse engineering is often associated with the analysis of binary programs [29] or hardware designs [8] .
Reverse engineering in the field of hardware security is conducted for legitimate as well as illegitimate purposes [10] . On the one hand, security engineers are often forced to conduct reverse engineering to identify counterfeited hardware, security vulnerabilities, or malicious manipulations like hardware Trojans [25] . On the other hand, hardware reverse engineering is also associated with illegitimate actions such as the analysis of hardware designs on various levels to understand their functionality in order to commit IP infringement, weaken security functions, or to inject Trojans [10] .
A valuable reference point and target of hardware reverse engineers are Finite State Machines (FSMs). Building the control logic, FSMs form an integral part of virtually any hardware design. Due to its small circuitry and unique structure -consisting of a feedback path, which connects the state transition logic and state memory (see Figure 1 ) -the FSM can be easily identified in the sea of gates [11] .
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Figure 1: Schematic of an FSM circuit in hardware
Another valuable target for reverse engineers are implementations of cryptographic ciphers -like the Advanced Encryption Standard (AES) -which are often implemented in hardware to accelerate encryption and decryption processes. Reverse engineering of such implementations can reveal weaknesses or even hard-coded keys in the worst-case. Furthermore, the acquired knowledge can serve as a starting point to insert a hardware Trojan into the given structure.
Gate-level Netlist Reverse Engineering.
A gate-level netlist is a representation of a set of logic gates of a particular gate library together with their interconnections [27] . In this work we will focus on Field Programmable Gate Array (FPGA) gate-level netlist reverse engineering. In FPGA netlists combinational logic is usually implemented with Look-Up-Tables (LUTs) and Multiplexers (MUX), while sequential logic is realized with Flip-Flops (FFs).
During synthesis, which transforms a high-level description of the circuit into the gate-level netlist, important humanreadable information is lost, namely (1) meaningful descriptive labels, (2) boundaries of implemented modules, and (3) module hierarchies. The absence of this information drastically complicates the reverse engineering process and forces human analysts to conduct non-automatable sense-making processes [10] .
Obfuscation Methods
Obfuscation itself describes a transformation which obstructs high-level information without changing functionality. The goal of obfuscation is to impede the reverse engineering processes.
Hardware designs can be separated in data path and control path. While there is a lack of data path obfuscation, control path obfuscation has received manifold contributions by the scientific community. Many works, e.g., [5] , [7] , [1] , and [6] , introduced techniques which modify the behavior of an FSM. Simplified, dummy states are added and the amount of possible transitions is heavily increased, thus obfuscating the original behavior of the FSM. The proposed security analyses of these obfuscation methods almost solely consider technical or mathematical attacks and often prove security in the respective models. However, Fyrbiak et al. presented a variety of attacks against such techniques [11] . These attacks were successful, because the obfuscated parts of the FSMs could be semi-automatically distinguished from original parts. For these distinguishers, human sense-making processes and goal-oriented strategies were indispensable to differentiate both parts and eventually led to practical attacks against presumably secure techniques.
We emphasize, that security assessments and proofs of the aforementioned techniques were solely based on technical models. Incorporating knowledge about the underlying psychological processes faced by human analysts during the reverse engineering of hardware designs might have directly uncovered the anchor points used by Fyrbiak et al. in [11] .
An holistic overview of recent metrics and obfuscation methods for hardware can be found in [22] .
Need for Cognitive Obfuscation Methods to Impede Hardware Reverse Engineering
Naturally, the absence of high-level information in gate-level netlists requires human analysts to employ sense-making processes during reverse engineering. Hence, human strategies and cognitive abilities influence the success of the reverse engineering process. If we want to develop stronger obfuscation methods it is essential to understand how human analysts are reversing a hardware design. By acquiring a deeper understanding of used strategies or hard problems for a reverse engineer we can derive new metrics to assess the strength of an obfuscation scheme. Eventually, these metrics can lead to stronger approaches for hardware obfuscation based on cognitive insights.
PSYCHOLOGICAL BACKGROUND
Human factors have not been taken into account for the development of obfuscation methods, yet. This is surprising, since successful reverse engineering of netlists requires human analysts to employ their cognitive abilities to design strategies manually. Hence, human factors and underlying psychological processes play a crucial role in hardware reverse engineering and should be included in effective obfuscation methods. To the best of our knowledge we are one of the first to explore relevant human factors and underlying psychological processes for the development of cognitive obfuscation methods. In this section we provide the psychological background required to describe and analyze human behavior in hardware reverse engineering. Our research is based on the theory of reverse engineering and its application to Boolean systems by Lee et al. [16] which will be presented in the following.
Reverse Engineering -A Special Kind of Problem Solving?
Lee and Johnson-Laird [16] explored underlying psychological processes of reverse engineering and defined it as a special kind of problem solving. Problem solving comprises psychological competencies which involve goal-directed thinking and actions in situations, in which the problem solver does not operate routinely [13] . Accordingly, a problem exists when a person does not have the relevant knowledge to produce an immediate solution.
In psychological research, two kinds of problem solving are commonly distinguished [9] , [17] . First in analytical problems all relevant information to successfully solve the problem are included. A common example of an analytical problem is the Tower of Hanoi [15] . The challenge of analytical problems are the analysis and sequential utilization of given information [13] . The second type of problems are defined as complex problems which do not specify information to solve the problem. In complex problem situation the problem solver is asked to manipulate information to solve the problem. Complex problems combine different characteristics like non-transparency of information, dependencies between components of the problem, dynamics, or multiple goals [13] . Lee & Johnson-Laird [16] argue that reverse engineering involves both attributes of analytical and complex problem solving. Hence, problem solver in reverse engineering divide a given system (like a netlist) in subsystems which is a common strategy in analytical problem solving. Additionally, dependencies between single components influence the problem solving process in reverse engineering [16] . Dependencies and their influence on the problem solving process are typically allocated to complex problem solving processes [16] . By combining characteristics of both analytical and complex problem solving, reverse engineering can be defined as a special kind of problem solving. In the context of the theory of reverse engineering, Lee and Johnson-Laird [16] conducted five experiments consisting of high-level reverse engineering tasks (see Figure 2 and Figure 3 ). Participants were asked to draw the underlying circuit which represents the light as on. Both congruent (AND, OR, XOR) and incongruent (NAND, NOR, XNOR) were depicted in the single tasks. Incongruent tasks were harder to solve than congruent tasks. Additionally, the difficulty of reverse engineering was significantly influenced by the number of dependencies between single components which influence the output of a system. Summarized, these results can be seen as a starting point for further research. Nevertheless, it is essential to transfer the experimental setup in the field of hardware reverse engineering to produce higher validity of the results. By the exploration of human processes in realistic hardware reverse engineering tasks, we aim to find more specific answers about how human analysts are reversing a gate-level netlist and which parameters influence the difficulty of solving hardware reverse engineering tasks in realistic scenarios. Knowledge about parameters which force engineers to make mistakes while reversing a chip can be the foundation for the development of cognitive obfuscation methods. In the following we present our novel approach of the exploration of underlying human processes in hardware reverse engineering and how we plan to use insights about human factors to derive novel cognitive obfuscation methods to impede hardware reverse engineering.
A Novel Approach: Cognitive Obfuscation
To the best of our knowledge we are one of the first to derive novel obfuscation methods impeding hardware reverse engineering based on psychological insights. Therefore, we aim to achieve a deeper understanding about underlying psychological processes and how these processes are influenced by human factors. For developing novel obfuscation methods, we first have to explore human processes and to identify the difficulties human analysts are facing during the process of reversing a netlist. In the next step, we can identify and explain common difficulties and recurring mistakes of human analysts with different levels of expertise. We can use these insights to develop cognitive obfuscation methods which force engineers to make these kind of mistakes. Furthermore, we are able to develop cognitive obfuscation methods based on prior results about difficulties and learning processes to test them with human analysts. This enables us to quantify different approaches of cognitive obfuscation and to derive metrics about the strength of each individual approach.
Due to the lack of prior research findings about human processes in realistic hardware reverse engineering scenarios, we formulated the following research questions. They seek to answer if engineers are reversing hardware more efficiently with growing experience, what sort of difficulties occur over time, if these difficulties can be avoided over time, and what other cognitive factors influence the problem solving processes of hardware reverse engineering.
RQ1: Do participants get more efficient in solving hardware reverse engineering tasks with growing experience?
RQ2: Which difficulties occur during the learning processes?
RQ3: Do the same difficulties occur repeatedly during the learning processes? RQ4: How much time do participants need to solve difficulties in the learning processes?
RQ5: Which cognitive factors play a role for learning hardware reverse engineering?
METHOD
In this section we present our research methods, materials, and designs. To answer the research questions above, we employ both longitudinal and cross-sectional research methods for analyzing the behavior of human analysts on different levels of expertise.
Psychological Research Methods
Longitudinal studies are common psychological research methods and often conducted to repeatedly observe behavioral changes of individual participants over a period of time [21] . In comparison to cross-sectional studies, longitudinal studies analyze behavioral changes within one person. The analysis of longitudinal case studies will focus on individual strategies in learning processes and in solving difficulties while working on hardware reverse engineering tasks.
Cross-sectional studies are also commonly used in psychological research and aim to compare behavior between different study participants [4] . Cross-sectional studies will focus on the comparison of used strategies, difficulties between different human analysts, and influences of cognitive factors as well as different levels of expertise.
By combining these two research methods we intend to receive a holistic understanding of underlying psychological processes of humans conducting hardware reverse engineering. Therefore, we analyze behavioral changes in individual human analysts over a period of time on the one hand and compare behavior between different analysts on the other hand. In the first step, we conduct two longitudinal studies by analyzing case studies of individual students. In the next section we outline the study procedures and describe the participants of the two longitudinal studies.
Longitudinal Studies: Participants & Procedures
Both studies are integrated in a novel educational hardware reverse engineering lab course held in winter term 2018/2019 at Ruhr-Universität Bochum (Germany) and at the University of Massachusetts Amherst (USA) [28] . The participants were novice IT security students with backgrounds in computer security, electrical engineering, or computer science. This lab course consists of two parts: the lecture phase and the practical phase. During the lecture phase students acquire relevant knowledge in Boolean algebra, general knowledge about hardware -especially FPGAs and ASICs -Hardware Description Languages (HDLs) like Verilog and VHDL, attack strategies, and obfuscation techniques. In the second phase, students can apply their newly acquired theoretical knowledge by working individually on four realistic hardware reverse The study is included in the practical phase and the following research data will be generated.
Behavioral Data. Behavioral data of reverse engineering processes will be analyzed based on log files. To enable participants to work on hardware reverse engineering tasks, we developed four hardware reverse engineering projects as educational and study material. In all projects (Section 4.3) practical hardware reverse engineering tasks are included which students had to solve by working with our hardware reverse engineering software HAL (Section 4.3). While working with HAL, every single action is recorded automatically and will be saved as a text file including timestamps and actions, e.g. python commands, selecting relevant components in the netlist, or retrieving logic functions. Based on this data, we aim to analyze if students get more efficient in solving hardware reverse engineering tasks, what sort of difficulties or mistakes occurred and how much time they needed to solve them. Please note that the data collection phase has not been finished yet and first results will be presented in more detail at the conference.
Questionnaires. Additionally, participants are asked to answer a number of questionnaires regarding information about socio-demographics, intelligence [26] , motivation [24] , prior experiences in hardware reverse engineering and related topics, task difficulty [3] , and mental effort [18] . Based on this data we aim to analyze which cognitive and motivational factors or levels of prior knowledge influence the success in hardware reverse engineering.
In the following we provide deeper insights about our hardware reverse engineering software HAL and the single projects included in the study.
HAL
Fyrbiak et al. introduced HAL [12] , a framework to enable (semi-)automated hardware reverse engineering. The structure of HAL is shown in Figure 5 . HAL provides a solid foundation enabling reverse engineers to implement custom plugins for netlist analysis that operate on a graph-based abstraction. This abstraction allows for inspection of arbitrary netlists independent of specific gate-libraries or target architectures.
At the time of publication, HAL was mainly a commandline tool which enabled implementation of arbitrary algorithms through its plugin system. In order to yield verifiable results for psychological analysis we notably improved the GUI of HAL. The design goals were (1) reproducibility, (2) granularity, and (3) more user-friendly. Therefore, we extended the GUI with an event system, a submodule partitioning system, and connected the underlying graph model to a GUI-integrated python context. Figure 4 shows the new GUI of HAL. In multiple dockable widgets a variety of tools are available to the analyst, e.g., a graphical representation of the netlist, detailed information for selected elements, a rich logging window, a python shell and a python code editor.
Event System. The new event system allows for exact tracing of user actions. Regardless of the inducing source (user, plugin, or python code executed live), the core fires detailed events to notify both, GUI and logger, about changes on the . . . Figure 5 : Overview of the original HAL architecture from [12] data model. While such an event system is generally used in GUI and game design, we explicitly designed this system to create information which can be used by a psychological analyst to trace the user's actions. The main functionality of the former GUI was to allow for interactive netlist exploration. However, it only displayed an immutable static netlist and was not connected to the plugin system. This is only of limited benefit to a reverse engineer who wants to use both, visual inspection and code/plugins, especially when facing large designs. With the new event system the GUI can react to changes in the data model, as well as associated data, regardless of the source, and display the new information accordingly.
Submodule Partitioning System. While textual output is a primary method of reporting analysis results, HAL allowed a reverse engineer to apply a color to a net or gate in order to create visual groups. However, these colors were isolated GUI features and could not be created or accessed in plugins or from python code.
We replaced the isolated coloring system with a new system that allows the user to group identified gates or nets into logical modules, e.g., an identified transceiver circuit. These so called submodules are persistent and can be created and accessed via code and interaction with the GUI. To preserve the visual separation, each submodule is rendered in a separate color to allow for intuitive visually distinction. Since a gate or net can belong to multiple submodules, colored squares on each gate represent all submodules a gate is a member of. In addition the hierarchy of submodules can be changed to determine which submodule's color has higher priority during rendering. We plan to also include collapsing of submodules into single abstract elements in the future.
Python Integration. The powerful plugin system of HAL enables implementation of arbitrary algorithms in C++. However, a reverse engineer often has to manually explore the adjacent area of identified modules. Going through the rewrite/compile/debug cycle of C++ development can make this process tedious and slow. Therefore, the original version of HAL featured a python console, i.e., the user could instead of executing a plugin switch to a python console. The intuitive and, more importantly, interpreted nature of python allows for dynamic execution of HAL's features, circumventing the necessity to develop plugins for every small step.
The downside was a clear separation of HAL runs between python console usage, GUI invocation, and plugin calls. We have integrated the python console into the GUI together with a python code editor, allowing for interactive development and execution of scripts (cf. Figure 4 , right side) without the necessity to restart HAL for each use-case. To further improve interoperability, the python context is connected to the underlying graph model of the netlist and all operations are directly executed on the data model. This allows for interleaved usage of C++ plugins, python scripts, and user actions in the GUI.
Educational & Research Material: Hardware Reverse Engineering Projects
With our enhancements to HAL, we were able to accompany our lectures with practical reverse engineering. At the same time, we created a platform which enables reproducible evaluation of human processes by means of several reverse engineering projects. The purpose of these projects is twofold. On the one hand the projects were developed to accomplish educational goals teaching students how to practically apply various reverse engineering techniques. On the other hand they had to be implemented as research materials to analyze human behavior in realistic hardware reverse engineering scenarios. To investigate if the twofold purpose of the projects was successful, a pilot course has been conducted [28] . The results of the educational evaluation showed the successful implementation of the projects as educational and research materials. Nevertheless the analysis revealed indications for revising aspects of the single projects. In the following the revised projects which will be used for our upcoming larger studies are presented.
Project 1 -Introduction to
HAL. An introductory project helps students to understand the various features and the functionality of HAL. It imparts knowledge about different gate types and their functionalities, and how HAL can be incorporated for the reverse engineering process. Dedicated HAL features like automated generation Boolean functions -or rather Binary Decision Diagrams (BDDs) -to analyze the logic of gates are introduced. Moreover applying different algorithms from graph theory, e.g., identifying strongly connected components, are included in project 1, which will support students in solving hardware reverse engineering tasks. For that matter a simple cipher has been designed consisting of a substitution-permutation-network.
Project 2 -FSM Reverse Engineering.
In this task an FSM circuit has to be identified in the sea of gates and the transition logic has to be reversed. The challenge in this task is to find the FSM in the netlist with several thousand gates. The task makes heavy use of novel features of HAL, like the submodules to group parts in the netlist that belong together, as described in Section 4.3. The detection of the FSM has become more realistic by finding false positive results when it comes to identifying possible FSM circuits. The challenge for the students is to analyze the candidates in more detail. Algorithms from graph theory, supporting the search, can directly be executed via HAL plugins. Once the component has been identified the Boolean functions of the state transition logic has to be explored in order to retrieve the states and transitions. Live exploration can be done easily with the integrated Python interface to control HAL (cf. Section 4.3).
What psychological insights will we gain?
• First reference point of how long students need to solve the FSM reversing task in total. • Analysis and description of students' mistakes during the FSM reversing task. • Analysis of how much extra time effort students spent on solving mistakes.
Project 3 -Obfuscated FSM.
In Section 2.2 several obfuscation techniques to protect the control path -and thus the FSM -have been described. Therefore, Project 3 incorporates reversing of an FSM based obfuscation technique named HARPOON [5] , as shown in Figure 6 . HARPOON inserts a second FSM (red) to protect the original FSM (blue). The inserted FSM part has to be traversed in a certain way, using a specific input sequence, called the enabling key. Every other input sequence than the enabling key will not lead to the original FSM thus rendering the hardware design unusable for unauthorized parties. Figure 6 : Obfuscated FSM using HARPOON [5] In this project the students need to apply the methods they learned in Project 2 in order to detect the FSM components in a gate-level netlist. In addition, the challenge is to circumvent the implemented obfuscation HARPOON [5] . In summary, two different attacks have to be performed: First, the states and transitions of the FSM have to be reversed to disclose the enabling key. Second, students will learn how to reverse the obfuscation and manipulate gate-level netlists to patch the initial state of the FSM [11] .
• Analysis of how much time students required to solve the second FSM reversing task in total. • Comparison with reference point of total required time in Project 2. • Analysis if students have solved Project 3 more efficiently (e.g., shorter solution time, less mistakes, recovering from mistakes faster).
Project 4 -AES.
Project 4 combines dynamic and static netlist reverse engineering by asking the students to extract a fixed key from an AES design. Therefore the following steps have to be performed: First the AES S-Box has to be identified in the netlist and manipulated using HAL in order to weaken the AES (static part). Secondly, the now manipulated netlist can be used for dynamic analysis. Due to purposeful manipulation of the netlist, simulations of the design allow for extraction of the fixed key [25] .
• Analysis and description of used hardware reverse engineering strategies in the most complex task of the study. • Analysis and comparison of total solution time, made mistakes and time for solving mistakes. • Descriptive analysis of how students recognized patterns and structures in finding the relevant candidates for extracting the AES key.
CONCLUSION
In this paper we highlighted serious security threats evolving from attacks based on hardware reverse engineering and identified the need for novel obfuscation methods impeding such attacks. Based on the inseparable connection of technical aspects and human factors for conducting hardware reverse engineering we derived the necessity for obfuscation methods considering both technical aspects and the behavior of human analysts. To adequately capture human reverse engineering strategies we significantly enhanced our hardware reverse engineering tool HAL. In the next step of our interdisciplinary research, we focused on the exploration of human factors in hardware reverse engineering by analyzing their learning processes and identifying common mistakes in four realistic scenarios. Therefore, we methodically include both longitudinal and cross-sectional analyses to understand and characterize hardware reverse engineering processes of individuals at different levels of expertise. Future studies will generate deeper insights about underlying human processes, which may allow for deduction of quantification metrics, eventually enabling better obfuscation methods.
