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Tato práce se zabývá metodami pro odstranění aliasingu při zobrazení stínů. Je zde popsána
metoda stínových map, její principy, postup a hlavně nedostatky v podobě vzniku aliasu.
Pro odstranění tohoto nechtěného jevu je popsáno několik metod, které aliasing potlačují,
Percentage closer filter, Variance shadow map, Convulotion shadow map, Exponential sha-
dow map, Bilaterální filtr. Závěrem práce je návrh a realizace demonstrační aplikace, která
vhodně ukazuje implementované výsledky. Nechybí ani srovnání jednotlivých metod na
základě kvality a výpočetní náročnosti.
Abstract
This paper concerns aliasing removal methods during the shadow displaying. Method of
shadow mapping, its principles, procedure and mainly its drawbacks in the form of aliasing
development are described. For the removal of this undesirable phenomenon, several alia-
sing suppressing methods are described - Percentage Closer Filter, Variance Shadow Map,
Convulotion Shadow Map, Exponential Shadow Map a Bilateral Filter. I conclude my work
with a proposal and implementation of a demonstrative application, which demonstrates
the implemented results adequately. Also, the comparison of individual methods on the
basis of their quality and computational demands is included.
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Vytváření stínů v reálném světě je pro člověka běžnou záležitostí. Stíny můžeme například
využívat při určování polohy světelného zdroje, jako ochranu před slunečním zářením, nebo
ve fyzice k výpočtu velikosti objektů. Ve všech těchto případech se nad vytvářením stínů
ani nepozastavíme a považujeme za samozřejmé, že se na přímém slunci vytvoří stín naší
postavy. Jak je to ale v počítačové grafice? Pokud například chceme, aby objekty či postavy
ve hrách vrhaly stíny, musíme je nejprve vhodnou metodou namodelovat. To znamená určit
oblasti ve scéně, na které nedopadají světelné paprsky. Toto určování se snažíme přiblížit
fyzikálním zákonům tak, jak je známe.
V dnešní době se nejčastěji se stíny počítačové grafiky setkáváme v herním a filmo-
vém průmyslu. Nejnovější herní tituly se předhánějí v kvalitě grafického zobrazení, kde je
samozřejmě zahrnuto i vytváření stínů. Vývojáři nám svojí hrou světel a stínů chtějí při-
pravit jedinečný herní zážitek a vtáhnout nás do děje nebo navnadit správnou atmosféru.
Vzhledem k výpočetnímu výkonu, který je k dipsozici, se používají méně náročné metody.
Nedosahuje se při nich takové fyzikální přesnosti, ale jejich předností je rychlost. Neměli
bychom zapomenout, že stíny nejsou hlavní devizou her, jen dokreslují danou atmosféru
a navozují zdánlivý pocit reality. Z opačného úhlu pohledu můžeme nahlížet na filmový
průmysl. Zde si můžeme dovolit výpočetně náročné metody. Daná scéna je předem před-
počítána a připravena. Tento požadavek vyplývá ze samotné podstaty filmových triků. Ty
mají působit co nejvíce reálně tak, aby si divák myslel, že sleduje opravdovou scénu.
Přístupy pro tvorbu stínů v počítačové grafice lze obecně rozdělit na dvě množiny. První
z nich se označují jako takzvané neinteraktivní, neboli oﬄine metody. Vyznačují se hlavně
svojí výpočetní náročností, tudíž se musí scéna předpočítávat. Protože vycházejí z fyzi-
kálních zákonů šíření světla, dosahujeme u nich výsledků, které jsou srovnatelné s reálným
světem. Mezi tyto metody můžeme zařadit ray tracing a radiositu. U ray tracingu se vychází
z paprskové optiky a sleduje se šíření paprsku scénou. Radiosita vychází ze zákonu zacho-
vání energie, je metodou globální osvětlení scény. Vychází z předpokladu, že objekt scény
záření nejen přijímá, ale i vyzařuje, a tím se stává dalším zdrojem světelného záření. Druhou
množinou jsou metody, které jsou počítány v reálném čase. U nich nedosahujeme takové
fyzikální přesnosti, ale vzhledem k jejich rychlosti jsou využívány hlavně v počítačových
hrách. Do této kategorie řadíme například promítané stíny, kde výsledný stín dostáváme
jako projekci objektu na podložku. Tato projekce je vykreslena tmavou barvou. Dalším zá-
stupcem jsou stínová tělesa. Každému objektu scény je vytvořeno takzvané stínové těleso.
Jedná se o jehlan, který je vytvořen na základě paprsků světelného zdroje a hran objektu.
Poslední metodou, která je jednou z hlavnich naplní této práce, jsou stínové mapy. Zde se
vytváří hloubková mapa scény a na jejím základě se vyhodnocuje, které objekty jsou ve
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stínu.
Tato práce je rozdělena na několik částí. V 2. kapitole se budeme zabývat zakladními
metodami a přístupy pro vytváření stínů v počítačové grafice. Jedná se o jednoduchý pře-
hled toho, jaké dnes máme možnosti výběru metod. Naznačení základních principů a zhod-
nocení, pro jakou problematiku je daná metoda vhodná. Ve 3. kapitole se zaměříme na
metodu stínových map. Podrobně si popíšeme vlastnosti, postup a použití této metody.
Zaměříme se především na to, kdy a proč vzniká aliasing. Kapitola 4 pojednává o mož-
nostech, které máme pro odstranění aliasingu. Zde jsou teoreticky rozebrány jednotlivé
přístupy a algoritmy, které byly v rámci této práce nastudovány. Následuje popis imple-
mentace ve 5. kapitole. U jednotlivých metod jsou naznačena důležitá místa realizace a
ukázky kódů pro shadery. Popsán je i vzhled a tvorba vzorové aplikace. V předposlední
části 6 práce je vyhodnocení dosažených výsledků a porovnání metod podle počtu snímků
za sekundu. V závěru 7 je celkové shrnutí práce. Zhodnocení jednotlivých metod a úroveň






V počítačové grafice máme na výběr z několika metod pro vytváření stínů. Při výběru
je hlavním kritériem, pro jaké účely potřebujeme stíny vytvořit. V počítačových hrách
například požadujeme hlavně rychlost na úkor fyzikální přesnosti. Naopak u filmových
triků chceme dosáhnout toho, aby záběr vypadal co nejvíce realisticky. Tyto faktory by nás
měly vést ke správné volbě metody, která nám poskytne požadovaný výsledek. Obecně si
můžeme vybírat ze dvou přístupů. Rychlé metody, které nejsou tak přesné a trpí určitými
nedostatky a pomalé metody, které naopak velmi dobře modelují reálné šíření světla. V této
kapitole je uveden jednoduchý přehled postupů, které jsou v dnešní době nejvíce používány.
2.1 Oﬄine metody
Tímto pojmem označujeme postupy, které nejsou počítány v reálném čase. Jejich výpočetní
a časová složitost je příliš vysoká, tudíž se využívá předpočítání výsledné scény. Základní
inspirace těchto algoritmů vychází z fyzikální podstaty šíření světla. Dosažená kvalita stínů
je tedy na velmi vysoké úrovni.
Ray tracing
Ray tracing [15] je založen na principu velmi podobném tomu, jak vnímáme obraz světa
lidským okem. Ray tracing je pouze jednou z mnoha metod renderování, jako je ray casting
nebo rasterizace. Tato metoda bývá nasazována hlavně tam, kde je možné na výsledný
render čekat delší dobu, což je především doména filmových efektů nebo statických obrázků.
Pro počítačovou grafiku je nutné, aby vše probíhalo v reálném čase.
Postup je založen na principu fyzikálně korektního obrazu, založeného na paprscích vy-
cházejících ze zdroje (kamery), kde je sledována dráha paprsku a jeho interakce s objekty,
které jsou ve scéně umístěny. Každý paprsek je vždy otestován na vznik průniku s objektem
v dané scéně a v bodě tohoto průniku je určena úroveň osvětlení a vlastnosti objektu, re-
spektive bodu a poté jeho výsledná barva. Pokud je daný objekt odrazivý nebo průsvitný, je
k dosažení požadovaného efektu často třeba kombinovat data několika takovýchto paprsků.
Na obrázku 2.1 je znázorně hlavní princip pro realizaci ray tracingu.
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Obrázek 2.1: Princip ray tracingu. Obrázek převzat z [3].
Výhody ray tracingu pramení z jeho realistické simulace osvětlení, čímž je svým vý-
stupem před jinými renderovacími metodami. Efekty, jako jsou odrazy a stíny, které je
obtížně simulovat pomocí jiných algoritmů, jsou přirozeným výsledkem ray tracingu. Rela-
tivně snadno se ještě dají implementovat další vizuální efekty. Díky výpočetní nezávislosti
každého paprsku je ray tracing velice dobře paralelizovatelný.
Hlavní nevýhodou ray tracingu je jeho výpočetní náročnost. Navzdory tomu, že vychází
z fyzikálních zákonů šíření světla, nedosahuje úpné fyzikální přesnosti. Stíny a odrazy, které
vytváří, jsou velmi ostré.
Radiosita
Radiosita [16] je metoda globálního osvětlení scény (šíření světelné energie) používaná k ren-
derování 3D scén v počítačové grafice. Vychází ze zákona zachování energie, proto vyžaduje
energeticky uzavřené scény. Nedokáže pracovat s průhlednými objekty, zrcadly a texturami.
Scéna musí být reprezentována polygonálním modelem.
Zobrazovací rovnice vychází z dvousměrové distribuční funkce BRDF (Bidirectional Re-
flectance Distribution Function). Plochy nejen odrážejí světlo, ale mohou mít i vlastní
zářivost. Šíří se pouze difúzní odraz světla. Vlastní výpočet může probíhat buď iteračně
(progresivně), nebo řešením soustavy rovnic (maticové řešení). Před vlastním výpočtem je
třeba polygony ve scéně rozdělit na malé plošky a spočítat konfigurační faktory (vliv každé
plošky na každou jinou plošku ve scéně). Plošky, které na sebe nevidí, mají konfigurační
faktor 0. Iterační výpočet má výhodu postupného zobrazení výsledku po každé iteraci.
Radiosita (zářivost) každé plošky je definována jako:





• Bi - radiosita plošky i
• Ei - vyzařovaná energie plošky
• Ri - odrazivost plošky
• suma reprezentuje součet energií přicházejících na plošku i ze všech ostatních plošek.
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• Fij je konfigurační faktor mezi ploškami i a j (vliv plošky j na plošku i).
Jednou z výhod radiosity je, že je poměrně jednoduchá na implementaci. Díky tomu je
vhodná pro počátky s metodami globálního osvětlení. Dosahuje vysoce realistického osvět-
lení pro difúzní povrchy a je možno ji urychlit pomocí hardwarové akcelerace.
Navzdory svým přednostem je radiosita velmi náročna na výpočetní výkon a paměťový
prostor. Může docházet ke vzniku artefaktů ve scéně.
2.2 Real-time metody
V dnešní době jsou to nejvíce využívané přístupy pro tvorbu stínů v počítačových hrách. Vy-
nikají především tím, že jsou schopny v reálném čase zobrazovat stíny objektů scény. Stíny
vytvořené těmito metodami nejsou z fyzikálního hlediska úplně korektní, ale je poměrně
snadné tyto postupy dále vylešovat.
Promítané stíny
Snadno implementovatelné stíny lze vytvořit pomocí projekčních stínů [11] a [12]. Objekt
je jednoduše promítán do roviny stínítka a poté je vyjádřen jako samostatné primitivum.
Výpočet stínu spočívá ve stanovení ortografické nebo perspektivní projekční matice a ná-
sledném renderování objektu ve stanovené barvě (stínu).
Tato metoda je omezena několika faktory. Pro začátek je její použítí obtížné, pokud je
třeba, aby vytvořený stín byl promítán na složitější objekty, než jsou plochy. Když máme
model scény, který se skládá pouze z podlahy a stěn, je tento přístup přijatelný. Další
problém může nastat při stanovení barev stínu, protože normály promítaného stínu jsou
oproti svému originálu deformovány. Mezi ostatní nevýhody můžeme zařadit takzvané anti-
shadows 2.2 a nemožnost vlastního stínování objektu.
Obrázek 2.2: Na levém obrázku je správné vytvoření promítnutého stínu. Pravý obrázek
demonstruje takzvaný anti-shadow, který vzniká, pokud je zdroj světla umístěn níže, než
nejvyšší bod objektu. Obrázek převzat z [7].
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Stínová tělesa
Pro každý objekt, který může vrhat stín, jsou zkonstruovány plochy ohraničující zastíněný
prostor - stínové těleso [7] a [8]. Po vykreslení scény pak lze vhodným porovnáním vzdá-
leností těchto ploch a vzdáleností uložených v z-bufferu, rozlišit pixely ležící ve stínovém
tělese a pixely ležící mimo něj. Zvlášť důležité je, že všechny potřebné operace může pro-
vádět standardní 3D akcelerátor vybavený stencil bufferem, díky tomu lze obrazy se stíny
generovat velice rychle. Počítání ploch ohraničujících stínová tělesa ovšem klade značné ná-
roky na procesor. Pro jednoduché scény jsou tyto nároky zanedbatelné, pro komplexní už
jsou značné. Metoda stínových těles se nejčastěji rozděluje na dvě další podmetody, které
se liší v přístupu k testu paměti hloubky (depth-test/z-test). Tento rozdíl pak ovlivňuje
i konstrukci samotných stínových těles.
Obrázek 2.3: Princip stínových tě-
les
Obrázek 2.4: Ukázka stínových tě-
les ze hry Doom 3
Díky přímé rasterizaci ve výsledném obraze nejsou stíny zatíženy běžnými artefakty
vznikajícími při mapování stínů z jednoho rastru do druhého, tj. ze světelných nebo stíno-
vých map do výsledného obrazu. Zvláštní vlastností metody stínových těles je, že generuje
stíny pouze pro daný snímek a informace o stínech mimo záběr nelze získat ani jako ved-
lejší produkt. Metoda je tedy nevhodná pro globální osvětlení. Vhodnější budou postupy
počítající veškeré přímé osvětlení i mimo současný záběr. Stínová tělesa pak lze pro jejich
přesnost doporučit tam, kde jde pouze o výpočet primárního osvětlení. Velkou nevýhodou
oproti stínovým mapám je neschopnost pracovat s průhledností textur.
Stínové mapy
Stínové mapy jsou jedním z mnoha způsobů, jak vyvořit stíny v grafických aplikacích. Jedná
se o víceprůchodový algoritmus. V prvním průchodu se vytvoří takzvaná hloubková mapa
scény a ve druhém průchodu jsou určovány zastíněné pixely na základě této hloubkové
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mapy.
Velkou výhodou je, že nemusíme pracovat s geometrií objektů scény. Každému objektu,
který je renderován, je automaticky vytvořen stín. Při použití více světelných bodů ve scéně
stačí pro každé světlo uchovávat pouze jen jednu texturu, která obsahuje hloubkovou mapu.
Díky používání textur pro ukládání hloubkových map, se u stínových map setkáváme často
se vznikem aliasingu.
Tato metoda je jedním z hlavních stavebních kamenů této práce, tudíž je podrobně




Stínové mapy představil v roce 1978 Lance Williams [17]. Navrhl využití z-bufferu pro rychlé
generování stínů pro libovolné objekty. Od té doby jsou využívány jak pro předpočítávané
scény, tak především pro real-time aplikace.
3.1 Základní principy
Pokud bychom se dívali do scény z pohledu zdroje světla, uvidíme jen ty objekty, které
jsou osvětleny. Vše, co je za těmito objekty, se nachází ve stínu. To je základní princip
k vytvoření stínových map. Tato metoda je víceprůchodová. V prvním půchodu je scéna
vykreslena z pozice světelného zdroje a je uložena hloubka (stínová mapa) každé plochy,
která se ve scéně nachází. Ve druhém kroku vykreslení probíhá z pozice pozorovatele a na
základě hloubkové mapy se určí zastíněné pixely.
Tato metoda je méně přesná než stínová tělesa, ale může být rychlejší alternativou, a
proto je vhodnější pro real-time aplikace. Kromě toho stínové mapy nevyžadují použití sten-
cil bufferu a mohou být upraveny, abychom dosáhli měkkých stínů. Na rozdíl od stínových
těles je ale přesnost této techniky omezena rozlíšením textury.
Obrázek 3.1: Princip vytvoření stínové mapy. Obrázek převzat z [4].
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3.2 Generování stínové mapy
Pro vytvoření stínů je nejprve nutné vytvořit hloubkovou mapu. Ta se dá získat z prvního
půchodu algoritmu, kdy se nechá scéna zobrazit z pozice světla. Pro bodový zdroj světla by
měla být nastavena perspektivní proječní matice. Pokud bychom chtěli například modelovat
jako zdroj svělta slunce, používá se ortogonální projekce. Z tohoto renderování je získán
depth buffer, který se uloží. Při tomto průchodu nás zajímá jen informace o hloubce, proto
se mouhou vynechat výpočty osvětlení a textur pro ušetření času. Hloubková mapa bývá
často ukládána jako textura v paměti grafické karty. Při použití více světel ve scéně, je
pro každé světlo použita jedna textura s hloubkovou informací. To je poměrně jednoduchý
způsob tvorby stínů, pokud je více světelných zdrojů.
Na obrázku 5.1 je ukázka vytvořené hloubkové mapy. Ta musí být aktualizována při
každé změně světla nebo objektu svény.
Obrázek 3.2: Hloubková mapa scény
3.3 Určení stínu ve scéně
Druhou částí postupu je vykresení scény z pohledu kamery (pozorovatele). Tento proces se
dá rozdělit na tři hlavní části. První je určení koordinátů objektu jak je viděn z pozice svělta.
Poté následuje porovnávání hloubkové mapy s koordináty a nakonec je objekt vykreslen buď
ve stínu, nebo osvětlen.
Koordináty světelného zdroje
Aby bylo možné testovat bod s hloubkovou mapou, je nutné jeho souřadnice transformovat
do ekvivalentních souřadnic z pohledu světla. Toho dosáhneme násobením projekční maticí.
Umístění objektu na obrazovce se stanoví obvyklou transfomací projekční matice, musíme
ale vytvořit ještě projekční matici pro zdroj světla.
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Projekční matice zdroje světla je ta stejná jakou používáme v prvním průchodu algo-
ritmu pro generování stínové mapy. Tím se dostane množina homogenních souřadnic, které
ale musejí být normalizovány. V OpenGL nebo DirectX jsou tyto souřadnice požadovány
normalizované a musejí se nacházet v intervalu od 0 do 1. Jedná se zde tedy o převod
z intervalu < −1, 1 > na < 0, 1 >. Tento převod se dá realizovat pomocí násobení vhodnou
maticí, která bývá v literatuře označována jako bias matice. Příklad bias matice 3.1.
B =

0.5 0 0 0.5
0 0.5 0 0.5
0 0 0.5 0.5
0 0 0 1
 (3.1)
Test hloubky
Jakmile jsou určeny koordináty zdroje svělta, poté souřadnice x a y odpovídají poloze
v hloubkové mapě (textuře) a hodnota souřadnice z značí hloubku daného bodu. Nyní lze
provést testování s hodnotou, která je uložena v textuře.
Pokud je hodnota souřadnice z větší než hodnota uložená v hloubkové mapě na příslušné
pozici, je zpracovávaný bod ve stínu. V opačném případě na něj dopadá světlo. Pokud jsou
souřadnice x a y mimo meze textury, musí programátor rozhodnout, zda je bod ve stínu
nebo ne.
Jelikož je funkce testování hloubky hlavním tématem, jak potlačovat vzniklý alias stí-
nových map, nadefinujeme ji formálněji i pro pozdější použití. Označíme si pozici pixelu
v trojrozměrném prostoru světa kamery jako x ∈ <3 a bod p ∈ <2, který jej reprezentuje
v prostoru hloubkové mapy. Tento vztah můžeme vyjádřit pomocí surjektivní projekční
funkce T : <3 → <2 jako p = T (x). d(x) je vzdálenost bodu x od světelného zdroje, z(p) je
vzdálenost k nejbližšímu bodu od světla, který leží v přímce mezi světlem a bodem x. Test
hloubky nyní definujeme funkcí:
s(x) = f(d(x), z(p)) (3.2)
kde f(d, z) vrací 0 když d > z, v ostatních případech vrátí 1. Definovaná funkce se na-
zývá Heavisideova nespojitá funkce (jednotkový skok). Z návratové hodnoty této funkce
vyplývá tvorba ostré hranice mezi zastíněnou a nezastíněnou plochou. Důležitou vlastností
f(d(x), z(p)) je nelineárnost vůči svým argumentům.
V tomto místě algoritmu se dají implementovat různé metody na tvorbu měkkých stínů.
V podstatě se jedná o změnu funkce testování hloubky.
3.4 Vznik aliasingu
Mezi základní nedostatky stínových map patří vznik aliasingu. Ten se projevuje dvěma
způsoby. Vytváří zubaté hrany stínů 3.3 a artefakty 3.4 při vlastním stínování.
Aliasing vzniká nejčastěji kvůli následujícím problémům:
• Textura, do které je ukládána stínová mapa, má konečné rozlišení, velikost.
Kvalita stínu závisí na tom, jak dobře odpovídá frekvence, se kterou vzorkujeme hloub-
kovou mapu, frekvenci vzorkování scény. Ideálním případem je, když každý pixel ve
scéně odpovídá jednomu texelu ve stínové textuře.
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Obrázek 3.3: Ukázka vzniku
zubatých hran stínu.
Obrázek 3.4: Vznik artefaktů
při vlastním stínování. Obrá-
zek převzat z [13]
• Více pixelů může být namapováno na jeden texel, na obrázku 3.5 je správné mapování
texelu, obrázek 3.6 ukazuje špatné namapování.
Obrázek 3.5: Správné mapo-
vání dvou bodů na dva texely.
Obrázek převzat z [13]
Obrázek 3.6: Mapování dvou
bodů na jeden texel. Obrázek
převzat z [13]
• Mohou nastat chyby při použití projekční matice světla, špatné nastavení matice.
Všechny tyto problémy, které vyvstávájí u stínových map, se dají eliminovat vhodným
vylepšením stávajícího algoritmu. Jedná se především o funkci testování hloubky. Dnes
již existuje mnoho metod pro potlačení nebo odstranění aliasingu. Těmito metodami se
podrobněji zabývá následující kapitola.
14
Kapitola 4
Metody pro odstranění aliasu
Přes jejich rychlost bylo problematické použít stínové mapy v real-time aplikacích, jako
jsou počítačové hry. Důsledkem aliasingu vznikají zubaté hrany stínů a artefakty. Aliasing
je obvykle možné snížit nastavením vyššího rozlišení hloubkové mapy (textury) použitím
technik, jako perspektivní stínové mapy. Nicméně zvýšování rozlišení nefunguje do neko-
nečna. Proto je nutné se zabývat jinými, efektivnějšími metodami.
Tato kapitola ukazuje, jak výrazně snížit vznik aliasu u stínu objektu. Popisuje čtyři
metody, které se dnes používají k dosažení efektu měkkých stínu v reálném čase. Jedná se
o Percentage closer filter, Variance shadow maps, Convolution shadow maps a Exponen-
tial shadow maps. V rámci exeperimentování s hloubkovou mapou a na základě dřivějších
znalostí je zde uveden také bilaterální filtr.
4.1 Percentage closer filter
Jednou z metod pro potlačení vzniklého aliasingu je Percentage closer filter (dále jen PCF)
[5]. Princip spočívá ve stanovení procentuálního vyjádření plochy, která je blíže ke světlu,
než ke stínu.





proměnné t a x odpovídají hloubkám, f je skokovitá funkce. Tyto parametry jsou odvozeny
v 3.2.
Hlavní myšlenka je založena na tom, že se nefiltrují přímo hodnoty uložené v hloubkové
mapě, jak je tomu například při filtrování běžných textur, ale až výsledky jednotlivých
porovnání. Pokud by se filtrovaly přímo hloubky a až poté by se provádělo porovnání nad
jejich střední hodnotou, dostali bychom opět pouze výsledek 0 nebo 1, tedy ostrý stín.
Původní algoritmus PCF, popsán v [14], mapoval regiony ve stínu do prostoru stínové
mapy odebíráním vzorků, které vybíral stochasticky ,tj. náhodně.
Podle [5] jde princip PCF algoritmu mírně pozměnit, aby se snadno implementoval a
byl efektivně aplikovatelný. Místo výpočtu regionu prostoru stínové mapy, který má být za-
stíněn, můžeme jednoduše použít okolí daného texelu. Okolí lze v podstatě zvolit libovolně,
ale pro dobré vizuální a výkonostní výsledky stačí již velikost 4x4. Tato oblast je dostatečně
velká, aby výrazně snížila aliasing, ale nezahrnuje zbytečně moc texelů do výpočtu. Všim-
neme si, že vzorkovací region není nijak vázán na hranici stínu. Pokud bychom tento region
zarovnávali vzhledem k hranicím, nebylo by dosaženo antialiasing efektu, který chceme.
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Obrázek 4.1: Vzorkování oblasti 4x4 texely. Obrázek převzat z [5].
Shadery v OpenGL pracují s pixely, ne s micropolygony, tudíž původní implementace
by zahrnovala složité transformace. Zjednodušený přístup používá pevnou velikost vzorko-
vacího regionu, což nám umožňuje přeskočit tyto složité transformace. Na obrázku 4.1 je
zobrazeno vzorkování pro oblast 4x4.
Vzorek jednoho texelu není dost velký, aby účinně odstranil aliasing. Oblast rozšíříme
na velikost 4x4 texelu, sečteme hodnoty všech těchto vzorků a zprůměrujeme. Postup je








kde pi je zpracovávaný vzorek, N je počet texelů okolí.
Nedostatky metody
PCF patří mezi nejjednodušší metody pro filtrování hloubkových map. Jednou z nevýhod,
která může u tohoto přístupu nastat, je nárůst výpočetního výkonu. Při větším počtu vzorků
čtených ze stínové mapy se počet snímků za sekundu znatelně snižuje.
Další vadu můžeme vidět v nepřesném fyzikálním podání stínů. Velikost polostínu je
tím větší, čím je větší filtrační jádro. Toto jádro je pro celou scénu stejně velké, z čehož
vyplývá, že i velikost polostínu zůstává konstantní, a tedy měkké stíny jsou ze všech úhlů
pohledu totožné.
4.2 Variance shadow map
V aplikacích, které fungují v reálném čase, se typicky používají metody vzorkování nejbliž-
šího okolí. Tyto metody jsou však drahé, co se týče výpočetní náročností a nevyužívají plně
výhody dněšních grafických karet.
Připomeňme si princip u PCF, kde každý texel stínové mapy reprezentuje jen hloubku
jednoho bodu. Variance shadow map [6] (dále jen VSM) rozšiřuje tuto myšlenku tím, že
ukládá distribuci hloubky jednotlivých texelů. K aproximaci této distribuce se použíjí první
a druhé momenty, což znamená střední hodnotu hloubky a její druhou mocninu. Jednou




Stejně jako u běžných stínových map je scéna nejprve vykreslena z pohledu světla. Na rozdíl
od uložení samostatné hloubky bodu, použijeme dvoukanálový buffer pro uložení i druhé
mocniny této hloubky.
Po uložení potřebných dat je třeba určit momenty v daném bodě. Rovnice 4.3 a 4.4
popisují výpočet.








kde x je hloubka, p(x) značí distribuci v daním okolí. Odtud je možno vypočítat střední
hodnotu µ varianci σ2:
µ = E(x) = M1 (4.5)
σ2 = E(x2)− E(x)2 = M2 −M21 (4.6)
Použitím variance můžeme aplikovat Čebyševův teorém nerovnosti. Nechť x je libovolná
proměnná z distribuce se střední hodnotou µ a variancí σ2, pak pro t > µ platí
P (x ≥ t) ≤ pmax(t) = σ
2
σ2 + (t− µ)2 (4.7)
pmax se dá přímo použít při renderování jako hodnota intenzity stínu.
Vztah VSM a PCF
Vezměme si případ, kdy rovinné stínítko s hloubkou d1 vrhá stín na plochu, která se nachází
v hloubce d2. Předpokládejme, že máme fixní filtr, kde p vyjadřuje procentuální hodnotu,
kdy filtr zastiňuje. Poté stanovíme:
µ = E(x) = pd2 + (1− p)d1 (4.8)
E(x2) = pd22 + (1− p)d21 (4.9)
σ2 = pd22 + (1− p)d21 − (pd2 + (1− p)pd1)2 (4.10)
= (p− p2)(d2 − d1)2 (4.11)
Nyní pomocí této hodnoty můžeme spočítat pmax dosazením do rovnice 4.7
pmax(d2) =
σ2
σ2 + (µ− d2)2 (4.12)
= (p− p
2)(d2 − d1)2
(p− p2)(d2 − d1)2 + (pd2 + (1− p)d1 − d2)2
= (p− p
2)(d2 − d1)2






Výsledek těchto rovnic ukazuje, že VSM, které jsou založeny na Čebyševově teorému
nerovnosti, dávají stejný výsledek jako PCF. Tento jev nastává v případě, pokud o rovinném
stínítku vrhající stín na plochu. Jedná se o ideální případ, který v reálných scénách často
nenastává. Potom se hodnota pmax aproximačně blíží skutečné hodnotě p.
Nedostatky metody
Numerická nestabilita
Rovnice 4.6 je numericky nestabilní při použití aritmetiky s plovoucí desetinnou čárkou.
To je způsobeno tím, že pokud je variance malá vzhledem k testované hloubce, jsou oba
momenty zhruba stejně velké E(x2) ≈ E(x)2. Dochází k odečítání stejně velkých čísel a
může dojít ke ztráte přesnosti. Tento jev lze eliminovat použitím 32-bitové float textury pro
uložení informace o hloubce, nebo určením minimální hodnoty variance pmin, pod kterou
se nelze dostat.
Prosvítání světelných ploch
Tímto pojmem označujeme případ, kdy v oblastech, které mají být zastíněny, se za ur-
čitých okolností objeví světlé artefakty (tzv. light bleeding). Vzniká většinou na plochách,
které jsou zastíněné hierarchií objektů. Zatímco na částečně zastíněném objektu, který je
nejblíže ke světlu, se polostín spočítá správně, na ostatních plochách ležících za ním se
objeví světelné štěrbiny. To je způsobeno omezením platnosti Čebyševovy nerovnosti a tím
pádem faktem, že se vnitřní polostín nepočítá, ale označuje se jako zcela osvětlený. Z toho
plyne, že osvětlená plocha je vyhodnocena správně, avšak na neosvětlené ploše se vytvoří
chybný polostín.
Obrázek 4.2: Light bleeding. Obrázek převzat z [10].
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4.3 Convolution shadow map
Convolution shadow map [1] (dálen jen CSM) poskytují efektivní lineární filtrování stínů.
U tradičních stínových map se používá nelineární funkce testování hloubky. Aproximací
této funkce můžeme linearizovat daný problém a dosáhnout lepších výsledků.
Aproximace testu hloubky
Za účelem dosáhnutí správných stínů je potřeba filtrovat funkci s(x). Toho se snažíme
dosáhnout pomocí využití konvoluce. Obecně definujeme konvoluci jako operaci nad funkcí
g s jádrem w přes okolí N . Všechny potřebné vztahy a proměnné k odvození aproximace
konvolucí jsou již odvozeny v 3.2








w(q)f(d(y), z(p− q)) (4.15)
I když je funkce sf formulovaná z hlediska x, aktuální konvoluce je počítána v prostoru
stínové mapy, to znamená přes proměnnou p. Rovnice 4.15 obsahuje novou proměnnou y,
kterou neformálně definujeme jako bod, který leží poblíž bodu x, tj. T (y) = p− q. Bohužel
neexistuje jednoznačná inverzní funkce y = T−1(p − q). Abychom správně matematicky





= [w ∗ f(d(x), z)](p) (4.16)
Z předpokladu d(y) ≈ d(x) v podstatě vyplývá, že proměnná d(x) reprezentuje vzdálenost
okolí N .
Je důležité si uvědomit, že konvoluce nemůže být aplikována přímo na z(p), protože
funkce pro testování hloubky je nelineární vůči svým argumentům.
[w ∗ f(d(x), z)](p) 6= f(d(x), (w ∗ z)(p)) (4.17)
To vysvětluje, proč se nedá použít filtrování na hodnoty z(p). Efekt není ekvivalentní, jako
když se filtrace provádí nad výsledky z funkce pro test hloubky.
Pro dosažení linearizace testování hloubky transformujeme hodnoty z tak, abychom





Bi jsou bázové funkce vzhledem k z. Každá báze je vážena odpovídajícím koeficientem
ai závislým na d. Rozšíření není přímo lineárně závislé na z, ale je lineární s ohledem na
bázovou množinu Bi=1..N . Při implementaci převedeme stínovou mapu na takzvané bázové
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obrazy aplikací bázových funkcí Bi(z(p)). Poté můžeme funkci s(x) vyjádřit jako lineární





Po dosazení rovnice 4.19 do rovnice 4.16 dostáváme:









Ze vztahu 4.20 vyplývá základní poznatek konvoluční metody a to, že každá konvoluční
operace s funkcí testování hloubky je ekvivalentní s konvolucí jednotlivých bázových obrazů
Bi(z(p)).
Důležitým krokem je volba, jakým způsobem je rozšířena funkce f(d, z). V této práci je
zvolena metoda Fourierovy řady, která je popsána v následující části.
Rozšíření Fourierovou řadou
Nejprve provedeme dekompozici obecné periodické funkce g(t) na nekonečnou sumu:










kde koeficienty an a bn jsou získány integrací sinových a kosinových funkcí o základu g.
f je funkce dvou proměnných, ale můžeme ji vyjádřit pomocí Heavisideovy nespojité
funkce H(t), a to jako f(d, z) = H(d− z). V první řadě se zaměříme na formulování H(t).
Vyjádříme ji jako periodickou obdélníkovou vlnu. Nechť S(t) značí funkci pro obdélníkovou
vlnu s periodou 2. Pro t ∈ (−1, 1) dostáváme H(t) = 12 + 12S(t). V tomto případě můžeme






2k − 1sin[(2k − 1)pit] (4.23)
Použitím rovnice 4.23 odvodíme f :






kde ck = pi(2k − 1). Použitím trigonometrické identity
sin(a− b) = sin(a)cos(b)− cos(a)sin(b) (4.25)
upravíme vzorec 4.24 na konečnou podobu:




















B(2k−1)(z) = sin(czk), B(2k)(z) = cos(czk) (4.27)
kde k = 1..M , N = 2M .
Obrázek 4.3: Aproximace testu hloubky pomocí konvoluční metody v závislosti na volbě
parametru M . Obrázek převzat z [1].
Nedostatky metody
CSM jsou proti ostatním metodám složitější co se týče matematického základu. Bázové
funkce se odvozují pomocí konvoluce a Fourierovy řady, z toho plynou větší požadavky na
programátora.
Stínová mapa je vyjádřena jako množina bázových obrazů. Tyto hodnoty je potřeba
uložit do textur. Zde vzrůstá náročnost algoritmu na paměťový prostor, což může být
s porovnáním s ostatními postupy nevýhodné.
4.4 Exponential shadow map
Pomocí metody Exponential shadow map [2] (dále jen ESM) lze funkci testování hloubky
aproximovat jednoduchou exponenciální funkcí. Tento přístup skýtá několik nezanedba-
telných výhod oproti předchozím technikám. Dosahuje vyšší rychlosti a přitom spotřeba
paměti je nižší. Další výhodou, hlavně pro programátory je to, že neprodukuje takové
množství artefaktů.
Aproximace testu hloubky
ESM jsou koncepčně velmi podobné jako CSM. I zde se snažíme o aproximaci funkce s(x)
3.2 a najít vhodné rozšíření. Při odvozování funkce s(x) již byly stanoveny všechny potřebné
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proměnné. Dále si připomeňme lineární aproximaci funkce f(d, z) v 4.19 pomocí bázových
obrazů. Tyto vztahy jsou základem pro další matematické postupy nutné k výkladu teorie
ESM.
ESM jsou založeny na jednoduchém pozorování co se týče oblasti testování hloubky.
Jinými slovy, zajímají nás parametry d a z, které se nacházejí ve funkci f(d, z). Vezmeme-
li v úvahu bod x, který vidí kamera ze svého pohledu, pak víme, že jeho vzdálenost ke
světelnému zdroji musí být větší nebo rovna odpovídající z hodnotě uložené ve stínové
mapě. Tento předpoklad vychází ze skutečnosti, že do stínové mapy jsou uloženy vždy jen
nejbližší body ke světlu d(x)− d(z) ≥ 0. Tohoto můžeme využít ke zjednodušení testování
hloubky. Pokud tedy bereme v úvahu d ≥ z, definujeme funkci f(d, z) jako:
f(d, z) = lim
α→∞ e
−α(d−z) (4.28)
kde α lze nahradit kladnou konstantou c. Exponenciální funkce z rovnice 4.28 je separova-
telná na dva členy, které závisí na d a z.
f(d, z) = e−c(d−z)
= e−cdecz (4.29)
Výše odvozené vztahy nyní propojíme s poznatky z CSM. Do rovnice 4.16 vložíme
exponenciální aproximaci:
sf (x) = [w ∗ f(d(x), z)](p)
= [w ∗ (e−cd(x)ecz)](p)
= e−cd(x)[w ∗ ecz](p) (4.30)
Vidíme, že filtrování stínové mapy je ekvivalentní k tomu, jako když filtrujeme hodnotu z
uloženou ve stínové mapě, na kterou je aplikovaná exponenciální funkce.
Volba parametru c je u této techniky velice důležitá, protože přímo ovlivňuje, jak bude
aproximace přesná. Vyšší hodnota c zabezpečuje strmější pokles exponenciální funkce a
tím lepší aproximaci testu hloubky. Závislost exponenciální funkce na volbě parametru c
ilustruje obrázek 4.4
Obrázek 4.4: Aproximace exponenciální funkce v závislosti na volbě parametru c. Obrázek
převzat z [2]
22
Pokud nebude c dostatečně velké, vzniknou ve scéně světelné artefakty. Horní hranice
parametru je v podstatě omezena jen přesností float čísla. Podle [2] je empiricky zjištěna
optimální hodnota c = 80 pro 32-bitové float číslo.
ESM dávají dokonce lepší výsledek, co se týče aproximace testu hloubky, než CSM s 16
bázovýmí funkcemi viz. obrázek 4.5.
Obrázek 4.5: Srovnání ESM c = 80 s CSM 16 bázových funkcí. Obrázek převzat z [2]
Porušení předpokladu pro test hloubky
Nechť ∆x = d(x) − z(p). V předchozí části textu byl stanoven předpoklad ∆x ≥ 0. Pokud
je tento předpoklad porušen a funkce testování hloubky nevrátí jakékoliv kladné číslo, poté
aproximace nekonverguje do 1, ale exponenciálně roste.
U standardních stínových map vede tento jev k vytvoření takzvaného shadow acne.
V našem případě může vést snížení přesnosti ke vzniku negativních ∆x hodnot, které mají
za následek přetečení aproximované funkce, to znamená hodnoty větší než 1. Pro vyřešení
tohoto problému stačí jednoduchá úprava, a to ořezat hodnoty větší než 1.
4.5 Bilaterální filtr
Bilaterální filtr [9] je metoda používaná v počítačové grafice k rozostření obrazu bez znehod-
nocení kontur. To znamená, že umí potlačit šum na souvislých plochách a přitom zachovat
ostré hrany. Koncepčně je charakterizován jako nelineární filter, založený na dvou Gausso-
vých filtrech v různých oblastech.
Princip filtru
Pro pochopení principu bilaterálního filtru je nutné rozlišit dva pojmy. Nejprve nás zajímá
blízkost dvou bodů, pod kterou si představíme, jak blízko sebe leží v obraze. V tomto
případě se počítá euklidovská vzdálenost. Druhou veličinu značíme jako podobnost dvou
bodů. Zde se má na mysli srovnání hodnot bodů, například jejich intenzity. Práce filtru poté
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spočívá v tom, že nahrazuje bod na každé pozici průměrem z hodnot blízkých a podobných.
Jakmile se zaměří například na světlý bod ležící na ostré hraně, započte do průměru pouze
světlé body z okolí, tmavé ignoruje. Díky tomu se filtrují souvislé plochy a zároveň se
zachovávají ostré hrany. Tento filtr tedy uvažuje jak prostorové vlastnosti (tedy blízkost
ve smyslu barevného prostoru), tak i frekvenční vlastnosti sousedních bodů. Pracuje tedy
v obou oblastech a od toho je odvozen název této techniky - bilaterální.
Obrázek 4.6: Ukázka zašumě-
ného obrazu
Obrázek 4.7: Aplikace bilate-
rálního filtru
Gaussův filtr







kde I ′ a I(p) reprezentují intenzitu pixelu na pozici p ve filtrovaném obrazu a intenzitu
pixelu na pozici q v originálním obrazu. S značí množinu všech pozic pixelů v obraze.






Vzhledem k tomu, že Gaussův filtr počítá vážený průměr intenzit podle okolí pixelů, nebere
v úvahu obsah hodnoty. Kvůli tomu nemůže v obraze rozpoznat hrany a zachovávat je.
Rovnice bilaterálního filtru






Gσs(||p− q||)Gσr(|I(p)− I(q)|)I(q) (4.33)
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Gσs(||p− q||)Gσr(|I(p)− I(q)|) (4.34)
Jakmile se jedna z vah bilaterální filtru blíží k nule, znamená to, že nedochází k rozma-
zání. Výsledek filtru je zanedbatelný v oblastech s velkými změnami intenzity, což je blízko
ostrých hran.
Vlastnosti bilaterálního filtru jsou inspirací k tomu, abychom jej použili k rozostření
hranic stínu, aniž by vznikly světelné artefakty. Základní myšlenka je aplikovat filtr na
hodnoty hloubky, uložené ve stínové mapě.
Nedostatky metody
Přestože je bilaterální filtr efektivní způsob rozostření obrazových dat, může být značně
výpočetně náročný. U této techniky se pracuje s váhováním pro dané okolí bodu. Pokud je
tato oblast příliš velká, výpočet pro jeden bod trvá delší dobu a tím se zpomalí zpracování






V této kapitole je podrobně popsána navržená scéna pro demonstraci výsledků mé práce.
Tato část je poměrně důležitá z hlediska dalšího zhodnocení implementovaných algoritmů.
Dále je rozepsána implementace jednotlivých technik pro odstranění aliasu, včetně ukázek
zajímavých pasáží kódu.
Výsledná aplikace je psaná v programovacím jazyce C++. Pro grafické účely je použita
knihovna OpenGL spolu s multimediální knihovnou SDL. Jednotlivé testované algoritmy
jsou psané na úrovni shaderů, kde jsem se snažil o uplatnění nejnovějších specifikací. U této
práce jsem se setkal s častou aplikací matematických struktur, což mi usnadnila knihovna
GLM. Výhodou GLM je stejná konvence pojmenování a funkcionality jako u GLSL a tím
pohodlnější propojení shaderů s OpenGL.
5.1 Inicializace programu
Inicializace scény se nachází ve funkci InitScene(). Jedná se definování a nastavení hlav-
ních proměnných pro použití shaderů, Frame Buffer Object (dálen jen FBO) a textur. Pro
načítání a kompilaci shaderů jsem použil soubory ze cvičení předmětu Pokročilá počítačová
grafika. Jedná se pgr.h a pgr.cpp.
Důležitou částí je vytvoření textur pro ukládání dat, které reprezentují hloubku. Je
vytvořeno několik textur pro jednotlivé algoritmy, kde jsou uložena potřebná data. Tyto
textury jsou spojeny s jedním FBO. Pro možnost rozmazání dat pomocí Gaussova filtru je
definována další speciální textura se svým FBO.
Modely scény, na nichž jsou stíny počítány, jsou vykreslovány přes Vertex Buffer Object
(dálen jen VBO). Každému modelu je přiřazen právě jeden VBO, který obsahuje všechny
vrcholy a pole indexů, které říká, jak se mají vrcholy spojit do trojúhelníků. SDL_Surface
využívám pro načtení obrázků ze souboru, a ty jsou použity jako textury pro dané modely.
5.2 Standardní stínové mapy
Zde je popsán postup implementace standardních stínových map bez jakékoliv filtrace
hloubkové mapy. Jak již bylo uvedeno v kapitole 3 tento algoritmus je dvouprůchodový,
kdy v prvni části je uložena stínová mapa scény a ve druhé jsou počítány stíny.
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Přístup implementace je obsažen ve funkci OnWindowRedraw(), která je volána pokud
dojde ke změně okna. Na začátku je nutné inicializovat a zapnout některé důležité funkce
OpenGL. Je třeba zapnout zápis do hloubkového bufferu a ořezávání ploch. To je zejména
důležité pro uložení správných hodnot do hloubkové mapy. Dále chceme rovnou potlačit
vznik artefaktů, což nám umožní aktivace GL_POLYGON_OFFSET_FILL a nastavení správných
hodnot.
Nastavení matic
Transformace v počítačové grafice jsou reprezentovány pomocí matic. Jednodušší vytvá-
ření a manipulaci s nimi jsem dosáhl za pomocí matematické knihovny GLM. Využil jsem
především operace násobení.
Pro korektní uložení hloubkové mapy a následné počítání stínů je třeba odlišit pozici
kamery a světla. Nejprve vytvořím projekční matici světelného zdroje projection_light.
Projekce je perspektivní a je nutné se zamyslet nad ořezovými rovinami. Jejich manipulací
se totiž přímo ovlivňují data uložená do hloubkové textury, a tedy i výsledky některých
metod. Projekční matice je vynásobena s takzvanou model view maticí. Ta udává polohu a
směr světla. Díky této matici jsem schopen pohybovat světelným zdrojem ve scéně.
Kamera umístěná ve scéně má svojí vlastní model view matici. Ta je opět násobena
perspektivní proječní maticí. Pro každý model dále slouží vlastní matice, která definuje
jeho transformace. Hlavním použitím je pozicování ve výsledné scéně.
První průchod
Úkolem prvního průchodu je uložit hloubkovou informaci do textury. Zapisování do textury
je dosaženo přes FBO, který se na začátku aktivuje. FBO je spojen s konkretní texturou,
do které ukládá data. Protože chceme do stínové mapy zapisovat jen hodnoty hloubky
nejbližších ploch ke světlu, je ořezávání ploch nastaveno v módu GL_FRONT. Průchod je pak
realizován pomocí jednoduchého shaderu. Ve vertex shaderu se jednotlivé vrcholy vynásobí
s model view maticí světla a přepošlou dále ke zpracování. Názorná ukázka kódu:
Algoritmus 5.1: Vertex shader pro první průchod algoritmu.
1 in vec3 position;
2 uniform mat4 mvpLight;
3 out vec4 lPosition;
4 void main()
5 {
6 gl_Position = mvpLight * vec4(position,1);
7 lPosition = gl_Position;
8 }
Fragment shader je velice snadný, protože v podstatě stačí na výstup zapsat jakouko-
liv hodnotu. To si můžeme dovolit díky tomu, že zvolená textura, do které se zapisuje,
je typu GL_DEPTH_COMPONENT. OpenGL automaticky zapíše hodnoty hloubky do takovéto
textury. Na konci prvního průchodu je nutné deaktivovat příslušný FBO, aby se uložené
data nemohla přepsat. Výsledek této fáze programu můžeme vidět na obrázku 5.1. Jedná
se o takzvanou stínovou mapu scény.
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Obrázek 5.1: Vytvořená stínová mapa scény při prvním průchodu algoritmu.
Druhý průchod
Je zaměřen na výpočet stínů ve scéně. Nezbytnou částí je nastavení ořezu rovin do módu
GL_BACK, čímž se zajistí správné vykreslení objektů. Pro shadery se stanoví důležité pro-
měnné, jako jsou matice světla a kamery nebo hodnoty pro výpočet osvětlovacího modelu.
Před samotným vykreslením objektů se připojí příslušná textura, která obsahuje hloubková
data.
Tato část je opět realizována pomocí shaderů. Ve vertex shaderu je stěžejní určení
souřadnic do textury stínové mapy. Bez toho by nebylo možné náležitě přistupovat k datům
textury. Uvedený kód, bez použití osvětlovacího modelu, shrnuje postup:
Algoritmus 5.2: Vertex shader pro druhý průchod algoritmu.
1 in vec3 position;
2 uniform mat4 mvp, mvpLight;
3 out vec4 lightCoord;
4 void main()
5 {
6 gl Position = mvp * vec4(position,1);
7 lightCoord = mvpLight * vec4(position,1);
8 }
Do fragment shaderu již vstupují všechny potřebné proměnné pro určení stínů. Je-
likož jsem při inicializaci textury, ve které je uložena stínová mapa, nastavil vlastnost
GL_COMPARE_REF_TO_TEXTURE a porovnávací funkci na GL_LEQUAL, je možné využít podpory
GPU při porovnání hloubek ve stínové mapě a transformovaného fragmentu. Protože se kal-
kulace provádějí v projekčním homogenním prostoru, kde jsou pozice již transformovány do
normalizovaného souřadnicového systému, jehož souřadnice jsou v intervalu < −1, 1 >, je
nutné upravit adresování stínové mapy. Přidáním transformace změny měřítka s faktorem
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0.5 a posunutí o 0.5 na všech osách, je dosaženo korektní konverze texturovacích souřadnic.
Hodnoty se nacházejí v požadovaném intervalu < 0, 1 >. Problematika je vyjádřena kódem:
Algoritmus 5.3: Fragment shader pro druhý průchod algoritmu.
1 in vec4 lightCoord;
2 uniform sampler2DShadow shadowMap;
3 out vec4 fragColor;
4 void main()
5 {
6 vec4 shadowMapCoord = lightCoord / lightCoord.w;
7 shadowMapCoord = (shadowMapCoord * 0.5) + 0.5;
8 float shadow = textureProj(shadowMap, shadowMapCoord);
9 fragColor = ve4(shadow)
10 }
Z předchozího kódu proměnná shadow charakterizuje, zda je daný fragment osvětlen
nebo zastíněn. Její hodnoty nabývají 0 nebo 1. Pokud bychom vykreslili přímo hodnoty
této proměnné, jak je v kódu uvedeno, dostáváme obraz scény viz. obrázek 5.2, která je
černobílá a zobrazuje ostré stíny. Tímto je praktická implementace obyčejných stínových
map hotová a připravena pro další použití a exeperimentování s algoritmy pro odstranění
aliasu.
Obrázek 5.2: Scéna s vytvořenýmí stíny pomocí stínových map
5.3 Percentage closer filter
Patří mezi nejjednodušší metody co se týká programovacích schopností. U toho přístupu
není potřeba významně měnit kód stávajícího algoritmu stínových map.
První průchod je beze změny, protože výsledné hodnoty se jen průměrují. Ve druhém
průchodu se objevuje změna až ve fragment shaderu. U PCF je důležité definovat velikost
okolí, ze kterého se bude průměrná hodnota počítat. Volba regionu přímo ovlivňuje kvalitu
výsledného stínu. Avšak protože se prochází oblast pro každý fragment, je tento postup
výpočetně náročný. Nároky na výkon jsou v přímé úměře s velikostí okolí.
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Pro pohodlnější práci s PCF je ve fragment shaderu definovaná funkce getAverageValue.
Tato funkce má jeden parametr, který charakterizuje zvolenou velikost okolí a počítá prů-
měrnou hodnotu v regionu.
Algoritmus 5.4: Výpočet průměrné hodnoty z daného okolí.
1 float getAverageValue(int kernelOffset)
2 {
3 float sum = 0;
4 float kernelSize = (kernelOffset * 2 + 1) * (kernelOffset * 2 + 1);
5 for(int y = -kernelOffset; y <= kernelOffset; y++)
6 {
7 for(int x = -kernelOffset; x <= kernelOffset; x++)
8 {





Funkce getShadowValue vrací hodnotu pro daný fragment, zda má být ve tmě nebo na
světle. Jako parametry požaduje texturu se stínovou mapou, texturovací koordináty a sou-
řadnice fragmentu, který chceme spočítat. Tyto souřadnice se přičítají ke koordinátům a je
nezbytné provést jejich konverzi do prostoru hloubkové textury. Toho dosáhneme podělením
hodnot souřadnic velikostí textury.
Samotné PCF se spouští funkcí shadowMapPCF. Jediným parametrem je volba velikosti
okolí, která je nastavována mimo shader uživatelem. Za běhu aplikace se dá přepínat mezi
třemi verzemi PCF s různými jádry. Algoritmus 5.5 ukazuje fragment shader.
Algoritmus 5.5: Funkce pro výpočet PCF s různým okolím.
1 float shadowMapPCF(float kernel)
2 {
3 float shadow = 0;
4 //PCF 3x3
5 if(kernel == 0)
6 shadow = getAverageValue(1);
7 //PCF 7x7
8 if(kernel == 1)
9 shadow = getAverageValue(3);
10 //PCF 15x15
11 if(kernel == 3)




5.4 Variance shadow map
Pro implementaci VSM je již nutné nastudovat nepatrně složitější matematickou teorii.
Snažíme se stanovit hodnotu variance pro daný fragment a na jejím základě vytvořit efekt
měkkých stínů. Před ukládáním dat a spouštěním shaderů není aktivován ořez rovin v módu
GL_FRONT, abychom měli uloženou informaci hloubky pro celou scénu včetně podlahy. U pro-
jekční matice světla je vhodné experimentovat s umístěním přední ořezové roviny tak, aby
bylo dosaženo uložení hodnot v rozumném rozsahu.
U VSM musí být pro uchování dat samostatná textura, protože potřebujeme uložit
nejen hloubku vrcholu, ale i její druhou mocninu. Při prvním průchodu se proto připojí
textura squareDepthTexture, do které budu zaznamenávat potřebná data. Ukázka textury
je na obrázku 5.3. Vidíme, že hodnoty jsou uloženy v prvních dvou kanálech textury, tedy
v červené a zelené složce.
Obrázek 5.3: Stínová mapa u metody VSM
Zajímavou pasáží kódu je při prvním průchodu algoritmu uložení stínové mapy. Vertex
shader zůstává stále stejný a nic se nemění. Změny se dočkáme až ve fragment shaderu, kde
je třeba stanovit proměnné moment1 a moment2. Moment1 charakterizuje klasickou hodnotu
hloubky tak, jak ji známe. V moment2 je uložena druhá mocnina hloubky. Tu navíc rozšíříme
o hodnotu vypočtenou pomocí derivace, která udává míru změny v osách x a y. Jelikož
informace o hloubce není generována automaticky jako v předchozích případech, ale je
ukládána manuálně, nesmíme zapomenout na konverzi souřadnic. Souřadnice fragmentu,
tak jak přicházejí z vertex shaderu, jsou v souřadném systému světla, a tedy v intervalu
< −1, 1 >. Transformací změnou měřítka s faktorem 0.5 a posunutím o 0.5 ve všech osách,
dosáhneme požadované úpravy tedy, konverzi do intervalu < 0, 1 >.
Algoritmus 5.6: Uložení stínové mapy VSM.
1 in vec4 lPosition;




5 float depth = lPosition.z / lPosition.w;
6 depth = depth * 0.5 + 0.5;
7 float moment1 = depth;
8 float moment2 = depth * depth;
9
10 float dx = dFdx(depth);
11 float dy = dFdy(depth);
12 moment2 += 0.25*(dx*dx+dy*dy);
13 storeTexture0 = vec4(moment1, moment2, 0.0, 0.0);
14 }
Po uložení všech potřebných dat se jako mezikrok doporučuje provést rozmazání textury
se stínovou mapu. Tomuto postupu se budu věnovat dále v samostatné části. Ve druhém
průchodu se zmíním hlavně o fragment shaderu, kde probíhá samotný výpočet VSM. Ve
funkci shadowMapVariance si nejprve načtu data z textury. Podle teorie VSM se snažím
stanovit hodnotu variance jako rozdíl moment2 a druhé mocniny moment1. Abych zamezil
tomu, že variance bude příliš malá nebo nulová, je vhodné nastavit minimální hodnotu,
pod kterou již nemůže jít. Stanovení této minimální hodnoty vychází z empirických úvah.
Po výpočtu variance lze použít rovnici 4.7 a rovnou do ni dosadit. Proměnná pMax je
považována za výslednou hodnotu osvětlení daného fragmentu.
Jak bylo uvedeno v sekci 4.2, u VSM může vzniknout nežádoucí prosvítání ploch. Tento
nedostatek lze eliminovat použitím funkce clamp, která upraví výslednou hodnotu pMax.
Fragmenty na pomezí světla a stínu jsou více ztmaveny, ale osvětlené plochy jsou zachovány.
Algoritmus 5.7: Funkce výpočtu VSM
1 float shadowMapVariance(float distance)
2 {
3 vec2 moments = texture2D(squareDepth, shadowMapCoord.xy).rg;
4 if (distance <= moments.x)
5 return 1.0;
6 float Ex 2 = moments.x * moments.x;
7 float E x2 = moments.y;
8 float variance = E x2 - Ex 2;
9 variance = max(variance,0.00002);
10
11 float d = distance - moments.x;
12 float d 2 = d * d;
13 float pMax = variance / (variance + d 2);
14 //odstranění light bleeding




5.5 Convolution shadow map
CSM patří do té skupiny algoritmů, které pracují s funkcí testu hloubky a snaží se o její
aproximaci. Implementačně se jedná asi o nejnáročnější metodu, kterou jsem si pro svoji
práci vybral.
Paměťová náročnost, co se týče počtu vytvořených textur, je závislá na zvoleném pa-
rametru M . Vyjádřeno vztahem M2 . Já jsem zvolil parametr M = 8, tudíž při inicializaci
programu vytvářím čtyři textury, dvě na sinové báze a dvě na kosinové báze. Podle [1] je
vhodné použít 8-bitové RGBA textury namísto 32-bitových z toho důvodu, abychom byli
schopni zaznamenat větší rozdíly mezi hodnotami. V texturách jsou tedy využity všechny
čtyři kanály pro uložení bázových funkcí. Příklad můžeme vidět na obrázku 5.4 a 5.5.
Obrázek 5.4: Textura s prv-
ními čtyřmi sinovými bázemi
Obrázek 5.5: Textura s dru-
hými čtyřmi sinovými bázemi
V prvním průchodu chceme namísto hloubkové informace uložit bázové funkce. Nejprve
si předpřipravím koeficienty ck, jejichž počet je rovenM . Funkce CkValue generuje čtyřprv-
kový vektor s hodnotami pi(2k− 1). Volám ji tedy dvakrát a výsledek si uložím do vektorů
c_k a c_k2. Poté již lze dopočítat jednotlivé bázové složky podle vzorců a výsledky uložit
do příslušných textur.
Algoritmus 5.8: Uložení bázových funkcí pro výpočet CSM




5 float depth = lPosition.z / lPosition.w;
6 depth = depth * 0.5 + 0.5;
7
8 vec4 c_k, c_k2;
9 c_k = CkValue(1);
10 c_k2 = CkValue(5);
11
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Pro výpočet výsledného osvětlení fragmentu musíme dosadit do rovnice 4.26. To zna-
mená, že opět potřebujeme stanovit koeficienty ck. Ty jsou generovány identickou funkcí
jako při prvním průchodu. Podle [1] přibývají ale ještě další koeficienty, které mají potlačit
vznik takzvaného ringing. Tento jev má souvislost s použitou Fourierovou řadou a můžeme
jej chápat jako doznívající oscilace. Funcke ringingCoefficients vrací vektor takovýchto
koeficientů, které jsou následně zohledněny při výpočtu. Samotný postup CSM poté spo-
čívá v získání sinových a kosinových bází z textur a stanovení dvou sum. Protože jsem
zvolil M = 8 a pracuji s čtyřprvkovými vektory, výpočet sum proběhne ve dvou krocích
a není třeba použít cyklus. Pokud by však parametr M byl větší, bylo by lepší z progra-
mátorského hlediska počítat v cyklu. Výsledné sumy se od sebe odečtou, vynásobí dvěma
a přičte se jedna polovina. Podle vizuálního hodnocení můžeme použít ještě funkci clamp
nebo saturate, která výsledek omezí na interval < 0, 1 >.
Algoritmus 5.9: Postup výpočtu CSM
1 float shadowMapConvolution(float distance)
2 {
3 float sum0 = 0;
4 float sum1 = 0;
5 float d = distance;
6
7 vec4 sinVal0 = texture2D(sinTexture1, shadowMapCoord.xy);
8 vec4 cosVal0 = texture2D(cosTexture1, shadowMapCoord.xy);
9 vec4 sinVal1 = texture2D(sinTexture2, shadowMapCoord.xy);
10 vec4 cosVal1 = texture2D(cosTexture2, shadowMapCoord.xy);
11
12 vec4 c_k = CkValue(1);
13 vec4 ringingCoeff = ringingCoefficients(1);
14 sum0 = dot(cos(c_k * d) * sinVal0 / c_k, ringingCoeff);
15 sum1 = dot(sin(c_k * d) * cosVal0 / c_k, ringingCoeff);
16
17 c_k = CkValue(5);
18 ringingCoeff = ringingCoefficients(5);
19 sum0 += dot(cos(c_k * d) * sinVal1 / c_k, ringingCoeff);
20 sum1 += dot(sin(c_k * d) * cosVal1 / c_k, ringingCoeff);
21




5.6 Exponential shadow map
ESM jsou podobné CSM, protože vychází ze stejných předpokladů. Také se snaží o vhodnou
aproximaci funkce testu hloubky. Místo konvoluce a Fourierovy řady však používá jedno-
dušší přístup, a to aproximaci exponenciální funkcí. Matematický základ je shodný s CSM,
ale implementačně jsou ESM daleko jednodušší.
Před uložením hloubkové informace nesmíme zapomenout na správné nastavení ořezá-
vání rovin. Stejně jako u VSM tedy nebudeme zapínat mód GL_FRONT. Mezi jednotlivými
průchody je možné provést rozmazání stínové mapy. To dělám ve funkci BlurShadowMap
k dosáhnutí lepších vizuálních výsledků.
Fragment shader prvního průchodu je prostý, stačí nám jen uložit hloubkovou informaci.
Díky tomu nejsou ESM tolik paměťově náročné a jsou srovnatelné se standardními stíno-
vými mapami. K uložení nepoužívám texturu typu GL_DEPTH_COMPONENT jako u stínových
map, z důvodu nastavení módu GL_COMPARE_REF_TO_TEXTURE. Proto využívám texturu
squareDepthTexture, která je již vytvořena pro VSM, ale ukládám datové informace jen
do prvního kanálu.
Algoritmus 5.10: Uložení hloubkové informace pro ESM
1 in vec4 lPosition;




6 float depth = lPosition.z / lPosition.w;
7 depth = depth * 0.5 + 0.5;
8
9 storeTexture0 = vec4(depth, 0, 0.0, 1.0);
Protože výpočet ESM není složitý, můžeme dosazovat rovnou do vztahu 4.30. Expo-
nenciální funkce je závislá na volbě parametru c. V praktické implementaci jsem za jeho
hodnotu volil kladné celé číslo, avšak v teoretickém vztahu je uváděn se záporným zna-
ménkem. Podle [2] je optimální hodnota c = 80. Abych se ujistil, zda je toto doporučení
správné, testoval jsem funkci s několika parametry. Čím je tato hodnota menší, tím je stín
nevýraznější a více prosvítá, až nakonec úplně zmizí. Naopak pokud se bude zvyšovat, od
jisté hranice již nelze pozorovat žádnou změnu. Tato mez se opravdu pohybuje kolem kon-
stanty 80. Ostatní parametry funkce jsou pevně dané. Exponenciální funkce může vracet
hodnoty větší než 1. Z toho důvodu je vhodné výsledek upravit pomocí funkce saturate,
která takové připady ošetří.
Algoritmus 5.11: Ukázka výpočtu ESM
1 float shadowMapExponential(float distance)
2 {
3 float d = texture2D(squareDepth, shadowMapCoord.xy).r;
4 float z~= distance;
5 float c = 80.0f;
6
7 float shadow = exp(c * (d - z));





12 float saturate(float x)
13 {
14 return (x < 0.0) ? 0.0 : (x > 1.0) ? 1.0 : x;
15 }
5.7 Bilaterální filter
Pro bilaterální filtr jsem se rozhodl proto, že jsem se s ním již setkal v rámci školních
projektů. Připadl mi jako zajímavá alternativa dnes používaných technik. Jeho použitím
jsem nefiltroval uloženou stínovou mapu, ale zvolil jsem, podobně jako u PCF, filtraci až
výsledné hodnoty stínu. Myšlenku filtrovat v prostorové oblasti a zohlednit i podobnost
bodů jsem však zachoval.
Potřebná data pro bilaterální filtr vychází ze standardních stínových map, tedy textura
s hloubkovou informací. Navíc jsem si vytvořil dvě pole. První obsahuje hodnoty odpo-
vídající normálnímu (Gaussovu) rozložení s velikostí jádra 5. To potřebujeme k filtraci
v prostorové oblasti. Druhé pole reprezentuje podobnost dvou fragmentů. Jeho velikost je
rovna počtu všech možných hodnot, které může stín nabývat. Jelikož v mém případě to
jsou jen nuly a jedničky, toto pole se velmi zjednodušuje. Pokud jsou porovnávány dvě
stejné hodnoty, vrací se 1, pro různé je to 0.8. Tvorba těchto polí probíhá již při inicializaci
programu a jsou do shaderů předávány jako uniformní proměnné.
Algoritmus 5.12: Inicializace pole s normálním rozložením.
1 InitBilateralArrays()
2 {
3 int a = 0;
4 for (int i = -kernelSize; i < kernelSize+1; i++)
5 {
6 for (int j = -kernelSize; j < kernelSize+1; j++)
7 {




12 similarityArray[0] = 1.0;
13 similarityArray[1] = 0.8;
14 }
Bilaterální filtr pracuje ve fragment shaderu. Nejprve je zjištěna hodnota osvětlení frag-
mentu. Nula představuje tmu a jednička světlo. Podobně jako u PCF se prochází okolí
daného fragmentu a počítá, jakou váhou sousedé přispívají. Váha je definována součinem
prostorového a podobnostního koeficientu. Jednotlivé sousední fragmenty jsou pronásobeny
svojí váhou a započítány do sumy sumValues. Dále se zaznamenává celková suma všech
vypočtených vah sumWeight. Návratovou hodnotu poté určíme jako podíl sumValues a
sumWeight.
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Algoritmus 5.13: Výpočet hodnoty stínu bilaterálním filtrem
1 float shadowBilateral(int kernelOffset)
2 {
3 float weight = 0;
4 float sumWeight = 0;
5 float sumValues = 0;
6
7 float value = getShadowValue(shadowMap, shadowMapCoord, vec2(0, 0));
8 float valueKernel;
9 for (int y = -kernelOffset; y <= kernelOffset; y++)
10 {
11 for (int x = -kernelOffset; x <= kernelOffset; x++)
12 {
13 valueKernel = getShadowValue(shadowMap, shadowMapCoord, vec2(x, y));
14 int similarityIndex = int(abs(value-valueKernel));
15 weight = spaceArray[(y+kernelOffset) * (kernelOffset*2 +1) + (x+kernelOffset
)] * similarityArray[similarityIndex];
16 sumWeight += weight;
17 sumValues += weight * valueKernel;
18 }
19 }
20 return sumValues / sumWeight;
21 }
5.8 Rozmazání stínové mapy
Rozmazání neboli blur je technika, kdy za použití Gaussova filtru pro daný bod zohledníme
jeho okolí. Bližší body mají větší váhu než body vzdálenější. Touto technikou dosáhneme
rozmazání hloubkové informace a díky tomu umocňujeme efekt implementovaných metod.
Tento postup jsem použil u VSM a ESM.
Obrázek 5.6: Detail uložené
textury VSM
Obrázek 5.7: Detail textury
VSM s použitím rozmazání
Funkce BlurShadowMap je volána mezi prvním a druhým průchodem stínových map.
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Z prvního průchodu máme uloženou texturu, která je vstupem funkce. Algoritmus probíhá
ve dvou částech. Nejprve texturu rozmažeme v horizontálním směru a pak ve vertikálním.
Pro tyto účely se používá další FBO blurFbo s připojenou texturou blurTexture. Původní
FBO k tomuto nestačí, protože nemůžeme zároveň číst a zapisovat data. Na obrázku 5.6 a
5.7 můžeme detailně vidět rozmazání textury.
V první části aktivujeme blurFbo a budeme tedy zapisovat do textury blurTexture.
Nastavíme potřebné proměnné shaderu a připojíme texturu, kterou chceme rozmazat. Pro
práci s texturou a přistup k jejím datům, je vytvořen čtverec, na který je namapována.
Tento čtverec má velikost vykresleného okna, tedy body od -1 do 1. K němu jsou připo-
jeny koordináty pro texturování v obvyklém tvaru od 0 do 1. Po skončení této části jsou
v blurTexture uložena horizontálně rozmazaná data. Ty poslouží jako vstup do druhé
části. Připojíme původní FBO, tím se nám výsledná data zapíšou do původní vstupní tex-
tury. Opět necháme vykreslit čtverec. Zajímavé je, že nám stačí na oba průchody ten samý
shader, jen musíme pomocí proměnné rozlišit horizontální a vertikální směr.
Ve vertex shaderu se nechají projít pozice a texturovací souřadnice. Fragment shader
obsahuje samotné filtrování. Je nutné si vytvořit pole, ve kterém jsou koeficienty Gaussova
filtru. Filtr je velikosti 7x1, to znamená, že bereme v úvahu okolí jen v horizontálním a
vertikálním směru. Proměnná scale v sobě ukrývá nejen převodní koeficient do souřadnic
textury, ale také v jakém směru dochází k rozmazání. Výpočet probíhá v cyklu, kdy se
přičítá od každého souseda v okolí, jakou vahou přispěje.
Algoritmus 5.14: Rozmazání textury Gaussovým filtrem 7x1
1 uniform vec2 scale;
2 uniform sampler2D blurTexture;
3 in vec2 fragTexCoord;
4 out vec4 gl_FragColor;
5




10 vec2( 0.0, 0.3125),
11 vec2( 1.0, 0.234375),
12 vec2( 2.0, 0.09375),





18 vec4 color = vec4(0.0);
19
20 for(int i = 0; i < 7; i++ )
21 {
22 color += texture2D(blurTexture, fragTexCoord.xy+vec2(gaussFilter[i].x*scale.x,
gaussFilter[i].x*scale.y))*gaussFilter[i].y;
23 }
24 gl_FragColor = color;
25 }
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5.9 Použité 3D modely
Pro vytvoření demonstrační aplikace, která názorně ukazuje výsledky implementovaných
metod, je důležitá i volba modelů. Ty by měly mít členitý povrch, záhyby a celkově by
neměly být příliš jednoduché. Například na geometrických tělesech, jako kostka nebo koule,
by výsledky tolik nevynikly. Z tohoto důvodu jsem se rozhodl použít modely ze Stanfordské
databáze.
Scéna se skládá z podložky, na které jsou umístěny modely asijského a čínského draka.
Okolí je lemováno dvěma řadami sloupů. Modely draků jsem stáhl ze Stanfordské databáze,
ale bylo je třeba ještě upravit. Jejich velikost byla příliš velká. K úpravám jsem použil
modelovací program Blender. Ten podporuje import formátu ply. Modely jsem pomocí
decimace trojúhelníků zmenšil na požadovanou velikost. Dále jsem využil funkce Blenderu
k výpočtu normál a texturovacích souřadnic. Pomocí skriptů jsem si nechal exportovat
přímo hlavičkový soubor se všemi požadovanými hodnotami. Ten se dá již přímo načítat
v programu.
Model sloupu jsem si vytvořil v Blenderu sám pomocí jednoduchých transformací a
techniky extrude. Opět jsem využil možnosti exportu všech potřebných entit do hlavičkového
souboru. Ve scéně je tento model vykreslen vícekrát.
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Kapitola 6
Vyhodnocení a srovnání metod
V této kapitole jsou popsány dosažené výsledky práce. Hodnotím v ní, které metody se
podařilo implementovat s dobrými výsledky. Zároveň bych chtěl porovnat vybrané tech-
niky. Srovnání jsem provedl ve dvou směrech, a to co se týče vizuální kvality a výpočetní
náročnosti. Kvalita stínů je určována na základě detailního pohledu a možnosti přepínání
mezi jednotlivými metodami. Výpočetní náročnost jsem měřil pomocí FPS (počet snímků
za sekundu).
6.1 Vizuální kvalita stínů
Při porovnávání metod jsem postupoval tak, že jsem si určil detailní záběr stínu, který
jsem zkoumal. Poté jsem přepínal mezi jednotlivými metodami a sledoval vzniklé rozdíly.
Techniky jsem porovnával především se standardními stínovými mapami, abych zjistil, jaké
zlepšení přináší. Následně došlo i na srovnání mezi metodami a určení, která z nich vykazuje
nejlepší kvalitu stínů.
PCF
Na obrazcích můžeme vidět rozdíly při použití PCF. Hrany jsou rozmazány váženým prů-
měrem z okolí. Podle volby velikosti regionu můžeme dosáhnout zvýšení kvality stínu, avšak
zároveň stoupá výpočetní náročnost.
Obrázek 6.1: Detail stínu
standardních stínových map
Obrázek 6.2: Detail PCF s ve-
likostí jádra 3x3
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PCF závisí na velikost okolí, z kterého se vážený průměr počítá. Následující snímky
názorně ukazují závislost volby regionu na kvalitě stínu.
Obrázek 6.3: PCF s velikostí
jádra 3x3
Obrázek 6.4: PCF s velikostí
jádra 7x7
Obrázek 6.5: PCF s velikostí
jádra 15x15
Metodu PCF se po nastudování podařilo implementovat s uspokojivými výsledky. Její
implementace a teorie nejsou nijak zvláště složité a jsou vhodné i pro méně zkušené pro-
gramátory. Pro praktické využití se tato technika hodí v případě, pokud zvolíme rozumě
velké okolí.
VSM
VSM již dosahují pozorovatelně lepších výsledků než PCF. Stíny jsou hladké a jemné.
Nedochází k tak velkému kostičkování okraje stínu. Implementace se podařila a metodu
bych zhodnotil jako vhodnou pro praktické využití.
Co se týče teorie, jsou VSM mírně složitější. Praktická tvorba samotného algoritmu
není tolik složitá. Více času zabere programátorovi propojení OpenGL se shadery, co se
týče nastavení textur a proměnných. Tato metoda je hojně využívána a jsou k ní dostupné
mnohé materiály a návody. Samotný shader není nijak originální z toho důvodu, že na tak
krátkém úseku kódu se opravdu nic jiného vymyslet nedá. Má práce však v tomto směru
přínáší implementaci podle novějších technik, aktuální verze shaderu a za spojení OpenGL
s SDL (namísto staršího GLUT).
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Obrázek 6.6: Detail stínu
standardních stínových map
Obrázek 6.7: Detail VSM
CSM
CSM vycházejí se složitějšího matematického základu. V rámci mé práce patří k těm nej-
těžším, které jsem si vybral.
S praktickou implementací nejsem velmi spokojen, protože jsem narazil na několik pro-
blémů, které znemožnily dosáhnout uspokojivých výsledků. Na první překážku jsem narazil
již při ukládání textur s bázovými funkcemi. Nastavení ořezávání ploch a ořezové roviny
mi ovlivňovalo data v texturách. Poté, co jsem algoritmus naimplementoval podle [1] do-
sazením do příslušných vzorců, stíny vykazovaly nežádoucí efekty v podobě ztmavení celé
scény. To jsem se snažil eliminovat použitím funkce clamp a experimentováním s paramat-
rem ALPHA. Když jsem dosáhl zesvětlení scény, objevil se požadovaný stín, avšak s několika
nedostatky. Pod modely stín nelogicky prosvítá a výsledná filtrace také nedosahuje poža-
dovaného efektu.
Celkově bych v této metodě neviděl velký přínos. Je zapotřebí použít více textur. Její
implementace není úplně jednoznačná a oproti ostatním přístupům nepochybně složitější.
Obrázek 6.8: Detail stínu
standardních stínových map
Obrázek 6.9: Detail CSM
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ESM
Mají stejný základ jako CSM, ale jako aproximace je zvolena exponenciální funkce. To je
dle mého názoru jednoduší řešení a implementace je velice prostá.
Výsledné stíny působí podobně jako u VSM. Přechod mezi zastíněnou a osvětlenou částí
má jemnější průběh. Tato metoda se mi zamlouvala asi nejvíce. Její teorie je sice trošku
složitější, zato implementace je opravdu snadná. Stačí ukládat pouze hloubkovou informaci
a mírně pozměnit původní stínové mapy. Při výběru pro praktické použití bych ji určitě
vybral.
Obrázek 6.10: Detail stínu
standardních stínových map
Obrázek 6.11: Detail ESM
Bilaterální filter
Tento přístup jsem z větší části zvolil jako experimentální a testovací. Bilaterální filtr jsem
zjednodušil na použití výsledných hodnot stínu. Pro velikost okolí 5x5 vytváří poměrně
dobrý efekt měkkého stínu. Jeho nevýhodou jsou však větší nároky na výpočetní výkon.
Pro reálné nasazení bych ho nejspíše nevybral, ale působí jako zajímavá alternativa.
Obrázek 6.12: Detail stínu
standardních stínových map
Obrázek 6.13: Detail bilaterál-
ního filtru
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6.2 Srovnání výpočetní náročnosti
Pro porovnání metod z výkonostního hlediska jsem se rozhodl použít počet snímků za
sekundu (FPS). Spustil jsem scénu s klasickými stínovými mapami. Pak jsem přepínal mezi
jednotlivými technikami a pozoroval změnu FPS.
Toto měření je závislé na konfiguraci počítače, co se týče hodnot FPS. Pokud bude
aplikace spuštěna na výkonnějším stroji, bude FPS samozřejmě vyšší. Relevantní informací










Tabulka 6.1: Srovnání jednotlivých metod podle FPS
Konfigurace testovacího počítače:
• Intel Core i3 M370, 2,40 GHz
• RAM 4GB DDR3, Frekvence paměti 1066 MHz
• NVIDIA GeForce GT 420M, 96@500MHz




V rámci této práce byly nastudovány základní metody pro vytváření stínů ve scéně. Získal
jsem přehled technik, které se ve dnešní době využívají. V mé diplomové práci jsem se
zaměřil na principy stínových map. Hlavním účelem bylo určit nedostatky této metody a
jejich odstranění. Největším problémem stínových map je aliasing.
Podařilo se mi celkově nastudovat a implementovat pět metod. Využil jsem při tom
originální odborné články i dnešní dostupné návody. PCFr bych zařadil mezi jednodušší
algoritmy a jeho analýza nebyla tolik náročná. I přes svoji jednoduchost však dosahuje
zajímavých výsledků a je možno jej prakticky využít. V demonstrační aplikaci je názorná
ukázka několika verzí PCF, co se týče velikosti okolí. U VSM jsem se setkal s rozsáhlejším
matematickým rozborem než v předchozí technice. To má za následek kvalitnější stíny při
zachování rozumné náročnosti na výpočet. Při hierarchickém zobrazení stínů může u této
metody docházet k prosvítání ploch. To je známý problém VSM, který lze ale prostými úpra-
vami eliminovat. Tento přístup je mezi programátory velmi oblíben a rozšířen. Podklady
pro jeho nastudování a následnou implementaci jsou dostupné ve velké míře. CSM patří do
skupiny technik, které se zaměřují na analýzu funkce testu hloubky. Snaží se o vhodnou
aproximaci, a tím linearizovat problematiku. Za použití Fourierovy řady a konvoluce vy-
tváří algoritmus pro výpočet osvětlení daného fragmentu. Nevýhodou CSM mohou být větší
paměťové nároky v podobě textur s bázovými funkcemi a náročnost teorie, která může od-
radit programátory při výběru metody. I přes rozsáhlé experimentování se mi tato metoda
nepodařila implementovat tak, abych dosáhl relevantní výsledek. ESM jsou základní teorií
podobné CSM. Rozdíly nastávají ve volbě aproximace, která je reprezentována exponenci-
ální funkcí. Teorie je tedy trošku složitější, ale samotná implementace je opravdu snadná.
Technika není nijak zvláště náročná na paměť a je srovnatelná s klasickými stínovými ma-
pami. Netrpí artefakty, které mohou na stínech vzniknout. V celkovém hodnocení se mi tato
metoda jevila jako nejlepší možná volba v rámci mé práce a doporučil bych ji pro praktické
využití. Posledním algoritmem je bilaterální filter. Chtěl jsem využít již dřívější zkušenosti
s touto metodou a zkusit ji otestovat na filtraci stínů. Zprvu jsem jeho implementaci bral
na experimentální úrovni. Ukázalo se však, že dosahuje poměrně zajímavých výsledků, ale
za cenu nároků na výkon.
Neméně důležitou částí mé práce je vzorová aplikace, která demonstruje implemento-
vané algoritmy. Program je vytvořen v OpenGL s SDL za použití shaderů. Má jednoduché
ovládání, aby uživatel mohl pohybovat s kamerou scény a přepínat mezi jednotlivými me-
todami za běhu aplikace. 3D scénu jsem navrhoval tak, abych zohlednil vlastnosti stínových
map a co nejvíce vynikl jejich hlavní nedostatek - alias. Použil jsem modely dvou draků
ze Stanfordské databáze. Jejich povrch je nepravidelný a členitý, čímž jsou právě vhodné
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pro účely mé práce. Pozadí scény dokreslují dvě řady sloupů, které vychází z mého vlast-
ního modelu vytvořeného v Blenderu. Tento program mi celkově velmi pomohl při úpravě
modelů. Vyzdvihl bych především počítání normál a generování texturovacích souřadnic.
S dosaženými výsledky mé práce jsem v celku spokojen. Podařilo se mi splnit stano-
vený plán. Ten spočíval v prostudování několika metod pro potlačení vzniku aliasu. Tyto
vybrané techniky jsem následně implementoval v podobě shaderů pro OpenGL. Celkem se
jedná o pět algoritmů. Čtyři byly realizovány s uspokojivými výsledky, pouze v případě CSM
nastaly komplikace, které jsem popsal v kapitole s vyhodnocením. V zadání bylo také sta-
noveno vytvořit vzorovou aplikaci pro demonstrování implementovaných metod. Program
se podařilo udělat tak, jak jsem si jej na začátku práce navrhl. Z vhodných modelů vytvořit
zajímavou 3D scénu s možností přepínání mezi jednotlivými technikami přímo v aplikaci.
Možností pokračování se naskýtá hned několik. Nejprve bych se zaměřil na opravu CSM,
které nejsou plně funkční. V tomto ohledu je nutné prostudování dalších implementačních
detailů, které moji verzi realizace dělí od úspěchu. Po dokončení těchto úprav, by se mohla
má práce zabývat ještě nějakými dalšími metodami, aby výsledné porovnání bylo více re-
levantní a objektivní. Jedná se o přístupy s proměnnou velikostí polostínu. Pro mě nejzají-
mavější variantou pokračování by byla orientace na praktické využití. Zjistit, které metody
se dnes používájí například v počítačových hrách, nebo jakým způsobem se realizují opti-
malizace rychlosti. V tomto směru bych si dokázal představit spolupráci s herním studiem,
kde bych mohl v praxi vidět a naučit se trendy zobrazování stínů.
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• n - zobrazit normální stín, shadow map
• p - zobrazit PCF
• o - změna velikosti okolí PCF
• v - zobrazit VSM
• c - zobrazit CSM
• e - zobrazit ESM
• b - zobrazit bilaterální filter
• r - rotace kamery
• myš - ovládání kamery scény, rotace, přiblížení
• ESC - konec aplikace
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