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? Supresió intencionada (u ocultació) d’alguns detalls d’un procés o 
artefacte, amb fi de destacar amb més claredat altres aspectes, detalls o 
estructures. 
? Tècnica per a crear, comprendre o utilitzar sistemes complexos. 
? Per cada nivell certa informació es mostra i certa informació s’omiteix. No hi ha 
forma de representar tots els detalss quan un artefacte es mostra a un nivell
major d’abstracció. Inclós si tots els detalls pogueren ser descrits, ningú podria
asimil·lar o processar tanta informació. (Regla cognitiva 5+-2). 
? Exemple: Escales en mapes d’informació geogràfica.
? Mitjançant l’abstracció estem creant MODELS de la realitat
? S’aplica a tots els àmbits, no només a la Informàtica
El progrés de l’abstracció 
Definició
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El progrés de l’abstracció 
Principals paradigmes
? Els llenguatges de Programació proporcionen mecanismes per implementar 
una filosofia o paradigma de programació.
? PARADIGMA: forma d’entendre i representar la realitat. Conjunt de teories, 
estandards y mètodes que, juntament, representen una manera 
d’organitzar el pensament, es a dir, la manera de ‘vore’ el món.
? Cada nou paradigma respon a una necessitat real de noves formes 
d’afrontar problemes. 
? Principals paradigmes
? Paradigma Funcional: llenguatge descriu processos





? Paradigma Orientat a Objectes
? Smalltalk
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El progrés de l’abstracció 
L.P. i nivells d’abstracció
? Els LP proporcionen abstraccions
? La complexitat dels problemes que podem resoldre està directament
relacionada amb el tipus (què estem abstraent) i la qualitat de 
l’abstracció. 
LOO Híbrids (Multiparadigma)
C++, Object Pascal, Java,…
Espai del problema
Llenguatges Orientats al 
Objecte
Espai de la solució
Llenguatges Ensamblador 








El progrés de l’abstracció 
L.P. i mecanismes d’abstracció
? Els nivells d’abstracció oferits pels LP des dels quals podem abordar 






? Tipus abstractes de dades
? Objectes
? TAD + pas misj + herència + polimorfisme
? Altra classificació, definida per Meyer, divideix els llenguatges en tres 
categories:
? Funcionals: unidat de descomposició és la rutina, una abstracció funcional que 
captura un pas de procesament.
? D’encapsulació: (basats en objectes): proporcionen una forma d’agrupar un 
conjunt de rutines i declaracions de dades en una unitat sintàctica, anomenada
mòdul o paquet; normalment, cada unitat pot compilar-se separadament. Suporten 
mecanisme d’abstracció de dades pero no suporten classes,herència, polimorfisme
ni lligadura dinàmica. 





El progrés de l’abstracció 
L.P. i mecanismes d’abstracció
? Este aument del nivell d’abstracció incideix en quatre aspectes
(Meyer):
? Métode d’estructuració: 
? descomposició i reutilització del software. Els sistemes software apliquen certes
accions a objectes de determinats tipus; per obtindre sistemes flexibles i 
reutilitzables és millor fonamentar la seua estructura en els tipus d’objectes que 
fonamentar-se en les accions. 
? Disciplina de fiabilitat
? Tractar al sistema com un conjunt de components que col·laboren de la 
mateixa forma en què ho fan els negocis que tenen èxit: respectant uns
contractes que defineixen explícitament las obligacions i beneficis que 
incumbeixen a cadascuna de les parts.
? Principi epistemològic
? com deberien descriure-se les classes. Teoria dels tipus abstractes de dades.
? Tècnica de classificació
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El procés de l’abstracció 
L.P. i mecanismes d’abstracció
? Quan apliquem el concepte d’abstracció a la Informàtica, parlem d’
OCULTACIÓ D’INFORMACIÓ,  entesa com la omisió intencionada de 
detalls d’implementació darrere d’una interfície simple
? No únicament els objectes apliquen este principi, sinó pràcticament totes les 
abstraccions de llenguatges de programació. 
? Quan a més existeix una divisió estricta entre la vista interna d’un component
i la seua vista externa parlem d’ENCAPSULACIÓ. Un component en POO 
encapsula el comportament, mostrant només com eixe component pot ser 
utilitzat però no les accions detallades que realitza per executar l’acció
sol·licitada. Este principi afavoreix la intercanviabilitat.
? Estes dos vistes són:
? INTERFÍCIE: QUÈ
? IMPLEMENTACIÓ: COM
? Estos conceptes són fonamentals quan pensem en grans sistemes software 
(programming in the large), on el principal problema és la comunicació necesària
entre els components de l’equip de treball i la interconexió dels artefactes
resultants del treball de cadascun d’aquestos components.
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El progrés de l’abstracció 
Llenguatge i pensament
? El llenguatge utilitzat (en el nostre cas, el paradigma) afecta la manera 
en la que veem el món. 
? Exemple: cerca en una cadena de ADN de dimensió n (ordre de 
desenes de miler) de repeticions de secuències de dimensió m
? Solució FORTRAN. 
? Dos bucles anidats per recòrrer la cadena
? Complexitat O (M*N2): n dies per trobar solució
? Solució APL (operacions primitives amb matrius). Una matriu de dimensió
M*N. Reordrene files. Porcions de cadenes iguals queden adjacents. 
x1 x2 ... Xm
x2 x3 ... Xm+1
.
.
xn-(m-1) ... Xn-1 xn
? Complexitat O (M*N log N): n minuts per trobar solució
? El llenguatge de programació en què s’escriu la solució condiciona la 
manera d’abordar el problema per parte del programador. 
octubre 07 9
El progrés de l’abstracció 
El paradigma OO
? Mètode d’implementació en què els programes s’organitzen com a 
coleccions cooperatives d’objectes, cadascun representen una 
instància d’alguna classe, i les seues classes són totes membres d’una
jerarquia de classes unides mitjançant relacions d’herència. (Grady
Booch)
? Canvia…
? La forma d’organització del programa:
? En classes (dades+operacions sobre dades). 
? Qui es l’encarregat de treballar amb la informació
? Les funcions membre de les classes: utilitza objectes, no algoritmes, com blocs
de construcció lògics
? El concepte d’execució de programa
? Pas de missatges
? Si no hi ha herència, no és OO, és programació basada en TAD o 
basada en objectes.
? No només s’ha d’utilitzar un llenguatge OO per programar orientat a 
objectes. Per això s’ha de seguir un paradigma de programació OO, 
que és el que estudiarem en la part de teoria d’esta assignatura.
octubre 07 10
El progrés de l’abstracció 
El paradigma OO
? Modifica el concepte de dades, que pasen de ser una cosa 
passiva a comportar-se de manera activa
? Deixem de tractar cada peça de dada com una caixa en què es pot
obrir la seua tapa i llançar coses dins
? Comencem a tractar cada peça de dada com una màquina
funcional tancada amb uns pocs interruptors i dials ben definits.
? Afavorir la claredat i l’estructuració: facil·litar l’auto-
documentació de programes. 
? Els mecanismes d’encapsulació (i altres tècniques e.x. asercions) 
per a separació estricta entre interfície i implementació facil·lita la 
comprensió del programa i permet la generació automàtica de 
mòduls de documentació.
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El progrés de l’abstracció 
¿Per què la POO és tan popular?
? POO s’ha convertit durant les passades dues dècades en el 
paradigma de programació dominant, i en una ferramenta per
resoldre l’anomenada crisi del software 
? Motius
? POO s’escala molt bé, des del problema més trivial fins la tasca 
més complexa. 
? POO proporciona un model d’abstracció que raona amb tècniques
que la gent utilitza per resoldre problemes a les seues vides 
(metàfores)
? És més fàcil ensenyar Smalltalk a xiquets que a programadors (Kay 77)
? Per la majoria de POO hi ha un nombre creixent de llibreries que 
asisteixen en el desenvolupament d’aplicacions per molts dominis. 
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El progrés de l’abstracció 
POO, una nova manera de vore el món
? Suposem que  LLuis vol enviar flors a Alba, que viu en un altra ciutat. 
? Lluis va a la floristeria més propera, regentada per un florista anomenat Pedro. 
? Lluis li diu a Pedro què tipus de flors enviar a Alba i la direcció de recepció. 
? El mecanisme utilitzado per resoldre el problema és trobar un agent apropiat
(Pedro) i enviar-li un missatje amb la petició (envia flors a Alba). És la 
responsabilitat de Pedro satisfer eixa petició. Per això, és possible que Pedro 
dispose d’algun mètode (algoritme o conjunt d’operacions) per realitzar la tasca. 
Lluis no necessita (ni l’interessa) conéixer el métode particular que Pedro utilitzará
per satisfer la petició: eixa informació sol estar OCULTA. No res menys Pedro, 
internament, pot haber utilitzat un mecanisme distint: enviar un missatge
lleugerament diferent a un florista a la ciutat d’Alba. Potser este florista tinga algun
subordinat que realitce l’encàrrec, al qual el florista envia les flors mitjançant un 
nou missatge. Abans, probablement haja obtengut les flors d’un viver, que al 
mateix temps té relació amb els criadors de flors de la zona, cadascun ha de tindre
un equip de jardiners.  
? Així, la solució del problema ha necessitat l’ajuda de molts individus per la 
seua solució.
? La definició de problemes en termes de responsabilitats incrementa el nivell
d’abstracció i permet una major independència entre objectes.  
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El progrés de l’abstracció 
POO, una nova manera de vore el món
Món estructurat en:
? Agents i comunitats
? Missatges i mètodes
? Responsabilitats
? Classes i instàncies
? Jerarquies de classes
? Enllaçat de mètodes i sobreescriptura
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El progrés de l’abstracció 
POO, una nova manera de vore el món
? Agents i comunitats
? Un programa OO s’estructura com una comunitat d’agents que 
interaccionen (OBJECTES). Cada objecte juga un rol en la solució del 
problema. Cada objecte proporciona un servici o realitza una acció que 
es posteriorment utilitzada per altres membres de la comunitat. 
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El progrés de l’abstracció 
POO, una nova manera de vore el món
? Missatges i mètodes
? Pas de missatges: procés dinàmic de sol·licitud a un objecte per què realitze una 
determinada acció
? Cada mètode d’un objecte s’executa en un instant definit: quan un objecte envia
un missatge a un altre objecte (agent), responsable de realitzar eixa acció, 
demanant que la realitze.
? Eixe missatge pot anar juntament amb qualsevol informació adicional (paràmetres) 
necessària per realitzar la petició. En resposta a eixe missatge, el receptor, si l’accepta, 
aceceptarà la responsabilitat de realitzar l’acció indicada, i realitzarà algun mètode (que 
puga al mateix temps suposar l’enviament de nous missatges) per satisfer la petició. 
? Els mètodos que accedeixen a les dades i altres mètodes només poden ser invocats
mitjançant este pas de missatges
? Parts d’un missatge: receptor.selector(arguments) 
? E.x. aGame.displayCard(aCard, 42,47)
? A la majoria dels LP (e.x. C++, Java, C#) el receptor no apareix a la llista de 
paràmetres (està implícit).  Python, CLOS, Oberon son ex. del contrari.
? Per accedir a ell de manera explícita s’ha d’utilitzar una pseudo-variable (variable que 
no necessita ser declarada i de la qual no es pot canviar el seu valor).
? En C++ i Java és this, en Eiffel és Current i en Smalltalk, Objective-C, object
Pascal, Rubi i molts altres és self. 
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El progrés de l’abstracció 
POO, una nova manera de vore el món
? Missatges i mètodes
? En esta forma d’enviar missatges trobem dos principis:
? Principi d’ocultació d’informació: client no sap com es realitza la petició
? Principi de reutilització: enviar un missatge vol dir confiar en què altre ja sap
com realitzar alguna cosa, en lloc d’intentar realitzar-ho nosaltres des de 0. 
? Un missatge es diferencia d’un procediment/crida a una funció en:
? En un missatge el receptor és conegut, mentres que en una crida a 
procediment no existeix receptor. 
? Per tant un procediment té 0 o més arguments, i un missatge té 1 o 
més arguments, bé siga explícit (CLOS Python) o implícit (Java, C++)
? La interpretació d’un mateix missatge pot variar en funció del receptor del 
missatge. A més a més, moltes vegades este receptor no es coneix fins el 
moment de la invocació (en temps d’execució), mentres que en una crida a 
funció l’enllaç crida-codi es produeix sempre en temps de compilació. 
? Per tant un nomb de procediment/funció s’identifica 1:1 amb el codi a 
executar, mentres que un missatge no.
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El progrés de l’abstracció 
POO, una nova manera de vore el món
? Responsabilitats
? El comportament de cada objecte es descriu en termes de 
responsabilitats -> increment del nivell d’abstracció
? Major independència entre els objectes, bàsic per a la solució de problemes
més complexos
? Protocol: Conjunt de responsabilitats d’un objecte
? POO vs Programació tradicional
? Un programa tradicional opera SOBRE estructures de dades. 
? Un programa OO sol·licita a les estructures de dades (objectes) que 
realitzen un servei. 
No preguntes el que pots fer a les teues estructures de dades
Pregunta el que les teues estructures de dates poden fer per tu
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El progrés de l’abstracció 
POO, una nova manera de vore el món
? Classes i Instàncies
? Els objectes es poden agrupar en categories (classes).
? Encara que Lluis només a tractat amb Pere dues vegades, pel fet de ser Pere florista, 
Lluis pot assumir unes quantes coses d’ell. 
? Així, un objete és una instància d’una classe. El mètode cridat per un objecte en 
resposta a un missatge és determinat per la classe del receptor. Tots els objectes d’una
classe determinada utilitzen el mateix mètode en resposta a missatges similars.
? Jerarquies de classes: generalització (herència)
? A la vida real, el coneixement s’organitza en termes de jerarquies. Este principi
pel què el coneixement d’una categoria més general és aplicable a una categoria
més específica s’anomena generalització, i la seua implementació en POO 
s’anomena herència. 
? Lluis sap molt de Pere no perquè Pere siga florista, si no perquè, ex. Lluis té un negoci. 
Tot el coneixement que Lluis té sobre els seus dependents pot extrapolar-lo a Pere, i 
suposar que serà cert. 
? A més, els dependents normalment són humans, i per tant, Lluis pot suposar que Pere
pot parlar. 
? Els humas són mamífers, i per tant, lluis pot suposar que Pere respira oxígen…
? Les classes poden estar organitzades en una estrutra jeràrquica d’herència. Una 
classe filla (o subclasse) heretará atributs d’una classe pare més alta en la 
jerarquia (més general). Una classe pare abstracta és una classe on no hi ha 
instàncies (objectes) directes, si no que només s’usa per crear subclasses. 
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El progrés de l’abstracció 
POO, una nova manera de vore el món
? Enllaçat de mètodes i sobreescriptura
? La recerca d’un mètode al què invocar en resposta a un missatge
determinat, comença amb la classe del receptor. Si no el troba, 
continua cercant cap amunt per la línia d’ancestres. 
? Si mètodes amb el mateix nomb poden ser trobats més amunt en la 
jerarquia de classes, el mètode executat es diu que sobreescriu el 
comportament heretat.
? Forma de tractar excepcions de comportament: encara que una classe siga 
descendent d’un altra, pot presentar alguna excepció. (ex. Els pingüins
posen ous encara que són mamífers)
? Fins i tot si el compilador no pot determinar què mètode serà invocat en 
temps d’execució, en molts llenguatges OO pot determinar si haurà
algun mètode apropiat i llançar un error en temps de compilació en cas
de ser necessari. 




Característiques Básiques d’un LOO
? Resumint, les característiques bàsiques del paradigma OO (Alan Kay, 
1993) són sis: 
1. Tot és un objecte
2. Tot objecte té un tipus (tot objecte és instància d’una classe). La 
característica més important d’una classe és ‘què missatges puc enviar-li’?
3. Totes les classes d’un tipus particular poden rebre els mateixos 
missatges. 
4. Les classes s’organitzen en una estructura d’arbre d’arrel única, anomenada 
JERARQUIA D’HERÈNCIA. La memòria i el comportament associats amb 
instàncies d’una classe estàn inmediatament disponibles per a qualsevol 
classe associada amb un descendent en esta estructura d’arbre. 
1. Donat que un cercle es una forma, un cercle ha de acceptar sempre tots el 
missatges destinats a una forma. Este principi de sustituibilitat és un dels 
conceptes més poderosos de la POO. 
5. Cada objecte té la seua pròpia meòria configurada a partir d’algres 
objectes. Dit d’un altra forma, els nous tipus d’objecte es fan mitjançant la 
definició de paquets que contenen objectes prèviament existents. Així es 
pot anar augmentant la complexitat d’un programa al mateix temps que 
esta s’oculta darrere de la simplicitat dels objectes. 
6. Un programa és un conjunt d’objectes dient-se què fer mitjançant 
l’enviament de missatges. 
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POO 
Característiques Opcionals d’un LOO (1/3)
? Polimorfisme




? S’han de soportar classes parametritzades (templates en C++) que defineixen tipus
genèrics. 
? Sense restriccions (Tlista[G])
? Amb restriccions (herència) (TListaOrdenada[G->comparable])
? Gestió de Errors
? Facilitat de recuperar-se davant errors inesperats al programa (manejar 
d’exepcions).
? Asercions
? Expresions que especifiquen el que fa el software en lloc de com ho fa
? Precondicions: propietats que han de ser satisfides cada vegada que s’invoca un servei
? Postcondicions: propietats que han de ser satisfides al finalitzar l’execució d’un
determinat servei




Característiques opcionals d’un LOO (2/3)
? Tipat estàtic
? És la imposició d’un tipus a un objecte
? Tot objecte es declare com instància d’una classe. 
? S’assegura en temps de compilació que un objecte entenga els missatges que 
se li envien (existència, disponibilitat).
? Assignació i pas de paràmetres seguint unes regles de compatibilitat (herència)
? Evita errors en temps d’execució
? Arreplegada de fem
? Permet eliminar automàticament la memòria d’aquells objectes que ja no 
s’utilitzen. Fonamentalment detecta quan ja no existeixen referències a un 
objecte determinat, el que indica que s’ha deixat d’utilitzar.
? Concurrència
? És la propietat que distingueix un objecte actiu d’un no actiu. Concurència
permet que diferents objectes actuen al mateix temps, utilitzant diferents
threads o fils de control.
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POO 
Característiques opcionals d’un LOO (3/3)
? Persistència
? És la propietat per què l’existència d’un objecte es manté en el temps (es 
a dir, l’objecte continua existint després que el seu creador deixe d’existir) 
o a l’espai (es a dir, la localització de l’objecte canvia respecte a la direcció
en què va ser creat). 
? Reflexió
? Capacitat d’un programa de manipular l’estat d’altre programa durant la 





Característiques Opcionals d’un LOO: conclusions
? La millor opció és que un llenguatge proporcione el major
nombre possible de les característiques mencionades.
? Orientació a objectes no és una condició booleana: un llenguatge
pot ser ‘més OO’ que un altre. 
? No tot el món necessita totes les propietats al mateix temps
? El criteri de ‘ser més o menys OO’ ha de ser només un dels
factors que guien la recerca d’una solució software. 
? Este criteri ha de prendre’s en conjunció amb altres consideracions
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Història dls L.O.O.: Simula
? 1967. Norwegian Computer Center. Desenvolupament de 
Simula per modelar i simulació de processos industrials i 
científics.
? Les seus característiques permetien l’elaboració de 
prototips i el disseny d’aplicacions
? És el primer a incorporar els conceptes conceptos de 
classe, objecte, encapsulació, herència i 
polimorfisme
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Història dels L.O.O. 
Smalltalk
? Creat per Alan Kay al 1980 en Xerox PARC (Palo Alto 
Research Center) en la seua recerca d’un llenguatge
comprensible per persones sense formació informàtica
? Basat en Simula, considerat llenguatge de 
programació “pur” (Tot és un objecte d’una classe, i 
totes les classes hereden d’una classe base).
? Ènfasi en enllaç dinàmic (sense comprobació de tipus)
? Smalltalk va afermar els conceptes de mètode
(accions realitzades per un objecte) i pas de 
missatges (mitjà per l’activació de mètodes)
? Descrit a la revista Byte en Agost de 1981
octubre 07 27
Història dels L.O.O.: Els 80’
? Primera conferència internacional sobre Llenguatges
de Programació Orientats a Objectes (OOPSLA, 1986)
? En eixe moment ja existeixen dotzenes de llenguatges
O.O. : Eiffel, Actor, Objetive C, Object Pascal ...
? Molts són extensions a llenguatges existents:
? Extensions a Smalltalk: Smalltalk/V
? Extensions OO a llenguatges convencionals:  Objetive C, 
C++, Java
? Extensions a Pascal: Object Pascal, Delphi
? Extensions a LISP: CLOS
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Història dls L.O.O.: Eiffel
? Basat en Simula, també és considerat llenguatge de 
programació “pur” (Tot és un objecte d’una classe, i 
totes les classes hereden d’una classe base).
? Llenguatge fortament tipat
? Afegeix construccions per la verificació automàtica de 
programes (asercions)
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Història dls L.O.O. 
C++
? Desenvolupat per Bjarne Stroustrup (coneixedor de 
Simula) als laboratoris Bell com una extensió de C. 
? Aproximadament contemporani a Smalltalk. 
? Gran èxit comercial (1986->). Compatibilitat amb C: 
va facilitar l’acceptació dels principis OO per part de 
programadors tradicionals
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Història dls L.O.O.: Actualitat
? A partir dels 90’ proliferen amb gran èxit la tecnologia i 
llenguatges OO.
? Els més implantats a l’actualitat són Smalltalk, C++ i 
Java
? Delphi i Visual Basic són llenguatges OO hibrids molt
utilitzats
? Microsoft llança un llenguatge amb (segons ells) el 
millor de C i JAVA, “o tot el que JAVA va voler ser i no 
fos”, C# (C sharp).
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Metes de la P.O.O. 
Parámetres de Calitat Meyer
? La meta última de l’increment d’abstracció de la 
POO és MILLORAR LA QUALITAT DE LES 
APLICACIONS. Per mesurar la qualitat. Meyer




MetEs de la P.O.O. 
Principals paràmetres Extrínsecs
? Fiabilitat: correcció + robustesa: 
? Correcció: capacitat dels productes software per realitzar amb exactitut
les seues tasques, tal com es defineixen a les especificaciones.
? tipat estàtic, asercions, distribució automàtica de memòria,…
? Robustesa: capacitat dels sistemes software de reaccionar 
apropiadament davant condicions excepcionals.
? Utilització disciplinada de les excepcions
? Si un sistema no fa el que se suposa que ha de fer, de poc serveix la resta.
? La robustesa per altra banda complementa la correcció. La correcció està
relacionada amb el comportament d’un sistema als casos previstos per la seua
especificació. La robustesa caracteritza el que pasa fora de tal especificació.
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Metes de la P.O.O. 
Principals parámetres Intrínsecs
? Modularitat: extensibilitat + reutilització: 
? Extensibilitat: facilitat d’adaptar els productes de software als
canvis d’especificació.
? Simplicitat de diseny
? Descentralizació del diseny: components autocontinguts
? Reutilització: Capacitat dels elements software de servir per la 
construcció de moltes aplicacions diferents. És garantia de 
correcció.
? Els sistemes sw molt sovint segueixen patrons similars
? Produeix aplicacions + fàcils de 
canviar: mantenibilitat
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Metes de la P.O.O. 
Altres paràmetres Intrínsecs/Extrínsecs
? Compatibilitat: facilitat de combinar uns elements de 
software amb altres.
? Interfícies de mòdul i sistema estandaritzats
? Eficiència (performance)
? Components reutilitzables d’alta qualitat: més
eficients al seu treball. Habilitat d’exigir tan poques
característiques com siga possible a aspectes aliens al propi software: 
temps, espai, ample de banda, etc. 
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Metes de la P.O.O. 
Altres paràmetres Intrínsecs/Extrínsecs
? Portabilitat: facilitat de transferir aplicacions a nouns ambients
software i/o hardware.
? Es distingueis entre especificació i implementació.
? Polimorfisme, enllaçat dinàmic permeten sistemes que 
s’adapten a diferents components de la màquina.
? Facilitat d’us: senzillesa amb què persones amb distint coneixement
poden aprendre a utilitzar productes software i aplicar-los per resoldre
problemes.
? Contribució de ferramentes OO a les interfícies d’usuari
? Oportunitat, economia, funcionalitat: producció de sw...
? en menys temps
? amb menor cost (ajustat al pressupost) 
? amb un major rang de possibilitats.
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Metes de la P.O.O. 
Altres paràmetres Intrínsecs/Extrínsecs
? Verificabilitat: facilitat de preparació de procediments de prova
? Integritat: habilitat de protegir els sistemes contra accesos 
desautoritzats
? Mantenibilitat: Reparabilitat+Extensibilitat
? Reparabilitat: facilita la reparació de defectes
? Encapsulació
? Extensibilitat: extensions i adaptacions
? Alguns paràmetres de qualitat poden colisionar amb altres. És
necessari obtindre un equilibri entre estos factors. D’altra banda, hi
ha un que no podem sacrificar: la correcció.
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Conclusions
? El que coneixem per P.O.O no és un conjunt de trets afegits als
llenguatges de programació. Més bé és una nova forma d’organitzar el 
pensament per descompondre problemes i desenvolupar solucions de 
programació. 
? La POO veu un programa com un conjunt d’agents dèbilment acoplats
(objectes). Cada objecte és responsable d’un conjunt de tasques. La 
computació es realitza gràcies a la interacció d’eixos objectes. Per tant, en 
certa manera, programar consisteix en simular un model del univers.
? Un objecte és una encapsulació d’un estat (valors de les dades) i 
comportament (operacions). Així, un objecte és en molts sentits similar a 
un ordinador de propòsit específic. 
? El comportament dls objectes està determinat per la seua classe. Tots
els objectes són instàncies d’alguna classe. Totes les instàncies de la 
mateixa classe es comportaran d’una manera similar (invocaran el mateix
mètode) en resposta a una petició similar. 
? La interpretació d’un missatgee la decideix l’objecte, i pot ser diferent
d’una classe d’objecte a un altra.
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Conclusions
? Les classes poden enllaçar-se unes a altres mitjançant la noció de 
jerarquies d’herència. En estes jerarquies, dades i comportament
associats amb classes més amunt a la jerarquia poden ser accedides i 
utilitzades per classes que descendeixen d’elles. 
? El disseny d’un programa OO és com organitzar una comunitat
d’individus. Cada membre de la comunitat té certes responsabilitats. 
El compliment de les metes de la comunitat com un tot és degut al 
treball de cada membre i de les seues interaccions. 
? Mitjançant la reducció de la interdependència entre components
software, la POO permet el desenvolupament de sistemes sw
reutilitzables. Estos components poden ser creats i provats com
unitats independents, aïllades d’altres porcions de l’aplicació software. 
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Conclusions
? Els components reutilitzables permeten al programador tractar amb problemes a 
un nivell d’abstracció superior. Podem definir i manipular objectes
simplement en termes de missatges que entenguen unes descripcions de les 
tasques que realitzen, ignorant detalls d’implementació. Este principi d’
‘ocultació d’informació’ ajuda en la comprensió i construcció de sistemes
segurs. Tambén afavoreix la mantenibilitat del sistema. 
? S’ha comprobat que a les persones amb certs coneixements sobre computació
les resulta més difícil aprendre els nous conceptes que aporta la P.O.O. que a 
aquells que no saben res, ja que la forma de raonar a l’hora de programar és
una metàfora de la forma de raonar al món real. 
? La P.O.O. está fortament lligada a l’Enginyeria del Software, amb l’objectiu
d’aconseguir aplicacions de major qualitat.
? Al fer ús de P.O.O., no s’obté un codi que siga directament reutilitzable, això
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