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Abstract. In this work, we propose a three dimensional fluid animation model,
based on a lattice cellular automata and simple interpolation methods. The fluid
is rendering by a volume rendering technique, the single scattering method,
available in the PBRT library. The obtained model is used to animated a set
of macroscopic particles following the particle tracing methodology. We also
discuss details of the implementation of the proposed model, and a software
developed for fluid animation that incorporates this model.
Resumo. Neste trabalho, propomos um modelo para animação de fluidos tridi-
mensionais, baseado em um autômato celular do tipo lattice e em métodos sim-
ples de interpolação. O rendering do fluido é executado através de uma técnica
de render volumétrico, o método single scattering, disponı́vel na biblioteca
PBRT. O modelo obtido é utilizado para animar um conjunto de partı́culas
macroscópicas seguindo a metodologia do traçado de partı́culas (particle trac-
ing). Discutimos também detalhes da implementação do modelo proposto, as-
sim como um aplicativo desenvolvido para animação de fluidos que incorpora
este modelo.
1. Introdução
Nas últimas décadas, observou-se um interesse crescente por aplicações de técnicas
de dinâmica de fluidos computacional (DFC) na geração de efeitos visuais para a
indústria cinematográfica e de jogos para computador [Witting 1999, DreamWorks 1998,
Giraldi et al. 2005a].
As pesquisas em animação de fluidos se dividem basicamente em três etapas.
Primeiramente, temos a busca de novos modelos em DFC que sejam mais eficientes do
ponto de vista da computação gráfica. Uma vez resolvidas numericamente as equações de
fluidos, passa-se à fase de rendering, onde técnicas de computação gráfica são aplicadas
sobre os campos gerados, com o objetivo de criar efeitos visuais, tais como transparência
e imagens refletidas na superfı́cie de um lı́quido. Finalmente, as técnicas adotadas devem
ser incorporadas a um software, com interfaces gráficas convenientes, tornando possı́vel
o uso destes recursos por artistas gráficos e animadores (ver [Witting 1999], como exem-
plo). Neste trabalho vamos nos concentrar na etapa de modelagem do fluido e demonstrar
a potencialidade de um aplicativo em desenvolvimento para animação de fluidos 3D.
Os métodos numéricos em DFC, tais como Diferenças Finitas e Elementos Finitos
[Hughes 1987], procuram descrever um sistema contı́nuo através da discretização das
equações que o representam. Uma alternativa ao uso dos Métodos Numéricos é o uso de
Autômatos Celulares [Wolfram 1994, Sarkar 2000, Kari 2005]. Autômatos celulares são
formados por um conjunto de células interconectadas localmente umas as outras. A cada
uma dessas células está associado um estado, o qual é atualizado a cada instante de acordo
com uma regra que considera os estados das células vizinhas.
Enquanto a modelagem tradicional em DFC tenta representar um meio contı́nuo
partindo de variáveis macroscópicas e equações diferenciais parciais, a modelagem
via autômatos celulares segue o caminho inverso, ou seja, a partir da descrição mi-
croscópica baseada em regras simples, procura-se obter o comportamento macroscópico
[Chopard and Droz 2005], sem, no entanto, resolver explicitamente nenhum sistema de
equações diferenciais parciais. O comportamento macroscópico é obtido via simulação
computacional, baseada no conjunto de regras que regem o sistema, e interpolações sim-
ples. Assim, estas simulações são, em geral, eficientes do ponto de vista computacional.
Esta é uma vantagem que pretendemos explorar neste trabalho para a geração de efeitos
visuais envolvendo fluidos 3D.
Dentre a variedades de autômatos do tipo (LGA) optamos pelo modelo FHP pela
sua simplicidade e eficiência computacional [Chopard and Droz 2005, Frisch et al. 1986].
O FHP foi desenvolvido para simular fluidos bidimensionais. Neste trabalho, propo-
mos modelo de simulação de fluidos 3D, baseado no FHP e em métodos sim-
ples de interpolação. O rendering do fluido é executado através de uma técnica
de render volumétrico, o método single scattering, disponı́vel na biblioteca PBRT
(http://www.pbrt.org/). O modelo obtido é utilizado para animar um conjunto de
partı́culas macroscópicas seguindo a metodologia do traçado de partı́culas (particle trac-
ing). Discutimos também detalhes da implementação do modelo proposto, assim como
um aplicativo desenvolvido para animação de fluidos que incorpora este modelo.
O texto está organizado da seguinte forma. Na seção 2 apresentamos uma revisão
das técnicas de animação de fluidos. Na seção 3 descrevemos o FHP e o método de
simulação proposto. Na seção 4 explicamos detalhes de implementação e apresentamos
os resultados obtidos. Na seção 5 apresentamos as conclusões e trabalhos futuros.
2. Trabalhos Relacionados
Nesta seção faremos uma revisão dos métodos para animação computacional de flui-
dos diretamente relacionados ao nosso trabalho. Animação computacional é uma sub-
área da computação gráfica que procura reproduzir a dinâmica dos objetos de uma cena
com o realismo necessário [Kerlow 1996, Taylor 1996, Watt and Watt 1991]. Para isso
ela usa técnicas de rendering, modelagem geométrica e modelagem de sistemas fı́sicos,
dentre outras [Iglesias 2004, Nealen et al. 2005, Deusen et al. 2004]. No caso especı́fico
da animação de fluidos, este processo envolve: modelagem geométrica da cena; modelo
matemático dos fluidos em questão; simulação computacional deste modelo; e rendering.
As técnicas de modelagem geométrica podem envolver modelos poligonais da
fronteira do domı́nio por onde o fluido irá escoar (paredes, objetos rı́gidos, etc), su-
perfı́cies paramétricas e texturas para a representação da superfı́cie visı́vel do fluido e
malhas regulares ou irregulares para discretização do domı́nio e solução numérica das
equações.
Os métodos encontrados na literatura para animação de fluidos via mod-
elos de DFC, são fundamentados nas equações de Navier-Stokes, com técnicas
de discretização baseadas em diferenças finitas implı́citas [Stam 1999] e explı́citas
[Foster and Metaxas 1997], bem como em métodos Lagrangeanos tais como Método das
Caracterı́sticas [Stam 1999], Smoothed Particle Hydrodynamics (SPH) [Liu et al. 2003,
Müller et al. 2003] e Moving-Particle Semi-Implicit (MPS) [Premoze et al. 2003]. Os
campos gerados nas simulações devem receber um tratamento gráfico via métodos de
visualização cientı́fica e computação gráfica, para a geração da seqüencia de imagens.
O trabalho de Foster e Metaxas [Foster and Metaxas 1997] propõe um modelo
para gases aquecidos fundamentado em uma versão simplificada da equação de Navier-
Stokes, resolvida pelo método de diferenças finitas. Este trabalho pode ser considerado o
precursor ao algoritmo de Jos Stam [Stam 1999], o qual propõe uma solução para o custo
computacional elevado do método de Foster e Metaxas para malhas com alta resolução
e/ou velocidades altas. O método de Foster e Metaxas foi também o precursor do trabalho
de Patrick Witting [Witting 1999], o qual considera um modelo matemático para fluidos
(gases) bem mais completo que os dois anteriores. Neste caso, o fluido (gás) é tratado
como compressı́vel e o modelo matemático envolve também equações termodinâmicas.
Este método usa diferenças finitas no espaço e Runge-Kutta para interação no tempo.
No trabalho [Müller et al. 2003], encontramos resolução das equações de Navier-
Stokes via SPH. Uma vantagem deste método com relação aos anteriores é sua in-
dependência de malhas previamente definidas. Mais recentemente, demonstramos as
vantagens de modelos do tipo LGCA para animação de fluidos bidimensionais, bem
como para simulação de fluxo superficial da água em modelos digitais de terrenos
[Giraldi et al. 2005b, Xavier 2006].
Na fase de rendering, os trabalhos citados fazem uso de render volumétrico
[Foster and Metaxas 1997], splatting e marching-cubes [Müller et al. 2003]. Para obter
maior nı́vel de realismo visual, tem-se utilizado também métodos de iluminação global,
tais como path tracing, path tracing bidirecional [Heckbert 1990], Metropolis light trans-
port [Veach and Guibas 1997] e mapa de fótons (photon mapping) [Jensen 1996].
3. FHP
Introduzido por Frisch, Hasslacher and Pomeau [Frisch et al. 1986] em 1986, o FHP é
um modelo de um fluido bidimensional que pode ser visto, em uma escala microscópica,
como uma abstração desse fluido. O modelo FHP descreve o movimento das partı́culas ao
longo de um espaço discreto, assim como as colisões entre elas. O espaço é discretizado
em uma malha hexagonal.
As partı́culas do FHP se movem em passos discretos de tempo, com velocidade
constante em módulo, direcionada ao longo de uma das seis direções da malha. A
dinâmica ocorre de maneira que não mais do que uma partı́cula ocupa o mesmo nó no
mesmo instante de tempo com a mesma velocidade. Tal restrição é chamada de princı́pio
de exclusão, e assegura que seis variáveis booleanas para cada nó da malha são suficientes
para representar as microdinâmicas.
O módulo da velocidade é tal que, em um dado instante de tempo, cada partı́cula
percorre uma unidade de espaço da malha, alcançando um nó vizinho. Quando exata-
mente duas partı́culas ocupam o mesmo nó com velocidades opostas, ambas são desviadas
em um ângulo de 60 graus, de forma que após a colisão tenha-se uma nova configuração
também com momento nulo. O desvio pode ocorrer para a direita ou para a esquerda,
como mostrado na Figura 1. Por questões de simetria, as duas possibilidades de desvio
são escolhidas aleatoriamente, com igual probabilidade.
Figure 1. Colisão entre duas partı́culas no FHP.
Quando exatamente três partı́culas colidem com um ângulo de 120 graus entre
elas, elas retornam para seus nós de origem (fazendo com que o momento após a colisão
seja zero, sendo portanto conservado). As duas colisões descritas acima são necessárias
para evitar leis de conservação extras. Para todas as outras configurações não men-
cionadas, não ocorre colisão e as partı́culas seguem seus caminhos como se fossem trans-
parentes entre si.
A microdinâmica completa do modelo FHP pode ser expressa por uma equação de
evolução para os números de ocupação definidos como o número, ni (r, t), de partı́culas











onde i = 1, 2, . . . , 6 representa uma das seis direções da malha.
Os números ni podem ser 0 ou 1. É definido também o passo de tempo como
∆t e o deslocamento entre os nós da malha como ∆r. Desta forma, as seis possı́veis





A microdinâmica de um LGCA é escrita como
ni (r + ∆r~ci, t+ ∆t) = ni (r, t) + Ωi (n (r, t)) (3)
onde Ωi é chamado de termo de colisão [Chopard and Droz 2005].
É proposto uma extensão para o 3D, usando o modelo bidimensional do FHP ex-
plicado acima. Na prática, o sistema de uma dada regra de autômato celular não pode lidar
com uma malha infinita, ela deve ser finita e ter fronteiras [Chopard and Droz 2005]. As-
sim, primeiro é preciso definir um domı́nio no espaço tridimensional. A proposta consiste
em distribuir regularmente planos ao longo dos eixos x e z, como mostrado na Figura 2
(a). Cada um desses planos é um sistema cuja regra de autômato celular é o modelo FHP
bidimensional.
Uma vez feita a simulação do FHP 2D em cada plano separadamente, é feito
uma interpolação simples para gerar um fluxo macroscópico 2D em cada plano. Neste
Figure 2. (a) Domı́nio no espaço 3D e (b) distribuição dos planos FHP 2D.
Figure 3. Extensão (a) da malha do FHP para gerar (b) uma malha retangular.
passo, novos nós são adicionados à malha do FHP com o intuito de completar uma malha
retangular em cada plano, como mostra a Figura 3 (b).
Seguindo a definição usual da mecânica estatı́stica, computa-se a densidade
macroscópica em cada nó (xi, yi, zi) do plano x = xi através da expressão:





nk (xj, yj, zj, t) , (4)
onde V é uma vizinhança do ponto (xi, yi, zi).
Uma expressão análoga pode ser usada para o plano z = zi. Agora é preciso
renderizar um fluxo macroscópico 3D. Deve-se observar que cada nó (xi, yi, zi) na Figura
2 (a) pertence aos planos x = xi e z = zi. Dessa forma, a densidade 3D pode finalmente
ser obtida através de uma média simples dos valores correspondentes nos planos FHP:
ρ (xi, yi, zi, t) =
ρx (xi, yi, zi, t) + ρz (xi, yi, zi, t)
2
. (5)
Computa-se também o campo de velocidades através de amostragens
macroscópicas do comportamento do FHP. Para tanto, utilizamos um conjunto de
partı́culas de teste cujas posições iniciais no domı́nio 3D são aleatórias. Para cada
partı́cula macroscópica pmac, toma-se uma vizinhança V (pmac, raio), onde raio é um
raio de influência, e computa-se a soma das velocidades ~ci (equação (1)) das partı́culas




~ci (~r, t) . (6)
Uma vez calculado o campo de velocidades, dada uma partı́cula de teste p, na
posição ~x (p, t) no instante t, a posição da partı́cula p no instante seguinte é dada por:
~x (p, t+ ∆t) = ~x (p, t) + σ~υ(p), (7)
onde σ é uma constante referente ao passo macroscópico no tempo.
4. Implementação e Resultados
O modelo proposto na seção 3 para simulação de fluidos 3D foi implementado em lin-
guagem C/C++, com a metodologia Orientada à Objetos. A visualização foi implemen-
tada utilizando o OpenGL [Shreiner 2004], que é uma API (Application Programmers
Interface) aberta para o desenvolvimento de aplicações gráficas, independente de hard-
ware e que pode ser incorporada a qualquer sistema de janelas (MS Windows, X Window,
etc.).
Para a interface com o ambiente gráfico usamos a biblioteca GLUT (OpenGL
Utility Toolkit) [Kilgard 1996, Baker 2006], que possui funções para gerenciamento de
janelas, geração de vários objetos gráficos 3D e dispositivos de entrada de dados. Uma
grande vantagem da GLUT é permitir o uso de todas as funções gráficas do OpenGL e
ainda tornar padronizado o acesso a caracterı́sticas especı́ficas de cada ambiente de janelas
disponı́veis para sistemas operacionais como Unix e Windows.
A interface gráfica, constituı́da de botões, checkboxes, teclas de rádio, entre out-
ros, foi desenvolvida com a biblioteca GLUI [Rademacher 1999, Stewart 2006], uma ex-
tensão da GLUT e, portanto, independente do sistema usado. Para a etapa de rendering
usou-se a biblioteca PBRT (http://www.pbrt.org/).
Todas as ferramentas de software utilizadas no processo de desenvolvimento são
multi-plataforma e de código não proprietário. Dessa forma, o programa desenvolvido
pode ser executado em qualquer ambiente com suporte para OpenGL. Em nosso caso, tal
programa foi desenvolvido e testado em Windows XP.
A Figura 4 mostra o aplicativo em desenvolvimento. Nela vemos a janela de
visualização, à esquerda, onde podemos ver a simulação sobre vários aspectos: tornar
visı́vel a limitação do domı́nio, as partı́culas microscópicas, as macroscópicas, os vetores
de velocidade, dentre outras. E temos também a janela de comando, à direita, por onde se
torna a possı́vel a comunicação do usuário com o aplicativo.
Os resultados gerados usaram o modelo FHP 3D proposto na seção 3. Foram visu-
alizados os campos de densidade e de velocidade. Todos os resultados foram gerados em
um domı́nio 3D de dimensão 20×20×20 com planos 120×120×120 distribuı́dos ao longo
dos eixos x e y. Os vı́deos correspondentes aos resultados obtidos podem ser encontrados
em http://www.lncc.br/˜sicilia/assuntosAfins_pesquisa.htm.
Figure 4. Screenshot do aplicativo em desenvolvimento.
4.1. Visualização do Campo de Densidade
Para visualização do campo de densidade usamos uma configuração inicial das partı́culas
microscópicas do FHP como mostrado na Figura 5 (a): uma semi-esfera no topo do
domı́nio. O processo de inicialização ocorre da seguinte forma: primeiro, os nós per-
tencentes à semi-esfera são detectados; então, para cada nó, o algoritmo escolhe aleatori-
amente a quantidade de partı́culas microscópicas e suas direções. Para destacar os efeitos
de transparência posicionamos uma esfera sólida externa ao domı́nio de evolução do gás.
(a) (b) (c) (d)
Figure 5. Configuração do volume de gás com uma esfera sólida externa ao
domı́nio do gás: (a) no instante de tempo inicial; (b) depois de 10; (c) 20 e (d) 70
passos de simulação.
4.2. Visualização do Campo de Velocidade
A configuração inicial das partı́culas microscópicas do FHP ocorre como mostrado na
Figura 6 (a): todas são inicializadas com suas velocidades seguindo a mesma direção. À
medida que a simulação evolui, novas partı́culas microscópicas são geradas na malha do
FHP, alimentando o fluxo do gás.
Para melhor visualização do campo de velocidade, usamos um conjunto de 6 mil
partı́culas macroscópicas (representadas pelas pequenas esferas) posicionadas aleatoria-
mente numa semi-esfera no domı́nio. Ao longo da evolução essas partı́culas ocupam no-
vas posições de acordo com a equação 7, que depende do campo de velocidade e de uma
constante referente ao passo macroscópico. Para gerar os resultados mostrados na Figura
6 usamos σ = 0, 0015 e um raio de influência de 3, 0 para calcular o campo de velocidade.
O tempo em média para simular e renderizar cada frame foi de 6, 172 minutos.
(a) (b)
(c) (d)
Figure 6. Partı́culas macroscópicas sob influência do campo de velocidade: (a)
no instante de tempo inicial; (b) depois de 20 passos; (c) depois de 25 passos; e
(d) depois de 30 passos de simulação.
5. Conclusão e Trabalhos Futuros
Neste trabalho foi apresentado um modelo do tipo LGCA para a animação de fluidos
3D para computação gráfica. Nosso trabalho é motivado pelo interesse crescente por
aplicações de técnicas de simulação de fluidos na geração de efeitos visuais. Foram
também discutidos detalhes de implementação de um aplicativo para animação de flui-
dos em desenvolvimento.
Como trabalhos futuros, pretendemos implementar técnicas de iluminação global,
tais como mapa de fótons [Jensen 1996], explorando possı́veis otimizações para diminuir
o custo computacional da etapa de rendering. Por outro lado, pretendemos comparar o
método proposto com o Lattice Boltzman [Benzi et al. 1992] para a etapa de simulação
do fluido.
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