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Abstrakt
Tato práce se věnuje využití agilních metodik v procesu tvorby webových stránek. Nej-
prve jsou nejpoužívanější tradiční a agilní metodiky vývoje software teoreticky rozebrány.
Na základě identifikovaných postupů jsou vybrány ty, jenž vhodně řeší největší problémy
spojené s řízením projektů tvorby webových stránek. Ze zjištěných skutečností je vytvořen
hrubý návrh výsledného systému s využitím agilních postupů. V závěrečné části práce je
pak tento návrh implementován ve formě prototypu systému.
Abstract
This project is devoted to using of agile methodologies in the process of the web deve-
lopment. First, the most widely used traditional and agile methodologies of the software
development are theoretically examined. Based on the identified procedures are chosen
those that solve the biggest problems associated with the project management of the web
development. From the findings is given a rough design of the system with usage of agile
procedures. In the final part of the project is mentioned design implemented as the system
prototype.
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Kapitola 1
Úvod
Tato práce se věnuje problematice agilního vývoje software se zaměřením na malé a
středně velké projekty tvorby webových stránek. Klade si za cíl vytvořit prototyp systému
pro podporu agilního řízení projektů, který bude poskytovat kvalitní organizační zázemí
pro rychlý a ekonomicky efektivní vývoj kvalitních web aplikací. V dnešním prostředí dyna-
micky se rozvíjejícího internetu to jsou jedny z nejdůležitějších faktorů pro úspěšné dodání
produktu zákazníkovi.
Úvodní kapitola se zabývá vysvětlením pojmů souvisejících s projektovým řízením. Po-
skytuje základní náhled do problematiky, jež je řešena v následujících částech práce. Je
zde diskutováno softwarové inženýrství, především z pohledu metodologií a metodik, kdy
je mimo jiné vysvětlen rozdíl mezi těmito pojmy. Závěr kapitoly se věnuje trojimperativu,
který popisuje hlavní hodnoty ovlivňující vývoj projektu a vztahy mezi nimi.
Následující kapitola přináší náhled do tradičních a léty osvědčených metodik vývoje soft-
ware. Zaměřuje se především na vodopádový model životního cyklu, jenž je nejklasičtějším
představitelem této skupiny. Čtenář se seznámí s jednotlivými fázemi vývoje a především
pak s problémy, které tento model přináší. V závěru je uvedeno zhodnocení a diskutují se
důvody, jež dokazují nevhodnost a zastaralost tohoto způsobu vývoje software.
Čtvrtá kapitola tvoří jednu z hlavních částí práce a věnuje se agilnímu přístupu k řízení
projektů. Na úvod jsou uvedeny hlavní hodnoty a teze, jež charakterizují agilní přístup.
Dále se zaměřuje na popis agilního způsobu plánování a revize. Po obecném úvodu jsou
detailně popsány nejzajímavější agilní metodiky: Extrémní programování, SCRUM, Getting
Real a Kaban. U každé metodiky je uvedeno zhodnocení a diskutuje se možný přínos pro
řízení projektů tvorby webových stránek.
V další kapitole se čtenář dozví nejdůležitější charakteristiky vývoje webových stránek,
především z pohledu zainteresovaných rolí. V druhé části jsou uvedeny nejčastější problémy
z praxe a je navrhnuto jejich řešení pomocí agilních metod. Tyto informace pak slouží jako
požadavky na očekávanou funkčnost systému pro podporu agilního řízení projektů.
Páta kapitola se věnuje návrhu. Je vedena v duchu agilních postupů, takže se nezaměřuje
na velké podrobnosti, ale spíše se zde nastiňuje obecný pohled, základní strukturu a cho-
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vání aplikace. Řeší se problematika volby platformy, uživatelských rolí, rozhraní a celkové
struktury aplikace.
Další kapitola se zabývá popisem implementace prototypu systému na základě zjištění
z předchozích kapitol. Nejprve je řešen pohled vyšší úrovně abstrakce nebo chcete-li ar-
chitektury. Poté jsou rozebrány jednotlivé technologie a rozšiřující knihovny, jež byly při
vývoji použity, především z pohledu zajímavých řešených problémů.
Sedmá a zároveň předposlední kapitola je věnována případové studii prototypu systému.
Čtenář se v úvodu seznámí s původem a obsahem vstupního datového vzorku. Ve zbytku
kapitoly pak nalezne popis porovnání s běžnými postupy řízení projektů včetně zjištěných
výsledků.
V závěrečné kapitole je zhodnocen přínos výsledného systému především z pohledu spl-
nění daných požadavků a škály poskytovaných funkcí. Nakonec jsou ještě nastíněny mož-
nosti dalšího rozvoje.
Tato diplomová práce navazuje na semestrální projekt se stejným tématem. Během něho
byly zhodnoceny agilní přístupy pro řízení projektů a prozkoumány jejich vhodné postupy
pro malé až střední projekty tvorby webových aplikací. Na základě zjištěných informací
byly sestaveny požadavky na systém a také byl vytvořen jeho návrh. Výsledky pak tvoří
základy kapitol 2 až 6. V diplomové práci byly ještě více rozvinuty a na jejich základě
vytvořen systém pro podporu agilního řízení projektů a jeho přínos byl zhodnocen formou
případové studie. To je popsáno v závěrečných třech kapitolách.
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Kapitola 2
Projektové řízení
V této úvodní kapitole před popisem metodik řízení projektů se budeme věnovat proble-
matice projektové řízení a souvisejících záležitostí, které jsou pro pochopení těchto metodik
nezbytné.
V prvé řadě si definujeme některé odborné pojmy, které se v textu práce hojně vyskytují
a jejichž porozumění je klíčové pro pochopení významu a dalších souvislostí. Definice jsem
přebral tak, jak je stanovilo sdružení IPMA[7].
Projektovým řízením se rozumí soubor norem, doporučení a ověřených zkušeností,
popisujících, jak řídit projekt.
Projekt je časem a náklady omezená operace za účelem realizovat množinu definovaných
výstupů dle standardů a požadavků kvality.
Produkt je výstupem projektu.
2.1 Softwarové inženýrství
Jak již bylo řečeno v úvodu této kapitoly, pro pochopení metodik je důležité i základní
povědomí o obecném rámci, který poskytuje jakýsi základ pro diskuzi o jednotlivých meto-
dikách. Tímto obecným rámcem je softwarové inženýrství.
Definic pojmu softwarové inženýrství existuje velké množství a s jistou mírou nadsázky
by se dalo říct, že definic je tolik, kolik je softwarových inženýrů. To vychází především
z faktu, že samotné softwarové inženýrství je postaveno na empirických zkušenostech, které
nejsou vždy exaktně popsány. Vzniká tak řada méně či více formálních definic, odvozených
od konkrétních problémů, které daný softwarový inženýr řeší.
Obecně nejvíce přijímanou definicí pojmu softwarové inženýrství přednesl Fritz Bauer [13]
na konferenci NATO v roce 1968, kde se tento pojem živě diskutoval.
Softwarové inženýrství je zavedení a používání řádných inženýrských principů tak,
abychom dosáhli ekonomické tvorby softwaru, který je spolehlivý a pracuje účinně na do-
stupných výpočetních prostředcích.
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V této krátké a přitom výstižné definici je skryto vše podstatné, co softwarové inženýrství
obsahuje, čím se zabývá a o co je jeho cílem. Úkolem programátora (respektive celé firmy)
není jen napsat zdrojový kód programu, ale zahrnuje celou řadu dalších, neméně důležitých
aspektů. Teprve jejich souhrn je popisován softwarovým inženýrstvím. Přitom se nedbá
jen na vlastní zavedení vhodných inženýrských principů, ale nabádá i k jejich dodržování.
Mezi těmito dvěma pojmy je v praxi dramatický rozdíl. Zavést lze v podstatě libovolný
princip, ale jestli je vhodný a správně použitý, je věc druhá. Typickou ukázkou tohoto jevu
je tzv. certifikát řízení jakosti (ISO 9001), pro jeho získání musí firma splnit řadu náročných
podmínek. Samotné vlastnictví tohoto certifikátu ale automaticky nezaručuje efektivitu a
úspěšnost firmy. Pokud se firma nebude o kvalitu skutečně starat, nezachrání jí žádný
certifikát.
2.2 Metodologie a metodika
Jelikož se podstatná část této práce zabývá popisem jednotlivých metodik řízení projektů,
tak se v této krátké podkapitole seznámíme s často používanými pojmy.
V souvislosti s produkty softwarového inženýrství dochází velmi často ke zmatení pojmů
a k nedorozuměním. Jednotlivé hlavní pojmy se často zaměňují, což nemusí vést nutně
k zásadním problémům, obzvláště pokud obě strany dialogu hovoří o tomtéž. Pro úplnost
ovšem považuji za vhodné tyto pojmy vysvětlit. Budu se držet definic uvedených v publikaci
Václava Kadlece[13].
• Metodologie - je nejobecnější pojem a znamená v podstatě
”
nauku o metodikách“.
Jinými slovy, pod pojmem metodologie se skrývá vědní disciplína, která nějakým
způsobem rozebírá metodiky, definuje je apod. Příkladem metodologie je třeba ITIL
(Information Technology Infrastructure Library), která se zabývá metodikami pro
práci s IT procesy.
• Metodika - je nejdůležitější pojem používaný ve značné části této práce. Označuje
komplexní postupy a návody pro vývoj softwarové aplikace. Pod metodikou se skrývají
všechny fáze životního cyklu softwarové aplikace, zabývá se spíše pohledem z výšky,
hledáním nadhledu a hledáním odpovědí na otázky proč, kdo, kdy a co. Metodika se
obecně nezabývá podrobnějšími otázkami ohledně způsobů jak nebo pomocí čeho
danou operaci provést. Metodiku tak lze chápat jako zastřešující pojem, který se
věnuje dané problematice jako celku. Metodikou je např. SCRUM nebo Extrémní
programování (viz. sekce 4.4 a 4.3).
• Model životního cyklu - popisuje jednotlivé etapy vývoje produktu a zabývá se také
sekvencí, ve kterých se tyto etapy střídají. Oproti metodikám, ale modely životního
cyklu nezasahují do větší hloubky a danou problematiku řeší spíše povrchně a obecně.
Zabývají se pouze tvorbou software, ale už ne udržováním a dalšími podrobnějšími
informacemi. Z historického pohledu jsou modely životních cyklů základem pro tvorbu
specializovaných metodik, které se zabývají konkrétními druhy produktů do větší
hloubky a přizpůsobují jim proces jejich vývoje. Modelem životního cyklu je např.
vodopádový model (viz. sekce 3.1).
• Metoda - Tento pojem označuje nějaký konkrétní postup vedoucí k vyřešení dílčího
problému. Mezi metody patří např. plánovací hra, která se používá pro vytvoření
plánu projektu v metodice extrémního programování popsaného v sekci 4.3.
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2.3 Trojimperativ
Pokud se podíváme na metodiky vývoje software z hlediska systému řídících proměnných,
objevíme zde několik základních hodnot. Jejich znalost je klíčová pro úspěšně řízený projekt,
a proto je nutné je uvažovat při posuzování vhodnosti jednotlivých metodik. Základním
poznatkem je vzájemná provázanost jednotlivých proměnných, která je značně složitá a
nelze ji exaktně popsat.
Pokud bychom vycházeli z tradičního přístupu k řízení projektů, tak jak je popsán sdru-
žením IPMA[7], nalezneme definici tří základních veličin: cíl, čas a náklady. Dohromady
tvoří tzv. trojimperativ projektového řízení, kdy je účelem vyvážení těchto tří požadavků.
Některé zdroje, jako např. Kent Beck [5] uvádějí mírně odlišný systém hodnot, který
přidává čtvrtou proměnnou, kterou je kvalita.
Obrázek 2.1: Hodnoty trojimperativu.
Cíl
Výsledný produkt by měl uspokojit klientovy požadavky a vyřešit jeho problémy. Správně
stanovené cíle by měly splňovat určitá pravidla, což ale přesahuje téma této práce, a proto
se jim nebudeme podrobněji věnovat.
Z pohledu řízení projektů doporučuje Kent Beck [5] klienta přinutit stanovit co nejmenší
šíři zadání, které přitom stále řeší jeho problém. To umožňuje zaměřit se na ostatní hodnoty,
což má za následek rychlý vývoj levných a kvalitních aplikací.
Čas
Doba, která uplyne než je výsledný produkt předán klientovi je další hlavní proměnnou.
Více času na vývoj může zvýšit kvalitu a rozšířit zadání. Příliš mnoho času může ale i
uškodit. Naopak je-li času nedostatek, utrpí většinou kvalita a hned poté rozsah a náklady.
Při řízení projektů tvorby webových stránek představuje čas obvykle mnohem větší pri-
oritu než u jiných typů software. Je to způsobeno především rychlosti šíření informací na
síti Internet a potřebou klientů se tomuto tempu přizpůsobit.
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Náklady
Cena, kterou si firma nechá zaplatit za dodání výsledného produktu je většinou tou
nejdůležitější hodnotou pro klienta. Zároveň je nejvíce omezená proměnná, jejíž změna
nemá příliš uspokojivý vliv na ostatní hodnoty.
Dostatečný přísun financí může zajistit menší vylepšení ostatních proměnných, ale příliš
mnoho finančních prostředků již většinou nepřinese znatelné zlepšení. Naopak může přiži-
vovat negativní jevy jako je přemrštěné postavení a prestiž manažerů (např. za vedení týmu
se 150 lidmi budou požadovat odpovídající postavení, i když dobře organizovaný malý tým
zvládne stejnou práci efektivněji). Naopak nedostatek finančních prostředků vložených do
projektu většinou způsobí nesplnění všech cílů projektu, nebo dokonce jeho úplné selhání.
Kvalita
Kvalita není příliš vděčná proměnná, bývá často obětována na úkor ostatních hodnot.
Tím sice lze docílit krátkodobých zisků (např. dokončit v termínu bez řádného otestování),
ale z dlouhodobého hlediska to přináší spíše problémy (např. zhoršení pověsti firmy).
Z těchto důvodů je vhodné snažit se vytvářet (v rámci možností) co nejkvalitnější pro-
dukty. Dobrá kvalita má také velmi pozitivní vliv na vývojáře. Každý chce pracovat s kvalit-
ním systémem a mít pocit odvedení dobré práce. Na druhou stranu přílišné lpění na kvalitu
nemusí mít nakonec odpovídající dopad na výsledek a může vyžadovat nepřiměřené množ-
ství nákladů. Pokud bychom se na kvalitu podívali podrobněji, mohli bychom ji rozdělit na
dvě základní části: vnější a vnitřní. Vnější kvalitu posuzuje klient, zatímco vnitřní hod-
notí programátor a klientovi je skryta. Přitom zde existuje silná vzájemná vazba. Dočasné
obětování vnitřní kvality na úkor vnější, může krátkodobě pomoci, ale delší zanedbávání
vede pouze k nárůstu nákladů na údržbu a další úpravy produktu.
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Kapitola 3
Tradiční přístup k řízení projektů
Následující kapitola se bude zabývat tradičními přístupy k řízení projektů. Samotný
pojem
”
tradiční přístup“ není nikde oficiálně definován, já jsem ho přebral od Václava
Kadlece[13], který jím označuje neagilní metodiky a modely životního cyklu software.
Zaměříme se především na vodopádový model životního cyklu software, který nám bude
sloužit jako příklad toho, jak by vývoj probíhat neměl. Pomůže nám v pochopení, proč agilní
metodiky vznikly a jaké problémy se snaží řešit. Tento model v současnosti stále používán
při tvorbě webových stránek a při popisu charakteristik tohoto vývoje v kapitole 5 jsem
z něj vycházel.
3.1 Vodopádový model
Na úvod je vhodné poznamenat, že vodopádový model není metodikou, ale pouhým
modelem životního cyklu. Rozdíl mezi těmito pojmy je vysvětlen v sekci 2.2. Přesto považuji
za nutné ho uvést, protože jde o jeden z nejstarších modelů, který posloužil jako základ pro
definici složitějších metodik. Zároveň je v praxi stále často používán.
Se vznikem disciplíny softwarového inženýrství v 70. letech začíná být kladen větší důraz
na způsob vývoje softwaru. Konkrétním výsledkem těchto snah je definice vodopádového
modelu (The Waterfall Model) roku 1970, kterou vyslovil Dr. Winston Royce.
Etapy
Vodopádový model se rozděluje na následující etapy, které odpovídají jednotlivým vývo-
jovým aktivitám a jsou prováděny sekvenčně ve stanoveném pořadí:
1. Definice problému - cílem je pochopit zákazníkovy potřeby, požadavky a očekávání.
2. Analýza a specifikace požadavků - probíhá podrobné zkoumání požadavků. Po
dokončení fáze musí být jasné, jak přesně by se měl systém chovat.
3. Návrh systému - cílem je vytvořit architekturu systému založenou na specifikaci,
která je uzpůsobena používaným technologiím.
4. Implementace systému - probíhá samotné programování software na základě ná-
vrhu.
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5. Integrace a testování systému - ověřuje se, že systém je implementován v souladu
s návrhem a specifikací.
6. Provoz a údržba - po převzetí hotového produktu nastává nekončící proces úprav
a vylepšování aplikace.
Obrázek 3.1: Vodopádový modelu životního cyklu.
Podle definice probíhá vždy právě jedna fáze, není možné provádět jich více zároveň. Na
konci každé fáze je nutné všechny její výstupy zdokumentovat a schválit. Až poté je možné
přikročit k provádění fáze následující.
Ačkoliv jsem uvedl, že jednotlivé etapy se střídají postupně v sekvenci, tak z obrázku 3.1
je patrné, že postup je možný i v opačném směru. To má následující vysvětlení. Pro možnost
korekce odhalených chyb je dovoleno vrátit se o jednu fázi zpět a provést potřebné úpravy.
Poté je ovšem nezbytné projít všechny změněné dokumenty a nechat je opět schválit. Toto
je v podstatě jediný projev flexibility, který ve vodopádovém modelu nalézáme. Jiné změny
nejsou přípustné.
Výhody
Vodopádový model je jednoduchý, což představuje určité výhody. Vývoj podle něj je
přímočarý a přehledný. Jeho pochopení je jednoduché a intuitivní, nevyžaduje tak náročné
zaškolení zaměstnanců.
Další výhodou je relativní jednoduchost řízení. Všechny dokumenty jsou pevně stano-
veny a lze tak sestavit rámcový harmonogram. Model dovoluje kontrolovat postup pomocí
schvalování výstupů.
Vodopádový model vyžaduje úplnou dokumentaci. To usnadňuje případnou budoucí
údržbu a úpravy systému.
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Nevýhody
Pokud jsme uvedli jednoduchost mezi výhody, musíme ji uvést i zde. Pro malé projekty
může být jednoduchost přínosem, ale pro jakékoliv větší je nedostatkem. Tento model je
zkrátka příliš prostý na to, aby obhospodařil i rozsáhlejší a komplexnější projekty.
Další závažnou nevýhodou je značná nepružnost. Do vývoje není možné jakkoliv zasa-
hovat a vše probíhá podle dané posloupnosti fází. Pokud se objeví změna zadání, je nutné
znovu projít fázemi analýzy a návrhu, přepracovat příslušné dokumenty a nechat je opět
schválit. Toto přináší velké průtahy do procesu vývoje, které flexibilnější metodiky neobsa-
hují.
Dodání výsledného produktu klientovi probíhá formou velkého třesku. Klient je do vý-
voje zapojen pouze při specifikaci a následně až při předání hotové aplikace. To sebou nese
celou řadu problémů. Především můžeme vytvořit software, který klient nechtěl, nemůže
totiž ovlivňovat průběh vývoje. Dále může nabýt pocitu, že se nic neděje a necítí souná-
ležitost s dodavatelem. V případě předčasného ukončení projektu klient nezíská vůbec nic,
ani nějakou částečně funkční verzi.
Zhodnocení
Vhodnost použití vodopádového modelu je myslím z předchozího textu zřejmá. Ve velmi
malých a jednoduchých projektech, na kterých pracuje malé množství vývojářů, je možné
uvažovat o jeho nasazení. U ostatních projektů, kterých je drtivá většina, ale vhodný není.
Hlavně z důvodů přílišné jednoduchosti, nepružnosti a neefektivitě se kterou vývoj podle
tohoto modelu probíhá.
Vodopádový model je jedním z nejstarších definovaných modelů životního cyklu. S jeho
pomocí byly realizovány tisíce více či méně úspěšných softwarových projektů. Na svoji dobu
šlo o revoluční pojetí procesu vývoje. Dnes lze použít jako dobrý referenční element při
vývoji, ale v praxi je dobré používat modernější metodiky, které věrně kopírují požadavky
dnešní doby.
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Kapitola 4
Agilní přístup k řízení projektů
Popis agilních metodik vývoje software je jedna z hlavních částí této práce. Právě tomuto
tématu se bude věnovat následující kapitola. Popíšeme si inovativní postupy nejznámějších
agilních metodik, které boří představy, jenž byly do nedávné doby považovány za nedo-
tknutelné. Nejvhodnější postupy se poté v kapitole 5 budeme snažit aplikovat na největší
problémy spojené s tvorbou webových stránek.
Pod pojmem agilní vývoj si lze představit vývoj, který je rychlý, hbitý, čilý, aktivní
a svižný, který nepostává zdlouhavě u jednotlivých fází a jehož snahou je co nejrychleji
postupovat k vytyčenému cíli - k dodání fungující aplikace[13].
4.1 Agilní manifest
V této úvodní sekci se zaměříme na obecný popis agilních metodik, tak jak jsou definovány
v Manifestu agilního vývoje software (Agile Manifesto)[4]. Důvodem k jeho sepsání,
na němž se podílely největší kapacity agilního softwarového inženýrství, bylo uvědomění, že
tradiční vývoj (ve své robustnosti a formálnosti) již přestává vyhovovat. Proto bylo nutné
přeformulovat doposud přijímané teze a postavit na nich zcela odlišný způsob vývoje, který
by lépe reflektoval měnící se požadavky klientů.
Autorem manifestu je Aliance pro agilní vývoj software (Agile Alliance), jehož členy
jsou např. Kent Beck, Alistar Cockburn nebo Ken Schwaber. Manifest byl sepsán roku 2001
v americkém Utahu. Jednotliví autoři dříve pracovali na svých metodikách nezávisle, ale na
společném setkání zjistili, že mnoho základních tezí jejich metodik je shodných. To vedlo
k formulaci základních hodnot agilního přístupu, kdy jsou preferovány:
• Jednotlivci a interakce před procesy a nástroji.
• Fungující software před vyčerpávající dokumentací.
• Spolupráce se zákazníkem před vyjednáváním o smlouvě.
• Reagováním na změny před dodržováním plánu.
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Ačkoliv se mohou zdát některé body vpravo více hodnotné, tak body vlevo jsou ceněny
mnohem více. Tyto čtyři základní hodnoty byly poté diskutovány a rozšířeny, čímž vzniklo
dvanáct základních tezí agilních metodik. Pokud tedy budeme mluvit o používání agilního
přístupu, měli bychom vždy splňovat následující teze:
• Užitná hodnota pro zákazníka - největší prioritou je vyhovění požadavkům zá-
kazníka před řešením úkolů, které mu nepřinášejí zjevnou hodnotu.
• Změny jsou výhodou - vítáme změny v požadavcích, a to i v pozdějších fázích
vývoje.
• Časté dodávky - dodáváme fungující software v intervalech týdnů až měsíců, pokud
možno co nejčastěji.
• Zákazníci spolupracují s týmem - je nutná úzká spolupráce těchto dvou skupin
po celou dobu trvání projektu.
• Motivace je klíčová - projekty budujeme kolem motivovaných jednotlivců. Vy-
tváříme jim vhodné prostředí a podporujeme jejich potřeby.
• Vzájemná konverzace - nejúčinnějším a nejefektnějším způsobem sdělování infor-
mací vývojovému týmu z vnějšku i uvnitř něj je osobní konverzace.
• Úspěch posuzujeme podle fungování - hlavním měřítkem pokroku je fungující
software.
• Udržitelný vývoj - vývojáři i uživatelé by měli být schopni udržet stálé tempo
trvale.
• Perfektní návrh, perfektní řešení - velká pozornost je věnovaná technické výji-
mečnosti a dobrému designu.
• Zásadní je jednoduchost - schopnost maximalizovat množství nevykonané práce
je klíčová.
• Kreativní týmy - nejlepší architektury, požadavky a návrhy vzejdou ze samo-organizujících
se týmů.
• Zvyšování efektivity - tým se pravidelně zamýšlí nad tím, jak se stát efektivnějším,
a následně koriguje a přizpůsobuje své chování a zvyklosti.
4.2 Agilní plánování a revize
Kromě výše uvedeného manifestu existují i určité agilní postupy, které již nejsou jeho
součástí, ale většina metodologií je dodržuje, i když mnohdy v lehce pozměněné formě.
Tyto postupy se týkají především agilního plánování projektu a iterací a jejich následné
revizi. Této problematice se velmi podrobně věnuje Mike Cohn[6] a z jeho knihy jsem také
při popisu daných postupů vycházel.
13
V tradičních metodikách vývoje software se plánování vyskytuje pouze v úvodní části
projektu. Vychází ze znalosti všech činností, které se musejí provést k dosažení konce vývoje
produktu. K jeho vizualizaci se používají rozličné nástroje a digramy, kde nejznámější je tzv.
Ganttův diagram. Revize postupu vývoje se pak skládá ze sledování skutečného průběhu
dokončování jednotlivých činností v porovnání s naplánovaným. Takovéto postupy jsou
v přímém rozporu s uvedenými agilními zásadami. Především pak s očekávanými změnami
požadavků a iterativní způsobem vývoje.
Agilní metodiky proto používají odlišný systém, který je založený na rozdělení plánování
na dvě odlišné části. Na začátku vývoje je provedeno hrubé plánování projektu spojené
s odhadem jeho rozsahu. Poté na začátku každé vývojového cyklu nastupuje podrobné
plánování iterace, kdy jsou řešeny pouze činnosti, které jsou do dané iterace přiřazeny.
Pokud v průběhu cyklu dojde k odhalení problémů vyžadujících změnu plánu projektu, tak
je možné provést jeho změnu, vždy před následujícím plánováním iterace.
4.2.1 Plánování projektu
Obrázek 4.1: Postup agilního plánování projektu.
Ústředním pojmem plánování projektu je uživatelský příběh (user-story), který repre-
zentuje požadavek na určitou funkci systému, jenž je pro klienta užitečnou. Prvním krokem
plánování projektu je tedy sestavení seznamu uživatelských příběhů. To zpravidla provádí
klient ve spolupráci s manažerem projektu.
V druhém kroku vývojový tým ohodnotí velikost sepsaných uživatelských příběhů. Veli-
kost se určuje v tzv. bodech příběhu (story-points), což je bezrozměrná jednotka označu-
jící velikost dané funkce. Hlavní myšlenkou toho postupu je odlišení velikosti uživatelského
příběhu od času, který by trval vývojářům k jeho splnění. Každý totiž pracuje jinak rychle
a podle toho by měl být také ohodnocen. V této fázi plánování ale ještě není jisté, kdo
bude jaký úkol provádět, a proto je nutné určovat velikost a ne časovou náročnost. K ohod-
nocování se zpravidla používá postup nazývaný jako plánovací poker (planning poker).
Účastní se ho celý tým a probíhá v cyklech. Vedoucí přečte jeden uživatelský příběh a
následuje diskuze nad jeho náročností. Poté jsou vývojáři vyzváni, aby nezávisle určili ve-
likost probíraného uživatelského příběhu a to tak, že naráz všichni ukážou kartu s počtem
bodů, který podle nich nejlépe odpovídá jeho velikosti. Pokud se tým shodne na jenom
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odhadu, přechází se na další uživatelský příběh. V opačném případě pokračuje diskuze, kde
se jednotliví vývojáři snaží zdůvodnit své odlišné ohodnocení. Po diskuzi následuje opět
hlasování, dokud není stanoven odhad.
Další krok tvoří tři akce, jenž lze provést v libovolném pořadí. Jednak je nutné určit
délku iterace, podle klientových požadavků a možností vývojářů. Dále odhad výkon-
nosti týmu, tedy počet bodů příběhu za jednotku času. Přitom se vychází z výkonu v před-
chozích projektech. Poslední činností je seřazení všech uživatelských příběhů podle priority,
což určuje v jakém pořadí budou implementovány.
V závěru se určí datum dokončení projektu na základě znalosti celkového počtu bodů
příběhů a výkonu vývojového týmu. Pokud s ním klient není spokojen, má možnost některé
uživatelské příběhy zjednodušit nebo úplně odstranit.
4.2.2 Plánování iterace
Obrázek 4.2: Postup agilního plánování iterace.
Prvním krokem plánování iterace je výběr uživatelských příběhů, které budou v jejím
průběhu realizovány. To provádí klient ve spolupráci s manažerem, přitom se snaží, aby
spolu jednotlivé příběhy funkčně souvisely. Jakmile je výběr hotov, následuje rozdělení
uživatelských příběhů na úkoly, které jsou přiřazeny konkrétním členům týmu. Tento
proces by měl probíhat v rámci celého týmu, aby měl každý možnost vybrat si úkoly,
které mu nejvíce vyhovují. Posledním krokem je ohodnocení těchto úkolů konkrétními
časovými odhady. Přitom je vhodné sledovat, aby jejich součet hrubě odpovídal ohodnocení
uživatelského příběhu, který tvoří.
4.2.3 Revize projektu
Pro revizi aktuálního stavu projektu nabízí agilní metodologie jeden silný nástroj nazý-
vaný jako spalovací graf (burndown chart). Jde o prostý dvourozměrný graf, který zob-
razuje vztah mezi počtem nesplněných příběhových bodů (osa y) v závislosti na průběhu
jednotlivých iterací (osa x). Je to účinný indikátor toho, jak rychle vývojový tým spěje
k dokončení projektu. V ideálním stavu by měla mít křivka tvar přímky, jak je naznačeno
na obrázku 4.3. To ale vyžaduje konstantní výkon týmu, což je v praxi téměř nesplnitelné.
Proto má křivka většinou odlišný a značně kostrbatý tvar.
4.2.4 Revize iterace
Pro revizi aktuálního stavu iterace, lze s úspěchem použít upravený spalovací graf, kdy
je na ose x vynesen celkový počet hodin v rámci dané iterace a na ose y počet dnů, které
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Obrázek 4.3: Spalovací graf dokončování příběhových bodů. Zdroj: [14]
iterace trvá. Jinak vše funguje obdobně jako u revize projektu. Další možností je využít
tzv. Kaban tabuli, která zobrazuje aktuálně rozpracované uživatelské příběhy podle jejich
aktuálního stavu. Tuto vizualizační metodu popisuji podrobně v sekci 4.6.
4.3 Extrémní programování
Extrémní programování (Extreme Programming dále jen XP), je pravděpodobně nejroz-
sáhlejší a nejznámější agilní metodikou. Vznik XP se datuje do roku 1999, kdy jeho základní
myšlenky představil známý expert na vývoj software a softwarové metodiky Kent Beck [5].
Jedná se tak o poměrně mladou a moderní metodiku.
Tato metodika je vhodná pro malé až střední týmy (typicky se uvádí počet 2-10 vývojářů),
které se při vývoji musí vyrovnat s rychle se měnícím nebo nejasným zadáním. Hlavní
myšlenkou XP je přesvědčení, že jediným exaktním, jednoznačným, změřitelným,
ověřitelným a nezpochybnitelným zdrojem informací je zdrojový kód[13]. Z toho
plyne fakt, že XP nedefinuje téměř žádné doprovodné dokumenty, mezníky a kontrolní
body. Vše je postaveno na přímé komunikaci probíhající nad zdrojovým kódem.
XP je označován jako účinný, efektivní, lehký, flexibilní, předvídatelný a zábavný způsob
vyvíjení software. Kent Beck uvádí, že řadě lidí, kteří se s touto metodikou setkali, se jeví
jako velmi rozumný a realistický způsob smýšlení, který bývá často označován jako
”
zdravý
rozum“. V této souvislosti si klade otázku, proč má XP ve svém názvu slovo
”
extrémní“,
když se vlastně jedná o rozumný přístup k vývoji. Odpověď je taková, že XP sice opravdu
využívá běžně známé postupy a myšlenky, avšak jejich používání dovádí do extrému.
XP také mírně modifikuje tradiční trojimperativ, což jsem již zmiňoval v sekci 2.2.
Stěžejní myšlenkou v této problematice je přístup k volbě jednotlivých proměnných. Kli-
ent má možnost stanovit hodnotu libovolných tří proměnných, výslednou hodnotu poslední
čtvrté proměnné pak vybere vývojový tým.
Hodnoty
Mezi nejdůležitější pojmy XP patří čtyři základní hodnoty, kterými se tato metodika
řídí a na kterých je postavena: komunikace, jednoduchost, zpětná vazba a odvaha.
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V pozadí těchto čtyř hodnot stojí ještě pátá, která bývá nazývaná jako podprahová a to
respekt. V následujících odstavcích se probereme jednotlivé hodnoty podrobněji.
Obrázek 4.4: Vztah základních hodnot Extrémního programování.
Komunikace
Pokud se v projektu objeví jakékoliv problémy, tak existuje velká pravděpodobnost, že pr-
votním impulsem byla nesprávná komunikace mezi jednotlivými účastníky vývoje. Typicky
lze objevit osobu, která opomene sdělit někomu jinému důležitou informaci nebo danou
informaci za důležitou vůbec nepovažuje. Dalším častým důvodem je např. obava z trestu
jako reakce na špatnou zprávu.
XP se silně zaměřuje na správnou funkci a správu komunikačních kanálů. V rámci meto-
diky je definována celá řada postupů, které ke komunikaci přímo vybízejí. V rámci týmových
rolí, je zde dokonce definován zvláštní člen, tzv. kouč, který detekuje výpadky komunikace
a znovu navazuje vztahy mezi lidmi.
Jednoduchost
Snaha co nejvíce minimalizovat složitost řešení, které však stále vyhovuje požadovaným
funkcím, je další charakteristickou hodnotou XP. V tomto ohledu se může zdát metodika
poměrně riskantní, avšak tento risk vychází z rozumného základu: je lepší a ekonomičtější
udělat jednoduchou věc dnes a zaplatit za rok trochu více za případnou změnu, než udělat
dnes složitější věc, která se ovšem za rok nemusí vůbec využít.
Podle XP je klíčovou dovedností schopnost nemyslet na předpokládanou budouc-
nost. Je třeba naučit vývojový tým žít v současnosti a neuvažovat nad tím co bude za pár
let, protože se to stejně nevyhnutelně změní.
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Zpětná vazba
Zpětná vazba informuje o aktuálním stavu vyvíjeného systému, o situaci ve vývojovém
týmu, o potřebách zákazníka a o spoustě dalších záležitostech, které souvisejí s vývojem.
Jde o neocenitelného hodnotu pro každého řídícího pracovníka. Zpětná vazba zároveň úzce
souvisí s další hodnotou a to komunikací.
XP se pomocí zpětné vazby snaží zároveň omezit přehnaný optimismus, který je častou
chybou vývojářů. Každý programátor věří, že jím napsaný kód je bezchybný a každý návrhář
je přesvědčen o konzistenci svého návrhu. Jediným, o to však účinnějším lékem na tento
přehnaný optimismus, je zpětná vazba. Ta je v XP realizována pomocí několika konkrétních
metod, kde nejdůležitější je testování. Pokud je veškerý zdrojový text důkladně otestován,
je to pro nás dostatečně exaktní zpětná vazba, která buď dá optimistickým programátorům
za pravdu nebo odhalí chyby, a tím prokáže nutnost změn.
Odvaha
Čtvrtou a možná nejvíce kontroverzní hodnotou XP je odvaha. Hlavní myšlenkou je nebát
se provést rozsáhlé změny a opravit odhalené chyby za jakoukoliv cenu. Dokonce i
v případě, kdy by to třeba znamenalo zahodit dvě třetiny již hotového zdrojového kódu.
Přitom při vývoji může k takovýmto situacím docházet poměrně často.
Václav Kadlec[13] se této problematice věnuje poměrně detailně a nachází v ní hlavní
propast mezi praktickou využitelností této metodologie v USA (v zemi vzniku) a v Evropě
(obzvláště v ČR). Na základě svých osobních zkušeností nachází velký rozdíl v mentalitě
sebevědomých Američanů, kteří se chyb nebojí a jsou ochotní vyzkoušet pět špatných po-
stupů, pokud ten šestý bude správný. Naproti tomu konzervativní Evropan se chyb bojí
a vyhazování zdrojového kódu bere jako selhání. Pokud vyzkouší tři špatné postupy bez-
prostředně po sobě, tak spíše začne uvažovat o ukončení projektu, než o dalším hledání
vhodného řešení. Podle Kadlece je toto hlavní důvod, proč se v odborných diskuzích na
českých internetových serverech existuje značná nedůvěra k XP, z čehož plyne také obtížná
implementace této metodologie v českých podmínkách.
Respekt
Na pozadí čtyř uvedených hodnot se skrývá pátá - respekt. Jde v podstatě o podporu tý-
mové spolupráce zainteresovaných vývojářů. Je třeba odstranit izolovanost jednotlivých
programátorů od zbytku a probudit v nich týmového ducha.
Podle autora XP Kenta Becka[5] je tato metodika na respekt velmi citlivá a je nutné ho
pečlivě budovat.
Postupy
V předchozí sekci jsme se věnovali hlavním hodnotám XP tvořícím jeho základní ide-
ový rámec. Ve své obecnosti je však nelze považovat za použitelnou metodologii. Z toho
důvodu definoval Kent Beck [5] 12 konkrétních postupů, které by měly vést k vytváření
kvalitních softwarových produktů. Základním předpokladem pro nasazení této metodiky
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je dodržení všech předepsaných postupů, je tedy nepřípustné řídit se pouze některými a
hovořit o nasazení XP do vývojového procesu.
• Plánovací hra - používá se při vytváření plánu projektu.
• Malé verze - snaha co nejčastěji uvolňovat nové verze produktu.
• Metafora - je vhodné používat pochopitelné popisy než složité a formálně přesné.
• Jednoduchý návrh - důraz na maximální zjednodušení a řešení aktuálních pro-
blémů.
• Testování - rozsáhlé využití automatického testování.
• Refaktorizace - je nutné důsledně rozlišovat práci na přidávání nových funkcí a
vylepšování stávajících.
• Párové programování - programování probíhá výhradně ve dvojicích programátorů,
kteří pracují společně na jednom počítači.
• Společné vlastnictví - kdokoliv může upravovat jakýkoliv zdrojový text a zároveň
všichni přebírají zodpovědnost za celý systém.
• Nepřetržitá integrace - každý dokončený úkol je ihned integrován do produktu.
• Čtyřicetihodinový pracovní týden - přesčasy způsobují přetěžování vývojářů a
ústí v neefektivitu.
• Zákazník na pracovišti - součástí vývojového týmu by měl být i skutečný uživatel
výsledného produktu.
• Standardy pro psaní zdrojového textu - důraz na čitelný, strukturovaný a sro-
zumitelný kód.
Vzhledem k zaměření a omezenému rozsahu této práce nebudeme rozebírat všechny po-
stupy dopodrobna. Probereme pouze ty, které jsou neobvyklé ve srovnání s ostatními agil-
ními metodami a nebo těmi, které přímo ovlivňují projektové řízení.
Plánovací hra
Plánovací hra (The Planning Game) je metodou pro sestavení plánu projektu. XP pou-
žívá velmi podobný systém plánování projektů, jako jsem popsal v sekci 4.2. Používá pouze
mírně odlišné názvosloví.
Obdobou plánování vydání je zde plánovací hra, kdy na společné schůzce všech zainte-
resovaných stran (klient, manažer a vývojáři) probíhá tvorba tzv. karet zadání (obdoba
uživatelských příběhů). Tyto karty jsou poté nositeli informací o požadovaných funkciona-
litách produktu.
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Plánovací hra se skládá ze tří fází:
1. Průzkum - specifikace funkcí, které by měl produkt poskytovat. Klient sepíše znění
uživatelských příběhů a vývojový tým odhadne náročnost a dobu implementace.
2. Závazek - jednotlivé uživatelské příběhy jsou seřazeny podle důležitosti a je u nich
určena šíře zadání a datum dokončení.
3. Řízení - poslední fáze se skládá z plánování jednotlivých iterací a z případných úprav
plánu v průběhu vývoje.
Plánovací hra obsahuje také plánování iteračních cyklů, které je pojmenováno jako ite-
rační plánovací hra. Postup je obdobný jako u plánování vydání, jen se zde vytvářejí tzv.
úkolové karty. Také není nutná přítomnost klienta. Jednotlivé úkolové karty se vážou na
karty zadání a snaží se je konkretizovat z pohledu vývojáře jako množinu úkolů, které je
třeba splnit pro zajištění dané funkcionality. Kent Beck [5] připouští možnost vynechat tuto
iterační plánovací hru v případě malých projektů a týmů, u větších projektů ji ale vidí jako
nutnost.
Karty zadání a úkolové karty jsou prakticky jediným psaným textem, které XP předepi-
suje jako nutnou dokumentaci. Všechny ostatní informace by měly být součástí zdrojového
kódu.
Testování
Je důležité si uvědomit, že v XP neexistuje žádná fáze návrhu. Hlavním nosičem informací
je proto zdrojový kód. Existuje tedy jediná šance, jak zabránit nekvalitní produkci, a to
průběžným testováním.
Používá se automatických testů jednotek (anglicky unit testing), které jsou vytvořeny
ještě před samotným psaním zdrojového kódu. Tyto testy lze poté jednoduše spouštět a
ověřit tak správnou funkci vytvořeného kódu. V ideálním případě by neměl existovat žádný
úsek kódu, pro který by neexistoval zautomatizovaný test.
Dalším zajímavým faktem je skutečnost, že testují i zákazníci. Píší testy funkcionality
pro jednotlivé karty zadání, na jejichž základě je posuzováno jejich dokončení a správné
splnění.
Výhody
Jednou z hlavních výhod je soulad s lidskými instinkty v přístupu k vývoji. Každý rád
vytváří kvalitní, funkční a otestované produkty s jasnou vizí blízkého cíle. XP podporuje
také školení méně zkušených programátorů a celkovou sounáležitost a spolupráci vývojového
týmu na cestě za společným cílem.
Další pozitivum je nelpění na textové dokumentaci, jejíž tvorba je často nákladná a
zdlouhavá. Místo toho metodika preferuje integraci těchto informací přímo do zdrojového
kódu.
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Chvályhodná je i značná flexibilita této metodiky. Nepopisuje totiž exaktní posloupnost
fází a jejich konkrétní podoby. Je tak možno ji upravit podle konkrétních požadavků daného
projektu a vývojářského týmu.
Jako jednu z dalších výhod je všeobecný zájem o XP z řad odborných kruhů. Díky
tomu lze nalézt řadu informací o této problematice jak v knižní podobě, tak na internetu.
Nevýhody
Za hlavní nevýhodu lze považovat celkovou obtížnost při praktickém vykonávání, ob-
zvláště pokud tým nemá jednotlivé postupy dobře zažité. S postupy musí být seznámeni
všichni participanti, tedy i klienti a manažeři. Zaškolení členů týmu, kteří tuto metodiku
neznají, může být poměrně komplikované a ve výjimečných případech se nemusí vůbec
podařit.
Dalším negativem je extrémnost postupů XP, které se nemusí setkat s pochopením
obzvláště v Evropském konzervativním prostředí. Někteří vývojáři totiž mohou odmítat
myšlenky párového programování, společného vlastnictví, permanentní komunikace a jiné.
Zhodnocení
XP je flexibilní agilní metodikou pro malé a střední týmy, která boří konzervativní před-
stavy o vývoji software a snaží se všechny postupy dovádět do extrémů. Charakteristický
je důraz na implementaci na úkor ostatních fází. To přináší značné urychlení vývoje. XP
se orientuje především na zákazníka a jeho měnící se požadavky. Na druhou stranu je tato
metodika poměrně komplikovaná, proto je nutné její pochopení a přijetí všemi zaintereso-
vanými stranami.
Podle Václava Kadlece[13] je XP velmi vhodné pro projekty tvorby webových stránek.
Především z důvodu rychlého vývoje a zapojení klienta. Důležité je ovšem přeformulovat
zásadu kolektivního vlastnictví, protože je zde nutná specializace vývojářů (grafik, progra-
mátor rozhraní, programátor serverové části) viz. popis rolí v sekci 5.1. Z toho se odvíjí
potřeba jednotlivé iterace rozšířit o procesy odpovídající specializovaným rolím.
4.4 SCRUM
SCRUM (SCRUM Development Process) je dalším známým zástupcem agilních metodik
vývoje software. Základ této metodiky představili již v roce 1995 Ken Swaber a Mike Beedle,
jejichž hlavní motivací bylo vyvinout flexibilní metodiku, která se lépe dokáže vyrovnat
s měnícími se požadavky a vylepší produktivitu procesu vývoje software. Hlavními zdroji
pro tuto kapitolu mi byla kniha Václava Kadlece[13] a odborný článek Jiřího Knesla[14].
Název vychází z anglického slova Scrum, jenž souvisí se sportem ragby a označuje skrumáž
hráčů na jednom místě za účelem společného dotlačení míče na požadovanou pozici.
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Vzhledem k tomu, že SCRUM používá poměrně ojedinělé názvosloví, tak si nejprve
podrobněji vysvětlíme význam nejdůležitějších pojmů:
• Nástěnka (Backlog) - je základní organizační jednotkou a nosičem informace o funk-
cích či vlastnostech, které je třeba implementovat. Položkami nástěnky jsou uživatel-
ské příběhy, které definuje klient ve spolupráci s manažerem projektu. Zpravidla se
používá hierarchie více nástěnek (produktová, sprintu).
• Sprint - tento pojem označuje určitou obdobu iterace. Na rozdíl od ní, ale většinou
trvá podstatně delší dobu (typicky 30 dní).
• Scrum schůzka (Scrum Meeting) - každodenní setkání celého vývojářského týmu
sloužící k přehledu vykonané práce za včerejšek a naplánování práce na další den.
• Vepři (Pigs) - tímto pojmem se označují členové vývojářského týmu.
• Kuřata (Chickens) - do této skupiny patří zbytek participantů, tedy klient a manažer.
• Scrum mistr (Scrum Master) - označení pro manažera projektu.
Postupy
Jako každá metodika i SCRUM předepisuje několik postupů, které by měly být zavedeny
do procesu vývoje softwarového produktu. Jejich společným jmenovatelem je flexibilita a
spolupráce:
• Flexibilní předměty dodání - obsah dodání je diktován prostředím. Metodika
nestanovuje konkrétní výsledky jednotlivých výstupů, ale ponechává možnost volby.
• Flexibilní harmonogram - termín předání výsledného produktu není pevně stano-
ven. Je možné, že předání proběhne dříve či později, než se původně plánováno. Toto
může být z pohledu klienta dosti velký problém.
• Malé týmy - SCRUM tým by měl být malý (typicky 3-6 vývojářů), což předurčuje
rozsah projektů, které může řešit. Na druhou stranu je dovoleno nasazení více odděle-
ných týmů na jeden projekt.
• Časté revize - vzhledem k tomu, že základním předpokladem SCRUM je nemožnost
přesně předvídat další vývoj projektu, zavádí se každodenní SCRUM schůzky, na
kterých jsou zkoumány změny, dosažený pokrok a plánuje se další postup.
• Spolupráce - stejně jako u extrémního programování, klade metodika SCRUM důraz
na soudržnost týmu i když v ne tolik extrémní podobě. Tým by měl vystupovat jako
jeden celek a to především při komunikaci s klientem. Neexistuje zde však napří-
klad sdílení kódu všemi vývojáři, ale každý spravuje pouze svoje třídy. Tento postup
na jedné straně motivuje vývojáře ke maximalizaci kvality, na straně druhé vzniká
podstatný problém, pokud nějaký vývojář tým opustí.
Fáze
SCRUM definuje tři základní etapy vývoje produktu. Fáze předehry a dohry se skládají
z definovaných procesů, vstupů a výstupů. Mezi těmito fázemi probíhá iterativní vývoj
produktu nazvaný jako fáze hry.
22
Předehra
Fáze předehry (Pregame) je úvodní částí vývoje projektu. Nejprve je provedeno pláno-
vání, které se skládá z vytváření produktové nástěnky, která se naplňuje uživatelskými
příběhy popisujícími očekávané funkce produktu. Další postupy nejsou přímou součástí
definice SCRUM, ale je vhodné provádět volbu vývojových nástrojů, návrh architektury,
analýzu rizik apod.
Hra
Obrázek 4.5: Postup fáze hry dle metodiky SCRUM. Zdroj: [29] (upraveny popisky)
Ve fázi hry (Game) probíhá iterativní vývoj produktu podle obrázku 4.5. Jednotlivé
iterace se označují jako sprint, což je nelineární empirický proces, jehož součásti jsou
identifikovány a upravovány pomocí každodenních SCRUM schůzek.
Na začátku sprintu se vybere skupina uživatelských příběhů, které budou v rámci sprintu
implementovány. To se provádí jejich přesunem z nástěnky produktu (případně vydání) do
nástěnky sprintu. Celý vývojový tým poté provede rozdělení těchto uživatelských příběhů
na jednotlivé úkoly a stanoví se přibližný postup a plán vývoje.
Každý sprint je uzavřen schůzkou vývojového týmu s manažerem a klientem, kterému
se předvede funkční prototyp produktu. Na základě spokojenosti klienta se rozhodne o po-
kračování vývoje. Poté je v případě potřeby možno přidat nové uživatelské příběhy na
produktovou nástěnku. Na závěr se provede hrubý nástin obsahu následujícího sprintu.
Dohra
Prakticky jedinou součástí fáze dohry (Postgame) je uzavření (Closure). Jakmile klient
usoudí, že výsledek posledního sprintu je dostačující, tak se ukončí iterativní vývoj produktu
a přejde se do fáze uzavření. Hlavní náplní je příprava produktu k finálnímu uvolnění a
šíření. Definice těchto procesů již není součástí SCRUM a závisí tedy čistě na potřebách
konkrétního produktu. Ve většině případů se provádí integrace a její testování, vytváří se
dokumentace, zaškolují se uživatelé apod.
Výhody
Základní myšlenkou metodiky je flexibilita, což se dá považovat také za hlavní výhodu.
SCRUM každodenně reflektuje případné změny a pružně na ně reaguje. Tím je umožněno
směrování projektu a formu dodávky v jakýkoliv okamžik za účelem zvýšení efektivity
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procesu. Vývojářům je poskytnuta svoboda v návrhu optimálního řešení, případně okamžité
změny postupu pokud to vyžadují okolnosti.
Další výhodou SCRUM je relativní jednoduchost, třeba ve srovnání s extrémním pro-
gramováním, které obsahuje řadu na první pohled nepochopitelných postupů. Jediná složi-
tější část vyžadující zaškolení vývojářů je ohodnocovaní uživatelských příběhů a jejich roz-
dělení na úkoly.
Nevýhody
Mezi hlavní nevýhody patří nemožnost zajištění přesného data dodání, které vychází
z velké flexibility metodiky. Někteří klienti ovšem mohou trvat na uvedení závazného data
a nemožnost jeho stanovení může vzbudit zdánlivý projev neprofesionality.
Za nevýhodu SCRUM lze také považovat určitou povrchnost, se kterou je sestavena.
Jedná se totiž spíše o souhrn vývojových vzorů, než o specifikaci konkrétních kroků. Sami
autoři uvádějí, že nasazení je nejvhodnější v případech, kdy firma již nějakou metodiku
používá a ze SCRUM použije pouze způsob řízení projektu.
Zhodnocení
SCRUM je flexibilní agilní metodikou pro malé týmy, která staví především na možnosti
rychlé vývojového procesu, podle požadavků klienta. V porovnáním s extrémním progra-
mováním však klade větší důraz na řízení týmu a obsahuje také méně vyhrocené postupy.
Je tak více akceptovatelný v evropských podmínkách.
Dle Václava Kadlece[13] je SCRUM vhodný pro projekty tvorby webových stránek.
Hlavně z důvodu rychlého vývoje a zapojení klienta do procesu vývoje. Je ovšem nutné
metodiku obohatit o konkrétní postupy odpovídající specifikům tohoto druhu produktů.
4.5 Getting Real
Getting Real není metodikou v pravém slova smyslu, jde spíše o sbírku esejí popisující
vhodné postupy spojené s agilním vývojem webových stránek. Zaměřuje se nejen
na samotný vývoj, ale třeba i na marketing, údržbu po zveřejnění webu či personalistiku.
Autorem je studio 37 signals a na internetu je dokument dostupný zdarma [1]. V českém
prostředí se o něm zmiňuje např. Jiří Knesl [14]. Pomocí Getting Real byl vytvořen např.
známý systém pro řízení projektu Basecamp.
Největší důraz se klade na rychlý vývoj software s menším množstvím funkcí, avšak v co
možná nejlepší kvalitě. Tento fakt symbolizuje i samotný název, který lze volně přeložit jako
”
stávání se skutečným“. Getting Real se hlásí k agilním postupům vývoje, neposkytuje ale
žádnou konkrétní konkrétní posloupnost kroků vedoucí k úspěšnému zakončení projektu.
Předpokládá se tak použití stávajících postupů, nebo kombinaci s plnohodnotnými agilními
metodikami jako je XP nebo SCRUM, které jsme si podrobněji rozebrali v předchozích
sekcích této kapitoly.
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Getting Real je přímo určený pro projekty tvorby webových stránek, ačkoliv to není
nutnou podmínkou. Minimalizace je hlavní pojem, kterému se vše podřizuje. Jediné co
zůstává je skutečnost (real), tedy zákazníkem požadovaný software s nejmenší možnou
složitostí, avšak s velkou kvalitou zpracování. Vše ostatní, co skutečnost pouze představuje,
je posunuto do pozadí: dokumentace, schůzky, specifikace, plány, schémata, grafy, drátové
modely apod.
Postupy
Getting Real aktuálně tvoří 87 esejí rozdělených do 14 kapitol, podle jejich zaměření.
S přihlédnutí k požadovanému rozsahu této práce nemůžeme probrat podrobně všechny
eseje, ačkoliv jsou všechny velmi zajímavé. V této sekci si tedy uvedeme jen ty nejdůležitější
nebo takové, jaké se přímo týkají řízení projektů.
• Tvořte méně (Build less) - konvenční postupy říkají, že pro úspěšný produkt by měl
být objemný a s více funkcemi než má konkurence. S takovým názorem Getting Real
však ostře nesouhlasí. Naopak doporučuje vytvořit rozsahově menší, levnější, rychle
vytvořený, ale vysoce kvalitní produkt.
• Zlepšete čas a náklady, změňte měřítko (Fix Time and Budget, Flex scope) -
pokud se projekt dostane do potíží, je vhodnější odstranit nejméně důležité funkce než
navyšovat rozpočet, nebo odkládat termín předání. Vždy bude čas dodělat je později,
ale důležitá je aktuální skutečnost a použitelnost. Je lepší mít produkt s dokončenou
polovinou funkcí, než produkt se všemi funkcemi napůl hotovými.
• Méně hmoty (Less Mass) - pro pohnutí masivním objektem je nutné vyvinout
více energie. To platí ve fyzice i při vývoji software. Webové stránky jsou vysoce
flexibilní médium a jejich změna musí být jednoduchá, rychlá a levná. Toho lze ale
dosáhnout jen pomocí malého rozsahu. Vše, co tvoří projekt složitějším, musí být
minimalizováno (dlouhodobé kontrakty, velikost týmu a počet jeho schůzek, uzamčení
technologií a hardware apod.), naopak vše, co přináší zmenšení rozsahu, se snažíme
podpořit (všestranní vývojáři, jednoduchost, využití open-source software apod.).
• Tři mušketýři (The Tree Musketeers) - doporučuje se sestavovat týmy po třech vývo-
jářích. Jeden grafik, jeden programátor a jeden všeuměl, který rozumí jak grafickému
návrhu, tak programování. Pokud není možné produkt vytvořit v takto malém týmu,
tak podle Getting Real existují dvě možná řešení: vybrat jiné zkušenější vývojáře a
nebo zmenšit rozsah projektu.
• Jaká je hlavní myšlenka (What’s the Big Idea) - před zahájením prací je dopo-
ručeno zastavit se a zapřemýšlet nad vizí, kterou by se měl produkt ubírat. Tu je
třeba jednoduše definovat (např. pro Basecamp:
”
Projektové řízení je komunikace“),
seznámit s ní vývojový tým a během celého vývoje se této vize držet.
• V počátcích ignorujte podrobnosti (Ignore Details Early On) - přehnaný důraz
na detail v počátcích vývoje je nevhodný. První týden není třeba určovat přesné pozice
jednotlivých prvků rozhraní, nejprve je třeba navrhnout obecnou logiku a návaznost
jednotlivých stránek a ověřit její fungování. Pokud bychom to neudělali, můžeme
zbytečně ztratit spoustu času řešením detailů na špatném konceptu.
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• Opláchnout a opakovat (Rinse and Repeat) - produkt by měl být vyvíjen v itera-
cích. To umožňuje rychlé přizpůsobení podle zpětné vazby na reálný prototyp.
• Od nápadu k implementaci (From Idea to Implementation) - Getting Real doporu-
čuje následující postup vývoje. Nejprve je třeba na jednání rozebrat hlavní myšlenky,
kterými se má produkt řídit. Následuje experimentování s tvorbou náčrtků, které mají
za úkol převést koncept na hrubé návrhy uživatelského rozhraní. Na základě těchto
návrhů je poté vytvořeno rozhraní aplikace (v jazycích HTML, CSS a JavaScript). Až
když uživatelské rozhraní dostatečně demonstruje funkcionalitu a je kompletně otesto-
váno, přechází se do fáze implementace. To vše by mělo probíhat v rámci vývojových
iterací.
• Zmenšete svůj čas (Shrink Your Time) - odhady náročnosti by měli být co nejmenší.
Je třeba rozdělit jednotlivé funkční požadavky na menší části, které lze řešit izolovaně.
• Nejdříve rozhraní (Interface First) - programování funkcí produktu je nejdražší
a nejobtížnější část vývoje, a proto je vhodné ho co nejvíce omezit. Toho se docílí
striktním oddělením uživatelského rozhraní od funkčnosti. Nejprve je třeba navrhnout
jakým způsobem bude webová stránka komunikovat s uživatelem (což je levné) a až
potom tuto interakci realizovat.
• Nedělejte mrtvé dokumenty (Don’t Do Dead Documents) - vyhněte se vytváření
jakýchkoliv neužitečných dokumentů, které o produktu pouze informují a reálně nic
nepřinesou. Je lepší vytvořit prototyp uživatelského rozhraní než popsat jeho funkci
na deseti stranách specifikace.
• Řekni mi krátký příběh (Tell Me a Quick Story) - při popisu nové funkce je
dobré snažit se o co největší jednoduchost. Je nevhodné řešit technické a vzhledové
podrobnosti. Doporučuje se používat běžný hovorový jazyk a zaměřit se spíše na
strukturu a dojem z dané funkce produktu.
Zhodnocení
Getting Real tvoří soubor esejí, které popisují vhodné postupy při tvorbě webových strá-
nek. V kombinaci s komplexnější agilní metodikou může tvořit velice účinný rámec pro
rychlý a flexibilní vývoj produktů. Velkým přínosem je orientace na úsporu finančních pro-
středků a zároveň vysokou kvalitu funkcí. Na rozdíl od jiných agilních metodik se věnuje
podstatně širšímu spektru problému, než jen na projektové řízení.
Jako hlavní nevýhodu vidím značně omezenou velikost týmu, kdy tato metodika nemusí
být příliš vhodná pro rozsáhlejší projekty. Taktéž obsahuje řadu postupů, které nejsou příliš
obvyklé, a proto je nutné věnovat určitý čas zaškolení vývojového týmu.
4.6 Kaban
Kaban je systém pro plánování a vizualizaci výroby řízené požadavky odbytu. Opět nejde
o plnohodnotnou metodiku, ale spíše o popis výrobního procesu. Jeho autorem je Taiichi
Ohun, který vytvořil produkční systém automobilky Toyota. Kaban je japonské označení
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pro kartu (nebo štítek), která slouží pro vizualizaci aktuálního stavu. Cílem systému je op-
timalizovat produkci výrobní linky s využitím základních agilních prvků. Celé problematice
se dosti podrobně věnuje ve svém odborném článku Michal Vallo[21].
Hlavní snahou tohoto systému je ve snížení stavu zásob a nedokončené výroby mezi
jednotlivými kroky, tzv. práce v průběhu (Work in Progress). Vše je přehledně vizuali-
zováno pomocí Kaban karet, což umožňuje identifikovat problémová místa procesu (např.
úzká hrdla, neurčitosti a zbytečné činnosti), které jsou pak ihned odstraněny.
Ačkoliv je Kaban primárně určen pro řízení výrobní linky, lze ho úspěšně aplikovat i na
vývoj software, kde jsou často řešeny stejné problémy. Jejich eliminací dosáhneme zkrácení
času vývoje, snížení nákladů a zlepšení kvality.
Postupy
Obrázek 4.6 ilustruje příklad typické Kaban tabulky (Kaban board), která vizualizuje
stav vývoje. Vlevo je zásobník požadavků, které jsou seřazeny podle priorit. Jednotlivé
sloupce představují kroky vývoje. V každém kroku je omezený počet požadavků, jehož
velikost určuje výkonnost a počet vývojářů v daném kroku. Po dokončení práce na jedné
položce, je tato položka připravena k předání do dalšího kroku. Důležitá je skutečnost, že
není dovoleno přijmout nový požadavek, dokud není dostupná kapacita kroku, přičemž se
do tohoto počtu započítávají i hotové požadavky čekající na převzetí. Pokud tedy dojde
např. ke kolapsu v posledním kroku, bude za určitý čas celý výrobní proces zastaven, dokud
nedojde k opětovnému nastartování posledního kroku.
Obrázek 4.6: Kaban tabulka vizualizace výroby. Zdroj: [21] (upraveny popisky)
Sledováním a analýzou stavu vývoje je možné identifikovat úzká hrdla ve vývojovém
procesu a řešit jejich odstranění např. formou snížení počtu programátorů, pokud nejsou
návrháři uživatelského rozhraní schopní je zásobovat dostatečným objemem úkolů.
Zhodnocení
Kaban je spíše systémem nežli metodikou. Pro jeho nasazení je tedy nutné ho nakombi-
novat s nějakou komplexnější agilní metodikou, nebo použít postupy, na které je vývojářský
tým již navyknutý. Největším problémem je absence zapojení klienta do procesu vývoje,
což je jeden z hlavních rysů agilních metodik. Zároveň je příliš povrchní a jeho systém se
hodí spíše na pásovou výrobu identických produktů, než na tvorbu různorodých výstupů.
Na druhou stranu jde o zajímavý přístup k vývojovému procesu a je určitě vhodné jeho
postupy uvažovat. Minimálně jako nástroj pro vizualizaci vývojového procesu je to neoce-
nitelný pomocník.
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Kapitola 5
Charakteristiky tvorby webových
stránek
V první části této kapitoly se seznámíme s charakteristickými rolemi, které vstupují do
procesu tvorby webových stránek. Jednotlivé role si podrobněji rozebereme z pohledu jejich
pracovní náplně a komunikace s ostatními.
V druhé části kapitoly si poté uvedeme největší problémy, které jsem musel řešit během
své praxe manažera projektů tvorby webových stránek. U každého problému nalezneme jeho
řešení pomocí agilních postupů rozebíraných v kapitole 4. Tím sestavíme souhrn požadavků
na vytvářený systém pro podporu řízení projektů.
5.1 Role
Tvorba webových stránek je komplexní záležitost vyžadující spolupráci více lidí v rámci
týmu, kde každý má svoji přesně definovanou roli.
Do procesu tvorby webu vstupuje mnoho různorodých rolí. S přihlédnutím k tomu, že
některé jsou velmi specifické, považuji za vhodné je rozebrat a na tyto odlišnosti upozornit.
Vycházel jsem především ze svých zkušeností s prací pro několik firem, zabývajících se
touto problematikou, přičemž v hlavních rysech si byly velmi podobné. Podotýkám, že
uvedený seznam je značně obsáhlý. Zahrnuje totiž všechny role, se kterými jsem se při
vývoji webových stránek setkal. Pro řešení malých a středních projektů agilními přístupy
je však takto početný tým nepřípustný. Proto se budu v návrhu snažit snížit počet rolí na
nutné minimum.
• Zákazník - zákazníkem nebo také klientem je označována fyzická nebo právnická
osoba, která za účelem vyřešení určitého problému zadává tvorbu projektu a po do-
končení a schválení ho přebírá do svého vlastnictví. Zároveň také financuje vývoj
celého projektu. Z toho plyne, že tato osoba je v celém procesu tvorby webových strá-
nek naprosto klíčová, a proto je nutné jí věnovat náležitou pozornost. V případě, že by
se nepodařilo uspokojit zákazníkovy požadavky nelze projekt považovat za úspěšný.
• Uživatel - je osoba, která používá výsledný produkt. Je proto nutné při tvorbě pro-
jektu velmi důkladně zvažovat jeho pohled a způsob, s jakým bude s výsledným
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Obrázek 5.1: Komunikace a uspořádání rolí.
produktem interagovat. Není nutným pravidlem, aby to byl uživatelem stejný člo-
věk jako zákazník. Při tvorbě webových stránek tomu tak ve velké většině případů
opravdu není. Kupříkladu vývoj internetového obchodu většinou zadává firma věnu-
jící se prodeji určitého druhu zboží. Výsledný produkt je umístěn na internet, kde
ho v roli uživatelů používají potencionální zákazníci dané firmy (našeho zákazníka).
Pokud firma využívá interní účetní a skladový systém, který se automaticky syn-
chronizuje s internetovým obchodem, tak se do přímého užívání produktu v podstatě
nikdy nezapojí. Proto je nutné tyto dvě role rozlišovat a tuto skutečnost brát v potaz.
• Obchodník - má za úkol získávat nové zákazníky, kteří by měli zájem o koupi určitého
produktu z portfolia firmy. Vzhledem k tomu, že jeho práce s projektovým řízením
příliš nesouvisí, nebudu se o něm nijak podrobněji zmiňovat.
• Manažer - je jednou z klíčových rolí. Mezi jeho hlavní povinnosti patří plánování
(určení cílů a termínů), řízení (přidělování práce zaměstnanců, zjišťování odchylek)
a vedení (motivace zaměstnanců). Dobrý manažer by se měl také orientovat nejen
v projektovém řízení, ale i v řešené problematice. Velký důraz se klade na manaže-
rovu komunikativnost, tvoří totiž pomyslný komunikační most mezi zákazníkem a vý-
vojářským týmem. Hlavní pracovní náplní je přebírání klientových požadavků, jejich
zadávání k vývoji, kontrolu postupu plnění a po dokončení zpětný report klientovi.
Výsledný systém pro řízení projektů by měl tuto činnost co nejvíce zjednodušit.
• Analytik - jeho hlavním úkolem je sestavit podle zákazníkových požadavků přesnou
specifikaci budoucí aplikace. K tomu potřebuje znát firemní procesy související s tvor-
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bou webové aplikace a jejich časovou náročnost. Na základě specifikace je odhadnuta
cena celého produktu a termín jejího dodání. V praxi u menších projektů nebo firem
realizuje roli analytika a manažera jedna osoba. Dochází tak ke zmenšení objemu
komunikace a tím i ceny. Na druhou stranu to zvyšuje nároky na manažera.
• Grafik - nebo někdy nazývaný také web designer, by měl být nejkreativnějším čle-
nem týmu, jelikož jeho hlavní pracovní náplní je tvorba grafických podkladů k uži-
vatelskému rozhraní webové stránky a podobné doplňkové služby (např. korporátní
identita nebo reklamní grafika). To vyžaduje spoustu znalostí především s tvorbou
a úpravou digitální grafiky, která tvoří drtivou část práce. Dále by se měl orientovat
i v problematice typografie a přístupnosti webu. V dnešní době je nejrozšířenějším
nástrojem grafika bitmapový editor Adobe Photoshop, který se stává standardem pro
tvorbu webové grafiky. Z vlastní zkušenosti vím, že tato role bývá většinou oddělena
od zbytku týmu, nebo dokonce úplně přesunuta mimo prostředí firmy. Což rozhodně
není ideální, především z pohledu zapojení do týmu a agilní myšlenky společného
řešení problémů.
• Programátor uživatelského rozhraní - v praxi často označovaný jako HTML ko-
dér, je expertem na webové standardy a zobrazení webových stránek na uživatelských
zařízeních (počítač, tablet, tiskárna atd.). Stejně jako grafik se zabývá pouze uživatel-
ským rozhraním a ne faktickou funkčností dané webové aplikace. Na rozdíl od něj řeší
technickou stránku věci, tzn. převádí grafický návrh uživatelského rozhraní do pro-
gramovacích jazyků, které se používají pro uložení webových stránek. V dnešní době
jde o kombinaci technologií HTML, CSS a JavaScript. Tato role bývá často velmi
podceňována, ať už izolací daného člověka od zbytku týmu, případě jejím zajištěním
externím pracovníkem. Setkal jsem se také dokonce s firmou, kde tato role chyběla
úplně a jeden programátor tak vytvářel klientskou i serverovou část aplikace.
• Programátor serverové části - je role, která se nejvíce zapojuje do fyzického vývoje
aplikace. Hlavní náplní jeho práce je přidání funkčnosti do připraveného uživatelského
rozhraní. Toho dosahuje psaním zdrojových kódů pro klientskou a serverovou část
aplikace. V dnešní době se používá především jazyk PHP, případně ASP.NET.
• Tester - hraje důležitou roli v zajištění kvality produktu. Stará se o kontrolu výsledků
práce programátorů, především jestli jsou funkční a odpovídají popisu ve specifikaci.
Testování je důležitá součást vývoje jakékoliv aplikace, přesto jsem se v praxi často
setkal s podceňováním této role. Většinou ji zastává nejzkušenější programátor nebo
v případě menších projektů manažer.
5.2 Řešení problémů agilními postupy
Ve své praxi projektového manažera tvorby webových stránek jsem se setkal se spoustou
problémů a překážek. Projekty byly řízeny bez přítomnosti propracované metodiky, respek-
tive jejich vývoj odpovídal vodopádovému modelu, který jsme si popsali v sekci 3.1. V této
sekci uvedu ty největší problémy a pokusím se nalézt jejich vhodné řešení s využitím agil-
ních postupů. Výsledky hledání pak budou tvořit požadavky pro vytvoření návrhu řešeného
systému pro řízení projektů.
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5.2.1 Neefektivní proces vývoje
Způsob, jakým probíhá vývojový proces, má obrovský dopad na úspěšnost celého pro-
jektu, jak po stránce spokojenosti zákazníka, tak po stránce efektivního využití zdrojů.
Běžně vývoj probíhá následovně: nejprve se zpracuje kompletní grafický návrh, poté se vy-
tvoří kompletní rozhraní a nakonec se do něj přidá celá funkčnost. Klient do tohoto procesu
většinou zasahuje pouze schválením grafického návrhu a finálního produktu.
Tento přístup je značně neefektivní. Projekt se prodlužuje proto, že jednotlivé fáze jsou
striktně oddělené, takže např. programátor rozhraní je nucený čekat na kompletní dokončení
grafického návrhu i když jeho podstatná část je třeba už několik dnů hotová a klientem
schválená. Ještě větší problém nastává v případě, kdy klient odmítne schválit hotový projekt
a požaduje změny v souladu se specifikací. Pokud tyto změny vyžadují přepracovat rozhraní,
nebo dokonce grafický návrh, vzniká nepřípustné a mnohdy i značné navýšení nákladů.
Čím dále totiž ve vývoji určité funkce postupujeme, tím více je změna obtížnější. Např.
reorganizace obsahu hlavní stránky je podstatně snazší ve fází grafického návrhu (stačí aby
grafik překreslil vzhled), než při schvalování finálního produktu (zde je nutné znovu projít
celý proces a práce kterou dosud vynaložili programátoři je v podstatě zbytečná).
Řešení poskytuje metodika Getting Real (viz. sekce 4.5). Ta doporučuje rozdělit striktně
vývoj do fází v následujícím pořadí:
1. Grafický návrh - je navržen vzhled prvků rozhraní v podobě obrázku.
2. Kódování návrhu - na základě návrhu se vytvoří uživatelské rozhraní zobrazitelné
v internetovém prohlížeči včetně případné dynamické interakce (např. vysouvací na-
bídky).
3. Programování - na základě výstupu předchozí fáze je přidána do rozhraní i veškerá
funkčnost (např. odeslání kontaktního formuláře).
Na konci každé fáze dává klient souhlas se splněním provedených prací. Tento
souhlas je vyžadován u každého požadavku zvlášť a nic tak nebrání v další práci na již
schválených částech. Tímto postupem dosáhneme značných finančních a časových úspor.
5.2.2 Špatná organizace informací
Častým problémem, se kterým jsem se v praxi setkal byla velmi špatná organizace infor-
mací. V klasickém projektovém řízení jsou uvažovány pouze úkoly. Je pak velmi problema-
tické dohledávat, kdo pracoval na konkrétní části aplikace, protože úkoly podílející se na
jejím vytvoření spolu nejsou nijak spojeny. Taktéž podklady, které s vypracováním dané
části souvisejí je nutné evidovat u každého úkolu.
Tento problém lze snadno vyřešit zavedením agilního plánování tak, jak bylo definované
v sekci 4.2. Najdeme zde dvě úrovně: úroveň požadavků zachycujících popis klientových
potřeb a úroveň úkolů reprezentujících úkony jednotlivých vývojářů za účelem splnění
rodičovského požadavku. Toto rozdělení značně ulehčuje dohledání potřebných informací a
práci s nimi.
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5.2.3 Chybné oceňování
Překračování dohodnutých termínů a nákladů je asi nejpalčivější problém, který se nevy-
skytuje pouze při vývoji webových stránek. To je způsobeno nemožností domyslet celkový
rozsah a náročnost projektu již v jeho počátku. Nezřídka se tak stane, že některé funkce
jsou opomenuty, nebo špatně ohodnoceny. Odhady totiž v tradičním vystavuje pouze jeden
zaměstnanec, který mnohdy ani daný úkol nerealizuje.
V praxi se tento problém zpravidla řeší nadhodnocováním ceny projektu, aby byl stále
rentabilní i v případě překročení plánu. To ovšem není zrovna rozumné. Pokud cenu ne-
zvýšíme dostatečně, tak na projektu proděláme. Pokud bude cena příliš vysoká, tak můžeme
klienta ztratit, protože konkurence je mu zpravidla schopná nabídnout cenu nižší. Obdobně
se postupuje i v případě stanovování termínu dodání. Příčinou všech problémů je samotný
způsob ohodnocovaní, pomocí kterého nelze bez vydání nadlidského úsilí dosáhnout rozum-
ných výsledků. Logickým řešením je tedy přejít na agilní ohodnocování tak, jak jsme si ho
popsali v sekci 4.2.
Odhadování musí probíhat kolektivně avšak anonymně, tak abychom zachytili co nej-
více různých názorů na řešený problém. Získané názory jednotlivců se pak diskutují v rámci
celého týmu a snažíme se dojít ke konsenzu. S přihlédnutím k organizaci vývojového pro-
cesu je nutné odhady rozdělovat do zmiňovaných tří základních kategorií (grafický návrh,
kódování návrhu a programování) tak, abychom mohli jednotlivé fáze plánovat odděleně.
To ovšem neznamená, že např. ke složitosti grafického návrhu se nemůže vyjádřit progra-
mátor uživatelského rozhraní. Může třeba upozornit na nutnost dodání dalších grafických
podkladů, které ostatní členové týmu neodhalí.
Nesmíme zapomenout uvažovat i rozdílné úrovně ohodnocování. Odhad požadavků
se provádí skupinově při úvodním plánování projektu a měli by se na něm shodnout celý
tým. Toto ohodnocení nemá žádnou jednotku, jde pouze o poměrné vyjádření složitosti ve
vztahu k ostatním požadavkům. Přitom nejnižší ohodnocení 1 by mělo představovat nejme-
nší možnou složitost. Odhad úkolů se provádí před každou iterací a na jeho určování by se
měli podílet všichni vývojáři, u nichž přichází v úvahu, že ho budou realizovat. Hierarchie
odhadů lze využít i k pokročilým operacím, jako je např. evidence výkonnosti vývojářů ve
formě počet splněných bodů požadavků za jednotku času.
5.2.4 Změny požadavků
Časté změny požadavků jsou další frekventovanou problematikou. Klient většinou není
schopný na začátku projektu stanovit podrobný soupis požadavků tak, aby se vyloučila
jejich jakákoliv pozdější změna. To představuje dosti velkou překážku, pokud je používána
neiterativní metoda vývoje jako např. vodopádový model. Ten je totiž založený na předpo-
kladu neměnného soupisu požadavků před samotným zahájením implementace.
Řešením je použití iterativního vývojového procesu ve spojení s agilním postupem
plánováním (viz. sekce 4.2), které je na častou změnu požadavků velmi dobře uzpůsobeno.
Veškeré nové požadavky je vhodné nutné konzultovat s celým vývojovým týmem, abychom
odhalili případné dopady změn na zbytek aplikace.
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5.2.5 Nedostatečné zapojení klienta
Komunikace s klientem představuje hlavní náplň práce každého projektového manažera
a agilními metodikami je považována za jednu z hlavních hodnot, proto je vhodné ji věno-
vat velkou pozornost. Bez vhodné organizace dochází ke značnému nárůstu objemu práce
manažera a tím pádem k jeho zbytečné zátěži, jenž může v nejhorším případě vést až ke
zpomalení vývojového procesu. Je neúčelné, aby manažer fungoval jako pouhý prostředník
v komunikaci mezi klientem a vývojovým týmem. K tomu ovšem v praxi často dochází.
Nejlepším řešením je zapojit zákazníka do procesu vývoje. Umožnit mu svoje poža-
davky samostatně zachytit v systému, kde k ní budou mít přístup všechny ostatní
zainteresované strany. Stejně tak je vhodné, aby si klient mohl sám zjistit aktuální stav
zadaných požadavků, bez nutnosti komunikace s manažerem, což opět přinese další vý-
znamné úspory času.
5.2.6 Problematická revize
Sledování stavu vývoje je jeden za základních postupů pro předcházení problémů. Bez
použití sofistikované metodiky vývoje je ovšem velmi problematické získat a následně in-
terpretovat vhodná data, která by poskytla jasný přehled o postupu prací na projektu.
Agilní metodiky poskytují dostatečně propracované nástroje pro revizi na úrovni pro-
jektu i iterací. Jejich zahrnutí do výsledného systému je proto více než vhodné, především
spalovací graf a Kaban tabulku, které jsme si popsali v sekcích 4.2 a 4.6.
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Kapitola 6
Návrh systému
Na základě požadavků, které jsme si stanovili v kapitole 5 se nyní budeme věnovat návrhu
systému pro podporu agilního řízení projektu. V souladu s agilním přístupem nebudeme
zabíhat do příliš velkých detailů popisu, navrhneme raději pouze základní rámec tvořící
hlavní funkce a postupy, které by měl systém obsahovat. Budeme se tak snažit být co
nejvíce otevření pro změny, které mohou v průběhu tvorby aplikace nastat.
Samotný vývoj bude probíhat iterativně, kdy po skončení každé iterace proběhne kontrola
ze strany vedoucího práce. Na jejím základě bude probíhat diskuze o aktuální podobě, ze
které vyvodíme závěry pro další směřování projektu.
6.1 Volba platformy
Nejprve bylo nutné zvolit platformu, na které bude systém postaven. Vzhledem k jeho
zaměření je vhodné, aby byl co nejsnadněji přístupný jak pro zákazníka, tak pro vývojový
tým. Proto byly zvoleny webové technologie přinášející řadu výhod. Nejsou závislé na
platformě ani operačním systému uživatele. Jsou snadno přístupné z jakéhokoliv počítače
napojeného na internet a dovolují použití pokročilých prvků uživatelského rozhraní. Webové
stránky fungují na principu zasílání požadavků a odpovědí. Skládají se ze dvou hlavních
částí: klientské a serverové.
Klientskou část tvoří především uživatelské rozhraní a logika pro komunikaci se serverem.
K tomu se používají technologie HTML, CSS a JavaScript. HTML (Hyper Text Markup
Language) je jednoduchý značkovací jazyk, který slouží pro uložení obsahu webové stránky.
CSS (Cascading Style Sheets) se používají pro popis vzhledu jednotlivých prvků webu, če-
hož se dosahuje pomocí kaskády pravidel. Poslední technologií je JavaScript, jež slouží pro
zakomponování dynamických efektů na straně klienta, tzn. pokročilých konstrukcí umožňu-
jících komunikaci s uživatelem.
Serverová část aplikace bude postavena na technologiích PHP a MySQL. Obě jsou volně
použitelné, bez nutnosti investice finančních prostředků do jejich nasazení, proto jsou pro
tento systém velmi vhodné. PHP (PHP: Hypertext Preprocessor) zajišťuje logiku funkce
aplikace, před jejím odesláním klientovi. Dále také obstarává napojení na MySQL, což je
databázový systém sloužící pro uchování všech dat, se kterými bude systém pracovat.
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Z pohledu technologií bych chtěl využít co nejmodernější a nejefektivnější postupy. Plá-
nuji využít jQuery, což je sbírka funkcí napsaná v jazyce JavaScript, jenž usnadňují zápis
zdrojového kódu a v rozšířené verzi jQuery UI poskytují i pokročilé prvky uživatelského
rozhraní. Dále se budu snažit o co největší nasazení technologie AJAX (Asynchronous Ja-
vaScript and XML), která dovoluje asynchronní komunikaci (tj. bez nutností opětovného
načtení stránky) mezi klientskou a serverovou částí. To značně zatraktivní a zefektivní
uživatelské rozhraní.
Vhodnou funkčností z hlediska přístupnosti bude také podpora různých médií pro pre-
zentaci obsahu webových stránek. Systém by měl být zobrazitelný nejen širokém monitoru
počítače, ale i na malém tabletu nebo chytrém telefonu. Také by měl být podporován výstup
prostřednictvím tiskárny.
6.2 Uživatelské role
Na základě popisu rolí v sekci 5.1 a agilních postupů uvedených v kapitole 4 jsem vytvořil
seznam hlavních uživatelských rolí, které budou mít v systému odlišnou pozici a kompe-
tence. Hlavní snahou bylo snížit počet na nutné minimum postačující na efektivní vývoj
malých a středních projektů tvorby webových stránek. Odstranil jsem roli analytika, kte-
rou agilní metodiky zavrhují. Doporučují soustředit se na samotný proces vývoje a provést
hrubou analýzu problému skupinově na úvodních týmových schůzkách. Taktéž jsem zrušil
roli testera. Tu by měly nahradit automatické testy jednotek zdrojového kódu a proces
schvalování požadavků klientem. Výsledná hierarchie rolí je tedy následující:
• Vývojář - realizuje práci bez ohledu na konkrétní pozici. Jeho hlavním požadavkem
na systém je evidence zadaných úkolů a požadavků k nim náležícím. Vývojáře lze
rozdělit na tři další specifičtější role odpovídající fázím požadavků, jenž byly popsány
v sekci 5.2, jsou to následující:
– Grafik - realizuje fázi grafického návrhu uživatelského rozhraní klientské části.
– Kodér - je odpovědný za fázi kódování návrhu.
– Programátor - programuje funkce na klientské i serverové části aplikace.
• Manažer - je vedoucí osoba. Sestavuje plány projektů a iterací ve spolupráci s vývo-
jovým týmem a dohlíží na jejich dodržování. V neposlední řadě pak spravuje a vytváří
nové projekty, přičemž má přístup pouze k těm, ke kterým je přiřazen. Jako jediný
má také práva na vytváření nových uživatelů.
• Klient - by měl mít možnost sestavovat a upravovat požadavky jeho projektů a
sledovat jejich průběh plnění.
6.3 Uživatelské rozhraní
Při vývoji systému je vhodné klást velký důraz na uživatelské rozhraní, jelikož jde o část
aplikace, se kterou přijde uživatel nejvíce do styku. Důraz budu klást na intuitivnost, aby
nebylo nutné uživatele složitě zaškolovat. Zároveň by mělo být jednoduché a přehledné tak,
aby byla práce s ním co nejpříjemnější. Vhodné je také dodržení určitých estetických vzorů,
aby měly jednotlivé obrazovky sjednocený vzhled a logickou návaznost. Zaměřím se na
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minimalizaci počtu kliknutí při nejčastěji prováděných akcích, což by mělo mít ještě lepší
dopad na efektivitu výsledného systému. Celé uživatelské rozhraní jsem rozdělil na čtyři
základní části jak ilustruje obrázek 6.1.
Obrázek 6.1: Návrh základního rozložení uživatelského rozhraní.
• Ovládací panel - slouží pro navigaci po jednotlivých stránkách systému, tak jak jsou
uvedeny v sekci 6.4.
• Panel projektu - obsahuje výběr projektu, se kterým chce uživatel pracovat. Ma-
nažer bude mít možnost v tomto panelu také vytvořit nový, nebo upravit existující
projekt.
• Panel uživatele - zobrazuje informace o aktuálně přihlášeném uživateli s odkazem
na jejich upravení.
• Obsah - slouží pro zobrazení obsahu aktuálně vybrané stránky. V jeho horní části
bude umístěn panel s výběrem iterací a dalšími ovládacími prvky.
Další užitečnou funkcí, kterou by mělo uživatelské rozhraní podporovat je flexibilní při-
způsobení šířce stránky. Je vhodné maximálně využít celou dostupnou plochu a přizpůsobit
jí množství zobrazených informací. Uživatel chytrého mobilního telefonu např. uvidí ve vý-
pisu uživatelských příběhů pouze jejich názvy, naopak na širokoúhlém monitoru by měly
být zobrazeny i větší podrobnosti.
Pro zajištění co největší efektivity by mělo uživatelské rozhraní také podporovat pokročilé
ovládací prvky jako např. táhni a pusť (Drag and Drop) pro potřeby řazení položek výpisu,
nebo přesuny mezi jednotlivými nástěnkami. Vhodné je také použití různých modálních
dialogů a interaktivních prvků rozhraní.
6.4 Struktura
Hlavní částí výsledného systému bude soustava obrazovek propojených pomocí ovládacího
panelu, což bylo popsáno v sekci 6.3. Každá z těchto obrazovek poskytuje danou funkčnost
tak, aby co nejlépe podporovala agilní způsob vývoje projektu. Uživatelské role budou mít
přímý vliv na dostupné funkce, nebo dokonce celkovou dostupnost určité sekce.
Strukturu jsem se snažil udělat co nejjednodušší tak, aby zachycovala pouze ty nejdůleži-
tější postupy agilního řízení projektů. S nárůstem počtu vývojových cyklů je možné, že
některé přibudou, nebo budou určitým způsobem modifikovány podle aktuálních potřeb
určených na základě zpětné vazby.
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Specifikace
Tato část je určena především pro klienta, ale bude přístupná i manažerovi, aby měl
možnost v případě nutnosti poopravit zadané hodnoty, nebo je vyplňovat v průběhu jed-
nání s klientem. Hlavními funkcemi budou vytváření, úprava, řazení a mazání požadavků.
Zároveň bude tato obrazovka klientovi sloužit pro přehled o aktuálním stavu vývoje.
Obsah bude tvořit výpis všech požadavků a panel s tlačítkem pro přidání nového. Poža-
davky půjdou organizovat pomocí akce táhni a pusť (drag and drop). Po vybrání libovolného
požadavku se zobrazí jeho upravitelný výpis jako dialogové okno.
Plán projektu
Do této sekce systému má přístup pouze manažer. Obrazovka bude poskytovat funkce
spojené s agilním plánováním projektu, jenž byl popsán v sekci 4.2. To znamená, že zde na-
lezneme funkce pro správu iterací, ohodnocení požadavků zadaných klientem a pro vkládání
požadavků do vybraných iterací. Poslední zmiňovaná funkce sice není součástí agilního po-
stupu plánování, ale u menších projektů je užitečné provést plánování iterací předem. Tento
postup jsem převzal především z metodiky XP řešené v sekci 4.3.
Obsah se rozdělí dvou částí: na nástěnku projektu a iterace. Jejich položkami budou poža-
davky, které manažer může jednoduchým přetahováním myší přesouvat mezi nástěnkami.
Požadavky půjdou vytvářet v modálním dialogu a stejně tak i editovat nebo mazat. Bude
umožněno vytváření dlouhodobějších plánů, takže zde musí být dostupná volba aktuální
iterace, se kterou se bude pracovat.
Plán iterace
Tato sekce opět určená výhradně pro manažera, navazuje funkčně na předchozí fázi plánu.
Vychází se z množiny požadavků na nástěnce iterace. Ty jsou rozděleny na úkoly a ohod-
noceny při schůzce s vývojáři tak, jak je to popsáno v sekci 4.2.
Obrazovka bude opět rozdělena na dvě části: vlevo nástěnka iterace se soupisem poža-
davků, vpravo jejich přidružené úkoly. U každé položky bude navíc znázornění dodržení
odhadu ve vztahu k ohodnocení synovských úkolů, aby šly lehce identifikovat špatně od-
hadnuté požadavky a z těchto chyb se do budoucna poučit.
Vývoj
Na této obrazovce bude přehledný výpis požadavků a úkolů, patřících do vybrané iterace.
Přístup do ní bude mít manažer a vývojáři. Manažerovi bude sloužit pro vizualizaci stavu
úkolů, tedy jako nástroj pro revizi iterace. Vývojáři zde uvidí pouze požadavky rozdělené na
úkoly, na kterých budou moci pracovat (tedy např. grafikovi se ukážou pouze požadavky ve
fázi grafického návrhu). Úkolům pak budou moci přiřazovat jejich aktuální stav (plánovaný,
v řešení, splněný).
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Obsah bude vizualizovaný pomocí Kaban tabulky (viz. sekce 4.6). V levé části bude vy-
psaný seznam požadavků a v pravé části pak synovské úkoly. Ty budou přitom roztříděné
do tří sloupců podle jejich aktuálního stavu. Vývojář může měnit stav úkolů tažením myší,
tedy obdobně jako v předchozích obrazovkách.
Revize
Součástí revize přístupné manažerovi a klientovi budou agilní nástroje pro sledování
aktuálního stavu projektu. Nejzajímavější informací je porovnání počtu splněných úkolů
v závislosti na počtu úkolů, jenž měly být splněny dle ideálního plánu.
Uvedenou závislost nejlépe vizualizuje spalovací graf, jenž byl popsán v sekci 4.2. Ten
by měl vyplnit celý obsah a po najetí myší zobrazovat konkrétní hodnoty ve zvýrazněném
období.
Úprava projektu
Každý uživatel má možnost pomocí panelu projektu zvolit ten, se kterým chce aktuálně
pracovat. Pouze manažerovi je umožněno měnit jejich podrobnější nastavení, nebo vytvářet
nové. To bude realizováno jako modální okno se zobrazením informací o aktuálně vybraném
projektu a možností je změnit.
U projektů se vyplňuje mimo jiné také vize, kterou by se měl řídit a na základě níž se
bude v závěru posuzovat jeho úspěšnost. U každého projektu je třeba přiřazovat uživatele
tak, aby bylo jasné, kdo je za něj zodpovědný a kdo má právo k němu přistupovat, ať už
jde o manažery, klienty nebo vývojáře.
Úprava uživatele
Do modálního dialogu s úpravou uživatele se přistupuje z uživatelského panelu. Jeho
obsahem bude úprava základních uživatelských parametrů jako je jméno, heslo, nebo firemní
pozice. Manažer pak bude mít možnost pomocí obdobného dialogu vytvářet nové uživatele.
6.5 Návrh tříd
Obrázek 6.2 zachycuje statickou strukturu systému prostřednictvím UML diagramu tříd.
Nalezneme v něm základní třídy objektů, se kterými bude výsledný systém pro podporu
agilního řízení pracovat. Tento diagram bude jedním ze základních vstupů do následující
fáze implementace.
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Obrázek 6.2: Diagram tříd v jazyce UML.
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Kapitola 7
Implementace prototypu systému
V této kapitole se seznámíme s průběhem implementace prototypu systému, který probí-
hal na základě návrhu z předchozí kapitoly. Zaměříme se především na technické problémy,
jenž jsem musel v průběhu vývoje řešit. Nejprve z pohledu architektury, tedy nejvyšší
úrovně abstrakce, dále pak z pohledu jednotlivých stran komunikace.
Při vývoji systému jsem se snažil dodržovat agilní postupy, jenž byly představeny v ka-
pitole 4. Především jsem kladl důraz na iterativní vývoj, kdy po skončení každé iterace
jsem její výsledky konzultoval s vedoucí a společně jsme plánovali další postup. Jednotlivé
iterace, jejich délku a obsah zachycuje tabulka 7.1. Dalším důležitým postupem, který jsem
striktně dodržoval, byla posloupnost jednotlivých typů prací. Nejprve byl systém navržen
graficky, poté přišla na řadu implementace tohoto vzhledu a nakonec byla přidána i funkční
logika aplikace. Přitom jsem se v souladu s agilními myšlenkami soustředil na menší počet
funkcí, které jsou ale kvalitně, spolehlivě a zajímavě implementovány.
7.1 Architektura
Při tvorbě komplexních informačních systémů je dnes již neúnosné vystačit si jen s po-
pisem algoritmů a struktur dat. Je nutné se zabývat systémem i na vyšší úrovni abstrakce.
Tuto úroveň představuje architektura, která rozděluje celý systém do komponent, definuje
jejich odpovědnosti, vztahy a rozhraní. Je více než vhodné použít již existující a zavedené
architektury, než vymýšlet vlastní.
Tuto cestu jsem se rozhodl následovat při vývoji systému. Vybral jsem několik moderních
a zajímavých architektur vhodných pro webové stránky, o které jsem se už delší dobu
zajímal. V rámci prototypu systému se je tedy pokusím implementovat a ověřit tak jejich
vhodnost. Konkrétně jde o architektury Klient-server a SPA pro webové aplikace, MVC
pro organizaci komponent v rámci jedné komunikační strany a REST pro komunikační
rozhraní. Jednotlivé architektury rozebereme podrobněji v následujících sekcích.
7.1.1 Klient-server
Klient-server[26] představuje základní síťovou architekturu, na níž je postavená služba
World Wide Web (česky Celosvětová síť ), do které spadá vyvíjený systém. Z názvu je
myslím jasné, že základními komunikačními stranami jsou zde klient a server. Architekturu
využívá i řada dalších technologií i služeb, ale my ji budeme popisovat z pohledu WWW.
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Iterace Délka Obsah
1. 1 týden Studium dostupných technologií a výběr těch nejvhodnějších.
2. 2 týdny Grafický návrh loga a hlavních prvků uživatelského rozhraní.
3. 2 týdny Implementace hlavních prvků rozhraní včetně zásuvných modulů.
4. 2 týdny Implementace obsahových částí a jejich prvků.
5. 1 týden Vytvoření oddělené logiky a objektového modelu aplikace.
6. 3 týdny Vložení logiky aplikace do rozhraní a jeho další rozšiřování.
7. 1 týden Testování prototypu aplikace a oprava nalezených chyb.
8. 1 týden Finální úpravy a příprava výstupního prototypu.
Tabulka 7.1: Iterace vývoje systému.
Klient je webový prohlížeč tedy program, který si uživatel spouští na svém počítači. Má
většinou grafické uživatelské rozhraní a poskytuje přístup ke službě WWW. Představuje
aktivní část architektury, protože jeho hlavní funkcí je vysílání požadavků a čekání na
jejich odpovědi, které pak uživateli interpretuje.
Server je pasivní. To znamená, že naslouchá příchozím požadavkům a přesně defino-
vaným způsobem je obsluhuje. Slouží jako databáze informací, které spravuje a poskytuje
klientům. V praxi dosahuje počet serverů zlomku počtu klientů.
Důležitou část architektury je taky rozhraní vzájemné komunikace, které předepisuje
formát zpráv, jež si klient a server předávají.
7.1.2 Jednostránková aplikace
Single-page application[30] (zkráceně SPA, česky volně přeloženo jako Jednostránková
aplikace) je moderní architektura pro webové aplikace. Charakterizuje ji dynamické uži-
vatelské rozhraní, jaké poskytuje desktop aplikace (tj. jakákoliv běžná počítačová aplikace
s grafickým rozhraním). Nemá žádného konkrétního autora, jde spíše o filozofii návrhu a
implementace webové stránky bez nějaké exaktní specifikace. Poprvé tento pojem použil
Steve Yen v roce 2005.
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Tradiční webové aplikace pracují na principu znovu načítání celých stránek. Při pro-
cházení webu uživatel získává nové informace prostřednictvím speciálních prvků rozhraní
(např. hypertextové odkazy a tlačítka formulářů). Po jejich aktivaci internetový prohlížeč
odešle požadavek na server, který na něj odpoví zasláním celého obsahu nového dokumentu.
Tento postup přináší celou řadu problémů. Jednak je nehospodárný ke komunikačnímu pře-
nosovému pásmu a zátěži serveru, protože se většina dat přenáší zbytečně (např. menu je
stále stejné). V neposlední řádě má také špatný vliv na uživatelský zážitek při prohlížení
webu. Načtení stránky totiž není okamžité, vyskytuje se zde zpoždění při přenosu dat sítí
internet a samotné vykreslení v prohlížeči také určitý čas zabere. Tím vznikají nepříjemná
”
hluchá místa“, kdy se nezobrazuje žádný obsah, s kterým by mohl uživatel pracovat.
Architektura SPA se snaží tyto problémy řešit. Všechen potřebný kód (HTML, CSS,
JavaScript) je přenesen v jediném úvodním nahrání aplikace. Následně už nedochází k opa-
kovanému načítání stránky. Jakmile uživatel vyžaduje provedení určité akce, tak se nejprve
zváží, jestli je nutné získat nová data od serveru. Pokud není, tak se ihned provede poža-
dovaná operace. Pokud ano, tak je vyslán nový asynchronní požadavek (technologií AJAX
řešenou podrobněji v sekci 7.3.1) na server, ovšem pouze na potřebná data. Po přijetí od-
povědi jsou nová data dynamicky vložena do zobrazované stránky.
Koncepce SPA přináší ale i určité nevýhody. Naštěstí nejsou natolik závažné, aby nešly
řešit s využitím moderních webových technologií. Asi největší nutnou změnou oproti tra-
diční architektuře je přesun logiky aplikace ze serveru na klienta. To si vynucuje značná
autonomie klienta, který musí být schopný samostatně reagovat na události vyvolané uživa-
telem. Problémem je také adresování různých stavů aplikace, má totiž pouze jedinou URL
adresu (jedinečný identifikátor dokumentu v internetu). Řešení je dostupných několik, nej-
jednodušší variantou je svázat záložky dokumentu (část URL za znakem #) s odpovídajícím
stavem pomocí jazyka JavaScript.
7.1.3 Model-Pohled-Řadič
Další použitou architekturou je Model-view-controller [27] (zkráceně MVC, česky volně
přeloženo jako Model-Pohled-Řadič ). Tato architektura není určená pouze pro webové
stránky, ale obecně pro všechny aplikace s grafickým uživatelským rozhraním. Hlavním
myšlenkou je rozdělení aplikace na ucelené logické části tak, aby byla co nejsnadněji udržo-
vatelná. Jak už napovídá název, MVC je postavena na třech základních komponentách:
• Model (Model) - obsahuje data a business logiku aplikace.
• Pohled (View) - převádí data reprezentovaná modelem do podoby vhodné k prezen-
taci uživateli.
• Řadič (Controller) - reaguje na události (typicky vyvolané uživatelem) a odpovída-
jícím způsobem zajišťuje změny v modelech a pohledech.
Existuje celá řada různých modifikací tohoto architektonického vzoru. Všechny ale mají
společnou jednu myšlenku, oddělit data (modely) a jejich prezentaci (pohledy), přičemž
modely nesmějí být přímo závislé na ostatních komponentách. Proto jsou pohledy a řa-
diče o změnách v modelech informovány nepřímo, pomocí návrhového vzoru Pozorovatel
(anglicky Observer).
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7.1.4 Přenos popisných stavů
Representational state transfer [28] (zkráceně REST, česky volně přeloženo jako Přenos
popisných stavů) je architektura rozhraní, navržená pro distribuované prostředí (tj. aplikace
běžící na více počítačích), založená na protokolu HTTP (viz. sekce 7.3.1). Poprvé ho popsal
Roy Fielding ve své disertační práci v roce 2000.
REST je bezstavový a datově orientovaný, na rozdíl od procedurálních architektur XML-
RPC a SOAP. Poskytuje jednotný a snadný přístup ke zdrojům, což mohou být data,
nebo stavy aplikace (pokud jdou zapsat jako data). Všechny zdroje mají svůj jedinečný
identifikátor URL (viz. sekce 7.3.1). Sémantika operací je pevně daná funkcemi CRUD, což
jsou základní funkce pro operace s úložišti dat: vytvořit (Create), načíst (Read), aktualizovat
(Update) a smazat (Delete). Způsob jakým REST tyto funkce implementuje v protokolu
HTTP vizualizuje tabulka 7.2.
URL zdroje GET PUT POST DELETE
http://web.cz/users/ Vrátí kolekci
všech uživa-
telů.
Přepíše celou
kolekci uži-
vatelů jinou
kolekcí.
Vytvoří
nového uži-
vatele.
Smaže ko-
lekci všech
uživatelů.
http://web.cz/users/9 Vrátí uživa-
tele s primár-
ním klíčem 9.
Přepíše
existujícího
uživatele,
nebo vytvoří
nového.
Přidá se
nová položka
do kolekce
uživatele.
Smaže uživa-
tele s primár-
ním klíčem 9.
Tabulka 7.2: Implementace funkcí CRUD v protokolu HTTP architekturou REST.
Data lze reprezentovat pomocí téměř libovolné technologie (např. XML, HTML apod.).
Ve vyvíjeném systému budu používat JSON (viz. sekce 7.3.1).
7.2 Klient
Tato podkapitola popisuje implementaci klientské části aplikace sloužící pro interakci
s uživatelem. Jde o základní stavební část celého systému, od kterého se bude odvíjet celý
další vývoj. Proto jsem se snažil k této problematice přistupovat co nejpečlivěji a nalézt co
nejzajímavější řešení. Zaměřím se na moderní postupy, které mi umožní popisovat systém
na co nejvyšší úrovni a problémy spojené s nižšími úrovněmi řešit pomocí knihoven a
zásuvných modulů třetích stran. To mi dovolí věnovat se pravé podstatě řešeného problému
a ne technickým překážkám, jež nejsou z hlediska vyvíjeného systému zajímavé a přesahují
téma této práce.
Nejprve se seznámíme se základními technologiemi, na nichž je klientská část aplikace
postavena. V dalších sekcích poté jednotlivě rozebereme rozšiřující knihovny postavené na
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uvedených technologiích. U každé se pokusím nastínit, jaké problémy bylo nutno při práci
s ní řešit, stejně jako způsob, jak jsem se s těmito problémy vypořádal. V závěru se pak
ještě zmíním o projektové dokumentaci klientské části a postupech jejího vytváření.
7.2.1 Technologie
V současnosti se technologie na nichž jsou webové stránky postaveny neustále zdokonalují.
To je dáno prudkým rozvojem internetu a jeho služby WWW, kvůli které tyto technologie
vznikly. V poslední době lze pozorovat rozšiřování i do jiných oblastí, což je velmi zajímavý
jev, signalizující další vývoj, který dle mého názoru spěje ke stavu, kdy tyto technologie
budou tvořit univerzální standardizované prostředí pro tvorbu na platformě nezávislých
aplikací. Pokud bych měl uvést nějaké příklady z dneška pak by to byla například nápo-
věda pro operační systém Windows, webové aplikace pro mobilní zařízení nebo konfigurační
rozhraní síťových zařízení.
Ve světle těchto skutečností si myslím, že volba webových technologií jako hlavního imple-
mentačního jazyka bylo dobré řešení. Proto, aby byl výsledný systém co nejvíce zajímavý,
se budu snažit používat ty nejmodernější postupy, které ještě nejsou tak rozšířeny a při té
příležitosti je podrobněji prozkoumám.
HTML5
HyperText Markup Language 5 je další verzí specifikace značkovacího jazyka pro po-
pis dokumentů HTML vydávané konzorciem W3C (World Wide Web Consortium)[33]
v současnosti ve stádiu návrhu (Editor’s draft), přesto většinu nových částí již podporují
současné moderní prohlížeče. Hlavní novinkou je podstatné rozšíření sémantických značek
(tj. značek přiřazující obsahu jasně definovaný význam) a naopak rušení těch nesémantic-
kých (tj. těch co popisují pouze vzhled). Mezi další novinky patří podpora pro multimediální
obsah (zvuk, video) nebo třeba plátno pro dynamické vykreslování vektorové grafiky jazy-
kem JavaScript. Nejvíce jsem ale uvítal přítomnost nových perzistentních úložišť dat na
straně klienta, jako je Local Storage nebo WebSQL. Při implementaci systému jsem se
snažil tyto možnosti co nejvíce využít.
Důležitým pojmem spojeným s HTML dokumentem je Document Object Model zkráceně
DOM. Jde o objektovou stromovou strukturu reprezentující vzájemnou hierarchii prvků
dokumentu. Tento model je prostředkem, kterým k obsahu dokumentu přistupují jazyky
JavaScript (přímo k objektům) a CSS (prostřednictvím selektorů).
CSS
Cascading Style Sheets[32], neboli česky Kaskádové styly, jsou jazyk pro popis vzhledu
zobrazení dokumentů napsaných ve značkovacích jazycích HTML, XHTML a XML.
Opět se jedná o výtvor konzorcia W3C. Jeho hlavní myšlenkou je oddělit popis vzhledu
dokumentu od jeho obsahu. To je realizováno pomocí definice pravidel, která se skládají
ze selektoru a bloku deklarací. Selektor určuje na jaké elementy z DOM se má pravidlo
aplikovat. Blok deklarací obsahuje seznam deklarací, jež přiřazují jednotlivým vlastnostem
hodnoty.
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V současné době je nejrozšířenější verze CSS2, ale postupně se připravuje nová verze
CSS3, jejíž některé moduly jsou už kompletně hotové. CSS3 obsahuje řadu velmi zají-
mavých vylepšení, která jsou postupně implementovány do moderních prohlížečů. Způsob
podpory je zde velmi různorodý, každé vykreslovací jádro podporuje své vlastní názvy
(např. s prefixem -webkit u jádra Webkit nebo -moz u jádra Gecko). Při vývoji systému
jsem se snažil použít i tyto možnosti, jež CSS3 nabízí: nové selektory, stínování blokových
i řádkových prvků, průhlednost nebo zakulacení rohů.
Ke tvorbě kaskádových stylů bylo nutné přistupovat strukturovaně tak, aby se co nejvíce
zefektivnil jejich zápis, což vede k přehlednému a snadno udržovatelnému kódu. Jako základ
mi posloužila knihovna jQuery UI, kterou popisuji podrobně v sekci 7.2.3. Z té jsem převzal
základní pomocné třídy a styly prvků. Následně jsem jednotlivá pravidla rozdělil a uspořádal
do těchto kategorií:
• Základní pravidla - upravují vzhled standardních HTML prvků (nadpisy, seznamy,
tabulky apod.). Měla by to být jednoduchá pravidla se základním prvkovým selek-
torem bez jakéhokoliv doprovodného kontextu či tříd, aby se dala jednoduše přepsat
specifičtějšími pravidly. Do této kategorie patří také úvodní přenastavení CSS do
základních hodnot, aby se odstranili odlišnosti různých prohlížečů.
• Pravidla rozložení - slouží jako kontejnery pro jednotlivé prvky stránek a vhodně
jim nastavují pozici v rámci dokumentu. Selektory těchto prvků tvoří většinou jeden
identifikátor, tak aby měla pravidla z nich odvozená vždy nejvyšší prioritu (např.
pravidlo pro seznam, musí být vždy přepsáno pravidlem pro seznam umístěný v hla-
vičce).
• Pravidla prvků - popisují modulární části uživatelského rozhraní, jež by měly být
jedinečné pro každou aplikaci. Důležitou vlastností je možnost jejich opakovaného
použití v různých částech uživatelského rozhraní. Příkladem prvku je například po-
ložka výpisu požadavků nebo třeba dialogové okno. Selektory těchto pravidel jsou
postaveny na třídách a jejích kombinací s prvky (např. pravidlo pro nadpis je pře-
psáno pravidlem pro nadpis v prvku s požadavkem).
• Stavová pravidla - se používají pro popis prvků a rozložení v závislosti na je-
jich stavu. Pravidla jsou zapsaná tak, aby byla co nejspecifičtější a přepsala ostatní.
K tomu je někdy nutné navíc použít konstrukci !important, jež přiřazuje dané vlast-
nosti v pravidle maximální prioritu.
Jakmile byla pravidla vhodně strukturovaná, musel jsem zajistit ještě několik funkcí,
spojených s co největším komfortem používání aplikace:
V prvé řadě šlo o flexibilní rozložení, čímž je myšleno, že uživatelské rozhraní by se mělo
automaticky přizpůsobit prostoru na kterém je zobrazeno. Uživatel s malým tabletem, by
měl mít stejné pohodlí a možnosti jako uživatel se širokoúhlým monitorem stolního počítače.
K tomu účelu jsem použil několik postupů. Prvky v hlavičce byly pomocí techniky obtékání
umístěny tak, aby se v případě nedostatku místa rovnali pod sebe a byly tak vždy viditelné.
V obsahu jsem použil tabulku jako kontejner pro prvky. Z hlediska sémantiky nejde o úplně
správné řešení, ale k zajištění kompatibility v různých prohlížečích a jednoduchý zápis
myslím plně dostačuje. Navíc na některých složitějších podstránkách (např. vývoj) jsou
data uspořádána v tabulkovém rozložení a jiné řešení zde ani nepřichází v úvahu.
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Mezi další pomocné funkce patří tiskový styl, který je implementovaný pomocí CSS
mechanizmu pro detekci zobrazovacího zařízení (anglicky media type). Ten umožňuje použít
odlišné definice stylu pro různá výstupní zařízení. Ve vyvíjeném systému jsem připravil styl
pro výstup na tiskárně. Ten skrývá veškeré ovládací prvky, aby se uvolnilo co nejvíce místa
pro zobrazení obsahové části.
Na závěr bych zmínil ještě možnost stránky ovládat klávesnicí (pomocí procházení
klávesami Tab a Shift+Tab), které také přispívají k celkovému komfortu užívání aplikace.
Tato funkce je realizována s využitím HTML atributu tabindex a podpořena speciálními
CSS stavovými pravidly pro vizualizaci aktivního prvku uživateli.
JavaScript
JavaScript [24] je objektově orientovaný skriptovací jazyk. Jeho autorem je Bren-
dan Eich, z dnes již neexistující společnosti Netscape. V současnosti se jeho hlavní využití
jako interpretovaný programovací jazyk pro webové stránky. K tomu ho budu využívat i
ve své aplikaci. Jeho podpora v prohlížeči je striktně vyžadována, protože zajišťuje veškeré
interakce a funkce klientské části aplikace. Syntaxe jazyka patří do rodiny C / C++ / Java.
Přítomnost slova Java v názvu je pouze z marketingových důvodů a kromě některých po-
dobností v syntaxi, spolu tyto jazyky nemají nic společného. Existuje také standardizovaná
verze s názvem ECMAScript.
Z pohledu objektově orientovaného programování je JavaScript dynamickým, funkci-
onálním a prototypově orientovaným jazykem. Z toho vyplývají následující vlastnosti:
Typické je pro něj dynamické přiřazení typů, to znamená, že za běhu může jedna proměnná
obsahovat různé datové typy. Existuje v něm funkce eval, která je schopná provádět pří-
kazy předávané jako řetězce, toho se využívá například u technologie AJAX. Každá funkce
v jazyce JavaScript je ve skutečnosti objekt. Při použití klíčového slova new před jejím
voláním se vytvoří kopie tohoto objektu. Objekty jsou v jazyce JavaScript reprezentovány
jako asociativní pole rozšířené o prototypy, pomocí nichž je realizována dědičnost. Nejedná
se však o klasickou dědičnost jako například v jazycích Java nebo C++. Prototyp slouží
jako zvláštní objekt, který je přidružen ke každému konstruktoru (funkci) a všechny objekty
skrze něj inicializované dědí (respektive sdílejí) všechny položky obsažené v daném proto-
typu. Metody a atributy, které nejsou uvedeny v prototypu, se při vytváření instance třídy
do nového objektu zkopírují. Důležité je zmínit, že JavaScript neposkytuje téměř žádnou
rozšířenou podporu pro realizaci pokročilejších konstrukcí, jako je třeba právě dědění. Na
vše si musí programátor vytvořit vlastní funkce složené z příkazů na nízké úrovni abstrakce.
JavaScript je hlavním implementačním jazykem vyvíjeného systému, proto se problémům
a postupům s ním spojeným věnuje podrobněji celá řada v sekcí v této kapitole.
Separace technologií
Pokud vezmeme v úvahu množství technologií na straně klienta, dostaneme se k problému
vzájemného provázání různých zdrojových kódů. HTML kód je nositelem informací
včetně jejich struktury, kód CSS popisuje způsob prezentace těchto informací a konečně
v kódu JavaScript nalezneme dynamické interakce vázané na daný dokument. Toto rozdělení
je třeba striktně dodržovat, díky tomu dostaneme mnohem přehlednější a nesrovnatelně
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snadněji udržovatelný systém. Přesto však existuje řada postupů umožňujících různé druhy
kódů spojovat dohromady. Pokud bychom např. zahrnuli některé pomocné texty přímo do
skriptovacího jazyka (jako napevno přiřazené hodnoty proměnných), žádný velký problém
by to nezpůsobilo, ovšem jen do doby, než by přišel požadavek na přidání jazykových mutací
webu. Potom bychom museli připravit různé verze skriptů pro různé jazyky, přitom stačí
tyto hodnoty načíst z HTML dokumentu a mít jen jednu verzi skriptu. Toto je jen jeden
z příkladů, demonstrující nutnost oddělení jednotlivých zdrojových kódů. Všechny možné
kombinace a jejich řešení jsem nastínil v tabulce 7.3.
Kód HTML Kód CSS Kód JavaScript
HTML - Vyčleněn do zvlášt-
ních souborů a z do-
kumentu pouze odka-
zován.
Vyčleněn do zvlášt-
ních souborů a z do-
kumentu pouze odka-
zován.
CSS Jakýkoliv jiný, než
typografický obsah
vkládán do do-
kumentu pomocí
skriptů.
- Nelze zapisovat
skripty do kaskádo-
vých stylů.
JavaScript Jakýkoliv obsah a
struktura dat se
načítá ze šablon kódu
v HTML. Do nich
se pak na vyznačená
místa vkládají vy-
počtené hodnoty.
Prvkům dokumentu
nenastavujeme kon-
krétní pravidla stylů,
ale pouze třídy, je-
jichž vzhled definu-
jeme v CSS.
-
Tabulka 7.3: Separace technologií klientské části.
7.2.2 jQuery
Psaní zdrojového kódu v čistém jazyce JavaScript je velice zdlouhavé, protože jde o pro-
gramovací jazyk nižší úrovně ve srovnání např. se C# nebo Java. V základu poskytuje
velice omezené množství standardních funkcí, za zmínku stojí především operace s řetězci,
daty, poli, základní matematikou a regulárními výrazy. Jakékoliv složitější funkce si musí
programátor sám vytvořit, což zabere spoustu času. Většinou jde o obecné algoritmy, které
se využívají opakovaně (např. procházení objektovým modelem dokumentu). Proto vznikla
řada knihoven, které se snaží poskytnout nejpoužívanější funkce a zároveň je urči-
tým způsobem kombinovat. Zároveň tyto knihovny zajišťují co nejlepší kód z hlediska
výkonnosti a kompatibilitu s různými prohlížeči. Mezi nejznámější knihovny patří jQuery,
Prototype, Moo Tools a DOJO.
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Pro použití v implementovaném systému jsem zvolil knihovnu jQuery. Jde o knihovnu
s otevřeným zdrojovým kódem a je tedy dostupná k volnému použití. Poprvé byla předsta-
vena Johnem Resigem v roce 2006 na newyorském BarCampu. V současné době se jedná
o nejrozšířenější knihovnu pro jazyk JavaScript, co do velikosti komunity i dostupných zá-
suvných modulů. Ve skutečnosti jQuery (respektive The jQuery Project) nezahrnuje pouze
zde zmiňovanou knihovnu, ale celou řadu podpůrných a rozšiřujících projektů:
• jQuery UI - knihovna s pokročilými prvky uživatelského rozhraní, jež je podrobněji
rozebraná v sekci 7.2.3.
• jQuery Mobile - knihovna pro mobilní zařízení.
• Sizzle - knihovna pro zpracování selektorů (nedílná součást jádra jQuery).
• QUnit - knihovna pro podporu automatického testování jednotek (Unit Testing).
Veškeré informace o jQuery jsem čerpal především ze své praktické zkušenosti z tvorby
webových aplikací s pomocí této knihovny (např. moje bakalářská práce[15]). Teoretickým
podkladem mi byla volně dostupná a velmi kvalitní projektová dokumentace[17], díky ní
jsem se naučil základní elementy a postupy. Mnohem hlubšího náhledu do dané problema-
tiky mi přinesla až publikace
”
Kuchařka programátora“ [8] od skupiny autorů z komunity
jQuery. Díky ní jsem pochopil i složitější konstrukce a postupy výpočtu, které jsou běžnému
uživateli skryté. Z obou uvedených zdrojů jsem také čerpal při přípravě této části technické
zprávy.
Filozofie knihovny
Mottem jQuery je úsloví
”
write less, do more“, což lze do češtiny přeložit jako
”
na-
piš méně, udělej více“. Toto motto velice trefně popisuje hlavní účel knihovny, čímž je
usnadnění a zrychlení vývoje webových aplikací v jazyce JavaScript. Toho se dosa-
huje prostřednictvím zlepšení interakce s objektovým modelem dokumentu (DOM ) pomocí
poskytovaných funkcí. Celkovou filozofii knihovny jQuery charakterizují tři hlavní přístupy:
• Obalená skupina - používaná pro označení elementů.
• Hledání elementů - pomocí selektorů jazyka CSS a manipulace s nimi.
• Řetězení - prostřednictvím volání metod jQuery na skupině elementů.
Obalená skupina
Knihovna jQuery je postavená na mechanizmu tzv. obalené skupiny (tento pojem jsem
převzal z[8]), což je výběr elementů objektového modelu dokumentu ze stránky HTML,
které jsou obaleny funkčním kódem jazyka JavaScript, respektive funkčními prvky knihovny
jQuery. Přitom počet ani druh prvků není nijak omezen. Někdy bude obalená skupina
obsahovat jeden element modelu DOM, jindy jich může obsahovat více. Dokonce nemusí
obsahovat žádný element, v takovém případě metody volané nad touto skupinou tiše selžou.
To je velice vítaná funkce. Díky ní nemusíme řešit ošetření případu, kdy by požadované
elementy neexistovali.
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Následující kód demonstruje používání obalené skupiny. Nejprve je vytvořen objekt jQuery
a je mu předán element DOM, v tomto příkladě jde o globální proměnnou document obsa-
hující celý objektový model HTML dokumentu. Tím se vytvoří obalená skupina elementů a
nad ní je pak volána metoda ready, která se postupně aplikuje na všechny elementy patřící
do obalené skupiny. Metodě ready je předán jeden parametr, a to funkce vypisující uvítání.
jQuery(document).ready(
function () {
alert(’Vítejte na stránce!’);
}
);
Obalené skupiny se vytvářejí pomocí objektu jQuery, jelikož jde o často opakované klíčové
slovo, tak se ve zdrojovém kódu používá alias ve formě znaku $. Bohužel stejný postup
používá více knihoven jazyka JavaScript, což způsobuje kolize jejich jmenných prostorů.
Předchozí kód lze tedy přepsat i následovně:
$(document).ready( ... );
Hledání a manipulace s elementy
Přesněji řečeno jde o hledání skupiny elementů v modelu DOM, na nichž chceme provádět
nějaké operace. Toho se dosahuje prostřednictvím selektorů, které mají svůj původ v navi-
gační části jazyka CSS. Selektor je textový řetězec, který reprezentuje množinu elementů
modelu DOM. Tento postup má za následek oddělení obsahu dokumentu od popisu jeho
vzhledu, což je velmi žádané, protože vede k čistému a lehce spravovatelnému kódu. Toho se
využívá i v knihovně jQuery, zde jsou ovšem selektory vyhodnocovány pomocí standardních
funkcí pro procházení DOM. To má na starost selektorový modul Sizzle, který implementuje
nejen všechny selektory z předpisu CSS2, ale i z CSS3 a navíc obsahuje i několik vlastních
pokročilých selektorů. To vše funguje bez nutnosti podpory ze strany prohlížeče, ale na
druhou stranu s využitím vestavěných funkcí (pokud je prohlížeč poskytuje).
Proces hledání a manipulace s elementy si demonstrujme na následujícím příkladu. Nej-
prve je opět vytvořena obalená skupina voláním objektu $. Tomu je předán textový řetězec,
který se interpretuje jako selektor. V toto příkladě selektor označuje všechny elementy div,
které mají definovanou třídu welcome a zároveň mezi jejich rodiče patří element s iden-
tifikátorem page. Na všechny nalezené elementy je poté jednotlivě volána metoda hide.
Tento příklad velmi dobře ukazuje sílu knihovny jQuery, kdy pomocí velmi krátkého zdro-
jového kódu zapíšeme činnosti, které by s použitím standardních funkcí a objektů jazyka
JavaScript zabraly minimálně desítky, ne-li stovky řádků.
$(’#page div.welcome’).hide();
Zpracování selektorů a vyhledávání elementů v DOM je značně výpočetně náročné a
v rozsáhlé aplikaci takových vyhledávání můžou být i stovky během jediného načtení doku-
mentu. S přihlédnutím k tomuto faktu je více než vhodné co nejvíce minimalizovat počet
takových vyhledávání. Toho se dosahuje jednoduchým mechanizmem: Nic nám nebrání si
obalenou skupinu uložit do proměnné a pak s ní pracovat opakovaně, aniž by bylo nutné
znovu procházet celý dokument. Tuto optimalizaci demonstruje následující příklad. Nejprve
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do proměnné $welcome uložíme obalenou skupinu stejnou jako v předchozím příkladě, při-
tom znak $ v jejím identifikátoru je pouhou konvencí (na rozdíl třeba od jazyka PHP), která
napomáhá ke snadnějšímu pochopení kódu. Dále následuje podmínka, která získává atribut
length obalené skupiny. Pokud je podmínka splněna, volá se opět nad stejnou obalenou
skupinou metoda hide.
var $welcome = $(’#page div.welcome’);
if ($welcome.length > 1) {
$welcome.hide();
}
Řetězení
Řetězení metod je poslední hlavní částí filozofie knihovny jQuery. Tento mechanizmus
podporuje snížení počtu vyhledávání elementů v dokumentu a zároveň zlepšuje čitelnost
kódu. Řetězení umožňuje volat nekonečný řetěz metod na aktuálně vybrané elementy. Me-
tody knihovny jQuery proto vždy vrací elementy, aby mohl řetěz pokračovat. Přitom vrá-
cené elementy nemusejí být shodné s těmi vstupními, ale záleží na funkci dané metody.
Stejným způsobem fungují dokonce i zásuvné moduly, takže ani ty nepřeruší řetěz.
Řetězení metod zobrazuje následující příklad. Nejprve vytvoříme obalovou skupinu jako
v předchozích příkladech. Na ní pak řetězeně voláme 3 různé metody addClass, text a
fadeIn s různými vstupními parametry. Vyhodnocování se provádí zleva doprava, kdy
každá metoda přijme vstupní elementy, provede nad nimi určité operace a vrátí výstupní
elementy, které si přebírá další metoda jako vstupní.
$(’div.welcome’).addClass(’active’).text(’Vítejte!’).fadeIn(400);
Uspořádání knihovny
Funkce poskytované knihovnu jQuery lze rozdělit do následujících devíti kategorií:
• Jádro knihovny (jQuery Core) - definuje základní struktury knihovny: jQuery ob-
jekt (poskytuje rozhraní ke knihovně) a jQuery funkce (vytváří jQuery objekt). Jádro
knihovny také obsahuje podporu pro spouštění skriptů po kompletním načtení doku-
mentu a další pomocné funkce pro tvorbu zásuvných modulů a správu jejich dat.
• Selektory (Selectors) - tato kategorie obsahuje metody pro zpracování vyhledávacích
a filtrovacích selektorů, které zpracovává modul Sizzle.
• Atributy (Attributes) - zde nalezneme metody pro nastavování a zjišťování atributů
a obsahů elementů dokumentu.
• Procházení (Traversing) - filtrování, hledání a řetězení elementů v objektovém mo-
delu dokumentu jsou hlavní druhy metod, které nalezneme v této kategorii.
• Manipulace (Manipulation) - je další velmi často používanou kategorií metod. Po-
skytují podporu pro změny, vkládání, nahrazování, odstraňování a kopírování ele-
mentů modelu DOM.
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• Kaskádové styly (CSS ) - v této kategorii nalezneme jednak metody pro manipulaci
s CSS (kterým bychom se ale měli vyhnout, kvůli oddělení kódu JavaScript a CSS )
a další pomocné metody pro nastavení pozice a rozměrů elementů.
• Události (Events) - jsou základním mechanizmem jazyka JavaScript. Knihovna jQuery
k nim přidává sjednocenou správu pro různé druhy událostí (události dokumentu, klá-
vesnice i myši) a další pomocné metody.
• Efekty (Effects) - jsou technikou pro zobrazování různých animací. V základu jich
obsahuje pouze několik základních (posouvání, prosvítání), ale další lze stáhnout jako
zásuvné moduly.
• Ajax (Ajax ) - v této kategorii nalezneme metody pro zpracování požadavků techno-
logie AJAX a přidružených událostí.
• Pomocné a interní funkce (Utilities, Internals) - do této kategorie patří metody
implementující některé obecně používané funkce, které nenalezneme v základu jazyka
JavaScript.
7.2.3 jQuery UI
Další knihovnou použitou při implementaci klientské části je jQuery UI, kterou také spra-
vuje komunita The jQuery Project a vydává ji s licencí otevřeného softwaru. Tato knihovna
poskytuje nízko úrovňové funkce pro rozšířenou interakci uživatele s dokumentem, ši-
rokou nabídku grafických efektů a sadu pokročilých prvků uživatelského rozhraní.
Není ovšem samostatně funkční, ale je přímo závislá na jQuery jehož metod využívá (viz.
sekce 7.2.2). První verze jQuery UI vyšla v roce 2007 a od té doby se portfolio prvků ne-
ustále rozšiřuje. Ke knihovně je volně dostupná velmi přehledná dokumentace[18], jež mi
byla hlavním teoretickým podkladem pro tuto sekci technické zprávy.
Uspořádání knihovny
Funkce a prvky poskytované knihovnou jQuery UI lze rozdělit do základních kategorií:
• Interakce (Interactions) - obsahují metody pro rozšířenou interakci mezi uživate-
lem a rozhraním webové aplikace. Patří sem podpora pro tažení (Draggable), puštění
(Droppable), změnu velikosti (Resizable), výběr (Selectable) a řazení (Sortable) libo-
volného prvku uživatelského rozhraní. Jednotlivé metody jsou dostupné pro samo-
statné použití, ale jsou také součástí složitějších prvků.
• Prvky (Widgets) - tato kategorie obsahuje kompletní pokročilé prvky uživatelského
rozhraní, jenž nejsou součástí standardní webové aplikace. Všechny lze upravit pomocí
bohaté škály nastavení, reagovat na vyvolané události, ovládat je voláním metod a
přizpůsobit jejich vzhled. Jednotlivé prvky použité při implementaci systému rozeberu
podrobněji v následujících sekcích.
• Podpůrné funkce (Utilities) - obsahují nízko úrovňové pomůcky pro tvorbu kom-
plexnějších prvků. Aktuálně do této kategorie patří metody pro nastavení pozice (Po-
sition) a podpůrné konstrukce pro tvorbu vlastních prvků jQuery UI (Widget).
• Efekty (Effects) - poslední kategorie poskytuje široký výběr grafických efektů a trans-
formací, které lze použít pro vylepšení uživatelského zážitku z aplikace.
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Prvky
Knihovna jQuery UI poskytuje celou řadu pokročilých prvků uživatelského rozhraní,
které ulehčují a zrychlují interakci uživatele s aplikací. Lze je rozdělit do dvou skupin: na ty
co vylepšují funkci již existující standardních prvků jazyka HTML (např. tlačítka) a úplně
nové prvky (např. znázornění průběhu), jenž v základu HTML úplně chybí, přitom v ji-
ných systémech uživatelského rozhraní je nalezneme. Jednotlivé prvky využité ve vyvíjeném
systému si rozebereme podrobněji zvlášť:
• Tlačítko (Button) - nahrazuje standardní HTML prvky anchor (odkaz), button (tla-
čítko) a input (vstupní pole v podobě tlačítka s typem submit, reset a button).
Sjednocuje jejich vzhled, obohacuje je o možnost přidání ikon a jednoduché nasta-
vení akcí po kliknutí. Navíc obsahuje i rozšíření pro vstupní pole s typem checkbox
(zatrhávací pole) a radio (přepínač). Tato pole musejí být spojená se svými popisky
(prvek label) a celá tato konstrukce je poté transformována do podoby tlačítkové
lišty. Všechny výše zmiňované možnosti jsem při implementaci plně využil.
• Výběr data (Datepicker) - v HTML nenalezneme, ačkoliv tento prvek uživateli zna-
čně ulehčuje operace s údaji ve dnech, prostřednictvím přehledné vizualizace kalen-
dáře. Knihovna jQuery tento prvek obsahuje už od své první verze. Za tu dobu byl
značně propracován a nabízí tak širokou paletu nastavení a jazykových mutací.
• Dialogové okno (Dialog) - je dalším prvkem, jenž v základu HTML chybí. Pouze
v jazyce JavaScript nalezneme podporu pro zobrazení jednoduchých modálních di-
alogových oken (funkce alert, confirm a prompt), u nich ale nelze měnit rozložení
obsahu, natož pak vzhled. Naštěstí knihovna jQuery UI obsahuje dialogová okna
s množstvím funkcí a nastavení. Mezi nejzajímavější patří změna velikosti a pozice
okna pomocí myši tak, jak ho známe z běžných grafických uživatelských rozhraní. Dále
pak možnost modálního i nemodálního zobrazení, animace při zobrazování a mnoho
dalších. Každé dialogové okno se skládá ze 3 základních části: nadpis s křížkem pro
zavření, obsah a panel s ovládacími tlačítky. Přitom okno se automaticky uzpůsobuje
velikosti obsahu, v nejhorším případě i s využitím posuvníků, pokud by byl text příliš
dlouhý. Při implementaci systému jsem se snažil co nejvíce zhodnotit potenciál, který
dialogová okna nabízejí. Použita byla především pro vytváření a editaci základních
objektů, jako jsou požadavky, úkoly a další.
• Znázornění průběhu (Progressbar) - je jednoduchý prvek uživatelského rozhraní
navržený k zobrazení procentuální hodnoty. Většinou se s ním setkáme při načí-
tání aplikací, kde znázorňuje jeho průběh. Je však vhodný i pro vizualizaci jiných
hodnot. Tak jsem ho také použil při vývoji systému, kde zobrazuje úrovně napl-
nění iterací požadavky a dodržení odhadu při jejich rozdělení na úkoly. V budoucnu
bude také vhodné ho využít pro znázornění provádění dotazu technologií AJAX (viz.
sekce 7.3.1).
• Záložky (Tabs) - se obecně používají pro rozdělení obsahu na několik sekcí, mezi
nimiž lze přepínat, čímž se ušetří místo a zároveň to uživateli zpřehlední strukturu do-
kumentu. Tento prvek nabízí řadu pokročilých nastavení, včetně přepínacích animací
nebo deaktivace vybraných sekcí. Záložky jsem v aplikaci použil v hlavním ovládacím
panelu pro procházení mezi jednotlivými obsahy.
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Zásuvné moduly
Ačkoliv knihovna jQuery UI nabízí řadu užitečných prvků grafického uživatelského roz-
hraní, neobsahuje všechny, které jsem pro implementaci systému potřeboval. Proto jsem
musel hledat i u jiných autorů. Tyto zásuvné moduly jsou většinou závislé pouze na kni-
hovně jQuery, ale protože souvisejí s problematikou řešenou v této sekci uvedu je zde:
• Pokročilý výběr (jQuery UI MultiSelect Widget) - je jedním z prvků o jehož zobra-
zení se stará prohlížeč (HTML element select) a možnosti úpravy jeho vzhledu jsou
tak značně omezené. Naštěstí existuje řada zásuvných modulů řešících tyto potíže.
Pro vyvíjený systém jsem zvolil modul z dílny Erica Hyndse[12]. Tento pokročilý
výběrový prvek dovoluje nejen výběr jedné položky, ale i několika zároveň pomocí
zatrhávacích vstupních polí. Tuto možnost podporuje i standardní výběrový prvek,
avšak velmi nepřehledně, takže s ním většina uživatelů neumí zacházet. To u tohoto
modulu rozhodně nehrozí. Ovšem nejen to, uživateli je dokonce poskytnuta možnost
jednoduše všechny položky vybrat, nebo odznačit pomocí jednoho kliknutí na tlačítko.
Podporovány jsou také animace při rozbalování a sbalování položek výběru.
• Výpustka (jQuery DotDotDot Plugin) - nebo chcete-li trojtečka, je označení pro
interpunkční znaménko se třemi horizontálně zarovnanými body, jenž se užívá pro
naznačení vypuštěných slov, často na konci textu. Právě tuto funkci jsem potřeboval
pro zajištění flexibility uživatelského rozhraní, kdy dlouhé texty jsou ořezány podle
prostoru, který poskytuje dané zobrazovací zařízení. Na jeho konec je pak vložena vý-
pustka. Je tak zajištěno maximální využití zobrazovací plochy, kdy např. uživatel se
širokoúhlým monitorem může vidět podstatně delší náhled textu, než uživatel s ma-
lým příručním tabletem, přitom si ale uživatelské rozhraní udržuje jednotný vzhled.
Pro implementaci této funkce jsem použil zásuvný modul od Freda Heusschena[11],
který splňuje všechny moje požadavky. Na rozdíl od CSS vlastnosti ellipsis (což
je anglické označení výpustky), jež si poradí pouze s jednořádkovými texty. Zásuvný
modul funguje na principu postupného odebírání posledních slov z odstavců, dokud
není detekováno ukončení přetékání mimo ohraničující rámec. Ve vyvíjeném systému
jsem tuto funkci využil pro omezení délky názvu a popisu požadavků a úkolů tak, aby
se vždy zobrazil co nejdelší úsek textu bez nepříjemného useknutí uprostřed slov.
• Kontextová nápověda (jQuery TipTip Plugin) - je dalším prvkem stránek o jehož
vzhled se stará prohlížeč, což nepůsobí příliš dobře. Kontextová nápověda se zobrazuje
po najetí na určitý prvek myší jako bublina s doplňujícím textem. Pro tuto funkci jsem
vybral modul, jehož autorem je Drew Wilson[31]. Je velmi kompaktní, ale přitom má
inteligentní zobrazování, podle pozic okraje dokumentu tak, aby text nikdy nepřetékal
mimo a byl vždy viditelný. Funguje tak, že nejprve skryje obsah nápovědy, aby se
nezobrazoval pomocí výchozího mechanismu prohlížeče. Zároveň naslouchá na událost
aktivace a jakmile je událost vyvolána, zobrazí se obsah nápovědy v bloku s absolutní
pozicí umístěném na nejbližší vhodné místo. V pokročilé fázi vývoje jsem odhalil
několik nedostatků tohoto zásuvného modulu, především ve spojení s dialogovými
okny. Jeho poloha se neaktualizuje při přesunu okna a při jeho uzavření zůstává
stále zobrazen. Tyto problémy jsem musel řešit jeho explicitně vynuceným skrýváním.
Ovšem do budoucna bude myslím vhodné tento zásuvný modul nahradit jiným a více
propracovaným.
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• Validátor formulářů (jQuery Validation Plugin) - je posledním zásuvným modu-
lem, který jsem v systému použil. Jeho autorem je Jörn Zaefferer [35], vedoucí vývojář
projektu jQuery UI. Hlavní funkcí tohoto modulu je kontrola správnosti údajů vy-
plněných uživatelem do vstupních polí. Tato kontrola se provádí na straně klienta,
což znamená, že uživatel má okamžitou zpětnou vazbu pokud by se v jeho zadání
objevily nějaké chyby. Nemusí se tak odesílat chybné údaje na server a čekat, až na to
v odpovědi upozorní. Validace probíhá na základě definovaných pravidel, ať už v kódu
jazyka JavaScript, nebo v dokumentu HTML. Modul obsahuje bohatá nastavení pro
zobrazení chybových zpráv a soustavu základních ověřovacích funkcí (např. pro číslo,
nebo emailovou a URL adresu). Dostupné jsou i různé jazykové mutace, z nichž jsem
pochopitelně použil český překlad.
Návrh vzhledu
Jednou z dalších zajímavých služeb, které knihovna jQuery UI nabízí je ThemeRoller [19].
Což je webová aplikace poskytující propracované interaktivní rozhraní pro návrh vzhledu
prvků z palety jQuery UI. A nejen to. Výsledný vzhled lze použít jako základ pro vlastní
nové prvky a se spoustou dalších pomocných konstrukcí tvoří ucelený rámec, jenž je velmi
vhodný jako základ pro návrh moderního a strukturovaného uživatelského rozhraní webové
stránky.
ThemeRoller v základu obsahuje následující kategorie nastavení:
• Základní styly - mezi nimi nalezneme nastavení fontů, stínů a zakulacených rohů.
Přičemž posledně jmenované jsou realizované pomocí CSS3 vlastnosti border-radius,
které některé starší prohlížeče (především Internet Explorer) neumějí interpretovat.
• Ikony - jsou jednou ze součástí knihovny jQuery UI, která jich obsahuje v základu
rovných 173. Jde především o všemožné šipky a nejpoužívanější symboly. Theme-
Roller nabízí možnost volby libovolné barvy těchto ikon pro každý blokový styl i stav
zvlášť. Zde bych se ještě zastavil u způsobu uložení tak velkého počtu obrázků. Pokud
bychom použili tradiční postup, bylo by nutné vytvořit 173 obrázků a ty pak nasta-
vovat jako pozadí bloků s ikonami. To je ovšem velmi nevhodné z hlediska úspory
přenosového pásma, kdy by byl každý obrázek přenášen samostatným HTTP poža-
davkem. Proto se používá technika nazvaná jako CSS Sprites (lze volně přeložit jako
CSS Trpaslíci). Její podstatou je spojení množství malých obrázků do jednoho vel-
kého. Na stránce je pak zobrazen pouze výřez z tohoto obrázku s využitím CSS
vlastnosti background-position.
• Blokové styly - tvoří základ vzhledu aplikace. Můžeme upravit vzhled nadpisů, obsah
prvků a překrývacích výplní. U jednotlivých částí lze nastavovat pozadí (včetně široké
palety tapetových vzorů), jeho průhlednost, ohraničení, barvu textu a ikon.
• Stavy - reprezentují určité události, nebo omezení, jenž lze aplikovat na libovolný
prvek stránky za účelem jeho odlišení. Nalezneme zde stavy pro tlačítka (výchozí,
pod kurzorem myši, pod kurzorem klávesnice, aktivní), zvýraznění, chyby a neaktivní
prvky.
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Kromě toho obsahuje ThemeRoller celou galerii připravených témat, která lze v případě
potřeby dále libovolně upravovat. Tuto cestu jsem zvolil při návrhu vzhledu implemento-
vaného systému. Jako základ jsem použil téma Smoothness (česky Hladkost), jenž jsem
vhodně upravil, aby bylo co nejvíce originální. Téma obsahuje pouze šedivé odstíny, které
jsem pak v aplikaci doplnil o barvy pro zvýraznění důležitých informací (např. stavy poža-
davků). Také jsem použil několik dalších stylů vzhledu pro vlastní prvky uživatelského
rozhraní (např. pozadí požadavků a úkolů), tyto jsem musel navrhnout jako nová témata a
z nich požadované styly ručně vyjmout a zakomponovat do svých prvků.
7.2.4 Backbone.js
Jak již bylo zmíněno v sekci 7.2.1, objektově orientované programování v jazyce Ja-
vaScript rozhodně není triviální problém. Pokud navíc přidáme snahu o implementaci ar-
chitektury Model-Pohled-Řadič a celé řady dalších pokročilých technik (např. návrhový
vzor observer, správa relací, perzistence objektů a jiné) vyvstává potřeba, tuto problema-
tiku řešit komplexně a strukturovaně. Jinak hrozí, že skončíme s velmi nepřehledným a
těžko udržovatelným kódem, s téměř nulovou znovu použitelností. Navíc strávíme většinu
času implementací těchto technik a samotná logika aplikace bude tvořit pouhý zlomek nutné
práce.
Při tvorbě aplikace jsem se proto snažil využít již hotové řešení, které by tyto pokročilé
techniky implementovalo. Naštěstí v současné době už takových knihoven existuje celá
řada. Mezi nejrozšířenější patří Spine.js, JavaScriptMVC, SproutCore nebo Backbone.js.
Jednotlivé knihovny jsem pečlivě prozkoumal a nakonec si zvolil poslední jmenovanou. Vedly
mě k tomu především následující důvody:
• Backbone.js je vydáván pod licencí otevřeného software a má početnou komunitu
uživatelů.
• Je dostupná kvalitní a rozsáhlá projektová dokumentace[2], ze které jsem čerpal teo-
retické podklady pro tuto část technické zprávy.
• Knihovna využívá služeb knihovny jQuery, která již tvoří základ vyvíjeného systému
a je popsaná v sekci 7.2.2.
• Začátky vývoje usnadňuje jednoduchá a bohatě komentovaná demonstrační aplikace,
kterou jsem použil jako základ při implementaci.
• Ke knihovně je dostupná celá řada rozšiřujících zásuvných modulů.
• Již v základu Backbone.js podporuje moderní komunikační rozhraní postavené na
technologiích JSON a REST (viz. sekce 7.3.1 a 7.1.4).
Hlavní myšlenku knihovny Backbone.js vystihuje už její název, jenž lze přeložit jako páteř.
Páteří je zde myšleno poskytnutí konstrukce objektů, které poměrně volně imple-
mentují architekturu MVC (viz. sekce 7.1.3). K tomu přidává ještě několik podpůrných
objektů a funkcí. Backbone.js je přímo závislý na knihovně Underscore.js a nepřímo závislý
na knihovnách jQuery a JSON, které usnadňují práci s pohledy a serializací objektů.
55
Uspořádání knihovny
Knihovna Backbone.js poskytuje svoji funkčnost prostřednictvím základních objektů.
Vlastní objekty následně vytváříme s využitím konceptu rozšíření těchto objektů (vytvoře-
ním kopie s přidáním nových položek). Tím získáme přístup k metodám a atributům ro-
dičovských objektů. Backbone.js obsahuje následující sadu základních objektů:
• Model (Model) - reprezentuje základní logiku aplikace. Lze mu přiřadit libovolné
atributy (vlastnosti) a metody (operace na nimi), které se vyskytují v modelova-
ném objektu. Z pohledu relační databáze je instance modelu transformována na
entitu, tedy na jeden řádek databázové tabulky. Knihovna poskytuje pro práci s mo-
dely robustní prostředky, z nichž nejzajímavější jsou: sjednocené rozhraní pro přidá-
vání/úpravu/mazání atributů, serializace objektů do řetězce, správa identifikátorů,
podpora pro načítání a ukládání modelů na server, podpora pro naslouchání a reakce
na události nebo možnost obnovení změněných atributů.
• Kolekce (Collection) - je uspořádaný seznam modelů. Z pohledu relační databáze je
instance kolekce transformována na entitní množinu, tedy na jednu databázovou ta-
bulku. Kolekce mohou obsahovat modely pouze jednoho typu, zatímco modely mohou
být členy kolekcí různých typů. Modely lze v rámci kolekce volně přidávat i odebírat
a volat nad nimi velké množství metod z knihovny Underscore.js (viz. sekce 7.2.5),
které značně usnadňují práci (např. řazení, třídění, filtrování a procházení položek
kolekce). Knihovna Backbone.js navíc ještě přidává metody pro načítání a ukládání
kolekcí na server, přístup k jednotlivým položkám a jiné.
• Pohled (View) - převádí data reprezentované modelem do podoby vhodné pro pre-
zentaci uživateli. Zároveň reaguje na nastalé události v případě nového uživatelského
vstupu či změny reprezentovaného modelu. Nejde tedy o tradiční pohled, tak jak ho
chápe architektura MVC (viz. sekce 7.1.3), ale spíše o spojení pohledu a obsluhují-
cího řadiče do jednoho objektu. Pohledy jsou vytvářeny na základě šablon, což jsou
části HTML kódu s vyznačenými místy pro vložení konkrétních hodnot uložených
v reprezentovaném modelu. Šablony jsou uloženy v dokumentu a načítány pomocí
odpovídajícího modulu knihovny Underscore.js. V průběhu vývoje jsem narazil na
problém související s rušením pohledů. O to se totiž musí starat programátor, protože
samotná knihovna zde neposkytuje téměř žádnou podporu. Pokud má pohled nasta-
veno sledování určité události, tak nestačí jeho pouhé odstranění z DOM, ale musí
být zrušeno i zmiňované sledování. V opačném případě pohled zůstane stále uložený
v paměti a reaguje na přijaté události. S nárůstem počtu nezrušených pohledů tak
dochází k nepřípustnému zpomalování reakcí uživatelského rozhraní, které se s každou
provedenou akcí ještě navyšuje.
• Směrovač (Router) - je komponenta pro správu provázání mezi požadavkem na URL
a stavem aplikace. Poskytuje metody pro propojení určitého požadavku (např. odkazu
na záložku #edit) na odpovídající pohled aplikace (např. otevřený dialog s editací).
• Historie (History) - slouží jako globální řadič pro ukládání stavů aplikace a přechody
mezi nimi.
• Synchronizace (Sync) - je funkce, která je volána pokaždé, když je požadováno
načtení, nebo uložení modelu. V základu vytváří asynchronní požadavky na server
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s využitím knihovny jQuery, ale lze implementovat i jiné formy perzistence (např.
LocalStorage nebo WebSockets).
• Události (Events) - jsou modulem, jenž může používat libovolný objekt a získat tak
možnost přiřazovat a vyvolávat vlastní události. Tento postup je vhodný v případě
nutnosti koordinovat události mezi různými částmi aplikace.
• Pomocné funkce (Utility Functions) - řeší problematiku konfliktů při používání
jiných knihoven pro jazyk JavaScript.
Perzistence dat
Jedním ze zajímavých problémů, které jsem musel při implementaci řešit byla perzis-
tence dat, tedy zachování uložených hodnot po ukončení prohlížeče, respektive při
přechodu na jinou stránku. Ve finální verzi systému ji bude zajišťovat server, kde se budou
shromažďovat a distribuovat data od všech uživatelů. Při vývoji klientské části bylo ale
nutné tuto část aplikace nějakým způsobem simulovat.
Zvažoval jsem celou řadu různých řešení a snažil se vybrat to nejlepší. Nejprve jsem
plánoval připravit jakousi zjednodušenou verzi serveru v jazyce PHP, ale toto řešení jsem
zavrhl jako příliš jednoduché a nezajímavé. Navíc by to vyžadovalo neustálé připojení k in-
ternetu už v této fázi vývoje. Tak jsem se rozhodl ukládat data přímo u klienta. Pro to
se tradičně používají HTTP cookie, ale ty jsem také shledal jako nevhodné, protože mají
příliš omezenou velikost (cca. 20 × 4 KiB). Poslední možností tedy bylo lokální úložiště
(anglicky Local Storage), což je nová technologie, jenž je součástí specifikace HTML5 (viz.
sekce 7.2.1) pod názvem Web Storage[34].
Lokální úložiště je v jazyce JavaScript dostupné prostřednictvím globální proměnné
localStorage. Pokud prohlížeč technologii podporuje, nalezneme v této proměnné objekt,
jehož metodami přistupujeme k lokálnímu úložišti. Jde konkrétně o metody pro přidání,
odebírání a zjišťování datových položek. Každá taková položka je tvořena dvojicí klíč a
hodnota. Klíč musí být v rámci úložiště jedinečný a pomocí něj přistupujeme k přidružené
hodnotě. Hodnota je vždy typu řetězec, jde tedy o velmi podobný mechanismus jako u tech-
nologie AJAX, kdy komunikace probíhá také pouze prostřednictvím řetězců zakódovaných
pomocí JSON (viz. sekce 7.3.1). Limit uložených dat je podstatně vyšší než u HTTP coo-
kie (cca. 5 MiB), navíc podle specifikace by měl prohlížeč při zaplnění nabídnout uživateli
možnost limit navýšit.
Pro implementaci lokálního úložiště ve vyvíjeném systému jsem zvolil již hotové řešení
v podobně rozšiřujícího modulu pro knihovnu Backbone.js, který je volně dostupný pod
názvem Backbone localStorage Adapter [9]. Funguje na principu přepsání standardního ob-
jektu Backbone.Sync(), jenž se stará o načítání, ukládání a rušení kolekcí a modelů. Pak
stačí u každé kolekce nastavit atribut localStorage na jedinečný název a celou kolekci
včetně jejich modelů můžeme synchronizovat s lokálním úložištěm pomocí standardních
metod poskytovaných knihovnou Backbone.js.
Z pohledu uspořádání toto řešení úspěšně simuluje architekturu REST (viz. sekce 7.1.4).
Fyzicky jsou data uložena, tak že pro každou kolekci se vytvoří jeden záznam v úložišti,
jenž obsahuje seznam identifikátorů jeho položek. Pro každou jednotlivou položku je pak
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vytvořen nový záznam. Tím je zajištěno oddělení modelů a kolekcí, se kterými lze pracovat
odděleně s využitím CRUD operací, přesně jak to vyžaduje REST.
Jedinou nevýhodou tohoto postupu je absence podpory ze strany starších prohlížečů.
Především Internet Explorer do verze 7 není tímto rozšiřujícím modulem vůbec podporován,
a proto v něm nebude fungovat perzistence dat. Novější verze IE, pak lokální úložiště
podporují pouze při přístupu k aplikaci přes síť internet. S přihlédnutím k faktu, že jde
o prototyp systému a v konečné verzi bude perzistence zajištěna prostřednictvím úložiště
na serveru, neměla by mít tato skutečnost vážné dopady na budoucí funkčnost. Po všech
ostatních stránkách je s tímto prohlížečem počítáno a je plně podporován.
Relace
Pravděpodobně největším problémem, který jsem musel při vývoji systému řešit, byla im-
plementace relací mezi objekty ve spojení s nutností převodu mezi relačním modelem dat (ve
kterém jsou data uložena v databázi) a objektovým modelem (ve kterém je s daty manipu-
lováno v programovacím jazyku). Tato technika se nazývá objektově relační mapování.
Pokud budeme uvažovat pouze jednoduché modely bez vzájemných vazeb a dědičnosti,
nevzniká žádný závažný problém, stačí pouze načíst atributy entity a uložit je do odpoví-
dajících atributů objektu. O převod a uložení jednotlivých datových typů se stará JSON
(viz. sekce 7.3.1). Potíže nastávají v okamžiku zavedení relací mezi objekty. Ty v OOP
vyjadřujeme pomocí přímých odkazů mezi objekty, zatímco v relačním modelu jsou realizo-
vány uložením hodnoty primárního klíče entit v relaci. Když nebudeme uvažovat dědičnost,
tak mapování z objektového do relačního modelu až tak problematické není (stačí nahra-
dit všechny vazby identifikátory), ale opačný postup přináší hned řadu problémů. Pokud
bychom použili řešení inverzní tomu v předchozím případě (tj. nahradit všechny identifiká-
tory objekty), narazíme na problém vzniku duplicitních objektů. Kolik vazeb by měl jeden
objekt, tolik duplicit by vzniklo (přesněji o jednu méně). Dalším problémem je možnost
výskytu vazeb na objekty, které ještě nebyly načteny ze serveru a další.
Z předchozího odstavce je, myslím, patrná složitost a časté opakování tohoto problému,
což nabádá řešit ho systematicky. V průběhu vývoje jsem ovšem přišel na dosti nepříjemný
fakt, totiž že knihovna Backbone.js relace mezi objekty nijak neřeší. To mě velice zarazilo,
protože jde o základní techniku používanou při OOP, kterou se knihovna snaží podporovat.
Hledal jsem tedy řešení tohoto problému a nakonec se mi povedlo objevit rozšiřující modul
Backbone-relational [20], který tuto problematiku řeší a nabízí řadu zajímavých funkcí:
• Poskytnutí nového typu objektu RelationalModel, který rozšiřuje základní imple-
mentaci objektu Model o relace s kardinalitou 1:1, 1:N a M:N (pomocí dvou relací
1:N).
• Možnost automatického vytváření a správy inverzních relací.
• Ovládání způsobu serializace relací. Je možné do ní zahrnout i odkazované objekty,
nebo pouze jejich libovolný atribut.
• Podpora pro relaci s objekty, které ještě nejsou načtené ze serveru a metody pro jejich
vyžádání.
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• Vyvolávání událostí při manipulaci s objekty v relaci, aby o nich byl druhý objekt
informován a mohl na ně odpovídajícím způsobem reagovat.
Diagram tříd
Obrázek 7.1 zachycuje UML diagram tříd klientské části aplikace v kontextu knihovny
Backbone.js. Vykresleny jsou pouze nejdůležitější vztahy mezi třídami, aby se zachovala
přehlednost. Atributy ani metody nejsou uvedeny, jejich kompletní soupis je dostupný v pro-
jektové dokumentaci, které se věnuje sekce 7.2.6. Při tvorbě hierarchie jsem se zaměřil na
využití dědičnosti tak, aby se minimalizoval duplikátní kód a zlepšila se přehlednost ve
struktuře a závislosti jednotlivých položek.
Hlavním třídou aplikace je MainView, která má na starost vytvoření kompletního uživa-
telského rozhraní včetně přidružené logiky. Za zmínku stojí také třída ConfigModel. Tu sdílí
většina pohledů a pomocí níž dochází k distribuci změn v aplikaci. Zároveň slouží k uložení
stavu aplikace v perzistentním úložišti.
7.2.5 Underscore.js
Backbone.js má přímou závislost pouze na jediné knihovně a to na Underscore.js. Ta
obsahuje sadu podpůrných funkcí pro programování v jazyce JavaScript. Přitom ne-
zasahuje do standardních objektů, ale svoje funkce poskytuje přes objekt (podtržítko,
anglicky underscore), tedy podobným mechanismem jako jQuery (viz. sekce 7.2.2). Veškeré
informace o této knihovně jsem čerpal z její projektové dokumentace[3]. Následující příklad
ukazuje použití známé funkce map (aplikuje požadovaný výpočet na všechny prvky pole),
kterou ovšem v základní verzi jazyka JavaScript nenalezneme:
_.map([1, 2, 3], function (number) { return number + 1; });
Stejně jako jQuery i tato knihovna podporuje řetězení, tedy mechanizmus pro zkrácení
zápisu kódu a urychlení výpočtu. Zde se toho dosahuje pomocí dvou pomocných metod
chain (začátek řetězení) a value (konec řetězení a vrácení výsledku). Způsob použití de-
monstruje následující příklad:
_.chain([1, 2, 3])
.map(function (number) { return number + 1; })
.filter(function (number) { return number > 2; })
.value();
Uspořádání knihovny
Celou knihovnu lze rozdělit do několika základních kategorií:
• Kolekce (Collections) - obsahují základní funkce pro aplikaci na množinu prvků (pole
i objekt). Zároveň tyto funkce využívá knihovna Backbone.js jako metody pro objekty
typu kolekce. Konkrétně jde o operace pro řazení, třídění, filtrování a procházení
položek kolekce.
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Obrázek 7.1: Diagram tříd implementovaného prototypu systému v jazyce UML v kontextu
knihovny Backbone.js.
60
• Pole (Arrays) - je základní strukturovaný datových typů jazyka JavaScript. Under-
score.js nabízí hned několik pokročilých funkcí pro výběr a filtraci prvků a základní
množinové operace nad poli.
• Objekty (Objects) - v této kategorii nalezneme velmi užitečné funkce, pro práci s atri-
buty, metodami a jejich hodnotami. Určitě bych zmínil funkci pro rozšíření (extend),
kterou knihovna Backbone.js používá pro vytváření nových objektů ze základní palety
objektů. Dále do této kategorie patří řada funkcí pro určení datového typu proměnné.
• Funkce (Functions) - knihovna Underscore.js rozšiřuje o řadu zajímavých opearcí.
Jsou zde metody pro nastavování kontextu funkcí (proměnná this), pokročilé mož-
nosti spouštění (se zpožděním, se zapamatováním výsledků při opakovaném volání
aj.) nebo pro kooperaci více funkcí.
• Pomocné funkce (Utility) - řeší problematiku konfliktů při používání jiných kniho-
ven pro jazyk JavaScript. Dále sem patří modul pro zpracování šablon a různé další
samostatné pomocné funkce (např. generátor identifikátorů, nebo podporu pro vklá-
dání nových metod do objektu Underscore.js).
7.2.6 Projektová dokumentace
V souladu s agilními postupy (viz. kapitola 4) jsem se rozhodl k projektu vytvořit do-
kumentaci generovanou automaticky ze zdrojového kódu. Přináší to mnohé výhody,
především snížení času věnovaného tvorbě dokumentace, její jednotný styl a také téměř
nulovou práci při změnách v programu. To vše pouze za cenu kvalitně komentovaného
zdrojového kódu.
Pro jazyk JavaScript existuje řada volně dostupných generátorů, z nichž jsem si vybral
ten nejrozšířenější s názvem JsDoc Toolkit [16]. Jde o konzolovou aplikaci napsanou také
v jazyce JavaScript, která se spouští v běhovém prostředí Rhino pro jazyk Java. Funguje
tak, že prochází vstupní soubory se zdrojovým kódem a hledá v nich speciálně označené
komentáře, ze kterých získává potřebné informace o implementovaných objektech a funkcí.
Toho dosahuje na základě hodnot spojených s rezervovanými slovy, která jsou uvozena zna-
kem @ (např. @constructor, @returns, nebo @author). Informace poté vhodně organizuje
a vytvoří z nich provázané HTML dokumenty s obsahem projektové dokumentace. Tyto vý-
stupy jsou velice přehledné a v případě potřeby je lze i vytisknout. Vytvořenou dokumentaci
lze najít na přiloženém CD nosiči.
Jediným složitějším problémem, jenž jsem musel při vytváření dokumentace řešit, bylo
jak komentovat objekty z knihovny Backbone.js (viz. sekce 7.2.4). Nově definované objekty
jsou totiž odvozeny ze základní sady pomocí metody extend, takže ve zdrojovém kódu je
nový objekt zapsán pouze jako volání této metody s odpovídajícími parametry. Takovou
složitou konstrukci pochopitelně JsDoc Toolkit neodhalí, proto je nutné využít rezervované
slovo @lends, které přiřadí libovolnému anonymnímu objektu (v našem případě parametru
metody extend) požadovaný identifikátor třídy. Komentář popisující třídu je pak nutné
umístit do konstruktoru s využitím rezervovaných slov @class a @constructor.
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7.3 Server a komunikace
Server je druhou hlavní částí vyvíjeného systému. Má za úkol zpracovávat požadavky
od klientů a poskytovat jim data z centrální databáze. S přihlédnutím k architektuře, by
měl být server poměrně jednoduchý, aby zvládal rychle zpracovávat množství požadavků
technologie AJAX. U každého takového požadavku je třeba provést autentizaci a autorizaci
uživatele, aby tak byla zajištěna důvěrnost dat.
V aktuální verzi prototypu není server dosud implementován. To má následující důvody:
• Prototyp systému je díky architektuře SPA (viz. sekce 7.1.2) autonomní a tudíž fun-
guje i bez serveru. Jeho přítomnost by zbytečně znesnadnila testování a demonstraci.
Jediným přínosem by byla možnost sdílet data mezi různými uživateli, ovšem za cenu
nutnosti být připojený na internet a mít zajištěný dostupný server. Aktuální verze
prototypu přitom vyžaduje pouze moderní prohlížeč, lze spustit v jakémkoliv prostředí
i bez přístupu k internetu a poskytuje naprosto stejné funkce, které pro demonstraci
funkce systému pro agilní řízení projektů plně postačují.
• V zadání práce je uvedený jazyk PHP, který se v průběhu vývoje klientské části ukázal
jako krajně nevhodný a nezajímavý.
• Komplexnost implementace systému by narostla do takových rozměrů, kdy by přesa-
hovala rozumný rozsah práce, která se primárně věnuje agilnímu řízení projektů, tedy
úplně jiné problematice.
Přesto plánuji v budoucnu server implementovat, tak aby byla aplikace plně použitelná
v reálném prostředí. K tomu ovšem použiji jiné technologie, které si zběžně rozebereme
v následující sekci.
7.3.1 Technologie
V této sekci představím hlavní technologie, které plánuji využít při implementaci ser-
veru a komunikace. Volil jsem moderní technologie, které co nejlépe podporují architektury
zmiňované v sekci 7.1.
HTTP
Hypertext Transfer Protocol [23] je protokol pro přenos dat, na kterém je postavena
síť internet. Původně byl určený pouze pro přenos dokumentů HTML, ale pomocí rozšíření
MIME umí přenášet jakýkoliv soubor. Protokol je bezstavový a funguje na principu dotaz-
odpověď. Není nijak zabezpečený ani speciálně kódovaný, přenos probíhá v prostém textu.
HTTP poskytuje několik různých druhů dotazů a standardizovaný výčet stavů odpovědí.
Na tento protokol se váže ještě jeden pojem a to Uniform Resource Identifier, zkráceně
URI, což je jedinečný identifikátor zdroje v síti internet. Pomocí protokolu HTTP lze pak
k těmto zdrojům přistupovat. URI se dále dělí na URL (popisuje kde je možné zdroj najít)
a URN (popisuje identitu zdroje).
62
AJAX
Asynchronous JavaScript and XML[22] je označení technologie pro vývoj interaktivních
webových aplikací. Jeho podstatou je implementace asynchronní komunikace mezi kli-
entem a serverem, tedy výměny dat bez nutnosti znovu načtení webové stránky. Toho se
dosáhne prostřednictvím objektu XMLHttpRequest, přes který se mezi serverem a klientem
přenášejí data v dohodnutém formátu, většinou XML, HTML, JSON nebo v prostém textu.
Je ovšem nutné, aby bylo toto rozhraní podporováno prohlížečem, což už bývá v dnešní době
samozřejmostí. AJAX představuje velmi výrazné oživení vyvíjeného systému, pomocí nějž
lze omezit síťovou komunikaci na nejnutnější minimum.
JSON
JavaScript Object Notation[25], neboli česky Objektový zápis v jazyce JavaScript, je způ-
sob reprezentace dat dovolující obousměrný převod mezi objekty a textovými řetězci.
Na vstup se vloží datová struktura jazyka JavaScript, jež je transformována na výstupní ře-
tězec kódovaný pouze za pomoci horní poloviny ASCII tabulky (kvůli kompatibilitě). Toho
se dosahuje nahrazením speciálních znaků za zvláštní tzv. escape sekvence (např. znak á se
převede na \u00e1). Převod zpět z řetězce na objekty je již pouze inverzním postupem.
Při práci s JSON v jazyce JavaScript je nesporná výhoda v tom, že formát řetězce je
naprosto shodný se zápisem objektů ve zdrojovém kódu. Pro dekódování tedy stačí použít
standardní funkci eval, jež umí interpretovat předaný řetězec a tím jeho obsah jednoduše
převést na objektovou reprezentaci.
JSON podporuje serializaci následujících datových typů:
• Číslo (Number) - celá i desetinná čísla v zápisu s plovoucí desetinnou čárkou.
• Řetězec (String) - kódovaný v Unicode s použitím escape sekvencí.
• Pravdivostní hodnota (Boolean) - pravda (true) nebo nepravda (false).
• Pole (Array) - uspořádaná struktura libovolného počtu prvků.
• Objekt (Object) - neuspořádaná struktura dvojicí klíč - hodnota.
• Nulový typ (null) - prázdná položka (null).
Jakékoliv jiné datové typy se musejí převést na nějaký z výše jmenovaných. Při imple-
mentaci jsem narazil na nutnost řešit formát ukládání kalendářních hodnot (datum a čas).
Ten jsem vyřešil tak, že tyto hodnoty se převádějí na datový typ Number (číslo), který re-
prezentuje počet minut časového údaje. Pro datum pak počet sekund od půlnoci 1.1.1970,
což v jazyce JavaScript zjišťuje standardní metoda Date.getTime().
Technologii JSON jsem v implementovaném systému zvolil pro kódování informací při
přenosu sítí internet prostřednictvím technologie AJAX. Pro tento účel jsem měl zpočátku
v plánu použít značkovací jazyk XML, ale nakonec padla volba na JSON, především kvůli
mnohem menšímu objemu dat po zakódování a všeobecnou podporou tohoto formátu
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v ostatních technologiích (např. jQuery a Backbone.js). Mezi další důvody patří jedno-
duchost, univerzálnost a snadné kódování i dekódování jak na straně serveru, tak na straně
klienta, pomocí již zmiňované funkce eval.
Ruby on Rails
Na závěr této sekce bych ještě nastínil způsob, jakým plánuji implementovat server. V za-
dání této diplomové práce je uveden jako implementační jazyk PHP. Ovšem v průběhu
návrhu architektury a dále pak při začleňování knihovny Backbone.js jsem tento plán pře-
hodnotil (viz. sekce 7.2.4). K tomu mě vedly následující důvody:
• Jazyk PHP v základu nepodporuje architekturu REST a je nutné ho podpořit řadou
zásuvných modulů.
• Implementace serveru v jazyce PHP mi přišla jako příliš triviální a nezajímavá. Raději
jsem se soustředil na využití nejmodernějších technologií na straně klienta.
• Existují zajímavější a modernější jazyky, které bych chtěl prozkoumal. Jako např.
Ruby on Rails, které se navíc v průběhu implementace ukázaly jako mnohem vhod-
nější.
Ruby on Rails[10] je knihovna pro jazyk Ruby, což je interpretovaný skriptovací pro-
gramovací jazyk. Za jeho přímé konkurenty lze považovat jazyky Python a Perl. Oproti
nim má ovšem podstatně jednodušší syntaxi a což podstatně ulehčuje naučení. Zároveň
je striktně objektově orientovaný. Za zmínku stojí i autor knihovny Ruby on Rails, stu-
dio 37 signals, které vytvořilo také metodiku Getting Real probíranou v sekci 4.5. Ta mi
byla velkou inspirací při formulaci vhodných agilních postupů, které demonstruje vyvíjený
systém.
Hlavní myšlenkou knihovny je, co nejvíce minimalizovat kód, který musí psát progra-
mátor a tím zvýšit efektivitu vývojového procesu. Již v základu podporuje architektury
REST a MVC (viz. sekce 7.1.4 a 7.1.3). Návrh aplikace vychází z uspořádání databáze, ze
které jsou pomocí automatického skriptu vygenerovány objektové třídy. Tyto třídy pak lze
libovolně upravovat a pracovat s nimi. Dle mého názoru jde o velmi zajímavou technologii
a představuje tu správnou volbu pro rozšíření systému o serverovou část. K tomu přispívá
především její filozofie, jenž je velmi podobná postupům aplikovaných v klientské části.
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Kapitola 8
Případová studie prototypu
systému
Na základě implementovaného prototypu systému pro podporu agilního řízení projektů
se tato kapitola věnuje jeho použitelnosti. Zběžně se seznámíme s použitým vzorkem dat a
jejich původem. Poté se zaměříme na demonstraci použitelnosti v reálném prostředí. Přitom
vyzvedneme přínosy prototypu systému především ve vztahu ke zvýšení efektivity projek-
tového řízení a úspoře zdrojů. Demonstrace bude rozdělená podle základních projektových
fází v pořadí, v jakém probíhaly.
Po dohodě s vedoucí diplomové práce jsem zvolil vhodný způsob ověření funkčnosti im-
plementovaného prototypu systému. Ten bude založen na mých zkušenostech z roční praxe
na pozici projektového manažera ve firmě věnující se tvorbě webových stránek na zakázku.
Byl vybrán jeden problematický projekt, který jsem déle jak rok vedl. Budu prezentovat,
jakým způsobem probíhal vývoj a řízení prací ve srovnání s tím, kdybych při něm používal
agilní postupy s podporou vyvinutého prototypu systému.
Vzhledem k podmínkám smlouvy s mým zaměstnavatelem nemohu uvést konkrétní jména,
hodnoty a použité systémy. Proto se budu snažit veškeré důvěrné informace vhodně upravit
tak, aby to nemělo výraznější vliv na podstatu řízeného projektu, popis nastalých problémů
a jejich řešení.
V pozici manažera jsem při řízení projektu vycházel z doporučených firemních postupů,
které nebyly nikterak sofistikované. V podstatě šlo o jakousi variaci na vodopádový model
životního cyklu, bez konkrétnějších předpisů pro postup řízení.
Projekt měl za cíl vytvoření internetového obchodu pro jednu brněnskou firmu zabývající
se prodejem sportovních potřeb. Rozsah zadání v průběhu vývoje značně narůstal a skládal
se z několika různých a vzájemně spolupracujících modulů. V rámci případové studie proto
budu uvažovat pouze původní jádro specifikace, které bylo implementováno během prvních
několika měsíců. Pro srovnání postupů a demonstraci jejich hlavních rozdílů z pohledu
jednotlivých výhod a nevýhod to bude plně postačovat. Přesný popis zadání s rozdělením
na požadavky a úkoly tvoří základ demonstračního vzorku dat zahrnutých ve vyvinutém
prototypu, jenž je dostupný na přiloženém datovém disku.
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8.1 Specifikace
Specifikaci projektu jsem sestavoval na základě několika osobních jednání s klientem.
Během nich jsme společně diskutovali hrubý obsah budoucího projektu a já se snažil po-
chopit klientovi požadavky a navrhnout mu možná řešení. Zápisy z těchto jednání mi pak
byly podkladem pro sestavení dokumentu specifikace. Ten jsem tvořil sám a zabralo mi to
asi 8 hodin práce. Bylo nutné všechny požadavky strukturovat, rozdělit na logické části a
určit základní postup vývoje. Jakmile byl dokument hotový, následovalo další jednání, kde
jsem ho prezentoval a dále upravoval podle reakcí klienta.
Po odsouhlasení obsahu specifikace klientem bylo nutné vystavit odhad ceny a data do-
končení. Při něm mi bylo vedením doporučeno držet se předem určené částky a délky trvání,
která vycházela z ocenění a průběhu podobně složitých projektů, jež byly řešeny v minulosti,
ovšem bez důslednějšího ověření skutečného rozsahu a náročnosti tohoto projektu. Postu-
pem času jsem tak zjistil, že uvedený finanční i časový odhad vůbec neodpovídá realitě a
při ukončování projektu vyšlo najevo, že byl dokonce i několikanásobně překročen.
Pokud bych v této fázi využil implementovaný systém pro podporu agilního řízení pro-
jektů byla by situace značně jednodušší. Klientovi bych do něj umožnil přístup, aby si v něm
před jednáním připravil soupis všech požadavků a pomocí intuitivního rozhraní je orien-
tačně seřadil podle priorit. Na jednání by pak soupis sloužil jako podklad pro podrobnější
diskusi ve snaze ujasnit si základní koncepty a části produktu.
Na základě informací získaných z tohoto jednání bych vhodně sestavil projektový tým
a ihned zorganizoval jeho schůzku, které by se účastnil i klient. Na ní by se řešilo ohod-
nocení jednotlivých požadavků pomocí postupů uvedených v sekci 4.2. Zároveň by došlo
k rozdělení těchto požadavků na jednotlivé fáze vývoje (grafický návrh, kódování návrhu,
programování). Tím by se dosáhlo značně přesnějšího odhadu a s podporou systému by se
tato ohodnocení velice snadno zaznamenala. Klient by zde působil jako pozorovatel, aby se
mohl případně ihned vyjádřit k dotazům, které by mu byly kladeny ze strany projektového
týmu. Na jejich základě by měl možnost své rozhodnutí přehodnotit a případně elimino-
vat požadavky, které mají značnou náročnost, ale nepřináší odpovídající hodnotu. Všechny
zjištěné informace by se ihned zaznamenávaly do systému. Ten k tomu poskytuje efektivní
podporu. Je např. možné projektorem promítat nástěnku s požadavky, tak aby ji viděli
všichni účastníci porady. Případně se nabízí využít tablet, který bude kolovat mezi členy
týmů a sloužit pro zápis nových nebo úpravu existujících požadavků.
Po zanesení všech požadavků do systému, ke kterému není nutné vyvinutí většího úsilí,
by následoval podpis smlouvy. Podkladem pro ní může být tiskový výstup ze systému, což
opět značně ušetří čas. Cena by se určila podle počtu bodů odhadu s tím, že by měl klient
možnost kdykoliv přidat nové požadavky a tím i odpovídajícím způsobem navýšit cenu,
případně nerozpracované požadavky smazat a nahradit jinými. Termín dokončení by se pak
stanovil s ohledem na rozsah požadované práce a výkonnosti zdrojů. V této oblasti by měly
budoucí prototypy systému poskytovat také určitou pokročilou podporu.
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8.2 Plánování
V původním projektu fáze plánování téměř chyběla. Bylo pouze stanoveno datum do-
končení a to na základě značně nepřesného odhadu. Pořadí a závislosti jednotlivých úkolů
se nestudovaly nikterak podrobně, spíše se přidělovaly ucelené celky konkrétním vývojářům,
kteří si už sami určovali způsob a pořadí jejich provádění. To ovšem mnohdy neodpovídalo
potřebám klienta, který měl zájem o prioritní řešení některých částí produktu. Ještě větší
problémy s organizací práce nastaly v okamžiku, kdy mělo na jedné části internetového
obchodu spolupracovat více vývojářů.
Prototyp systému podporuje základní agilní postupy plánování spojené s optimalizací
vývojového procesu do 3 základních fází tak, jak jsou popsány v sekci 5.2. Plánování je
v systému rozděleno na plán projektu a plán iterace.
Prvně jmenovaný je svým způsobem částí specifikace, protože se provádí současně s ní
v počáteční fázi projektu. Během plánování by byl vytvořen ohodnocený seznam požadavků
seřazených podle priorit způsobem popsaným v předchozí sekci. Dalším krokem, který bych
provedl, by bylo určení délky iterace na základě dohody s klientem a projektovým týmem.
Následně bychom společně provedli plánování termínů těchto iterací v systému tak, aby co
nejvíce vyhovovaly všem zúčastněným stranám. Posledním krokem plánování projektu by
pak bylo rozdělení požadavků do těchto iterací. Systém umožňuje plánovat do libovolně
vzdálené budoucnosti, ovšem s přihlédnutím k rozsahu daného projektu bych to klientovi
nedoporučil. Je vhodné, aby zde zůstala rezerva pro další změny požadavků, proto bych
v tomto případě klientovi doporučil naplánovat pouze 2-3 iterace dopředu.
Při rozdělování požadavků do iterací nabízí systém velice užitečný vizualizační nástroj
v podobě ukazatelů vytížení všech vývojářských rolí v rámci dané iterace. Ty jsou založeny
na výkonnosti a hodinovém fondu, které se do systému zadávají. To značně ulehčuje celé
plánování. Je ihned názorně vidět, kteří vývojáři jsou v dané iteraci nejvíce vytížení a kteří
naopak nemají svoji pracovní kapacitu naplněnou. To vede k velmi efektivnímu využití
zdrojů a rozdělení práce s minimálním úsilím.
Plánování iterací by probíhalo v domluvených intervalech na pravidelných poradách pro-
jektového týmu s účastí klienta. Byl by vždy demonstrován prototyp internetového obchodu,
který vznikl v dokončených iteracích. Tím by se získala zpětná vazba, jež by mohla mít vliv
na obsah následujících iterací. Klient by měl možnost se k výsledku vyjádřit a v případě
odhalení problémů konkrétní požadavky vrátit k přepracování. Pro tyto činnosti systém
opět poskytuje pokročilou podporu v podobě schvalování požadavků, které lze do něj zadá-
vat. Na tyto změny systém ihned odpovídajícím způsobem reaguje a usnadňuje tak přehled
o aktuálním stavu vývoje.
Jakmile by se ujasnil obsah následující iterace, přišel by na řadu poslední krok v podobě
rozdělení požadavků na úkoly a jejich ohodnocení. Pro to systém opět poskytuje podporu
v podobě vizualizace dodržení odhadu. Ten je založen na výpočtu času za jaký by přiřazení
vývojáři stihli v ideálním případě daný požadavek dokončit. Pokud je tento čas nižší než
suma odhadů rozdělených úkolů, systém na tuto skutečnost ihned upozorní a poskytne tak
podklad pro diskutování důvodů špatného odhadu s týmem. Můžeme se tak poučit z chyb
v odhadech požadavků a do budoucna se jim vyhnout.
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8.3 Vývoj a revize
Vývoj a revize vzorového projektu probíhaly podobně jako jeho plánování, tedy značně
neefektivně a s vynaložením značného úsilí. Základem bylo zadávání úkolů konkrétním vý-
vojářům, k čemuž jsem musel jako projektový manažer přesně pochopit jeho obsah, abych
věděl, komu daný úkol patří. Podstatou revize bylo pouze sledování stavů těchto úkolů ve
smyslu splněn nebo nesplněn. Úkoly byly špatně zasazeny do kontextu klientových poža-
davků, takže bylo obtížné sledovat, které funkce internetového obchodu jsou již kompletní
a které pouze částečně. O veškerých postupech ve vývoji jsem musel klienta informovat, což
mi během dlouhého procesu vývoje zabralo obrovské množství času (cca. hodinu denně).
Prototyp systému nabízí i této fázi funkce, které značně ulehčují celý proces řízení pro-
jektu. Úkoly by nebyly přiřazovány, ale vývojáři by si je sami vybírali podle vlastního
uvážení a klientem zadané priority. Přitom by všichni nesli zodpovědnost za dokončení
všech úkolů v rámci probíhající iterace. Tím by se podpořil pocit týmové sounáležitost a
společné odpovědnosti za dodržení plánu, jenž byl stanoven na předchozí poradě.
Pro vizualizaci vývoje iterace a jeho revizi používá systém Kaban tabulku popsanou
v sekci 4.6. Díky ní bych mohl jako manažer sledovat aktuální stav úkolů s jasnou návaz-
ností na klientovi požadavky. S použitím tohoto nástroje by bylo odhalení zpoždění značně
jednodušší. Díky striktnímu rozdělení vývoje do fází (návrh rozhraní, kódování rozhraní,
programování) by došlo i ke značným úsporám zdrojů v důsledku včasného odhalení chyb.
Nejlepší funkcí, kterou dle mého názoru systém v této fázi poskytuje, je informování
klienta o aktuálním stavu vývoje. Ten se projevuje v záložce specifikace změnami stavů
jednotlivých požadavků. Klient by se tak ihned dozvěděl o dokončení řešených požadavků
a může je schválit, případně odmítnout s vysvětlením.
8.4 Zhodnocení výsledků
V závěru této kapitoly bych rád zhodnotil výsledky, dosažené srovnáním zmiňovaných
dvou postupů řízení projektů. Myslím, že se jasně projevily výhody vyvinutého prototypu
systému a způsoby, jakými jich bylo dosaženo.
Ve fázi specifikace přinesl značné úspory času spojené především se sestavením jejího
obsahu, vizualizací a sdílením mezi členy týmu. Nespornou výhodou je také značné zpřesnění
odhadu a poskytnutí volnosti klientovi v dalších úpravách.
V plánovací fázi poskytuje systém promyšlenou hierarchii sestavování plánů, která důsledně
kopíruje ověřené agilní postupy. Zároveň automaticky upozorňuje na chyby v plánování, ať
už jde o přetížení jednotlivých vývojářů nebo špatně vytvořené odhady.
Při vývoji a revizi se naplno projeví výhody, jež systém nabízí. Vývoj je efektivní, šetrný
na spotřebu zdrojů a dovoluje klientovi určovat další postup v jeho průběhu na základě nově
zjištěných skutečností. Při revizi poskytuje přehledné vizualizační nástroje a automaticky
informuje klienta o postupu prací.
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Kapitola 9
Závěr
V této poslední kapitole práce se seznámíme s dosaženými výsledky diplomového pro-
jektu. Především pak z pohledu získaných zkušeností, návaznosti na předchozí projekty a
celkovým zhodnocením přínosu. V závěru pak uvedu možná rozšíření a plány na budoucí
vývoj systému pro podporu agilního řízení projektů.
V úvodních čtyřech kapitolách se mi podařilo sestavit ucelený a přehledný rámec, který
poskytuje náhled do problematiky agilního vývoje software. Informace o jednotlivých me-
todikách jsem přebíral z odborné literatury a snažil jsem se je strukturovat tak, aby bylo
možno je snadno vzájemně porovnávat a hodnotit. Pro možnost srovnání se starými způ-
soby vývoje jsem popsal i vodopádový model vývoje software, na kterém jsem demonstroval
základní nedostatky toho přístupu.
Uvedl jsem základní charakteristiky tvorby webových stránek a snažil se prozkoumat
a nalézt vhodné postupy agilních metodik, které by vyřešily největší problémy, jež tento
proces přináší v kontextu malé až střední firmy. Přitom jsem využil bohaté zkušenosti ze
své praxe projektového manažera. Dosažené výsledky byly prezentovány jako specifikace
požadavků na vyvíjený systém pro podporu agilního řízení projektů.
Na základě zjištěných informací jsem v agilním duchu sestavil návrh systému. Zaměřil
jsem se především na obecné postupy a principy, které by měl systém splňovat, aby byl co
nejlépe využitelný a přínosný. Základními podklady mi byla zjištění uvedená v předchozích
kapitolách práce.
Většina obsahu dosud zmiňovaných kapitol vycházela z výsledků mnou vytvořeného se-
mestrálního projektu, na který tato diplomová práce navazuje. Ten poskytl solidní základ
pro začátek implementace systému pro podporu agilního řízení projektů. Hlavní rysy apli-
kace byly stanoveny tak, aby byl výsledek co nejlepší a přinášel skutečnou užitnou hodnotu.
Některé sekce ve zmiňovaných kapitolách byly v rámci tvorby diplomové práce ještě více
prohloubeny, tak aby věrně reprezentovaly použité agilní postupy a doporučení.
Nejnáročnější částí diplomové práce byla implementace části systému, která je podrobně
popsána v sedmé kapitole. Prototyp obsahuje pouze nejzajímavější funkce, které jsem vybral
po konzultaci s vedoucí. Byly v ní prezentovány veškeré technické problémy, s nimiž jsem se
v průběhu vývoje setkal, včetně nastínění možných východisek a vysvětlení použitých řešení.
69
Při implementaci jsem se snažil důsledně držet agilních postupů, aby výsledný prototyp
odpovídal myšlenkám, která má podporovat.
Na základě vyvinutého prototypu systému pro agilní řízení projektů a porady s vedoucí
diplomové práce byl výsledek formou případové studie porovnán s běžnými postupy řízení
projektů, se kterými jsem se setkal v průběhu své praxe na pozici projektového mana-
žera. Proto byl použit lehce pozměněný vzorek dat z projektu, který jsem vedl. Výsledky
porovnání obou přístupů naznačují, že systém má velký potenciál pro budoucí rozvoj a
použitelnost v reálném prostředí. Díky použitým agilním postupům by měl pomoci vyřešit
řadu problémů spojených s flexibilním vývojem kvalitních internetových aplikací.
Z pohledu dalšího rozvoje prototypu se nabízí celá řada vylepšení, které by bylo vhodné
zavést. V první řadě je to dokončení kompletního systému tak, jak byl popsán v návrhu.
Jedná se především o záložku revize projektu a implementaci serverové části, jež slouží jako
databáze dat, které v prototypu zastupuje lokální úložiště ze specifikace HTML5. S tím je
spojena optimalizace dotazů na databázi tak, aby se minimalizoval počet spojení realizo-
vaných prostřednictvím sítě internet. Dalším nutným rozšířením před nasazením systému
do ostrého provozu je pokročilejší správa uživatelů a projektů, které jsou v prototypu co
nejvíce uzpůsobeny snadné demonstraci funkčnosti. Konkrétně jde třeba o zavedení přihla-
šovacích oken nebo přidání role administrátora, který by měl neomezený přístup do všech
částí systému.
Další rozvoj výsledného systému by měl probíhat především na základě zpětné vazby
z nasazení v reálném prostředí. Bude ovšem nutné k těmto rozšířením přistupovat značně
kriticky, aby nenarušily přehlednost a snadnost používání prototypu, která je nutná pro po-
chopení funkce ze strany klientů i vývojářů. Jako jedno z vhodných rozšíření bych jmenoval
např. ukládání šablon nejčastěji zadávaných požadavků, které pak půjdou lehce vkládat
do nově vytvořených projektů a usnadní tak vytváření základní kostry specifikace. Dalšími
užitečnými funkcemi by byla třeba pokročilá organizace požadavků prostřednictvím usku-
pování do témat, případně jejich spojování a rozdělování. Z pohledu implementace plánuji
zavést testování jednotek (anglicky unit testing), které značně ulehčí fázi testování vytvoře-
ného zdrojového kódu, protože mi tato činnost zabrala při vývoji spoustu času.
Pokud bych měl v závěru zhodnotit dosažené výsledky, myslím, že se mi podařilo splnit
všechny body zadání v plném rozsahu. Proto považuji tuto diplomovou práci za úspěšnou
a pro můj osobní rozvoj velmi přínosnou. Seznámil jsem se s problematikou agilního řízení
projektů, o kterou jsem se delší dobu zajímal a při implementaci si prohloubil znalosti
s tvorbou objektově orientovaných webových aplikací na klientské straně architektury.
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