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ABSTRAKT 
Diplomová práce se zabývá výběrem vhodného přístupu k vývoji softwaru. Specifikuje 
současně využívané přístupy projektového managementu. V práci je analyzován 
současný stav projektu a jednotlivé přístupy. Práce se zaměřuje na výběr metody a 
navrhuje její aplikování na projekt. 
ABSTRACT 
This master thesis deals with choice of appropriate approach to software development. 
The thesis specifies currently used approaches of project management. Current project 
status and approaches are analysed. The thesis focuses on choice of method and its 
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Svět řízení projektů se neustále vyvíjí. Od dob Henryho Gantta a vývoje rakety Polaris, 
při kterém byl poprvé aplikován projektový management, ušla tato disciplína dalekou 
cestu. Tradičně pojaté vedení projektů, jako je například Vodopádový model, se 
v současnosti dělí o své místo s novými přístupy prezentovány například Kanbanem nebo 
aktuálně velmi populárním Agilním projektovým managementem. 
Agilní metody jsou čím dál populárnější a většinou jsou aplikovány na vývoj softwaru. 
Jelikož je produkt vyvíjen v iteracích, umožňuje upravovat vlastnosti během vývoje, což 
dříve nebylo možné u prediktivního přístupu. Mezi nejpoužívanější agilní metody patří 
Scrum a Extrémní programování, každá z těchto metod má své přínosy a nedostatky, 
proto je zapotřebí analyzovat jednotlivé metody a vzít si z nich to nejlepší.  
Práce se skládá ze tří částí. 
V první části jsou rozebrána teoretická východiska práce. Je zde popsán prediktivní 
přístup pomocí Vodopádového modelu, agilní přístup pomocí Scrum a Extrémní 
programování. Ve Scrumu jsou popsány role a celý průběh Scrum Framework. Lean 
přístup popisuje Kanban.  
Ve druhé části je analyzován současný stav projektu, dále jsou analyzovány jednotlivé 
metody a modely a zároveň jsou porovnávány mezi sebou, aby bylo možné vybrat 
nejvhodnější vlastnosti z jednotlivých metod nebo modelů, které budou aplikovány 
v návrhové části. Součástí analytické části je provedení analýzy průzkumu o využívání 
agilního řízení v České republice. 
V poslední části je návrh na aplikování agilní metody Scrum, která je rozšířena o postupy 
a praktiky z Extrémního programování a Kanbanu, aby byl zajištěn kvalitní vývoj 
softwaru, který bude konkurence schopný v dnešním rychle se vyvíjejícím světě. 
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CÍL PRÁCE, METODY A POSTUPY ZPRACOVÁNÍ 
Cíl práce 
Cílem diplomové práce je analyzovat současný trend v projektovém managementu a 
vybrat vhodný model nebo metodiku pro projekt, který má ambice stát se startupem. 
Dílčím cílem je vybrání vhodného projektového managementu a návrh jeho zavedení do 
vývoje projektu. 
Metody zpracování 
Tato práce je zpracována s využitím kombinací agilních metod: Scrum, Extrémní 
programování a Kanban.  
Postupy zpracování 
V kapitole Teoretická východiska práce jsou popsány nejpoužívanější metody a modely 
pro vývoj softwaru. Následně jsou tyto metody a modely podrobeny analýze. Návrh byl 
vytvořen na základě poznatků z teoretické a analytické části. 
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1) TEORETICKÁ VÝCHODISKA PRÁCE 
1.1 Vývoj řízení softwarového vývoje 
Jako podpora vývoje v posledních 40 až 50 letech bylo implementováno mnoho různých 
metody pro vývoj softwaru. Na počátku to bylo přístup „pokus omyl“, využíval se ad hoc 
a do značné míry tohle fungovalo. 
 
Obr.  1: Vývoj řízení softwarového vývoje (Zdroj: LEFFIGWELL, 2011, s. 22)  
Postupem času se segment počítačů a vývoj aplikací se zvýšil 10 000 krát a důsledkem 
tohoto úspěchu byly exponenciálně rostoucí náklady, jak ekonomické, tak i personální. 
Aby se zmírnily tyto nežádoucí důsledky, bylo zapotřebí vyvinout strukturované a 
kontrolní metody. 
Jelikož to, co je vyráběno není fyzické zboží, ale nehmotná myšlenka, která se odráží 
v binárním kódu, byly všechny metody primárně zaměřeny na „správu softwarových 
požadavků“ 
Jeden z nejstarších modelů pro vývoj softwaru je vodopádový model, jehož proces je 
založen na posloupnosti aktiv, tento model je využíván dodnes. Popis toho modelu je 
napsaný v kapitole 1.3 Vodopádový model. 
V roce 1988 Bohem navrhl architekturu softwarového procesu založenou na riziku, tato 
architektura se nazývá spirálový model. Princip tohoto model je reprezentován pomocí 
spirály, nikoli jako posloupnost aktivit s určitými zpětnými posuny mezi jednotlivými 
aktivitami. 
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V 80. a 90. letech  se všeobecně věřilo, že nejlepší způsob tvorby kvalitního softwaru je 
založen na pečlivém plánování projektu, formalizace kontroly kvality a použití 
analytických a návrhových metod. Nespokojenost s těmito robustními přístupy 
k softwarovému inženýrství vedla některé softwarové vývojáře v 90. letech k tomu, aby 
navrhli nové „agilní metody“, tyto agilní metody umožňují vývojovým týmům, aby se 
místo návrhu a dokumentace zaměřili na samostatný software (SOMMERVILLE, 2013, 
s. 35). 
1.2 Softwarové procesy 
Softwarový proces je sekvence souvisejících aktivit, které vedou k produkci 
softwarového produktu. Existuje mnoho různých procesů, ale všechny musí zahrnovat 
čtyři aktivity, které jsou pro softwarové inženýrství klíčové: 
1) specifikace softwaru – je nutné definovat funkce softwaru a omezení jeho 
činnosti 
2) návrh a implementace softwaru – je zapotřebí, aby vytvořený software splňoval 
stanovené specifikace 
3) validace softwaru – software je nutné validovat, aby bylo zajištěno, že jeho 
vlastnosti odpovídají požadavkům zákazníka 
4) evoluce softwaru – software se musí neustále vyvíjet, aby splňovat proměnlivé 
potřeby zákazníka 
Tyto aktivity jsou v určité formě součástí všech softwarových procesů 
(SOMMERVILLE‚ 2013, s. 37). 
1.3 Vodopádový model 
Vodopádový model zpracovává základní aktivity procesu a zároveň je reprezentuje jako 
samostatné fáze procesu, jako jsou specifikace požadavků, návrh softwaru, 
implementace, testování atd. 
První publikovaný model procesů vývoje softwaru byl odvozen od obecnějších procesů 
systémového inženýrství (Royce, 1970), tento model je zobrazen na obrázku (Obr. 1). 
Model se označuje jako „vodopádový model“, protože postupuje formou kaskády 
jednotlivých fází, což zobrazuje životní cyklus softwaru. Model představuje příklad 
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plánovaného procesu, kde je principiálně vzato zapotřebí naplánovat všechny aktivity 
procesu dříve, než se na nich začne pracovat. 
 
Obr.  2: Vodopádový model (Zdroj: SOMMERVILLE‚ 2013, s. 39) 
 
Hlavní fáze vodopádového modelu přímo odráží tyto základní vývojové aktivity: 
1. Analýza a definice požadavků  
Na základě konzultací s uživateli systému se stanoví systémové služby, omezení a 
cíle. Následně se definují podrobněji a slouží jako specifikace systému. 
2. Návrh systému a softwaru 
Proces návrhu systému přiděluje požadavky na softwarové či hardwarové systémy 
tak, že určuje celkovou systémovou architekturu, zahrnuje identifikaci a popis 
základních abstrakcí softwarového systému a jejich vztahů. 
3. Implementace a testování jednotek 
V této fázi se realizuje návrh systému jako sada programů nebo programových 
jednotek, během jejichž testování se ověřuje, zda každá jednotka splňuje příslušnou 
specifikaci. 
4. Integrace a testování systému 
Jednotlivé programové jednotky či programy se integrují a testují jako kompletní 
systém tak, aby bylo zajištěno, že vyhovují všem požadavkům kladené na daný 
software. Po testování následuje předání zákazníkovi softwarový systém. 
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5. Provoz a údržba 
Standardně (nemusí platit vždy), se jedná o nejdelší fázi životního cyklu softwaru. 
V této fázi se systém instaluje a předává k praktickému používání. Údržba zahrnuje 
opravu chyb, které nebyly zjištěny v předchozích fázích životního cyklu, zlepšování 
implementace systémových jednotek a zdokonalování systémových služeb 
s ohledem na nové požadavky. 
Výsledkem jednotlivých fází je zpravidla jeden nebo více schválených dokumentů. 
Následující fáze by neměli začínat dříve, než je dokončena předchozí fáze. 
Během závěrečných fází životního cyklu se začíná software používat, během těchto fází 
se objevují chyby a opomenutí původní požadavků, které byly kladné na software. 
Ukazují se programové a návrhové chyby a zároveň se identifikují požadavky na nové 
funkce. Aby software zůstal užitečný, je zapotřebí ho nadále vyvíjet. Provádění těchto 
změn může vyžadovat opakování předchozích fází procesu (SOMMERVILLE‚ 2013, s. 
38). 
1.4 Agile 
Slovo agilní znamená dynamický, rychlý či interaktivní, ale lze na něj nalézt spoustu 
dalších synonym. Upřednostňuje jiné hodnoty než rigorózní metodiky, jedná se hlavně o 
hodnoty: reálný výsledek před striktními procesy, změnu před předem naplánovaným. 
Agilní metody přinášejí do společností odlišnou firemní kulturu a náladu.  
Agile je hlavně o připravenosti na změnu, o spolupráci a komunikaci, má své jasné 
pravidla, není tak striktní, ale také to není chaos. Jeho zásady jsou dělat to, co má smysl 
a dělat to tak, jak to nejlíp člověk umí. Definuje pravidla a vytyčuje menší hřiště, na nichž 
si může tým stanovovat svoje vlastní pravidla hry tak, aby se jim dobře pracovalo a tím 
zajistili business value, tedy hodnotu pro zákazníka (ŠOCHOVÁ et. al.‚ 2014, s. 13). 
1.4.1 Manifest agilního vývoje softwaru 
Základním stavebním kamenem agilního vývoje softwaru je manifest, který shrnuje ve 
čtyřech bodech, co to vlastně znamená být agilní. Byl sepsán dne 11-13. února 2001 
v Utahu, kde se sešli zástupci agilních metod, jako jsou Extreme Programming, SCRUM, 
DSDM, Adaptive Software Development, Crystal a další (THE AGILE ALLIANCE‚ 
2001).  
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„Manifest Agilního vývoje software 
Objevujeme lepší způsoby vývoje software tím, že jej tvoříme a pomáháme při jeho 
tvorbě ostatním. Při této práci jsme dospěli k těmto hodnotám: 
Jednotlivci a interakce před procesy a nástroji 
Fungující software před vyčerpávající dokumentací 
Spolupráce se zákazníkem před vyjednáváním o smlouvě 
Reagování na změny před dodržováním plánu 
Jakkoliv jsou body napravo hodnotné, bodů nalevo si ceníme více. 
Kent Beck 
Mike Beedle 
















Původní anglická verze manifestu je zveřejněna na 
webové adrese http://www.agilemanifesto.org.  
Jednotlivci a interakce před procesy a nástroji 
Spolupracující týmy mají lepší výsledky než skupiny individuálně pracujících 
jednotlivců. Procesy a nástroje pomáhají týmům dosáhnout výsledků, ale nejsou pro tým 
nikterak klíčové. Vzájemná spolupráce a komunikace je mnohem důležitější než přesně 
definované procesy a nástroje. 
Manifest na druhou stranu neříká nic o tom, že by procesy a dohody neměli existovat a 
ani že by týmy měly pracovat zcela bez nástrojů. Jen by měly mít možnost si nástroje 
vybrat a používat pouze jen ty, které ji opravdu pomáhají v dosažení kvalitního výsledku 
(ŠOCHOVÁ et. al.‚ 2014, s. 14). 
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Fungující software před vyčerpávající dokumentací 
Pokud by si měl zákazník vybírat mezi koupí dokumentace popisující jeho popis 
plánovaného produktu s architektonickou dokumentací nebo ten samý produkt 
s minimální dokumentací, zákazník si nejspíše vybere druhou možnost. Protože zákazník 
je člověk a ten většinou preferuje praktické seznamování s produktem než čtení o 
produktu. 
Mnoho softwarových firem na to zapomíná a ohromuje zákazníka množstvím 
dokumentace, ale jakmile dojde na ukázku dema, tak často zákazník zjistí, že 
dokumentace neodpovídá reálnému „funkčnímu“ softwaru. Dokumentace je důležitá, ale 
neměla by převažovat nad produktem, což znamená, že by měla být vytvořena hlavně na 
části softwaru, které nejsou intuitivní a snadno pochopitelné, ale i těchto oblastní by mělo 
být minimum. 
Interní dokumentace, která je určena pro budoucí týmy, by měla být stručná a vystihnout 
klíčové informace, ostatní informace je efektivnější dokumentovat přímo ve zdrojovém 
kódu (ŠOCHOVÁ et. al.‚ 2014, s. 15). 
Spolupráce se zákazníkem před vyjednáváním smlouvy 
Když se vyvíjí produkty pro zákazníky, je dobré vědět, co vlastně chtějí koupit. Zákazník 
občas ani neví, co vlastně chce a často mění názor, ale při dlouhodobé spolupráci si může 
zákazníka „vychovat“ a společně vybudovat spolupracující tým, která zajistí úspěch jak 
zákazníka, tak společnosti, která produkt vytvářela. Je lepší když se společnost dohodne 
a spolupracuje se zákazníkem, než se potkávat pouze u soudu a komunikovat přes právní 
zástupce. Smlouvy jsou důležité, ale neměly by být prostředkem nahrazujícím 
komunikaci a spolupráci (ŠOCHOVÁ et. al.‚ 2014, s. 16). 
Reagování na změny před dodržováním plánu 
Svět se neustále vyvíjí kupředu a technologie se mění a spolu s ním i požadavky 
zákazníků. Proto je nesmírně důležité umět se přizpůsobit trendům na trhu a konkurenci. 
Dodavatelé můžou brzdit tyto změny, proto je důležité se přizpůsobovat už v průběhu 
vývoje produktu, aby mohl zákazník přežít na trhu.  
Projektové plány jsou důležité jako vodítko, ale neměly by řídit životy spolupracujících 
firem. Každý plán se změní a dogmaticky dodržovat původní plán často vede k větší 
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katastrofě než jejich postupné přizpůsobování se dané situaci na trhu (ŠOCHOVÁ et. al.‚ 
2014, s. 17). 
1.4.2 Scrum 
Scrum je agilní přístup pro inovativní vývoj produktů a služeb, založený na principu 
self-organized týmu1, otevřené kultuře a transparentní komunikaci. Otevřená kultura by 
měla podporovat spolupráci a sdílení informací (ŠOCHOVÁ et. al.‚ 2014, s. 31). 
 
Obr. č. 1: Přehled agilního vývoje (zdroj: RUBIN, 2012, s. 1) 
Postupy ve Scrum jsou zakotveny v určitých rolích, aktivitách, artefaktech a jejich 
přidružených pravidel: 
x Role 
o Product Owner 
o Scrum Master 
o Vývojový tým 
x Artefakty 
o Product Backlog 
o Sprint Backlog 
o Potencionálně prodejný produkt 
x Aktivity 
o Sprint 
                                                 
1 Self-organized tým – je tým, který se sám organizuje, rozhoduje a nese za svá rozhodnutí 
odpovědnost. 
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o Sprint planning 
o Daily scrum 
o Sprint review 
o Sprint retrospective 
o Product backlog 
Agilní přístup začíná tím, že se vytvoří Product Backlog2. Tento seznam je při práci 
nejdůležitější a položky v něm obsažené mají nejvyšší prioritu. 
Práce se provádí v krátkých časových iteracích, které se obvykle pohybují v rozmezí 
jednoho týdne až jednoho kalendářního měsíce. Při každé iteraci, self-organized tým 
pracuje na všech potřebných úkolech, jako je návrh, vývoj a testování a další tak aby 
dokončili produkt. 
Na konci iterace tým ukáže dokončenou část projektu stakeholdrům, od kterých dostanou 
zpětnou vazbu. Na základě zpětné vazby se společně product owner3 a tým rozhodnou, 
jakou práci udělají v další iteraci a rozdělí si ji v týmu. 
Na konci každé iterace by měl být hotový produkt, který může být uvolněn. Pokud se 
tento produkt uvolňuje po každé iteraci, není vhodné, aby sada funkcí z více iterací byla 
spuštěna zároveň. 
Jakmile se dokončuje iterace, začíná se už plánovat další (RUBIN‚ 2012, s. 1). 
1.4.2.1 Historie 
Jeho bohatá historie může být vysledována zpět do roku 1986, kdy byl v časopise Harvard 
Business Review by vydán článek „The New New Product Development Games“ 
(Takeuchi a Nonaka 1986). Tento článek popisuje jak společnosti jako je Honda, Canon 
a Fuji-Xerox produkují prvotřídní výsledky pomocí škálování, kde přístup týmu je 
založen na paralelním vývoji více produktů (tzv. all-at-once product development). 
Rovněž zdůrazňuje význam posílení self-organized týmů a nastiňuje vedení rolí v procesu 
vývoje.  
                                                 
2 Product Backlog – priorizovaný seznam funkcí a dalších schopní potřebné pro úspěšné 
dokončení produktu. 
3 Product Owner – je to role, která zná zákazníka nejlépe ze společnosti a hají jeho zájmy. 
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V roce 1986 byl tento článek důležitý pro rozvoj mnoha konceptů a dal základ tomu, co 
se dnes nazývá Scrum. Scrum není zkratka, ale termín, který se používá v ragby, kde tento 
výraz označuje způsob jak oživit hru při náhodném přerušení hry anebo když skončí míč 
mimo hřiště. I když člověk není fanouškem ragby, je pravděpodobné že viděl rozehrávání 
míče pomocí mlýnu (ang. scrum), kde se dvě řady hráčů zaklesnout do sebe a snaží se po 
vhození míče nohama získat míč pro svůj tým. 
Takeuchi and Nonaka používají metafory z ragby a mlýna pro popis vývoje produktu: 
Ve „štafetovém závodě“ může být přístup k vývoji výrobku v rozporu s cílem, kterým je 
maximální rychlost a pružnost. Místo toho se v ragby postupuje vpřed, tak že si hráči 
přihrávají dozadu a tím postupují vpřed. 
V roce 1993, Jeff Sutherland a jeho tým z Easel Corporation vytvořili Scrum procesy pro 
vývoj softwaru, který kombinuje návrh z článku z roku 1986 s dalšími návrhy: 
- objektově orientovaný vývoji 
- empirický proces řízení 
- opakující se vývoj 
- softwarové procesy a výzkum produktivity 
- komplexní adaptivní systémy 
V roce 1995 Ken Schwaber publikoval první článek o Scrum v OOPSLA 1995. Od té 
doby Schwaber a Sutherland vydali mnoho publikací o specifikacích Scrumu, jako je 
Agile Software Develompment with Scrum (Schwaber and Beedle 2001), Agile Project 
Manager with Scrum (Schwaber 2004) a The Scrum Guide (Schwaber a Sutherland 2011). 
Ačkoli Scrum je hlavně využíván při vývoji softwaru, jeho základní hodnoty a principy 
můžou a jsou využívány k vývoji různých typů produktů nebo k uspořádání toků v mnoha 
různých oblastech (RUBIN‚ 2012, s. 3). 
1.4.2.2 Role 
Aby mohly fungovat základní principy scrumu, je zapotřebí zavést specifické role, které 
tradiční metody managementu neměly, jedná se o Scrum Master a Product Owner 
(ŠOCHOVÁ et. al.‚ 2014, s. 31). 
Vývoj pomocí Scrum se skládá z jednoho nebo více Scrum týmu, každý tým se skládá ze 
tří rolí: Product Owner, Scrum Master a Vývojový tým (viz. Obr. 2) Tým je zodpovědný 
za práci na nevyřízených položkách v product backlogu a také rozhoduje na jakých 
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částech se bude pracovat v daném sprintu. Členové týmu jsou dohromady zodpovědní za 
úspěch každé iterace a projektu jako celku. Můžou existovat i jiné role, při použití scrumu, 
ale scrum vyžaduje pouze tři role, které jsou zde uvedeny (RUBIN‚ 2012, s. 14, 
WOODWARD et. al.‚ 2010, s. 3). 
 
Obr.  3: Scrum role (Zdroj: RUBIN, 2012, s. 15) 
Ve Scrumu figurují dvě skupiny, tzv. Pigs a Chickens. Pigs jsou osoby, které přímo 
souvisí s vývojem aplikace a Chickens jsou uživatelé produktu, manažeři, kteří přímo 
nezodpovídají za vývoj produktu (KNESL‚ 2009). 
Mezi Pigs patří tyto role: 
x Scrum Master 
x Product Owner 
x Vývojový tým 
x Product Owner Proxy 






Product Owner reprezentuje hlas zákazníka, on nebo ona ověřuje zda tým pracuje 
efektivně z obchodní stránky, což znamená, že definuje priority, rozhoduje, která 
funkcionalita bude mít největší prioritu, na které se bude pracovat později a na které vůbec 
ne. Definuje vize projektu a její transparentní komunikaci mezi týmem, zákazníkem a 
firmou. Product owner se zaměřuje hlavně business value a také ROI celého produktu 
(ŠOCHOVÁ et. al.‚ 2014, s. 33, PRIES et. al.‚ 2011, s. 52). 
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Za celý product backlog je zodpovědný product owner, většinou mu při jeho vytváření a 
případném upravování pomáhá tým lidí. Do tohoto týmu většinou spadá někdo z těchto 
skupin lidí: uživatelé, softwarový architekt, zástupce zákazníka, User Experience a nebo 
jiní product owners (ŠOCHOVÁ et. al.‚ 2014, s. 33, COHN‚ 2010, s. 125). 
Scrum Master 
Scrum Master není teamleader v klasickém slova smyslu, protože nemá pravomoc 
vykonávat kontrolu nad týmem. Scrum master funguje jako vůdce, nikoliv jako správce. 
Scrum master by měl být schopný vytvořit samostatný, efektivní a spokojený 
sefl-organized tým, což je jeho hlavním cílem.  
Jeho hlavním cílem a povinností je především: 
x Odstraňovat problémy 
x Motivovat tým k lepším výsledkům 
x Pomáhat týmu dosáhnout jeho cílů 
x Tým chránit před vnějšími vlivy, které  by mohly odvádět od práce 
Další o co se stará scrum master je, aby scrum byl efektivní a fungoval. Zároveň by měl 
podporovat tým i jednotlivce v rozvoji. Musí být komunikativní, vnímavý a měl by umět 
tlumit případné konflikty v týmu a podporovat schopnost týmu, aby dokázali přijít na 
řešení vlastními silami i za cenu lokální neefektivnosti. Komunikuje s okolím a vysvětluje 
jim, které interakce jsou užitečné a které ne. Tímto scrum master pomáhá maximalizovat 
hodnotu, kterou vytváří scrum tým   (ŠOCHOVÁ et. al.‚ 2014, s. 31, RUBIN‚ 2012, s. 
15). 
Technicky nejzkušenější členy týmu se obvykle nehodí do pozice scrum mastera. 
(ŠOCHOVÁ et. al.‚ 2014, s. 32). 
Vývojový tým (Self-organized tým) 
Při tradiční vývoj softwaru je zapotřebí skloubit více druhů povolání, jako je architekt, 
programátor, tester, správce databází, UI designer a tak dále. Scrum definuje tuto roli jako 
vývojový tým, je to cross-funcional tým4, který je zodpovědný za návrh, vývoj a testování 
                                                 
4 Cross-funcional tým (česky mezifunční tým) – je tým ve kterém pracují lidé s různými 
znalostmi a spojuje je společný cíl. 
23  
požadovaného produktu. Tým si vybírá nevyřízené položky z product backlogu a 
proměňuje je v přidanou hodnotu (RUBIN‚ 2012, s. 16, PRIES et. al.‚ 2011, s. 53). 
Je důležité, aby tým rozuměl zákazníkovi, chápal jeho prostředí ve kterém působí a věděl 
jak se bude produkt používat. Je důležité, aby šli společně za stejným cílem a mít stejnou 
vizi (ŠOCHOVÁ et. al.‚ 2014, s. 34). 
Zákazník 
Agilní proces se snaží zákazníka začlenit do projektu, v tomto se liší agilní metody od 
jiných projektových metod. Zákazník určuje, jaké jsou jeho priority a podílí se na 
případných změnách v průběhu vývoje a tím může ovlivnit v průběhu funkcionalitu 
produktu, čímž se stává součástí týmu. Zákazník může být jak zevnitř firmy, tak i zvenku. 
Aby mohl být zákazník součástí týmu, je zapotřebí, aby bylo splněno několik aspektů: 
znát sebe, své schopnosti a možnosti, rozumět jeho potřebám a byznysu a mít vzájemný 
respekt a důvěru. 
V agilním světě to není nikdy typický vztah dodavatel – zákazník, vztah v agilním světě 
je popsán v Agilním manifestu „Upřednostňujeme funkční software před jednáním o 
smlouvě“, což znamená, že se nesnažíme zákazníkovi slepě dodat to co si objednal, ale 
udělat z něj partnera a během domluvené času dolaďovat funkcionalitu produktu 
(ŠOCHOVÁ et. al.‚ 2014, s. 38). 
Product Owner Proxy 
Product Owner Proxy je součástí týmu a to pokud product owner je od týmu příliš daleko. 
Většinou se využívá ve velkých korporacích, které mají distribuované týmy po celém 
světě a vyrábějí globální produkty, nebo v týmech, které dělají outsourcing nebo 
offshoring. V těchto případech tým nemá často přístup k product owner, který často 
nedostupný (např. kvůli rozdílnému časovému pásmu), proto je zde product owner proxy, 
který je obvykle středem týmu a má k produktu a prostředí zákazníka nejblíže. Je to 
člověk, který je na straně byznysu, ale je zároveň v denním kontaktu s týmem a 
komplexně rozumí celému systému.  Musí být schopen nejen zastoupit product ownea a 
odpovídat na otázky týmu, ale musí činit i rozhodnutí a také musí nést zodpovědnost za 
tyto rozhodnutí, proto je brán jako plnohodnotný člen týmu product owner (ŠOCHOVÁ 
et. al.‚ 2014, s. 39). 
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Role manažera 
Manažer je zodpovědný v agilním světě primárně za vytvoření prostředí, ve kterém agilní 
týmy můžou fungovat a jako podpora jednotlivých rolí. Zároveň manažer je zodpovědný 
za pracovně právní aspekty a pomáhá řešit scrum master problémy, na které už nestačí 
z pohledu kouče. Manažeři obvykle zůstávají garanty za oblast, kterou mají na starosti, 
může se jednat např. o vývoj, testování apod., ale nestarají se o každodenní bázi jednotlivé 
technické úlohy ani jednotlivce (ŠOCHOVÁ et. al.‚ 2014, s. 39). 
Role projektového manažera 
Projektový manažer na rozdíl od jiných metodik nezasahuje do vlastní práce a rozhodně 
neřídí tým. Jeho hlavní činností je obstarávat všechny náležitosti projektu tak, aby projekt 
byl správně reportovaný ve všech systémech firmy. Další jeho činností je vyplňování a 
sledování rozpočtových tabulek a o timesheety5 (ŠOCHOVÁ et. al.‚ 2014, s. 41). 
1.4.2.3 Aktivity a artefakty 
Obr. 3 ukazuje většinu aktivit a artefaktu scrumu a jejich propojení dohromady. 
 
Obr.  4: Scrum Framework (Zdroj: RUBIN, 2012, s. 17) 
                                                 
5 Timesheet – sledování odpracovaného času na produktu. 
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Na levé straně obrázku začíná a pokračuje se po směru hodinových ručiček, kolem hlavní 
trasy se točí smyčka (sprint). 
Produkt owner má vizi toho co chce vytvořit (velká kostka). Protože kostka může být 
velká, prostřednictví činnosti tzv. grooming se rozdělí na řadu funkcí, které jsou 
uspořádány do seznamu, tento seznam se nazývá Product Backlog. 
Sprint začíná Sprit planning, zahrnuje vývojové práce během sprintu (nazýváme Sprint 
execution) a končí s sprint review a sprint restrospective. Sprint je reprezentován jako 
velká, opakující se šipka, která dominuje středu obrázku. Počet položek v product 
backlog, které nejsou vyřízeny, je pravděpodobně více než vývojový tým dokáže splnit v 
krátkém sprintu. Z tohoto důvodu, na začátku každého sprintu, musí vývojový tým určit 
podmnožinu product backlogu u kterého se domnívá, že jej může dokončit. 
Jako závazek vývojového týmu, toho co dokončí do konce sprintu, se vytváří druhý 
backlog v úseku sprint planning, tento backlog se nazývá Sprint Backlog.  
Následuje Sprint execution, kde vývojový tým plní úkoly, které jsou nezbytné pro splnění 
stanovených cílů. Každý den během sprint execution, pomáhají členové týmu řídit tok 
prací tím, že provádí synchronizaci, kontrolu a adaptivní plánovací činnosti známé jako 
Daily Scrum. Na konci sprint execution daný tým vydává potencionálně prodejný 
produkt, na kterém lze vidět nějakou přidanou hodnotu, ale nemusí ještě splňovat všechny 
vize product ownera. 
Scrum tým dokončí sprint tím, že provede praktiku, která se nazývá inspect-and-adapt. 
První činnost v této praktice se nazývá Sprint review, v této činnosti stakeholdeři a scrum 
tým mají za úkol zkontrolovat to, co bylo na produktu uděláno. Ve druhé činnosti, která 
se nazývá Sprint retrospective, scrum tým kontroluje scrum procesy požívané při vývoji 
produktu. Výsledkem těchto činností by měli být návrhy na přizpůsobení budoucího 
product backlogu nebo změn v procesech daného vývojového týmu. 
V tomto okamžiku se scrum sprint cyklus opakuje, začíná znovu vývojový tým, který 
stanovení další důležité položky, které budou součástí product backlogu a budou se při 
dalším sprintu provádět. Po odpovídajících počtu sprintů, by měl být produkt dokončen 
a měl splňovat vize product owner a řešení by mělo být uvolněno k používání. 
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Product Backlog 
Při využívání Scrumu je nejdůležitější a nejcennější dílo. Product owner, oproti zbytku 
Scrum týmu a stakeholdrů, je zodpovědný za stanovení a určení priorit prací. Komunikace 
je ve formě seznamu priorit, známe jako Product Backlog (viz. Obr. 4). Při vývoji nového 
produktu obsahuje zpočátku product backlog funkce nezbytné pro splnění vize product 
ownera. V průběhu vývoje se můžou přidávat nové funkce, změny stávajících funkcí, 
chyby vyžadující opravu, technické zhodnocení a tak dále.  
 
Obr.  5: Product Backlog (Zdroj: RUBIN, 2012, s. 19) 
Product owner spolupracuje s interními a externími stakeholdery, aby shromáždil a 
definoval položky v product backlogu. Ten pak zaručuje, že v product backlogu jsou 
umístěny položky ve správném pořadí (pomocné rozhodující faktory: hodnota, náklady, 
znalosti, riziko) tak, že vysoké položky s vysokou hodnotou se zobrazí v horní části 
product backlogu a nižší hodnotné položky se zobrazí ve spodní. Product backlog je 
neustále vyvíjející se artefakt. Položky lze přidat, odstranit a upravit product owner na 
základně smluvních podmínek, nebo na základě zpětné vazby od scrum týmu během 
každého sprintu. 
Celkové aktivity spojené s vytvářením a upravováním položek v product backlogu, 
následné jejich oceňování a seřazování podle důležitosti se nazývá grooming (viz. Obr. 5) 
(RUBIN‚ 2012, s. 19). 
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Obr.  6: Product Backlog grooming (Zdroj: RUBIN, 2012, s. 19) 
Jednou z osvědčených metod pro vytvoření product backlogu je zaznamenávání 
funkcionality do User Story. Což je funkcionalita popsána v tzv. kanonické formě. User 
story má přesně definována akceptační kritéria a je dostatečně malá, aby mu tým rozuměl 
a mohl odhadnout jeho velikost. Zde je uveden příklad, které položky by takový řádek 
v product backlogu mohl obsahovat: 
x #ID 
x Epic (reference/jméno pro snadnou orientaci a filtrování) 
x Super User Story (reference/jméno pro snadnou orientaci a filtrování) 
x Jméno User Story (krátké jméno pro snadné zapamatování) 
x User Story (jako chce uživatel funkcionalitu) 
x Akceptační kritéria 
x Review Comments (zde zadává tým informace review) 
x Test (informace získané z testování produktu, např. nalezené chyby) 
x Attachment (např. obrázek, jak má vypadat daná funkcionalita) 




Je dobré mít přístup k product backlogu kdykoliv a kdekoliv. Jako doporučovaný nástroj 
pro zaznamenání je Excel, který funguje a je flexibilní (ŠOCHOVÁ et. al.‚ 2014, s. 47). 
Více o user story je napsáno v kapitole 1.4.2.4 User Story. 
Sprinty 
Ve scrum se práce provádí v iteracích o maximální délce jednoho kalendářní měsíc, tahle 
iterace se nazývá sprint (viz. Obr. 6). Po dokončené práci v každém sprintu by mělo být 
vytvořené něco hmatatelného pro zákazníka nebo uživatele. 
 
Obr.  7: Vlastnosti sprintů (Zdroj: RUBIN, 2012, s. 21) 
Sprint Planning 
Product backlog mohou představovat mnoho týdnů nebo měsíců práce, což je mnohem 
více, než může scrum tým dokončit v jediném, krátkém sprintu. Chtějí-li určit 
nejdůležitější dílčí položky product backlogu, které mají vytvořit v dalším sprintu, je 
zapotřebí, aby product owner, vývojový tým a scrum master vytvořili Sprint Planning. 
Během sprint planning, product owner a vývojový tým se dohodnou na cíli sprintu, který 
definuje, čeho se má dosáhnout při nadcházejícím sprint. Pomocí tohoto cíle, vývojový 
tým zhodnotí product backlog a položek s vysokou prioritou, které můžou reálně splnit v 
nadcházející sprintu, při stanoveném tempu práce. 
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Obr.  8 - Sprint Backlog (Zdroj: RUBIN, 2012, s. 22) 
Sprint backlog (viz. Obr. 7) popisuje prostřednictvím souboru podrobných úkolů, jak tým 
plánuje vytvoření návrhu, vývoj, integraci a testování vybraných podmnožinu funkcí z 
nevyřízených položek na kterých se pracuje během tohoto konkrétní sprintu. Má tak lepší 
přehled o rizicích a statusu vzhledem k dodání celého závazku ze sprint backlogu. Tyto 
úlohy jsou pouze interní praktikou vývojového týmu, což znamená, že sprint backlog 
obsahuje pouze user stories. 
Vývojový tým podle zkušeností odhadne (obvykle v hodinách) čas potřebný k dokončení 
jednotlivých úkolů. Rozkladem položek v product backlogu na úkoly se vytváří časový 




Obr.  9 - Sprint execution  (Zdroj: RUBIN, 2012, s. 23) 
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Daily scrum 
Každý den během sprintu, ideálně ve stejné době, členové vývojového týmu mají timebox 
(15 minut nebo méně), který je součástí daily scrum (viz Chyba! Nenalezen zdroj 
dkazů.). Tato praktika inspect-and-adapt je někdy označována jako denní stand-up, 
vzhledem k běžné praxi, kdy všichni během schůze stojí, což vede k tomu, že jsou členové 
struční. 
 
Obr.  10: Daily scrum (Zdroj: RUBIN, 2012, s. 24) 
Sprint review 
Na konci sprintu se provádí praktika inspect-and-adapt. Jako první se provádí činnost 
sprint review (Obr. 10).  
Cíle této činnosti je inspect and adapt dosud vytvořeného produkt. Nejdůležitější je 
provést v této činnosti rozhovor, který se odehrává mezi scrum týmem, stakeholdery, 
sponzory, zákazníkem a zainteresovanými členy z ostatních týmů. Rozhovor se zaměřuje 
na přezkoumávání právě vytvořených vlastností v kontextu s celkovým vývojem. Každý 
účastník dostane jasný přehled toho co se právě udělalo a má možnost mluvit do 
nadcházejícího vývoje tak, aby projekt přinesl nejlepší bussiness value.  
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Obr.  11: Sprint review (Zdroj: RUBIN, 2012, s. 27) 
Úspěšným výsledkem je obousměrný tok informací. Lidé, kteří nejsou součástí scrum 
týmu dostanou možnost se sjednotit se směrem vývoje a mohou řídit jeho směr. V této 
době členové scrum týmu získávají hlubší chápání obchodní a marketingové stránky 
daného produktu, protože často vidí nadšení u zákazníka a uživatelů, což je pro tým dobrá 
zpětná vazba pro pochopení produktu. Sprint review tedy představuje naplánovanou 
příležitost zkontrolovat a upravit produkt. V praxi lidé mimo scrum tým provádí v rámci 
sprintu nejdůležitější hodnocení a poskytují zpětnou vazbu scrum týmu tak, aby dosáhli 
co nejlepšího sprint goal. 
Sprint retrospective 
Druhou činností v praktice inspect-and-adapt, která se provádí na konci sprintu je sprint 
retrospective (viz Obr. č. 2). Tato činnost se často provádí po sprint review a před 
následujícím sprint planning.  
Zatímco při sprint review je vhodná příležitost zkontrolovat a upravit produkt, sprint 
restrospective se zaměřuje na kontrolu a úpravu procesů. Během sprint retrospective  
vývojový tým, scrum master a product owner diskutují o tom, co funguje a nefunguje ve 
scrumu a s ním spojené technické postupy. Důraz je kladen na neustálý proces zlepšování 
scrum týmu tak, aby se stal kvalitnější. Na konci sprint retrospective by měl mít scrum 
tým identifikované slabiny procesu a předložit řadu praktických opatření ke zlepšení 
procesů, které budou prováděny scrum týmem v příštích sprintech. 
32  
 
Obr. č. 2: Sprint retrospetiva (zdroj: RUBIN, 2012, s. 27) 
Po sprint retrospective se celý cyklus opakuje, počínaje zasedáním na kterém se bude 
provádět sprint planning, při kterém se bude hledat současná nejvyšší priorita a zaměří 
se na ni. 
1.4.2.4 User Story 
User story popisuje funkcionalitu, která budou cenná pro uživatele, odběratele systému 
nebo softwaru. User story se skládá ze tří aspektů: 
x Písemný popis příběhu slouží k plánování a jako připomenutí 
x Konverzace o příběhu slouží ke specifikování příběhu 
x Testy, které při provedení nám řeknou zda byl správně vytvořen 
Protože tradičně jsou user story napsané ručně na kousku papíru, tak Ron Jeffries 
pojmenoval tyto tři aspekty takto: Karty, Konverzace a Potvrzení (Jeffreis 2001). Karta 
je nejviditelnější projev  user story, ale není nejdůležitější. Rachel Davies (2001) řekl, že 
karty „representují zákazníkovi požadavky lépe než dokument“.  
Příklad user story je zobrazen na v Story Card 1.2, kde je ukázána story card z hypotetické 




Další příklady user story můžou obsahovat: 
Uživatel může uveřejňovat CV na webové stránce 
Story Card 1.1 Story Card 1.2 
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x Uživatel může vyhledávat práce. 
x Společnost můžou zveřejňovat volné pracovní nabídky. 
x Uživatel může určit kdo se může vidět jeho CV. 
Vzhledem k tomu, že user stories representují funkcionalitu, kterou ocení uživatel, 
následující příklady jsou špatné user stories: 
x Software bude naspán v C++. 
x Program bude využívat pro připojení do databáze Connection Pool. 
První příklad  je špatný, protože není důležité v jakém programovacím jazyce má být 
naprogramovaný software. Druhý případ není dobrý, protože uživatelé tohoto systému se 
nestarají o technické podrobnosti, např. jak se aplikace připojuje k databázi (COHN‚ 
2004, s. 4). 
1.4.3 Extrémní programování 
Extrémní programování (XP) je další z oblíbených agilních metodologií, i když 
v posledních letech je na ústupu na úkor Srumu. S názvem přišel Beck (2000), protože 
posunul uznávané optimální metody, jako je iterativní vývoj, na „extrémní“ úroveň. XP 
umožňuje například vývoj několika nových verzí systému během jedné iterace a tyto 
verze integrovat a otestovat (SOMMERVILLE‚ 2013, s. 69). 
 XP se zaměřuje na věci, které se osvědčily, protože XP říká, že když něco funguje dobře, 
není důvod to nedělat pořád a proč nedělat jenom to. Jeho principy cílí na vývojáře, 
testery, ale také na spokojeného zákazníka. 
Extrémní programování umožňuje na základně zpětné vazby od zákazníků a 
požadovaných změn upravit produkt  i v pozdějších fázích vývoje. XP stejně jako Scrum 
upřednostňuje self-organized týmy, což znamená, že podporuje týmovou spolupráci a 
staví okolo produktů multifunkční partnerské týmy, složené jak z vývojářů a testerů, ale 
také se zástupců zákazníka. 
Programátoři neustále komunikují se zákazníky, aby získali zpětnou vazbu. 
Upřednostňují jednoduchý a čistý design před složitými obecnými návrhy a dodávají 
funkční software po malých kouscích. Jednotlivá vydání odděluje pouze malá časová 
mezera.  Programátoři v XP používají pair programming a testeři zase Test Drive 
Develompment (TDD) (ŠOCHOVÁ et. al.‚ 2014, s. 101). 
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Obr.  12: Cyklus vydání v extrémním programování (Zdroj: SOMMERVILLE‚ 2013) 
V extrémním programování se požadavky vyjadřují podobně jako v Scrumu a to pomocí 
user stories, někdy se XP označuje jako scénář. Obr. 11 dokládá jakým způsobem proces 
XP produkuje inkrement vyvíjeného systému (SOMMERVILLE‚ 2013, s. 70). 
Extrémní programování je založeno na těchto hodnotách (ŠOCHOVÁ et. al.‚ 2014, s. 
101): 
Jednoduchost – tým pracuje pouze na věcech, které jsou daný moment zapotřebí. 
Tým postupuje po malých krocích kupředu a častou zpětnou vazbou se snaží 
minimalizovat chyby, změny a nepochopení požadavků. 
Komunikace – komunikace je součástí každého dne týmu, protože členové týmu 
navzájem komunikují o návrzích řešení, kódu i způsobu testování. Komunikace je 
důležitá pro řešení problémů, které je blokují. 
Zpětná vazba – na konci každé iterace i v průběhu ukazuje tým implementované 
funkcionality, aby získal co nejkvalitnější a nejčastější zpětnou vazbu, případné 
změny zpracují dle požadavků. Proces se vždy upravuje tak, aby vyhovoval 
produktu, není tomu nikdy naopak.  
Respekt – je to jeden se základních stavebních kamenů dobře fungujícího týmu. 
Každý člen se podílí na řešení problémů ostatních, respektuje přání a potřeby 
zákazníka a ten naopak respektuje jeho technické znalosti.  
Odvaha – je zapotřebí nazývat věci pravými jmény, nezametat problémy pod 
koberec i když to může být nepříjemné. Odvahu přijmout zodpovědnost za špatný 
odhad a mít odvahu přijmout změnu. 
Extrémní programování je založena na těchto principech a postupech 
(SOMMERVILLE‚ 2013, s. 71, ŠOCHOVÁ et. al.‚ 2014, s. 85): 
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Inkrementální plánování – veškeré požadavky se zaznamenávají na karty historie. 
Podle dostupného času a priority se vybírá historie, která bude součástí dalšího 
vydání. Vývojový tým rozděluje tyto historie do vývojových „úkolů“. 
Malá vydání – jako první se vyvíjejí minimální užitečná sada funkcí, která 
poskytují obchodní hodnotu pro zákazníka. Vydání systému následují rychle po 
sobě a inkrementálně doplňují funkce prvního vydání. 
Jednoduchý návrh – návrh je pouze natolik složitý, aby vyhovoval aktuálním 
požadavkům. 
Vývoj s testováním hned začátku (Test Drive Develompment) – automatické 
unit testy6 umožňují vytvářet testy na nové funkce ještě dříve, než jsou příslušné 
funkce implementované. 
Refaktoring7 – jakmile je možné zlepšení systému, očekává se od všech vývojářů, 
že budou ihned poté provádět refaktoring kódu. Tento postup zachovává 
jednoduchost kódu a umožňuje jej udržovat. 
Programování ve dvojicích (pair programming) – vývojáři pracují v párech, aby 
si navzájem mohli kontrolovat svou práci a podporovat se v tom, aby neustále 
odváděli kvalitní práci. 
Kolektivní vlastnictví (Sdílený kód) – Všichni vývojáři přijímají odpovědnost za 
celý kód, protože dvojice programátorů pracují na všech oblastech systému, takže 
každý může cokoliv změnit. 
Časté releasy – Ihned po dokončení práce jsou všechny úkoly integrovány do 
celého systému. Jakmile je dokončena integrace, je zapotřebí aby úspěšně proběhly 
všechny testy všech jednotek v systému.  
Žádné přesčasy – časté přesčasy se netolerují, protože jejich čistým efektem často 
bývá snížení kvality kódu a střednědobé produktivity. 
Review – tato praktika říká, že cokoliv se dělá, měl prohlédnout ještě někdo jiný. 
Jedná se jak kontrolu kódu, tak i testy, dokumentaci, design, analýzu. 
                                                 
6 Unit testy – testy, které testují nejmenší jednotku programu 
7 Refaktoring je proces vylepšení kód po jeho napsání, změnou vnitřní struktury kódu, 
aniž by došlo ke změně externího chování kódu. 
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Sdílený kód – je jedním s hlavních pilířů agilního programování. Nikdo není 
vlastníkem žádné části kódu, ať už jde o specifickou agentu nebo logický celek 
systému. Každý člen může provádět změny kdekoliv.  
Zákazník u vývojáře – zástupce zákazníka by měl být pořád k dispozici týmu XP, 
tím se stává členem vývojového týmu a jeho úkolem je předkládat týmu k 
implementaci jednotlivé systémové požadavky. 
1.5 Lean  
Lean je proces převzaty z tovární výroby. Je založen na tom, že se mají dělat věci, které 
jsou potřeba. Justi in time. Často se používá i výraz „systém tahu“. Podobně jako „agile“ 
je i „lean“ spíše o přístupu než o striktním procesu. Tyto dva procesy jsou v mnohém 
podobné a vzájemně se prolínají. 
Toyota je nejznámější lean firma, zde vyvinuli proces řízení výroby odlišný od běžných 
procesů, kdy vyrábí kdykoli a cokoli na sklad. Společnosti Toyota řídí výrobu systémem 
tahu, kde vyrábí příslušný díl, až když je opravdu potřeba. 
Lean Software Development je založená na těchto principech: 
Odstranění všeho, co nepřináší hodnotu – tedy zbavení se odpadu, protože 
pracovat na něčem, co se ve finále výhod, je škoda času. Je zapotřebí investovat do 
věcí, které mají smysl, protože to bude efektivnější. 
Zlepšování a učení se již v průběhu práce – je zapotřebí neopakovat chyby, 
protože může vzniknout „odpad“, proto je důležitá pravidelná zpětná vazba, která 
pomůže, aby se člověk soustředil jen na to, na čem opravdu záleží. 
Rozhodování se co nejpozději – čím později rozhodnutí padne, tím více je 
informací. Proto v leanu nemá cenu vyrábět zásoby, když je zrovna volná výrobní 
linka nebo programátoři. 
Dokončení práce, jak nejrychleji to jde – čím dříve je dokončena daná věc, tím 
dříve je možné získat zpětnou vazbu, kterou může hned v další iterací zohlednit. 
Dát týmu důvěru a zodpovědnost – tímto bude tým mnohem motivovanější, než 
když se bude držet tradičních top-down struktur. 
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Zaměření se na celkový výsledek – jednotlivé chyby a selhání nejsou podstatné, 
pokud se z nich člověk nebo tým poučí. „Thing big, act small fail, fast and lear 
rapdily8“. Jen takto se zjistí, že výsledný produkt bude úspěšný.  
Metoda, který aplikuje na softwarový vývoj myšlenku „leanu“, se jmenuje Kanban a stojí 
někde na pomezí agilních metod a „leanu“. 
1.5.1 Kanban 
Kanban původně pochází s Japonska, kde jej využívali pro regulaci počtu lidí v chrámu. 
Princip spočíval v tom, že pokud někdo šel dovnitř, dostal lístek a při východu ho 
odevzdal. Bez lístku nebylo možné vstoupit do chrámu, čímž zajistili, že v chrámu nebylo 
více lidí, než byla jeho kapacita. Následně tento princip byl aplikován v továrnách 
v Japonsku na řízení výroby. Tyto továrny implementovali tzv. Systém tahu, kde se 
potřebné díly pro daný stroj dodávaly „just-in-time“, tedy až když byly potřeba. Aby se 
na díly zbytečně nečekalo, tak každý díl měl pouze omezenou frontu, kde mohly být 
připravené zásoby. 
Kanban je velmi flexibilní, proto se ve firmách kde se úplně nehodí aplikovat Scrum nebo 
Extrémní Programování se aplikuje právě Kanban. V aplikování Kanbanu na oblast IT je 
problém v tom, že Kanban v podstatě nic nenařizuje. Všechno si může společnosti zvolit 
sama a také se sami rozhodovat, měla by ale dodržet tři principy: 
x work in progress – omezení rozpracované práce 
x lead time – minimalizace časového průchodu 
x vizualizace progresu 
Kanban sám o sobě není proces, proces z něj teprve musí udělat společnost. Je možné se 
při vytváření procesů inspirovat ve Scrumu či Extreme Programmingu. V úspěšných 
implementacích je vždy Kanban spojen s něčím jiným. 
Čistý princip Kanbanu se obvykle doplňuje o Standup Meetingem, Exstreme 
Programming programovacími praktikami, pravidelnou retrospektivou, Backlogem 
s User Stories či rolí Product Ownera.  
                                                 
8 Překlad: Přemýšlejte dopředu, začněte u malých věcí, ty hodnoťte a rychle se z nich 
poučte. 
38  
Zjištění zda je Kanban „zdravý“ lze vizualizovat grafem (Obr. 12). Měří se čas průchodu, 
tedy za jak dlouho průměrně tým dokončí ticket, který se do procesu dostane, vzhledem 
k počtu rozpracovaných úloh. 
 
Obr.  13: Ověření „zdravého“ Kanbanu9 (Zdroj: ŠOCHOVÁ et. al.‚ 2014, s. 106) 
 
  
                                                 
9 WIP ITEMS – work in progress items 
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2) ANALÝZA PROBLÉMU 
2.1 Analýza jednotlivých přístupů k vývoji softwaru 
Tato podkapitola si klade za cíl zanalyzovat vybrané modely a metody, zaměřit se hlavně 
na zhodnocení využitelnosti a zanalyzovat jejich výhody a nevýhody. 
2.1.1 Vodopádový model 
Tento model je využíván hlavně v situacích, kdy jsou požadavky dobře srozumitelné a 
není pravděpodobné, že se budou v průběhu vývoje měnit. Důležitou variantou 
vodopádového modelu je formální vývoj systému, kdy se vytváří matematický model 
specifikace systému. Procesy formálního vývoje jsou mimořádně vhodné pro vývoj 
systému, které mají přísné požadavky na bezpečnost, zabezpečení či spolehlivost. U 
většiny systémů tento proces oproti jiným přístupům k vývoji systému nenabízí zásadní 
nákladové výhody (SOMMERVILLE‚ 2013, s. 41). 
Výhody vodopádového modelu: 
x Je snadno pochopitelný a snadno se používá 
x Snadno se řídí, protože model má striktní pravidla – každá fáze má stanovené 
výsledky a proces kontroly, zda proběhly jednotlivé fáze správně 
x Fáze se nepřekrývají, protože každá fáze začíná až poté, co je předchozí fáze 
úspěšně dokončena 
x Vodopádový funguje dobře v malých projektech, kde jsou požadavky dobře 
stanovené 
Nevýhody vodopádového modelu: 
x Jakmile je aplikaci v testovací fázi, je velmi obtížné se vrátit a změnit něco, co 
nebylo dobře promyšleno v koncepční fázi 
x Vysoké množství rizika a nejistoty 
x Není vhodný pro komplexní a objektově orientované projekty 
x Nedoporučuje se využívat u dlouhodobých projektů a probíhajících projektů 
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x Pokud je u požadavků střední až vysoké riziko toho, že se budou měnit, není 
vhodné aplikovat tento model  
Jakmile je produkt vyvíjen a nastane jakékoliv selhání, pak náklady na vyřešení těchto 
problémů jsou velmi vysoké, protože musíme aktualizovat všechno od dokumentů až po 
logiku (ISTQB EXAM CERTIFICATION‚ 2012). 
Tabulka 1: Porovnání přístupu k vývoji softwaru (ASHMORE et. al.‚ 2014, s. 2) 
Přístup k vývoji softwaru 
Vodopádový model Agilní metody 
Perspektivní Abstraktní 
Rozsáhlá dokumentace Minimální dokumentace 
Sekvenční Průběžný 
Formální Neformální 
Zaměřeno na proces Zaměřeno na komunikace 
Pozvolné změny Rychlé změny 
 
2.1.2 Scrum 
Výhodou scrumu je, že sprint umožňuje dobrý vývoj, který vede k prodejnému produktu 
i když je pořád vyvíjen. Pomocí tohoto dodavatelského inkrementálního systému se 
zkracuje čas uvedení na trh, což má za následek vyšší výnosy. Každá nevyřízená 
funkcionalita z product backlogu představuje novou verzi produktu. Součástí každého 
sprintu je testování, které je prováděno během celého procesu, což umožňuje týmu měnit 
vlastnosti produktu nebo změnit směr projektu v jakémkoliv místě. Ačkoli termín 
projektu a jeho rozpočet jsou fixně variabilní na základě požadavků, které jsou kladené 
na projekt. Tyto změny by nebyly možné bez zapojení product owner do procesu řízení 
projektu. 
Scrum nedefinuje to  jakým způsobem se má plánovat, jak se má vytvořit organizační 
struktura a ani neříká jak se má docílit dokončení sprintu, což klade velké nároky na 
scrum mastera, protože musí tyto nevýhody scrumu vyřešit, aby byl co nejefektivnější 
vývojový proces. Jeho pozici mu stěžuje i to, že dochází k častým změnám a je neustálá 
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nejistota ohledně toho, jak produkt bude vypadat. Navíc, daily scrum vyžaduje značné 
zdroje. Úspěšný projekt závisí jak na vyspělosti všech členů scrum týmu, tak hlavně i na 
jejich obětavosti.  
2.1.2.1 Agile versus Kanban 
Lean a Agilní vývoj softwaru mají za cíl zlepšit kvalitu softwaru (jak jej vnímána 
zákazníkem) a produktivitu procesu jeho vývoje. Během realizace projektu téměř jistě 
dojde k tomu, že se obě hodnoty změní v požadavky. Zlepšování kvality softwaru a 
produktivitu procesu mají nejvyšší prioritu, protože tohle je to co zákazník potřebuje. 
Rozdíl je v základní perspektivě a filozofii... v přístupu. 
Agile většinou zohledňuje určité postupy při vývoji softwaru a řízení projektu, která jsou 
součástí vývoje softwaru. Agilní metody nejsou zaměřené na obchodní stránku vývoje 
softwaru, jsou zaměřeny především na vývoj softwaru. 
Lean principy, na druhou stranu, můžou být aplikovány v jakékoliv části podniku, protože 
specifické praxe z vývoje softwaru je možné aplikovat v celém podniku. Tyto principy se 
aplikují běžně ve výrobě, kde je do leanu zahrnut většinou i dodavatel, aby se zlepšili lean 
procesy. Čím větší rozsah, tím jsou větší potencionální přínosy. 
Primární zaměření agilních metod je na úzkou spolupráci se zákazníkem a rychle dodání 
prodejného produktu co nejdříve, což lean bere v potaz, ale lean je primárně zaměřen na 
odstranění „odpadu“ v rámci zákaznické hodnoty. 
Kličovým nástroje leanu na zjistění a odstranění „odpadu“ je Value Stream Map (VSM). 
VSM je diagram všech činnosti, které se konají od začátku až do konce. Každý krok je 
identifikován buď jako přidaná hodnota (z pohledu zákazníka), bez přidané hodnoty nebo 
bez přidané hodnoty, ale nezbytné. 
Rozdíle mezi agile a lean je v tom, že agile má značný počet formálních metod, kdežto 
lean nemá žádné formální metody. Lean místo toho má toolkit doporučených praktik, 
z nichž je možné si vybrat. V praxi se většinou používají agilní metody, které jsou 
rozšířené o lean. 
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2.1.3 Extrémní programování 
Tato kapitola je zaměřena na analyzování některých důležitých praktik a postupů, které 
jsou součástí Extrémního programování (XP). Součást analýzy je porovnání XP a 
Scrumu. 
Časté releasy 
Výhody – časté releasy snižují šance na celkové zpoždění projektu, protože každým 
releasem jsou přidávány nové funkcionality, což také umožňuje sledovat postup. 
Jelikož je možné vidět postup, je možné získat tak zpětnou vazbu, která je důležitá 
pro další vývoj. 
Nevýhody – u některých projektů nemusí být snadné zavedení, např. pokud je 
funkcionalita náročná na vývoj. S častými releasy často vzniká problém 
s verzovaním jednotlivých vydání.  
Programování v párech 
Výhody: neexistuje žádný kódy, který by viděl pouze jeden programátor, což může 
vést k zlepšení kvality kódu a také zamezit např. commitování „hacků“ . Tímto se 
odstraní i tzv. „autorská slepota“, která může vést k chybám v programu.  
Nevýhody: pro všechny úkoly není zapotřebí dvou programátorů, např. u 
jednoduchých úkolů. Některým programátorům není příjemné, když jim někdo 
kontroluje kód. 
Sdílený kód 
Výhody – pomáhá zmírnit ztrátu, který vznikne při odchodu člena týmu. Podporuje 
u vývojářů, aby přijali odpovědnost za celý systém a ne jenom za určitou část. 
Nevýhody – ztráta odpovědnosti. Možnost zneužití toho, že má každý člen týmu 
přístup k celému projektu. 
2.1.3.1 Extrémní programování versus Scrum 
Extrémní programování a Scrum jsou podobné metodiky. Nicméně jsou mezi nimi malé, 
ale důležité rozdíl. Scrum sprinty trvají většinou 2-4 týdny, zatímco XP iteraci trvá 
typicky 1-2 týdny. Obvykle scrum tým neumožňuje změnu během sprintu, zatímco XP 
týmy jsou více flexibilní na změny v rámci iterace. Dalším rozdílem je, že pořadí funkcí 
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v XP určuje striktně zákazník, kdežto ve scrumu pořadí určuje scrum tým (v product 
backlogu určuje prioritu product owner). 
Na rozdíl od XP Scrum nestanovuje žádné vývojářské praxe. Například XP je poháněn 
praktikami, jako jsou TDD, programování v páru, refaktoring atd. Nedostatkem XP je, že 
nezkušený tým může mít tendenci refaktorizovat bez jakéhokoliv automatizovaného testu 
nebo TDD.   
2.2 Analýza rolí 
Tato podkapitola si klade za cíl zanalyzovat potřebné vlastnosti jednotlivých rolí, aby 
mohl být co nejefektivněji využit Scrum. Nezbytné vlastnosti jednotlivých rolí sestavil 
Mike Cohn na základě svých 25 letý zkušeností s vývojem softwaru. V posledních letech 
poskytuje školení a poradenství ve Scrumu a Agilním vývoji softwaru. Je autorem 
několika významných knížek o Agilních metodách, jedná se hlavně o knížky User Stories 
Applied for Agile Software Development, Agile Estimating and Planning a Succeending 
with Agile. 
2.2.1 Vlastnosti dobrého Scrum Mastera 
Zde je seznam šest vlastností, které jsou běžné mezi nejlepšími Scrum Masters. 
Zodpovědný 
Dobrý scrum master je schopen a ochoten převzít zodpovědnost. To ovšem neznamená, 
že scrum master je zodpovědný za úspěch projektu, za ten je zodpovědný tým jako celek. 
Scrum master zodpovědný za maximální průchodnost scrumu. Jak již bylo uvedeno dříve, 
scrum master převezme tuto odpovědnost bez předpokladu, že by byl autoritou. 
Scrum master je něco podobného jako dirigent. Oba musí současně řídit a vést kolektiv 
talentovaných jedinců, kteří se spojili, aby něco vytvořili. Dirigent orchestru Boston Pops 
Keth Lockhart řekl o své roli: „Lidé předpokládají, že když jsem se stal dirigentem, že 
jsem nějaký Napoleon – že se chci postavit na velkou krabici a ovládat svou mocí. Já 
nezískává sílu z moci, já získávám sílu ze zodpovědnosti.“ Stejně tak, dobrému scrum 




Dobrý scrum master nemá místo pro své ego. Může být hrdý (často nesmírně hrdý) na 
své úspěchy, ale bude mít takovýto pocit: „Podívejte čeho jsem pomohl dosáhnout“, spíše 
než sobecký „Podívejte co jsem dokázal“. Pokorný Scrum Master je ten, jež si uvědomuje, 
že s prací nepřichází firemní auta nebo parkovací místo blízko vchodu do budovy. Spíše 
než upřednostňovat své potřeby, je pokorný Scrum Master ochoten udělat cokoliv pro 
tým, aby dosáhl svého cíle. 
Spolupracující 
Dobrý scrum master zajistí spolupracující kulturu uvnitř existujícího týmu. Musí zajistit, 
aby členové týmu cítili možnost vznést otázky pro otevření diskuze a má podporu v rámci 
této činnosti. Správný scrum master pomáhá vytvořit spolupracující atmosféru pro tým 
pomocí slov a činů. Pokud nastanou spory, musí uvažovat o řešení, které prosívá všem 
zúčastněným, spíše než určit vítěze a poražené. Dobrý scrum master spolupracuje 
s ostatními scrum masters v organizaci, aby si pomáhali s řešením sporů. 
Oddaný 
Ačkoli scrum master nemusí být vždy zaměstnaný na plný úvazek, vyžaduje se od něj, 
aby byl plně odhodlán dělat tuto roli. Scrum master musí cítit stejnou důležitost závazku 
k projektu a k jeho cíli, jak ho cítí členové týmu. Důkaz jeho oddanosti je, že nenechává  
překážky mnoho dní nevyřešené. Samozřejmě, že se objeví nevyhnutelné překážky, které 
nepůjdou vyřešit během jednoho dne, ale snaží se jej co nejkratší možné době vyřešit. 
Pokud tým zjistí, že překážky jsou často nevyřešené, je na členech týmu připomenout 
scum master jeho závazky k tomuto týmu.  
Jeden ze způsobů, jak scrum master může prokázat svoji oddanost je, že bude plnit svoji 
roli po celou dobru trvání projektu. Protože změna scrum master je uprostřed projektu 
rozruší tým. 
Vlivný 
Úspěšný Scrum Master musí umět ovlivňovat ostatní, lidi v týmu i mimo něj. Zpočátku 
nejspíše bude muset přesvědčit členy týmu, aby nezavrhovali Scrum. Později Scrum 
Master musí přesvědčit tým, aby vyzkoušeli nové techniky v praxi, např. Test Drive 
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Develompment nebo vývoj ve dvojicích. Měl by vědět, jak uplatňovat vliv bez 
uplatňování diktátorského stylu:  „Protože jsem to řekl.“ 
Většino je právě scrum master vyzván k tomu, aby ovlivnil někoho mimo tým. Například 
je třeba přesvědčit QA10 vedoucího, aby poskytl na plný úvazek testery k projektu. 
Inteligentní 
Kromě dobrých znalostí a zkušeností se scrumem, nejlepší scrum masters mají také 
technické, ekonomické a jiné specializované znalost, které mohou pomoct týmu 
dosáhnout svého cíle. LaFasto a Larson v roce 2001 studovali úspěšné týmy a jejich 
vedoucí a dospěli k závěru, že „Kvalitní a podrobné znalosti  jak něco funguje, zvyšuje 
šance vůdce  pomoct týmu vyřešit obtížné technické problémy, které je zapotřebí řešit.“. 
Ačkoli scrum master nemusí být nutně marketingový guru nebo senior programátoři, ale 
měli by vědět dost o tom, jak efektivně vést tým (COHN‚ 2010, s. 118). 
2.2.2 Vlastnosti dobrého Product Ownera 
Popis pěti vlastností, které musí mít dobrý Product Owner. 
Dostupný 
Rychle se pohybující tým potřebuje odpovědi na otázky hned, ne čekat na odpověď tři 
dny, protože to ruší rytmus jejich práce. Tím, že je product owner k dispozici týmu, 
prokazuje svůj závazek vůči projektu.  Nejlepší product owners prokazují svůj závazek 
tím, že dělají vše nezbytné pro vybudování nejlepšího produktu. Na některých projektech 
vypomáhá s plánováním testu, provádí manuální testy a je brán jako další člen týmu. 
Podnikavý duch 
Je nutné, aby product owner chápal oblast podnikaní ve kterém pracuje. Jelikož má 
pravomoc rozhodnout o tom, jaký bude produkt, musí mít hluboké vědomosti o obchodu, 
tržních podmínkách, zákaznících a uživatelích. Obvykle je tento druh vědomostí získán 
mnohaletými zkušeností v dané oblasti, což je důvod, proč mnoho úspěšných product 
owners pochází z role produktového manažera, marketingu nebo obchodního analytika. 
                                                 
10 Quality Assurance 
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Komunikativní 
Product Owner musí mít dobré komunikační schopnosti a musí být schopen dobře 
vycházet z řadou různých stakeholdrů. Běžně komunikuje s uživateli, zákazníky, 
managementem organizace, partnery a samozřejmě s ostatními členy týmu. Schopný 
Product Owner je schopný předat všechny potřebné informace různým cílovým skupinám 
a zároveň publikovat informaci tak, že ji pochopí každé publikum. 
Dobrý Product Owner musí také umět naslouchat uživatelům, zákazníkům a samozřejmě 
i ostatním členům týmu. Zejména při komunikaci s členy týmu  získává informace o 
produktu a trhu, tyto informace jsou později cenné jako podnět o produktu. Navíc mu 
můžou sdělit technické rizika produktu. 
Rozhodný 
Pokud členové týmu dojdou za product owner s problémem, chtějí řešení. Scrum vyvíjí 
velký tlak na tým, aby vyvíjeli funkce co nejrychleji, proto je zapotřebí rychlé řešení 
problému, jinak jsou frustrovaní. Pokud je tým dobrý, tak dokáže pochopit, že všechny 
problémy nelze vyřešit, ale vnímá, když se product owner snaží vyhnout problému, což 
je mnohdy lehčí než najít jeho řešení. Dobrý product owner nezvrátí dřívější rozhodnutí 
bez dobrého důvodu. 
Vlivný 
Dobrý product owner má pravomoc činit rozhodnutí a on sám nese za své rozhodnutí 
následky. Musí být tedy v organizační hierarchii na úrovni, kde už má určité rozhodovací 
pravomoci. Pokud product owner někdo potlačuje jeho pravomoci, ostatní uživatelé 
raději půjdou za někým vlivnějším s důležitými otázkami (COHN‚ 2010, s. 130). 
2.2.3 Scrum Master jako Product Owner 
Jednou z úvah je, zda by měli být kombinovány role scrum master a product owner. Ne! 
V naprosté většině tahle kombinace nefunguje. Kombinace těchto dvou rolí dává velkou 
moc jedné osobě, čímž dělá zmatek mezi členy týmu, tak i samostatnému hybridnímu 
scrum master/product owner, protože by mělo být určitě napětí mezi těmito rolemi. 
product owner chce neustále víc, víc a víc funkcionalit. Scrum master chce napak chránit 
svůj tým před vlivem product owner, když má pocit, že tlačí moc na tým. Když se tyto 
role zkombinují, toto napětí zmizí. 
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Mike Cohn byl ale svědkem kde toto spojení fungovalo a stalo se tak u dvou jeho 
neúspěšnějších projektů. Je obrovská výhoda mít jediného člověka, který má hluboké 
znalosti o trhu a technice. V Toyotě v podstatě kombinují scrum master a product owner 
do jedné ze svých rolí, jedná se o hlavního inženýra. Hlavní inženýr v Toyotě dokáže 
odmontovat libovolnou část z nového auta, ale také má hluboké znalosti trhu a umí 
analyzovat zákazníky, kteří si chtějí koupit vozidlo. 
Kombinace těchto rolí může být úspěšná, nicméně existuje jen velice málo jedinců, kteří 
jsou dobří v obou pracovních pozicích a kteří jsou v tom dobří současně (COHN‚ 2010, 
s. 131).  
2.3 Analýza průzkumu agilního řízení v ČR 
Analýzou průzkumu lze získat informace, které se můžou uplatnit v návrhové části 
diplomové práce.  
Společnost Etnerata a.s. je přední česká společnost, která vytváří weby, provedla průzkum 
mezi 171 respondenty, kde zjišťovala jak si agilní vývoj vede v ČR. Název průzkumu je 
„PRŮZKUM AGILNÍHO ŘÍZENÍ V ČR 2013... aneb jak jsme na tom s agilem“ a byla 
uveřejněna na blogu společnosti dne 19.2.214.  
 
Graf 1: Používání agilního přístupu ve společnostech (Zdroj: PULKERT‚ 2014) 
Z grafu č. 1 lze vyčíst, že 75% společností využívá agilní metodiky ve společnosti. 60% 
dotázaných praktikuje Agile méně něž 2 roky, to znamená, že Agile je v ČR teprve na 
začátku, což lze i vypozorovat z otázky „Jak byste ohodnotili vaši míru znalostí Agilních 
přístupů?“, kde každý osmý by si dal jedničku za své vědomosti (škála jako ve škole). 
46% dotázaných firem používá Agile přístupy  jen na čtvrtině svých projektů, jeden 













Z průzkumu vyplynulo, že 87% ze společností, které využívají Agile přístup používá 
metodiku Scrum. Jeden z důvodů může být, že Scrum je jednoduchý na pochopení. 
Z grafu č. 2 lze vypozorovat, že společnosti využívají i hybridní metody, jako jsou 
ScrumXP nebo Scrumba, což značí, že ne vždy je vhodná pouze jedna metoda, ale je 
zapotřebí je doplnit o postupy a praktiky z jiných metod. 
Společnosti využíjí především 2 týdenní iteraci (42%), dálší nejpoužívanější délka 
iterací je 1 týden. Je zajímavé, že 9% společností využívá proměnlivou dobu interací 
i když ve většině literatury se doporučuje fixní doba iterace. 
 
Graf 2: Používané agilní přístupy (framework)11 (Zdroj: PULKERT‚ 2014) 
Při analýze opakovaně používaných prvků a technik lze vypozorovat (Graf 3), že 
většina je jich zaměřena na samostatných vývoj softwaru, např. TDD, párové 
programování, standardy (požadavky na kvalitu kódu), unit testy atd. 
                                                 
11 XP – Extrémní programování 
ScrumXP – hybrid Scrum + Extrémní programování 
Scrumba – hybrit Scrum + Kanban 
DSDM - Dynamic systems development method 
FDD - Feature driven development 
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Graf 3: Opakovaně používané prvky a techniky (Zdroj: PULKERT‚ 2014) 
Podle dvou třetin dotázaných je Agile lepší než klasické přístupy v rychlost dodání, ve 
výsledné kvalitě a v neposlední řadě ve spokojenosti klienta. Výsledky si lze prohlédnout 
v Graf 4. 
 
Graf 4: Srovnání Agile a klasického přístupu (Zdroj: PULKERT‚ 2014) 
Nejdůležitější důvody pro zavedení Agilních přístupů pro společnosti je jak zvýšení 
produktivity (58%), tak i její kvality (53%), další jsou zvýšení kvality produktu (53%), 
snížení rizik (49%), vylepšení týmové morálky (48%) a poslední z těch nejdůležitějších 
důvodů je zjednodušení  vývojového procesu (44%). 
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3) NÁVRH ŘEŠENÍ A PŘÍNOS NÁVRHU 
Byla vybrána agilní metoda Scrum, protože umožňuje rychlé reakce na změny a zapojení 
zákazníka. Je to dobře řízená funkcionalita, protože provádí pouze to, co vede cíli. 
Zároveň agilní metodika podporuje dravost, rychlé inkrementální releasy s novými 




Cílem diplomové práce bylo analyzovat současný trend v projektovém managementu a 
vybrat vhodný model nebo metodiku pro projekt, který má ambice se stát startupem. 
Práce obsahuje tři hlavní části. V první části jsou teoretické poznatky o vybraných 
přístupech k projektovému managementu, které by mohly být aplikovány na projekt. 
Teoreticky byl popsán Vodopádový model, kde byly popsány jednotlivé aktivity, které se 
provádí v rámci toho modelu. Dále byly popsány agilní metody Scrum a Extrémní 
programování. Ve Scrum byly popsány jednotlivé role, které jsou součástí scrum, tato 
část se hlavně zaměřila na popis Scrum Master, Produkct Owner a Vývojový tým. 
Následně byl rozebrán celý Scrum Framework, který popisuje jednotlivé kroky scrum, 
jako je např. Product Baklog, Sprint execution a Sprint review. Další z teoreticky 
popsaných agilních metod je Extrémní programování (XP). U XP byl popsán průběh 
iterace a poté byly popsány jednotlivé principy a postupy, které jsou využívány v XP. 
Jako třetí přístup k projektovému managementu byl zvolen Lean a jeho principy, na 
kterých je založen. Jako zástupce Lean přístupu je popsán Kanban. 
Ve druhé části je analyzován současný stav projektu a zhodnoceny současné problémy, 
které ovlivňují vývoj projektu. Dále byly podrobeny analýze jednotlivé metody a modely, 
které jsou popsány v teoretických východiscích práce. Byly zde zjištěny poznatky, které 
se následně aplikovaly v návrhové části práce. 
Pro řízení vývoje softwaru byla vybrána metoda Scrum, protože umožňuje rychlou reakci 
na změny na trhu, čímž by měl projekt neustále růst a být konkurence schopný. 
V návrhové části jsou nastaveny jednotlivé role. Jednou z nejdůležitějších rolí bude 
Product Owner/Scrum Master, kterou bude zastupovat jedna osoba, což může přinést 
rizika, proto je součástí návrhu využití konzultace se Scrum konzultantem. Následně byl 
popsán průběh Scrum Frameworku, kde byly určeny pravidla, která se budou aplikovat. 
Byla zde vyzdvihnuta důležitost Scrum retrospective, aby bylo zajištěno zlepšování 
jednotlivých procesů, které se provádí ve Scrumu. Jelikož v analýze bylo zjištěno, že 
Scrum umožňuje vznik nedorozumění nebo jiných problémů, byl proto návrh doplněn o 
využití programovacích praktik z XP a o Lean principy.  Z Extrémního programování 
budou využívány praktiky: review, sdílený kód, code standard, Test Driven Development, 
continous integration a programování ve dvojicích. Návrh počítá i s tím, že budou 
využívány principy z Kanbanu a to ve fázi vývoje v jednotlivých Sprintech.  
52  
V rámci projektu byla vybrána vhodná metoda pro vývoj projektu a byl popsán také návrh 
na jeho zavedení, čímž byl splněn hlavní cíl práce. Při zpracování se vycházelo 
z teoretických podkladů, které byly velkým přínosem pro návrh. Tato práce je přínosem 
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