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Zusammenfassung 
Im Bereich der intelligenten Benutzerschnittstellen besteht derzeit, bedingt durch die 
wachsende Komplexität der von wissensbasierten Anwendungssystemen zu übermittel-
den Information, ein zunehmender Bedarf an Werkzeugen zur flexiblen und effizienten 
Informationspräsentation . Neben Sprache spielt beim Design von (elektronischen) Doku-
menten die Verwendung von graphischen Darstellungen sowie eine Kombinationen dieser 
beiden Medien zur Informationsvermittlung eine entscheidende Rolle. Während heute in 
der Regel solche Graphiken noch manuell erstellt werden, z.B. mittels interaktiver 3D-
Graphikeditoren, bestand die Aufgabe in diesem Fortgeschrittenenpraktikum darin, Gra-
phiken in Abhängigkeit von bestimmten Generierungsparametern wie Präsentationsziel, 
Präsentationssituation, Zielgruppe, Ausgabemedium, etc. automatisch zu erzeugen . Eine 
zentrale Rolle spielte dabei die Repräsentation von Wissen über die Verwendung von Gra-
phik. Zum einen sollte Wissen über Objekte und Darstellungstechniken in den Entwurfs-
prozeß einfließen, zum anderen war der Bildinhalt zu repräsentieren, um beispielsweise 
darauf natürlichsprachlich Bezug nehmen zu können. In dieser Arbeitsgruppe stand die 
Entwicklung einer automatischen Plazierungskomponente zur Gestaltung des Layouts von 
multimodalen Dokumenten im Vordergrund, während sich zwei weitere Gruppen mit der 
wissensbasierten Anwendung spezieller Graphiktechniken (z.B. Explosion, Aufriß, Annot-
ation) befaßten. 
Die vorliegende Arbeit beschreibt die prototypische Implementierung des Systems LayLab, 
einem Experimentiersystem zum automatischen Layout multi modaler Präsentationen, das 
im Kontext des WIP-Projektes entwickelt wurde. Als Programmierungumgebung stan-
den hierzu Symbolics Lisp-Maschinen und Apple MacIvory Workstations zur Verfügung. 
Bei der Entwicklung konnte auf einen Lisp-basierten interaktiven 3D-Graphikeditor (S-
Geometry) sowie die objektorientierte Symbolics Fensterumgebung zurückgegriffen wer-
den. 
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1 Einführung 
1.1 Motivation und AufgabensteIlung 
Seit Beginn der Entwicklung der Kultur versucht der Mensch, Informationen aufzuzeich-
nen und zu speichern . Diese Aufgabe wird umso komplexer, je größer die Menge der 
Informationen ist. 
Mindestens ebenso wichtig ist es jedoch, gespeicherte oder auch neu erzeugte Informatio-
nen einem Benutzer in verständlicher Form zur Verfügung zu stellen. Eines der Grundpro-
bleme bei der Vermittlung von Informationen ist ihre Aufbereitung in Form und Inhalt. 
Es ist intuitiv klar und auch durch psychologische Untersuchen empirisch erwiesen (vgl. 
z.B. [Miller 87]), daß die klare und logische Gliederung einer Information ihre Lesbar-
keit und Verständlichkeit für den Benutzer erheblich fördert. Zudem wird dadurch die 
Glaubwürdigkeit der Information unterstützt. Anzustreben ist daher, eine Anordnung 
von Layoutobjekten zu schaffen, die transparent, sachlich, funktional und ästhetisch ist. 
Dies zu erreichen ist normalerweise die Aufgabe von Graphik-Designern. Deren Vorgehen 
ist ein iterativer Annäherungsprozeß an eine endgültige Form des Layouts, das sehr stark 
von Heuristiken, Intuition und Erfahrung geprägt ist. 
Ebenso spielen das ästhetische Empfinden sowie persönliche Vorlieben eine ausschlag-
gebende Rolle für das Ergebnis der Arbeit. Aus diesem Grund ist es schwierig, eine 
einheitliche und funktionale Form zu finden, die einerseits eine uniforme, kohärente und 
konsistente Gestaltung von Dokumenten erlaubt, die auf der anderen Seite aber auch 
flexibel ist für unterschiedliche Inhalte. 
Da die manuelle Gestaltung eines Dokuments eine hochkomplexe Arbeit darstellt und 
anderseits die üblichen Produktionstechniken stark auf Massenproduktion ausgelegt sind, 
ist es nicht üblich, daß ein Layout flexibel an den jeweiligen Leser angepaßt wird. Statt 
dessen wird von einem 'Durchschnittsbenutzer' ausgegangen und die Präsentation der 
Informationen auf diesen abgestimmt. 
Mit dem System LayLab soll ein Beitrag geleistet werden zur automatischen und flexiblen 
Gestaltung von Dokumenten. Dabei soll durch einen wissensbasierten Ansatz sowohl 
eine beträchtliche Reduzierung des Zeit- und Arbeitsaufwandes bei der Erstellung erzielt 
werden, als auch die Möglichkeit geschaffen werden, durch Einbeziehung verschiedener 
Generierungsparameter auf die jeweilige Situation und auf individuelle Bedürfnisse eines 
Benutzers (z .B. schlechte Sehfähigkeit) einzugehen (vgl. auch [Graf 92]). 
Ausgangspunkt des Systems ist eine Menge von Layoutobjekten, d.h . von Graphiken und 
Texten, die auf einem Dokument anzuordnen sind. Von diesen Objekten ist zunächst nur 
die Größe von Interesse und die Tatsache, ob es sich um einen Text oder um eine Graphik 
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handelt. 
Daneben können die Objekte in inhaltlichen Beziehungen zueinander stehen, das bedeutet, 
daß mehrere Objekte z.B. einen Kontrast oder eine Sequenz bilden. Diese semantischen 
Relationen, die vorgegeben sind, sollen in der Anordnung der Objekte zum Ausdruck 
kommen. Außerdem soll diese Anordnung den Regeln für gutes Layout genügen. 
1.2 Definition von Layout 
Definition (Der große Brockhaus, 17. Auflage, 1970): "Layout (eng!. Plan, Skizze) 
Entwurf der Druckvorlage für die Gestaltung von Buch- und Presseerzeugnissen 
mit einem Lageplan der Text- und Bildelernente. Bei Werbemitteln ist das Lay-
out ein Schemaaufriß zur Aufgliederung von Illustration, Schlagzeile, Zwischentitel 
und fortlaufenden Text, so daß aus den einzelnen Elementen ein geschlossenes, auf 
psychologische Wirkung abzielendes Gesamtbild entsteht." 
Speziell umfaßt dieser Entwurf 
• die Anordnung von Texten und Graphiken auf einem Dokument, 
• die Konstruktion des Satzspiegels (Auf teilung eines Dokuments in ein oder mehrere 
Spalten), 
• die Bestimmung der Randproportionen und der Abstände zwischen den einzelnen 
Objekten. 
Es wird hier unterschieden zwischen funktionalem und künstlerischem Layout (vgl.: [Stan-
kowski & Duschek 89]). Beim funktionalen Layout steht die Übermittlung der inhaltlichen 
Informationen im Mittelpunkt, während beim künstlerischen Layout (vg!. z.B. [Arnheim 
69]) auch durch die äußere Form der Darstellung Informationen an den Benutzer über-
mittelt werden sollen (vg!. Abb. 1). 
Da sich das WIP-System, in das diese Arbeit integriert ist, mit funktionaler und sachlicher 
Präsentation beschäftigt und die Behandlung von künstlerichem Layout durch die fehlende 
Möglichkeit der Formalisierung den Rahmen dieser Arbeit sprengen würde, werden wir 
uns im folgenden ausschließlich mit funktionalem Layout beschäftigen. 
Ein gutes Layout ist transparent, sachlich, funktional und ästhetisch (vgl. [Braun 87]). 
Konkret bedeutet das eine klare Auf teilung von Bild- und Textelementen durch das Lay-
out. Es verdeutlicht die inhaltlichen Zusammenhänge bzw. Gegensätze des dargestellten 
Materials und macht eine eindeutige Zuordnung der Objekte zueinander möglich. Be-
finden sich auf einer Dokumentseite mehrere zusammengehörige Einheiten (z.B. mehrere 
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Zeitungsartikel), so ist es Aufgabe des Layouts, dem Leser die Zusammengehörigkeiten 
zu verdeutlichen, bzw. die Grenzen der einzelnen Einheiten abzustecken. 
Abbildung 1: Künstlerisches versus funktionales Layout 
Das Layout legt ebenfalls die Anzahl der Spalten und die Spaltenbreite fest. Diese muß so 
gewählt sein, daß beim üblichen Betrachtungsabstand eine gute Lesbarkeit des Textes 
gewährleistet ist. Dabei ist neben dem Zeilendurchschuß (Abstand zweier aufeinander-
folgender Zeilen), der gewählten Schriftart (Font) und der Schriftgröße die Anzahl der 
Worte pro Zeile entscheidend. Als ein 'gutes' Maß hat sich ein Durchschnitt von etwa 
fünf bis sieben Worte pro Zeile herausgestellt. Diese Auf teilung erlaubt ein flüssiges und 
konzentriertes Lesen und erlaubt eine übersichtliche Darstellung des Textes. 
Das Layout als Teil des Designs hat " ... seinen Zweck zu erfüllen. Das heißt üblicherweise, 
daß es anziehend wirkt, Blicke auf sich lenkt, um auch den zufälligen Betrachter dazu 
zu bringen, es näher zu betrachten. . .. Gute Gestaltung ist ein elementarer Faktor jeder 
Textdarstellung. Denn es gibt keinen Grund, warum man etwas herstellen sollte, das 
nachher niemand ansieht." [pickering 89] 
1.3 Integration der Arbeit in das Projekt WIP 
Aufgrund der ständig steigenden Informationsmenge, die dem Benutzer immer komple-
xerer technischer Systeme, wie z.B. intelligente Hilfesysteme, Expertensysteme oder in-
telligente Leitstände, zu übermitteln ist, steht derzeit die Entwicklung von neuen Me-
thoden und Werkzeugen für eine flexiblere und effizientere Informationspräsentation im 
Mittelpunkt des allgemeinen Interesses im Bereich 'Intelligenter Benutzerschnittstellen 
(vgl. u.a. [Wahlster et al. 92]). 
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Als eine Möglichkeit dazu haben sich intelligente, multi modale Präsentationssysteme her-
ausgestellt , die einen wichtigen Baustein für Benutzerschnittstellen der nächsten Genera-
tion darstellen . 
Das Ziel des Projektes WIP (Wissenbasierte Informationspräsentation) besteht in der au-
tomatischen Generierung von multimodalen Dokumenten (Kombination natürlicher Spra-
che, Graphik , Animation und Gestik) in Abhängigkeit von spezifischen Generierungspa-
rametern. Dabei soll die Präsentation durch Variationen im Layout und der Modi- /Me-
dienkombination auf den individuellen Benutzer und die jeweilige Präsentationssituation 
zugeschnitten sein (vgl. [Wahlster et al. 89, Wahlster et al. 91, Wahlster et al. 92]). 
Ein wesentlicher Unterschied zu bisherigen Systemen besteht hier in der koordinierten 
Generierung von Texten und Graphiken auf der Basis einer gemeinsamen Repräsentation. 
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Abbildung 2: Die Architektur des Systems WIP 
In unterschiedlichen Präsentationssituationen soll WIP das in einer formalen Wissens-
repräsentationssprache vorliegende Wissen auf flexible Weise jeweils angemessen darbie-
ten. 
Dabei zeichnet sich das WIP-System durch eine kontextgesteuerte Auswahl der darzubie-
tenden Information aus, sowie deren multimodale und multilinguale Präsentation. Die Ar-
chitektur von WIP sieht deshalb neben den mediaspezifischen Generatoren einen Präsen-
tationsplaner und einen Layout-Manager vor (vgl. Abb. 2). 
Die Architektur des Systems WIP ist mittels zweier paralleler Kaskaden von Prozesso-
ren organisiert , die von einem Präsentationsplaner und einem Layout-Manager moderiert 
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werden. Der Präsentationsplaner ist dabei verantwortlich für die Bestirrunung des Inhalts 
der Darstellung, sowie für die Wahl und Kombination der verschiedenen Modi (s . [Andre 
& Rist 90a, Andre & Rist 90b]). 
1.4 Die Architektur des Systems LayLab 
Die Aufgabe des Layout-Managers , der in Teilen durch das hier vorgestellte System Lay-
Lab realisiert ist, besteht in der Bestimmung eines ästhetisch optimalen Layouts für ein 
multimodales Dokument unter Berücksichtigung verschiedener Randbedinungen, wie etwa 
Platzrestriktionen, Ausgabemedium und Benutzer. Für weitere Informationen sei der in-
teressierte Leser an dieser Stelle auf die Arbeiten von [Graf 90, Graf 91, Graf & Maaß 91, 
Maaß 92] verwiesen. 
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Abbildung 3: Der Layout-Manager in WIP 
LayLab muß dazu die von den media-spezifischen Generatoren erzeugten Text- und Gra-
phikboxen entsprechend der vom Präsentations planer spezifizierten semantischen Relatio-
nen auf einem Dokument zu arrangieren, d .h. es sind Größe und Position der individuellen 
Layoutelemente zu bestimmen. 
Für dieses als Prototyp konzipierte System wurde zunächst die Schnittstelle zum Präsen-
tationsplaner durch eine Testumgebung ersetzt. Dabei handelt es sich um eine menüorien-
tierte Oberfläche (vgl. Kap. 4), die eine direkte Eingabe von Layoutobjekten und seman-
tischen Relationen zwischen diesen ermöglicht, wie sie von den verschiedenen Generatoren 
geliefert werden . 
Die eingegebenen Relationen werden in einem internen Objektverwalter abgelegt, der allen 
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Abbildung 4: Die Architektur des Systems LayLab 
Komponenten des Systems den Zugriff und die Modifikation der Relationen, bzw. der in 
ihnen enthaltenen Objekte erlaubt. 
Aus dieser Information erzeugt dann die Gridgenerierungs-Komponente (vgl. Kap. 2) 
dynamisch ein sog. typographisches Raster, das als Grundlage zur Positionierung der Text-
und Graphikboxen auf dem Dokument dient. Um ein optimales Grid erzeugen zu können, 
werden hierzu verschiedene Generierungsparameter berücksichtigt, sowie Informationen 
über die Objekte (Größe etc.), die plaziert werden sollen. 
Zum anderen greift die Grid-Generierung auf die Dokument-Wissens basis zu, die dokum-
entspezifisches Wissen enthält über Defaultwerte für z.B. die Größe, die Randbereiche und 
die Fonts von verschiedenen Dokumenttypen (z.B. Display, OHP, Zeitung, Bedienungsan-
leitung). 
Das so berechnete Grid wird dann der Visualisierungs-Komponente zur Darstellung über-
geben. Parallel dazu werden die Objekte im Objekt- Verwalter aktualisiert. 
"Formate und Gestaltungsraster haben 'dienende' Funktion. Nicht der spek-
takuläre oder geniale Entwurf zählt hier, sondern das überlegte, systematische 
Arbeiten. Denn, so nebensächlich Fragen des Fomats scheinen können und so 
unsichtbar ein zugrundeliegender Raster in der Ausführung letztlich bleibt, 
es kann ein ganzes Konzept daran scheitern, daß solche grundlegende Gestal-
tungsfragen ungenügend gelöst sind. Entscheidungen über Format, Raster 
und Layout sind nicht ganz so ins gestalterische Belieben gestellt wie man 
gelegentlich glaubt. Sie müssen in der Regel einem breiten Anwendungsspek-
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trum gerecht werden, visuellen Zusammenhalt garantieren und einen gewissen 
Anspruch auf Dauerhaftigkeit Rechnung tragen." [Stankowski & Duschek 89] 
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2 Die Gridgenerierungs-Komponente 
2.1 Das Konzept des Design-Grids 
Um einerseits die einheitliche und funktionale Gestaltung eines mehrseitigen Dokuments 
zu erleichern und andererseits den Suchraum für die Positionierung der Layoutobjekte 
(Graphiken und Texte) erheblich einzuschränken , haben wir uns für die Verwendung eines 
typographischen Rasters entschieden . Ähnliche Ansätze werden auch im System GRIDS 
[Feiner 88] und in den Arbeiten von Beach [Beach & Stone 83, Beach 85] und FriedeU 
[Friedell 84] verfolgt. 
Die Grundlagen des Rastersystems sind bereits seit den zwanziger Jahren durch einige 
Vertreter der sachlich-funktionellen Typographie im Bestreben nach einem Ordnungssy-
stem in der visuellen Kommunikation entwickelt worden. 
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Abbildung 5: Beispiel für ein Design-Grid 
Das hier beschriebene Grid-System wurde nach dem zweiten Weltkrieg in der Schweiz ent-
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wickelt [Müller-Brockmann 81]. Es wurde geschaffen als Arbeitsinstrument zum sicheren 
und schnellen Konzipieren, Organisieren und Gestalten von visuellen Problemlösungen. 
Abbildung 3 zeigt ein Beispiel für ein typisches Grid . 
Definition (nach [Müller-Brockmann 81]): Ein typographisches Raster (engl. Grid) be-
steht aus einer Menge von horizontalen und vertikalen Linien, die eine zweidimen-
sionale Fläche gitterförmig in kleinere Felder zumeist gleicher Größe (universelle 
Gridfelder) unterteilt. Diese Felder werden getrennt durch jeweils gleiche Abstände 
in horizontaler wie in vertikaler Richtung. Umgeben wird das Raster von einem 
Rand. 
T T T 
G 
Abbildung 6: Plazierung von Objekten mittels eines Grids 
Die anzuordnenden Layoutobjekte werden in die Rasterfelder des Grids positioniert. Dazu 
werden Texte in der Breite eines universellen Gridfeldes umgebrochen, d.h. die Spalten-
breite des Dokuments entspricht der Breite einer Rasterspalte. Dabei kann ein Text 
durchaus länger sein als ein Rasterfeld, eine Graphik überdeckt stets ganzzahlige Vielfa-
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che von Rasterfeldern. Paßt eine Graphik nicht auf Anhieb, so wird versucht, diese durch 
Zoomen oder Schneiden in das Raster einzupassen (vgl. Abb. 6) . 
2.2 Wahl der Granularität des Rasters 
Durch die Wahl bzw. die Konstruktion des Rasters werden bereits vor der eigentlichen 
Plazierung der Layoutobjekte wichtige designrelevante Richtlinien für die Gestaltung des 
Dokuments aufgestellt . 
So wird durch das Grid der Satzspiegel des Dokuments festgelegt und die Randbereiche 
bestimmt. Zum anderen werden durch das Raster die Möglichkeiten für die Plazierung 
der Layoutobjekte auf eine endliche Anyahl von Koordinaten eingeschränkt . Damit hat 
die Auswahl des Grids einen entscheidenden Einfluß auf das Layout des endgültigen Do-
kuments. 
Die Aufteilung in Spalten (Satzspiegel) beeinflußt nicht nur stark den Lesefluß des Benut-
zers, sondern sie ist auch mitprägend für den Charakter eines Dokuments. Desweiteren 
läßt sich durch eine geschickte Konstruktion des Grids erreichen , daß die Leerräume zwi--
schen den einzelnen Objekten, die bei der Anwendung eines Rasters unvermeidlich sind, 
auf ein Minimum beschränkt werden können. 
Aus diesem Grund kann nicht einfach ein beliebiges festes Raster für alle Dokumente 
und Inhalte verwendet werden, sondern für jedes neue Dokument und jede Menge von 
Layoutobjekten ist ein individuell erzeugtes Raster nötig. 
Die Aufgaben, die sich daraus für die Erstellung eines Grids ergeben, lassen sich wie folgt 
explizieren: 
• Festlegung des Satzspiegels entsprechend der Funktion des Dokuments 
• Berechnungdes universellen Gridfeldes 
• Anpassen der Graphiken 
• Formatieren der Texte 
• Berücksichtigung der dokumentspezifischen Generierungsparameter (Dokumenttyp, 
Benutzer , etc.) 
• Bestimmung der Randbereiche und der Abstände zwischen den Layoutobjekten 
Durch die Granularität wird die Flexibilität der Plazierung bestimmt. Je feiner das Raster, 
desto höher ist die Variablität der Plazierung. 
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Die Anforderungen an ein gutes Grid sind also im einzelnen die Sicherstellung von U ni-
formität, Kohärenz, Konsistenz , Sachlichkeit, Tranzparenz und Funktionalität für das 
Dokument. 
2.3 Die Konstruktion des Grids 
Zunächst allgemein zur Arbeitsweise des Algorithmus . Wie bereits erwähnt arbeitet der 
Algorithmus in mehreren Stufen (vgl. Abb. 7): 
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Abbildung 7: Architektur der Gridgenerierungs-Komponente 
Als erstes wird die Breite des universellen Gridfeldes berechnet. Dazu wird in Abhänig-
keit von den Dokumentdaten eine Liste möglicher Spaltenbreiten (= Gridfeldbreiten) 
berechnet. Dabei ist es nicht nötig, daß das Grid die Dokumentseite (abzüglich der Min-
destränder des gewählten Dokumenttyps) bis an die Ränder ausfüllt . Es besteht ein 
gewisser Spielraum, der eine bessere Anpassung an die Objekte ermöglicht. 
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Für die Berechnung der Breite spielen zunächst nur die Graphiken eine Rolle. Für jede 
der möglichen Spaltenbreiten wird nun überprüft, welche Graphiken, auch gezoomt oder 
geschnitten , in diese Breite passen . Für die anderen werden die Fehler, d.h. die Abstände 
zur nächsten Gridfeldgrenze, berechnet und aufaddiert. 
Diese Summe läßt sich interpretieren als Maß für die Qualität der jeweiligen Spaltenbreite. 
Von diesen bewerteten Breiten wird diejenige mit der besten Bewertung als Breite des 
universellen Gridfdeldes ausgewählt. 
Dann wird die Liste der Layoutobjekte aktualisiert. Das bedeutet, daß für die Texte 
die Höhe berechnet wird, indem sie in der aktuellen Spaltenbreite umgebrochen werden. 
Diese Höhe wird dann zusammen mit der Breite in die jeweiligen Objektslots eingetragen. 
Die Liste der Objekte besitzt damit eine konsistente Form, da nun die Slots für Höhe und 
Breite bei allen Objekten korrekt belegt sind (vorher nur Graphiken) . 
Anschließend wird die Höhe des universellen Gridfeldes bestimmt. Dabei muß die Höhe 
immer ganze Vielfache der Zeilen höhe betragen . Die Höhe ergibt sich nun dadurch, daß die 
Höhe des niedrigsten Objekts aus der Liste der Layoutobjekte bestimmt wird und diese 
auf ganze Vielfache der Zeilenhöhe abgerundet wird. 
Als letztes werden noch weitere Daten berechnet. Das ist zum einen der Abstand der 
Gridfelder voneinander. Zum anderen gibt der Algorithmus aber auch den Abstand des 
gesamten Rasters vom linken und vom oberen Rand des Dokuments an, der durch Ausba-
lancieren der Rasters innerhalb der defaultmäßigen Ränder erfolgt. Schließlich wird noch 
die Anzahl der Gridfelder in horizontaler und vertikaler Richtung berechnet. 
Wir beschreiben nun den Algorithmus zur Konstruktion des Grids im Detail (vgl. [Feiner 
88]): 
• Berechnung der Breite des universellen Gridfeldes: 
Zugriff auf dokumentspezifische Daten (Defaults) aus der Dokument- Wissens-
basis Diese enthalten u.a. eine Liste der für diesen Dokumenttyp möglichen 
Spaltenzahlen und dem minimalen und maximalen Rand bereich. 
- Erstellen einer Liste möglicher Spaltenbreiten. Für jede mögliche Spaltenzahl 
wird schrittweise (Schrittweite variabel) von den minimalen zu den maximalen 
Randbereichen die Spaltenbreiten gespeichert. 
Bewertung jeder möglichen Spaltenbreite. Durchlauf durch die Liste der Graphik-
Objekte. Für jede Graphik wird getestet: 
* Paßt sie direkt in die Spaltenbreite (ein oder mehrere Spalten)? Teste: 
(mod objekt-breite spalten-breite) = 0 
* Ist sie durch Zoomen (innerhalb erlaubter Zoom-Grenzen) einzupassen? 
Welche Spaltengrenze ist näher? => Aufzoomen oder Abzoomen. 
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Aufzoomen: Teste: Cabstand/obj ekt-brei te) :::; obere200mgrenze 
Abzoomen: Teste: Cabstand/obj ekt-brei te) ~ untere200mgrenze 
* Ist siedurch Schneiden (bis zu erlaubter Schnitt-Grenze) einzupassen? Te-
ste: abstand:::; zulässiger-Abschnitt (Die berechneten Zoomfaktoren bzw. 
Abschnitte werden zwischengespeichert) Ist auch dadurch keine Paßgenau-
igkeit für die Graphik zu erreichen, wird 
* der Fehler für diese Graphik berechnet (Abstand zur nächsten Spalten-
grenze) (mod objekt-breite spalten-breite) Für jede getestete Spaltenbreite 
werden die einzelnen Fehler, die die Graphiken verursachen würden, auf-
summiert. Dieser Wert (Gesamtfehler) ist ein Maß für die 'Güte' dieser 
Spaltenbrei te. 
Auswahl der Spaltenbreite mit dem geringsten Gesamtfehler als Breite des 
universellen Gridfeldes. 
• Aktualisierung der Liste der Layoutobjekte 
Die Zoomfaktoren und Abschnitte der Objekte werden entsprechend der be-
rechneten Gridfeld-Breite im Objekt- Verwalter aktualisiert. 
Die Texte werden entsprechend der Spaltenbreite umgebrochen und die Werte 
für die Höhe in die Objekte eingetragen. 
• Berechnung der Höhe des uni verseIlen Gridfeldes 
Suchen des Layoutobjektes (Text oder Graphik) mit der geringsten Höhe. 
Abrunden auf das nächste ganze Vielfache der Zeilenhöhe. Dieser Wert ist die 
Höhe des universellen Gridfeldes. 
• Berechnung weiterer Daten 
Berechnung der Anzahl der Gridfelder in X- und V-Richtung. 
Ausbalancieren des berechneten Grids auf der Dokumentseite. Die Differenz 
zwischen den minimalen Randbereichen (Default für Dokumenttyp ) und den 
neuen Abständen wird entsprechend der prototypischen Verhältnissen für die-
sen Dokumenttyp als neuer Randbereich vorgesehen. 
Für jedes Layoutobjekt wird die Anzahl der Gridfelder, die es belegt, berechnet 
(relative Größe) und zusätzlich im Objekt- Verwalter abgelegt. 
• Ubergabe der Daten 
- Datenübergabe an die Plazierungs-Komponente: 
Übergeben wird die Anzahl der Gridfelder in X- und V-Richtung. Zusammen 
mit der relativen Größe der Objekte ist damit die Plazierung möglich. 
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- Datenübergabe an die Visualisierungs-Komponente: 
Übergeben werden alle zur visuellen Darstellung des Rasters benötigten Daten: 
* die Breite und Höhe des universellen Griclfeldes 
* der Abstand zwischen jeweils zwei Gridfeldern 
* die Anzahl der Gridfelder in X- und V-Richtung 
* die Randbereiche des Rasters (angegeben durch die Abstände vom linken-
bzw. oberen Rand der Dokumentseite (x-offset, y-offset). 
2.4 Die Dokumentwissensbasis 
LayLab soll in der Lage sein, die verschiedensten Arten von Dokumenten zu gestalten. 
Dazu ist es nötig, Wissen bereitzustellen über die verschiedenen Arten von Dokumenten. 
Dies geschieht in der Dokumentwissensbasis. 
Benötigt werden vor allem Defaultwerte über die Größe der Dokumentseite, die für die-
sen Dokumenttyp üblichen Randbereiche und die Anzahl der Spalten. Bei einigen dieser 
Größen sind mehrere Wahlmöglichkeiten vorgesehen, z.B. sind für den Dokumenttyp 'Zei-
tung' fünf, sechs oder sieben Spalten zulässig. 
Daneben wurde, um eine noch größere Flexibilität zu gewährleisten, die Möglichkeit vor-
gesehen , gewisse Toleranzen für die Randbereiche zu erlauben. Es fällt dadurch leichter, 
ein Grid zu konstruieren, daß die geforderten Bedinungen (s. 2.2) optimal erfüllt. 
Da eine Typographie-Komponente bislang noch nicht implementiert ist, wird diese von der 
Dokumentwissensbasis simuliert. Das bedeutet, daß die Dokumentwissensbasis zusätzlich 
zu dem eigentlichen Dokumentwissen typographische Informationen enthält über Art und 
Größe der für dieses Dokument üblicherweise verwendeten Schrift, sowie über den Zeilen-
abstand und die durchschnittliche Schriftbreite. 
Die bereits definierten Dokumentypen sind bisher: 
• Bedienungsanleitung im Querformat 
• Bedienungsanleitung im Hochformat 
• Zeitung 
• Memo und 
• Overheadfolien. 
Diese Definitionen lassen sich betrachten als allgemeine Prototypen (Konzepte) des jewei-
ligen Dokumentyps. Sie enthalten noch einige Freiheitsgrade. Möchte nun ein Benutzer 
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emen restriktiveren Dokumenttyp geneneren, so läßt sich dieser als Instanz emes der 
bereits bestehenden Konzepte definieren , falls dies sinnvoll ist. 
2.5 Erweiterungsmöglichkeiten 
Neben den schon angesprochen Erweiterungsmöglichkeiten der Dokumentwissensbasis 
durch Hinzufügen von neuen Dokumenttypen gibt es vor allem noch Verbesserungsmöglich-
keiten im Bereich der Handhabung von Typografiedaten . 
Da im Moment noch kerne Typografiekomponete für das WIP-System existiert, erfolgt 
die Festlegung von Font und Schriftgröße für ein Dokument durch die Defaultwerte aus 
der Dokument- Wissensbasis. 
Wenn das auch bei verschiedenen Anwendungen durchaus erwünscht ist (für eine Zeitung 
z.B. ist es wichtig, daß sie für den Leser einen hohen Wiedererkennungswert hat, also 
irruner in der gleichen Schrift erscheint und stets ein ähnliches Layout besitzt), so ist 
dieses Verfahren doch im Einzelfall oft zu statisch. 
Ebenso findet im Moment die Berechnung des Zeilen umbruchs ausschließlich aufrund von 
statistischen Werten statt, also ohne die Struktur des Textes zu berücksichtigen. Auch 
hier ließe sich durch Zusammenarbeit mit einer Typografiekomponete eine bessere Lösung 
finden. 
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3 Die Constraint-basierte Plazierungskomponente 
Die Aufgabe der Plazierungskomponente ist es die Layoutobjekte, möglicherweise ver-
schiedenener Modalität, mittels semantisch-pragmatischer Relationen, welche von einem 
Präsentationsplaner vorgegeben werden , auf dem von der Gridgenerierungskomponente er-
zeugten Raster anzuordnen (vgl. Kap. 2). Dabei werden Constraints sowohl zur Repräsen-
tation der Beziehungen zwischen Layoutobjekten, als auch als Berechnungsmodell zur 
Plazierung der einzelnen Objekte im Dokument verwendet. 
3.1 Repräsentation der verschiedenmodalen Objekte 
Die Ausgabe der einzelnen Generatoren in WIP sind von unterschiedlicher Modalität. 
Um diese verschiedenartigen Objekte anordnen zu können, mu eine Abbildung gefunden 
werden, die eine homogene Handhabung aller Objekte gestattet. Dabei ist darauf zu 
achten, da geometrische Ausmae, sowie inhaltsabhängiges Wissen erhalten bleibt. Hierzu 
werden die Objekte auf Layoutobjekte abgebildet, die durch Typ, Größe, x/y-Koordinate 
und Relationen zu anderen Objekten eindeutig beschrieben werden. 
Da die äußere Form eines Layoutobjektes wird durch seine geometrischen Ausmaße be-
stimmt wird, kann es durch ein umschreibendes Rechteck modelliert werden, was durch 
die Koordinate der linken oberen Ecke, der Höhe und der Breite bestimmt ist. Dadurch 
erhält man die Abbildung frame: 
frame: OBJECTS --+ FRAMES, 
wobei OBJECTS die Menge der Objekte, FRAMES ~ NxNxNxN. 
Für oEOBJ ECTS gilt: 
prl(Jrames(o)) = x - coordinate(o) 
pr2(Jrames(o)) = Y - coordinate(o) 
pr3(Jrames(o)) = higth(o) 
pr4(Jrames(o)) = width(o), 
mit der naheliegenden Definition der Funktionen x-coordinate, y-coordinate, higth und 
width und pri, mit iE{ 1,2,3,4}, die Projektionsfunktion ist. 
Nach Abbilden der Objekte auf Rahmen können diese unter Verwendung der Objetkty-
pen, der Generierungsparameter und den Relationen mittels Constraints plaziert werden. 
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3.2 Der Repäsentationsformalismus für semantisch-pragmatische Bezie-
hungen 
Semantisch-pragmatische Relationen sind Aussagen über lokale, topologische Beziehun-
gen zwischen Objekten. Sie lassen im allgemeinsten Fall Alternativen in der Umset-
zung zu, so daß durch sie implizierte Aussagen durch verschiedene topologische Anord-
nungen erreicht werden können. Aus diesem Grund wird ein deklarativer Formalismus 
benötigt, der Beziehungen zwischen Layoutobjekten unterstützt und Alternativen in der 
Auswahl zuläßt. Eine natürliche Art eines solchen Repräsentationsformalismus sind Con-
straints. Es gibt in der Literatur verschiedene Konzepte von Constraint-Solvern, wie 
z.B. in den Systemen ThingLab [Borning 81J oder CHIP [Van Hentenryck 89J. Im Fall der 
pragmatisch-semantischen Beziehungen handelt es sich um arithmetische Berechnungen 
zwischen den verschiedenen , durch eine Relation verbundener Layoutobjekten. Hierfür ist 
ein Constraints-Solvers der Value-Inference-Klasse geeignet, da mittels diesem Beziehun-
gen feste Werte mittels einem Propagierungsmechanismus durch ein Constraint-Netzwerk 
weitergeleitet werden können. 
3.3 Constraint-basierte Verarbeitung von semantisch-pragmatischen Rela-
tionen 
Semantisch-pragmatische Beziehungen unterteilen sich in drei verschiedene Ebenen . Die 
untere Ebene, in der sogenannte primitive Beziehungen verarbeitet werden, behandeln 
grundlegende Verbindungen zwischen Variablen der Layoutobjekte. Im Constraint-Formalismus 
sind sie als sogenannte Primitve Constraints anzusprechen. Auf diesen primitiven Bezie-
hungen aufbauend, gibt es gruppierende Beziehungen, die mehrere primitive und auch 
gruppierende Beziehungen zu einer Beziehung zusammenfassen. Mittels diesem Aggregie-
rungsmechanismus ist es möglich beliebig komplexe Beziehungen aus bereits definierten 
Beziehungen aufzubauen. Der Constraint-Formalismus unterstützt diese Form von Be-
ziehungen durch Compound-Constraints. Eine besonderer Fall tritt auf, wenn Relationen 
verarbeitet werden, die keine genau definierte Anzahl von Objekte umfassen, also in ihrer 
Form dynamisch sind. Hierbei ist es zur Laufzeit notwendig entsprechende Constraints 
a'..lfzubauen, die passend zur Anzahl der Objekte primitive und gruppierende Constraints 
miteinander verbinden . Solche Relationen werden im Constraint-Formalismus durch Dy-
namische Constraints verarbeitet. 
3.3.1 Primitive Beziehungen 
Primitive Beziehungen betrachten die einfachsten Abhängigkeiten zwischen zu plazieren-
den Objekten. Sie betreffen die geometrischen Verhältnisse zwischen zwei Objekten. Die 
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Relationen, die diese Beziehungen repräsentieren sind beispielsweise 'BESIDE', 'UNDER' 
und 'EQUAL'. Sie lassen sich mit Hilfe von Constraints in einfacher Weise realisieren. 
Beispielsweise wird das Constraint 'CONNECT' wie folgt definiert: 
Name: 
Methods : '( 
'CONNECT 
(- ( - X2 Breite) DIST) 
(- ( - X2 Xl) DIST) 
(+ ( + Xl Breite) DIST) 
(- ( - X2 Xl) Breite) ), 
wobei das erste Element der Methodenliste Xl, das zweite Breite, das dritte X2 und das 
vierte DIST berechnet. Durch dieses Constraint wird die Relation 
X2 = Xl + Breite + DIST 
ausgedrückt. 
Die Bedeutung des Constraint 'CONNECT' ist, daß die Variablen X und Breite von Rah-
men 1 und X von Rahmen 2 unter Einbeziehung des Abstandes DIST so in Beziehung 
stehen, daß die Gleichung: 
X(Rahmen2) = X(Rahmenl) + Breite(Rahmenl) + Abstand 
immer erfüllt ist. 
Auf ähnliche Weise werden die anderen primitiven Constraints definiert. 
Betrachtet werden soll nun folgendes Beispiel aus der Klasse der primitiven Beziehungen. 
Es sollen zwei Objektrahmen so in Beziehung gesetzt werden, daß sie nebeneinander 
plaziert werden. Dies geschieht durch Verbinden der relevanten Constraint- Variablen 
mittels der beiden Constraints CONNECT und EQUAL. Die Bedeutung von EQUAL 
wird dabei durch eine Gleichung wie folgt ausgedrückt: 
Y(Rahmenl) = Y(Rahmen2) 
3.3.2 Gruppierende Beziehungen 
In dieser Klasse wird alles das zusammengefaßt, was mehrere Rahmen in-Beziehung setzt. 
Hierbei wird vom Aufbau der einzelnen Rahmen abstrahiert und es werden nur die Be-
ziehungen zwischen den einzelnen Rahmen festgelegt. 
Hierzu wird eine Verschachtelung der Constraints vorgenommen. Sogenannte Compound-
Constraints erlauben es innerhalb der Methoden von Constraints weitere Constraints zu 
aktivieren. Dies ist notwendig, um eine Abstraktion von einfachen Constraints zu kom-
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plexeren hin zu ereichen. 
Ein Beispiel für ein einfaches Compound-Constraint ist 'CONTRAST'. Ausgegangen wird 
davon, daß ein Kontrast nur zwischen zwei Bilder bestehen kann 
Die pragmatisch-semantische Relation 'CONTRAST' drückt eine inhaltlich gegensätzli-
che, graphische Aussage aus. Die üblichen Darstellungsformen sind, daß die Graphiken 
horizontal oder vertikal angeordnet werden. Dabei ist darauf zu achten, daß kein anderes 
Objekt zwischen beide plaziert wird. Weiterhin ist wichtig, daß beide Objekte auf einer 
gemeinsamen Linie angeordnet werden und daß beide Objekte sich nicht überlappen. 
Die vereinfachte Struktur des Constraints ist dann die folgende: 
Name: 
Methods : 
'CONTRAST 
( (BESIDE (x GI) (Breite GI) (x G2) ) 
(EQUAL (y GI) (y G2)) 
( (UNDER (y GI) (Höhe GI) (y G2)) 
(EQ U AL (x GI) (x G 2)) ) 
Abbildung 8: Alternative Constraint-Netze für die Relation CONTRAST 
Die Semantik des Constraints bewirkt eine horizontale bzw. im zweiten Fall eine vertikale 
Alignierung der Objekte an die durch das erste Objekt vorgegebene Linie. Die Alterna-
tive wird hierbei dann angewandt, wenn die erste Möglichkeit nicht erfüllt werden kann. 
Zusäatzlich gewährleisten die Constraints, daß die Layoutobjekte sich nicht überlappen. 
Das Compound-Constraint wird durch die Constraint-Variablen der Layoutobjekte para-
metrisiert, aufgerufen, wobei die Reihenfolge der Objekte und der einzelenen Parameter 
in der Parameterliste signifikant ist. Die Parameterliste unterteilt sich in jeweils Gruppen 
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zu vier Parametern, wobei der erste die x-Variable, der zweite die y-Variable, der dritte 
die Höhen- Variable und der vierte die Breiten- Variable übernimmt . 
In der Definition eines Constraints sind solche Parameter durch Ziffern, entsprechend ihrer 
Stelle in der Parameterliste und einem vorangehenden'?' gekennzeichnet. 
3.3.3 Dynamische Beziehungen 
Ein Problem, wenn Relationen mit Constraints ausgedrückt werden sollen, die eine belie-
bige Anzahl von Objekten betrifft. Dies tritt beispielsweise bei der 'SEQUENCE'-Relation 
auf. Apriori ist nicht feststellbar, wieviel Objekte eine Sequenz bilden. Von daher ist es 
notwendig zur Laufzeit ein Constraint mit der passenden Struktur zu generieren, was der 
Anzahl der Objekte entspricht. Dieses neugenerierte Constraint wird mit einem Index, 
der die Anzahl der signifikanten Objekte angibt, in einer Constraint-Basis abgelegt und 
kann alsdann genutzt werden. Tritt der Fall auf, daß ein Constraint benötigt wird, wel-
ches noch nicht existiert, wird eine Generierungskomponente benutzt, die für eine Reihe 
von dynamischen Constraints ein neues Constraint erzeugt. 
Ein Beispiel hierfür ist die Relation 'SEQUENCE'. Sie stellt eine Beziehung zwischen ei-
ner Reihe von drei Graphik- und Textobjekten her. Es gibt eine übliche Art eine Sequenz 
darzustellen und eine alternative. Mittels Constraints kann dies wie folgt ausgedrückt 
werden: 
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Name: 'SEQUENCE 
Variables: GI, G2, G3, Tl, T2, T3 
Methods : ( . 
(DeIDynRelForm :Typ 'SEQUENCE 
:MethodForm '( 
;; ; Diese Methoden ordnen die Graphiken und Texte vertikal an 
((CONNECT ' 6 ' 2 '3) 
(EQUAL '5 '1) 
(EQU AL '2 ' ' 2) 
(CONNECT "1 '1 '4) 
(CONNECT $1 'I '4) 
(IF-LESS-EQUAL $2 $1 MAXX) 
(CONNECT $1 '5 '8) 
(IF-LESS-EQUAL $2 $1 MAXX )) 
;;; Diese Methoden ordnen die Graphiken und Texte vertikal an 
((CONNECT '5 '1 '4) 
(EQU AL '6 '2) 
(EQUAL '1 "1) 
(CONNECT' ' 2 '2 '3 )))) 
) 
Es sind hierbei zwei alternative Methoden für die Plazierungsangegeben. 
Die ersten sechs Constraints, welche in der Methodenliste aufgeführt werden, repräsen-
tieren das horizontale Ausrichten der Sequenz. Horizontal bedeutet, daß Graphiken hori-
zontal über den dazugehörenden Texten angeordnet werden. 
Die Alternative hierzu ist das vertikale Ausrichten der Graphiken mit den dazugehörenden 
Texten. 
Ein dynamisches Constraint wird in der gleichen Weise wie em Compound-Constraint 
parametrisiert. Da die Definition eines dynamischen Constraints zur Laufzeit zu einem 
normalen Compound-Constraint expandiert werden muß, werden nicht die üblichen' ?'-
Parameter verwendet, sondern " '-Parameter. Die Definition eines dynamischen Con-
straints beschreibt die Beziehungen von Untereinheiten der semantisch-pragmatischen 
Relation. Im Beispiel der Sequenz besteht diese aus beliebig vielen Grphik- Text-Blöcken. 
Die " '-Parameter werden zur Laufzeit zu ' ,?'-Parametern expandiert, wobei sie entspre-
chend der Nummer der Untereinheit der sie zugehören, einen Offset bekommen (bei einer 
Sequenz beträgt dieser Offset 8). Da diese Untereinheiten Verbindungen zu anderen 
Untereinheiten haben, müssen diese ebenfalls per Constraint ausgedrückt werden. Dies 
geschieht mittels ", '- Parameter, die die gleiche Bedeutung wie " '-Parameter haben, nur 
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das sie sich auf die Untereinheit vor der aktuellen beziehen. 
Neben diesen Constraints, die Beziehungen zwischen Layoutobjekten repräsentieren, gibt 
es eine Reihe von Kontroll-Constraints (z.B. 'IF-LESS-EQUAL'). Solche Constraints ha-
ben nicht immer die Aufgabe Variablen zu verändern, sondern meist sind sie als Test-
Constraint konzipiert. Um ein einheitliches Konzept zu haben, werdenzur Laufzeit neue, 
sogenannte freie Variablen eingeführt, an die Werte der Constraints gebunden werden 
können. Freie Variablen werden in der Constraint-Definition durch '$'-Parameter repräsen-
tiert. Zum einen dienen sie zum Auffangen von Berechnungswerten, zum anderen um Be-
rechnungen, die durch ein Constraint gemacht worden sind, in einem anderen Constraint 
weiter zu verwenden. 
Neben diesen freien Variablen gibt es noch globale Varaibelen (z.B. 'MAXX'), die global-
berechnete Werte in das Constraint-System einbringen. 
3.4 Verarbeitung semantisch-pragmatischen Relationen 
Die Verarbeitung einer Relation und den zu ihr passenden Objekten geschieht in fünf 
Schritten: 
1. Abbildung des Objektes auf einen Rahmen, d.h. die Ausmaße des Objektes werden 
auf Rahmen- Variablen abgebildet. 
2. Ist das Constraint für die Realtion und der gegebenen Anzahl von Objekten schon 
in der Constraint-Basis vorhanden? Ist dies nicht der Fall so wird geprüft, ob eine 
Erzeugung möglich ist. Wenn ja, so wird das neue Constraint der Constrain~-Basis 
beigefügt. 
3. Instanziieren der Constraints mit den Daten der Rahmen-Variablen. 
4. Bildung eines Rahmens, der die Gruppe der Rahmen umfaßt. 
5. Einfügen des Rahmens in das gesamte Constraintnetz durch Verbindung der Rah-
men durch Constraints. (Möglicherweise werden hierbei mehrere Alternativen ver-
sucht) 
Die letzten beiden Punkte behandlen die allgemeine Vorgehensweise bei der Anordnung 
der Gruppen auf dem Raster. Folgende Überlegungnen haben dazu geführt die gesamte 
Gruppe von Rahmen, welche durch eine Relation in Beziehung stehen durch einen Rahmen 
zu umfassen: 
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• Rahmen dürfen sich nicht überlappen 
• Der Anschluß neuer Rahmengruppen muß effizient sein. 
• Aggregierung zu beliebigen Strukturen 
Dadurch, daß ein Rahmen mit den Rahmen der anderen Gruppe verbunden wird, können 
sich diese Rahmen niemals überlappen, da alle weiteren Gruppen wiederum durch deren 
umfassenden Rahmen repräsentiert werden. Der zweite Punkt betrifft den Fall, daß zu 
einer Gruppe von Objekten etwas hinzugefügt werden soll. Der umfassende Rahmen ver-
hindert, daß eine Suche stattfinden muß, um das Maximum in einer Dimension, an der die 
beiden Gruppen zusammenkommen, zu finden. Der letzte Punkt drückt die Hierarchisie-
rung von Gruppen aus. Es ist mit solchen Rahmen möglich beliebige höhere Strukturen 
zu bilden und in das Constraint-Netz einzufügen ohne sich um die Einzelteile der Gruppe 
zu kümmern. Veränderungen an den Variablenbelegungen der Rahmen-Variablen propa-
gieren sich bis zu den untersten Rahmen fort. 
Das Bild zeigt einen umfassenden Rahmen eines Constraint-Netz 'SEQUENCE'. Die Va-
riablen des umfassenden Rahmens sind durch Constraints mit den Maxima bzw. Minima 
der gesamten Gruppe verbunden. Die Bestimmung der Maxima bzw. Minima wird bei 
der Instanziierung der Gruppe bestimmt und über 'EQUAL'-Constraints mit den Varia-
blen des Rahmens verbunden . 
3.5 Beschreibung des inkrementelIen Constraint-Solvers 
Der Algorithmus traversiert die Hierarchie von den stärksten abwärts zu den schwächsten 
Constraints, bis alle Constraints entweder erfüllt oder blockiert sind. 
Für jedes Constraint gilt folgendes: 
1. Hat das Constraint eine Methode, deren Input- Variablen belegt und deren Output-
Variablen frei sind, so benutze diese Methode um das Constraint zu erfüllen und 
starte vom stärksten verbleibenden Constraint der Hierarchie. 
2. Sind alle Methoden des Constraints blockiert, so markiere das Constraint als ge-
blockt und betrachte es nicht weiter. Fahre in der Hierarchie weiter fort. 
3. Sind die beiden ersten Punkte nicht erfüllt, so mache mit dem Constraint nicht und 
fahre ebenfalls in der Hierarchie fort. 
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Die Weiterentwicklung dieser einfachen Constraint Solving Strategie sind inkrementelle 
Solver, wie sie u.a. von A. Borning et al. im Rahmen des ThingLab-Projektes bei Xerox 
PARC entwickelt wurden (vgl. [Borning 81, Freeman-Benson et al. 90]). Zugrunde liegt 
hier ein inkrementeller Constraint Solver, der durch die Verwendung von Gewichtungen 
der Constraints die Möglichkeit der Hierarchisierung von Constraint beinhaltet. Durch 
diese Wichtungen können Constraints ihrer Stärke nach unterschieden werden und so 
Lösungen von Constraint-Netzen berechnet werden, ohne daß alle Constraints erfüllt wor-
den sind. Apriori wird zwischen unbedingten und bedingten Constraints unterschieden. 
Effizienzsteigernd wirkt sich hierbei aus, daß zu jeder Variablenbelegung Informationen 
über das Constraint und seine Wichtung bei der Variablen gespeichert werden. Die 
Wichtung einer Variablen stellt die Wichtung des schwächsten Constraint dar, welches 
überschrieben werden muß um den Wert der Variablen zu verändern. Wird ein neues 
Constraint in die Hierarchie eingefügt, so werden folgende Schritte ausgeführt: 
1. Prüfe, ob das neue Constraint erfüllt werden kann 
2. Suche das Constraint, welches überschrieben werden kann 
3. Bestimme die Teile der Belegungen, die verändert werden müssen, um das neue 
Constraint zu erfüllen. 
Im folgenden Beispiel wird die Veränderung einer Hierarchie durch Einfügen eines neuen 
stärker gewichteten Constraints für die Variable E gezeigt. 
constraint level I satisfied? I method 
- - - - - -- ---
A+B=C required yes C(-A+B 
C+D=E required yes E(-C+D 
A stay strong yes A stay 
D stay medium yes o stay 
B stay weak yes B stay 
E stay very_weak no -
Die graphische Darstellung dieser Hierarchie ist in Abbildung 9 dargestellt. Die Pfeile 
repräsentieren Constraints, wobei an den Kanten die Wichtungen eingetragen sind. Ge-
strichelt dargestellte Constraints sind nicht erfüllte Constraints. 
Wird im vorliegenden Beispiel ein Constraint der Wichtung required durch Benutzerein-
gabe, im einfachsten Fall eingefügt, welches die Belegung von E verändert, so hat das 
Auswirkungen auf den Rest des Netzes. Die Wichtung einer Variablen ist wie folgt be-
stirrunt : 
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A 
medium 
weak 
A 
medium 
weak required 
Abbildung 9: Constraint-Netz mit fünf Constraints 
Definition : Sei Variable v durch die Methode m des Constraint c bestimmt. 
Die Wichtung von v ist das Minimum der Wichtungen von c und den Wichtungen 
der Inputvariablen von m. 
I constraint I level I satisfied? method 
A+B=C required yes Bf-C-A 
C+D=E required yes Cf-E-D 
E edit required yes E f- input value 
A stay strong yes A stay 
D stay medium yes o stay 
B stay weak yes B stay 
Wird im obigen Beispiel das Constraint mit der Wichtung required in das Netz an die 
Variable E angelegt, so findet der beschriebene Algorithmus statt, der prüft, ob das Con-
straint anwendbar ist. Da E eine Wichtung weak hat, kann das Constraint diese Variable 
neu belegen. Die Variable E erhält die Wichtung required, da keine Inputvariablen vorlie-
gen. Im folgenden beginnt die Propagierung, welche eine Neuberechnung des Constraint-
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Netzes solange we\terführt, bis entweder keine Constraints mehr vorhanden sind, die noch 
nicht ausgeführt wurden, oder die Constraints zu schwach sind um neue Belegungen zu 
berechnen. 
Im Beispiel heißt dies, daß das Constraint, welches C, 0 und E miteinander in Verbindung 
setzt zurückgenommen werden muß, da die Inputvariable C nur mit der Wichtung weak 
versehen ist und das neue Constraint stärker ist. Das alte Constraint zwischen C, 0 und 
E wird umgekehrt, woran man die Multidirekionalität der Constraints erkennen kann, 
und für die Belegung der Variable C verwendet, da sie von den Variablen des Constraints 
die schwächste ist. Die Berechnung der Wichtung der Variablen C ergibt die Wichtung 
medium. Da medium stärker als die Wichtung von B ist, wird auch das Constraint zwi-
schen A, Bund C in entsprechender Weise umgekehrt und die Wichtungen neu berechnet. 
Es gibt zwei Schnittstellenfunktionen um ein Constraint-Netz anzusprechen. Die erste 
Funktion InsertConstraint fügt ein neues Constraint ein, die Funktion DeleteConstraint 
entfernt eins aus dem Netz. Ebenfalls zur Verwaltung des Constraint-Systems gehören 
eine Reihe von globalen Variablen und Konstanten, sowie Strukturen . Die wichtigste 
globale Variable *Global* enthält alle Informationen über die aktuell im Netz befindlichen 
Constraints und den Variablen. Die Variable * AllConst* enthält eine Liste der zulässigen, 
definierten Constraints, die verwendet werden können. Ein Constraint wird definiert, 
indem zu seinel. Parametern entsprechend der Reihenfolge, die Methoden definiert werden. 
Beispielsweise wird für die Gleichung A = B + C das Constraint ADDITION wie folgt 
definiert: 
Name 
Methods 
'ADDITION 
'( (( + ?2 ?3)) ((- ?l ?3)) ((- ?l ?3)) ), 
wobei ?l, ?2 und ?3 die Parameter des Constraints sind, die durch die entsprechend dem 
Aufruf eingefügten Variabeln, ersetzt werden. 
3.6 Dynamisches Einfügen und Löschen von Constraints 
Mit den oben erwähnten Funktionen InsertConstraint und DeleteConstraint können Mo-
difikationen am Constraint-Netz vorgenommen werden. 
Um ein Constraint in das Netz einzufügen muß eine Spezifikation des Constraints in der 
Liste aller Constraints existieren. Desweiteren muüssen die Variablen dem System be-
kannt sein. 
Ist dies der Fall kann das Constraint, beispielsweise ein ADDITION, aktiviert werden: 
(InsertConstraint (A B C) *STRONG*) 
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Mittels dieser Anweisung wird eine Additionsverbindung zwischen den Variablen A, Bund 
C vorgenommen. Entsprechend den bereits bestehenden Wichtungen der Variablen wird 
entweder A, B oder C entsprechend den Methoden neu belegt. Im Falle,daß alle Variablen 
stärker als das Constraint gewichtet sind, z.B. mit required, wird das Constraint geblockt 
und in eine Warteschlange geschoben, bis die Ursache für seine Blockierung nicht mehr 
besteht. 
Als Rückgabe liefert die Funktion die Kennung des Constraints, sodaß im Falle einer Rück-
nahme die Funktion DeleteConstraint mit der Kennung als Parameter aufgerufen werden 
kann. Beim Löschen des Constraints wird das Constraint aus dem Netz entfernt, die Be-
legung der durch das Constraint bestimmten Variable zurückgenommen, nachgesehen, ob 
ein anderes Constraint vorhanden ist, welches jetzt anwendbar ist und die Propagierung 
angestoßen, falls Änderungen auftreten. 
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4 Die Visualisierungs-Komponente 
4.1 Überblick · 
Die Aufgabe der Visualisierungskomponente realisiert die Bildschirmausgabe der Gridbe-
rechnung und des Gesamtlayouts. Darüberhinaus bietet sie die Möglichkeit den aktuellen 
Stand des Layoutprozesses an Hand eines sog. Previews anzusehen. Dieses Modul wurde 
auf der Basis der auf der Symbolics unter Genera 8.0 zur Verfügung stehenden zu X-
Windows kompatiblen Fensterumgebung realisiert (vgl. [Symbolics 90]. Dazu wurden 
folgen,de Funktionen implementiert: 
• StartPreview 
• Make-Grid 
• Insert- Frame 
• Delete-Frame 
• Move-Frame 
Die StartPreview Funktion dient dem Öffnen und Schließen eines Bildschirmfensters, zur 
Eingabe der Liste der Relationen, der Liste der Layoutobjekte sowie des Dokumenttyps. 
Die Make-Grid Funktion dient der Darstellung des universellen Grids auf dem Fenster. 
Die Insert-Frame Funktion hat die Aufgabe, die angeordneten Objekte auf dem Grid 
darzustellen. Die Objekte werden dazu in einem Array als eine Liste verwaltet. Auf diese 
Liste kann durch den Objektnamen zugegriffen werden. Die Delete-Frame Funktion löscht 
ein Objekt aus dem Grid und entfernt die genannte Objekt- Datenstruktur aus der Liste 
der Objekte. Die Move-Frame Funktion bewegt ein Objekt von einer Position zu einer 
neuen Position, wobei der Wert der alten Position in der Objekt-Datenstruktur durch die 
Werte der neuen Position ersetzt wird. 
4.2 Das X-Window System 
An dieser Stelle möchten wir eine kurze Einführung in die Funktionalität des X- Window 
Systems geben. Einen Überblick über X- Windows findet sich in [Scheifler & Gettys 86, 
McCormack & Asente 88, Jones 88]. Das X-System wurde seit 1984 am Massachusetts 
Institute of Technology (MIT) entwickelt und basiert auf dem Client-Server-Modell. Die 
zentrale Instanz, der X-Server, kommuniziert dabei mit mehreren Anwendungen, den 
sog. Clients. Zu den wesentlichen Aufgaben des X-Servers gehört die Verwaltung der 
Geräte eines Arbeitsplatzes (Display), zu denen neben der Tastatur und einer Maus auch 
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ein oder mel1rere Bildschirme gehören. Der X-Server verwaltet die graphischen Ressour-
cen, wie die Bildschirmfläche in Form von rechteckigen Bildschirmfenstern (Windows), 
virtuelle Ausgabebereich im Speicherbereich des X-Servers (Pixmaps), Farbtabellen und 
Farbtabelleneinträge oder Bildschirm-Schriftarten (Fonts). 
Das X-System ermöglicht die Bildung von Hierarchien sich überlappender Bildschirmfen-
ster. Die Ausgabe eines Fensters wird automatisch an den Fenstergrenzen und an den 
Grenzen sich eventuell überlappender Fenster 'geklippt' (abgeschnitten). Bezugspunkt 
für die Ausgabe ist die linke obere Ecke des Fenster, so daß die Ausgabe unabhängig von 
der Position des Fensters auf dem Bildschirm erfolgen kann. 
X-System bietet graphische Ausgabeprimitive wie Punkte, Linien, Rechtecke, Kreisbogen, 
Füllflachen und Rasterbildflächen an, deren Darstellung durch die Angabe von Graphi-
kattributen in weiten Bereichen beeinflußt werden kann. 
Eine Anwendung mit besonderer Aufgabe ist der Window-Manager. Er ermöglicht es 
dem Benutzer, die Lage und Größe des Fensters zu verändern. Dazu stellt er die entspre-
chenden Interaktionsmöglichkeiten zur Verfügung, beispielweise im Form von sensitiven 
Bereichen innerhalb eines Rahmens um ein Fenster. Er bietet üblicherweise auch die · 
Möglichkeit, momentan nicht benötigte Fenster zu Piktogrammen (kons) zu schrumpfen. 
Gleichzeitig kann ein Window-Manager auch eine Strategie für das Layout der Fenster und 
leons realisieren, z.B kann er verhindern, daß sich Fenster der obersten Hierarchiestufe 
überlappen oder größer als die Bildschirmfläche werden. 
4.3 Die implementierten Funktionen 
4.3.1 StartPreview 
Die Funktion wird durch (StartPreview) aufgerufen. Nach dem Aufruf der Funktion wird 
ein Fenster geöffnet. Das Fenster besteht aus vier sog. "Panes" : 
• Title-Pane 
• Menu-Pane 
• Graphic-Pane 
• Description-Pane. 
Zur Pane-Konfiguration siehe deffiavor PreviewFrame im Anhang. Das Title-Pane stellt 
die Überschrift des Fensters dar und enthält den Schriftzug" Preview". Das Graphic-
Pane ist ein statisches Fenster und bildet das universelle Grid und die Objekte ab. Das 
Description-Pane ist ein dynamisches Fenster und zeigt Informationen über die einzelnen 
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Objekte an . Das Menu-Pane dient der Eingabe der Liste der Relationen, der Liste der 
Objekte, sowie des Dokumenttyps . Es enthält vier maussensitive Komponenten: 
• User-Menu 
• Refresh 
• Description 
• Exit. 
Refresh löscht das universelle Grid und die Objekte aus dem Graphie Pane, wobei das 
Fenster aktiv bleibt. Die Liste der Relationen, die Liste der Objekte und der Doku-
menttyp werden wieder auf nil gesetzt. Description aktiviert das Description Pane. Exit 
deaktiviert das Fenster und setzt die Liste der Relationen , die Liste der Objekte und den 
Dokumenttyp ebenfalls auf nil. 
Das User-Menu dient der Auswahl einer der folgenden Dokumenttypen: 
• Bedienungsanleitung im Hochformat 
• Bedienungsanleitung im Querformat 
• Zeitung 
• Memo 
• OverHeadProjektor Folien für normalen Betrachtungsabstand 
• OverHeadProjektor Folien für großen Betrachtungsabstand 
• Bildschirm 
Das Menu kann durch Exit verlassen werden. 
Wenn ein Dokumenttyp ausgewählt wird, öffnet sich ein Fenster ) das die Auswahl aus 
folgenden Relationen erlaubt: 
• Sequenz 
• Kontrast 
• Text-Graphik-Block 
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Nachdem der Relationstyp ausgewählt ist, werden zwei Menüfenster (nicht maussensitiv ) 
geöffnet, die dem Benu tzer Eingaben von Information über Graphiken und Texte erlauben. 
Die Eingaben erfolgen über die Tastatur. 
Die Menüs werden verlassen, sobald der Benutzer "Exitäuswählt. Nach dem Verlassen 
des User-Menus werden die Eingabedaten, die Liste der Relationen, die Liste der Ob-
jekte, sowie der Dokumenttyp an die Gridgenerierungskomponente übergeben. Es werden 
die Parameter des Grids berechnet, sowie die Liste der Relationen ergänzt und in einen 
konsistenten Zustand gebracht. Die Funktion wird aufgerufen durch (berechne-grid). Die 
Gridgenerierungskomponente bearbeitet die Eingabedaten und gibt eine Liste aus, die 
folgende Parameter enthält: (breite hoehe abstand x-anzahl y-anzahl x y) 
• breite: die Breite und 
• höhe: die Höhe eines Gridfeldes 
• abstand: der Abstand zwischen zwei Gridfeldern 
• x-anzahl: die Anzahl der Gridfelder in x-Richtung 
• y-anzahl: die Anzahl der Gridfelder in y-Richtung 
• x: die Koordinaten der 
• y: linken oberen Ecke des Grids 
Diese Liste wird dann an die Make-Grid Funktion übergeben. 
4.3.2 Make-Grid 
Die Aufgabe dieser Funktion ist die Darstellung des Grids auf dem "Graphie Pane" . 
Die Funktion wird wie folgt aufgerufen: (make-grid (breite hoehe abstand x-anzahl y-
anzahl x y)) 
Nach der Parameterübergabe werden die Breite und die Höhe aller Felder addiert. Der 
Wert der Gesamtbreite und der Gesamthöhe des Grides wird benötigt, um festzustellen, 
ob die Breite bzw. die Höhe des Fensters überschritten wird. Wenn dies der Fall ist, 
erfolgt eine Fehlermeldung. 
Der Grund dafür ist, daß das Graphie Pane , so wie es definiert ist, ein statisches Fenster 
ist. Ein statisches Fenster hat die Eigenschaft, daß es Objekte nur im festgesetzten Bereich 
(Rahmen) abbilden kann. Wenn ein Objekt nun breiter oder höher als das Fenster ist, 
kann nicht das gesamte Objekt abgebildet werden. Deshalb hat es keinen Sinn, ein Grid, 
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das in einer oder in beiden Richtungen größer ist als das Fenster, darzustellen. Es erfolgt 
in diesem Falle eine Fehlermeldung. 
Der Aufbau des Grids geschieht durch mehrere Aufrufe der X-Window Funktion :draw-line 
xl yl x2 y2 
Es ist zu beachten, daß das Koordinatensystem des Fensters seinen Ursprung in der linken 
oberen Ecke hat. 
4.3.3 Insert-Frame 
Die Aufgabe dieser Funktion ist die Darstellung der Objekte auf dem Grid. Die Funktion 
wird wie folgt aufgerufen: (insert-objekt name x y breite höhe) 
• name: der Name des Objektes. 
• x, y: Koordinaten, an denen das Objekt plaziert werden soll. 
• breite: die Breite des Objektes. 
• höhe: die Höhe des Objektes. 
Nach der Parameter übergabe wird überpüft, ob das Objekt den Dokumentrahmen über-
schreitet oder nicht. Wenn das Objekt den Dokumentrahmen überschreitet, wird es 
zurückgewiesen. 
Wenn das Objekt akzeptiert wird, dann wird es in die Liste der Objekt- Datenstrukturen 
eingefügt. 
Die Objekt-Datenstruktur hat die Form (defstruct gframe name x y breite höhe) 
diese entspricht den Insert-Frame-Parametern. 
Die Liste der Objekt-Datenstruktur wird durch einen Array realisiert (defvar matrix-frame 
(make-array 10 :fill-pointer 0)) 
Das Objekt wird durch folgenden Befehl :draw-rectangle width height x y dargestellt. 
4.3.4 Delete-Frame 
Diese Funktion hat die Aufgabe ein Objekt aus dem Grid zu löschen und seine Daten-
struktur aus der Liste der Objekt-Datenstrukturen zu entfernen. 
Wenn ein Objekt gelöscht wird, wird sein Objekt-Name aus der Liste der Objekt- Daten-
strukturen herausgesucht. Die Such-Funktion ist eine lineare Suche; sie vergleicht den zu 
löschenden Objekt-Namen mit den Objekt-Namen in der Liste der Objekt- Datenstruktur. 
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Ist das gesuchte Objekt gefunden, makiert die Such-Funktion die Stelle, an der sich das 
gesuchte Objekt befindet . 
Das Feld, in dem sich das gesuchte Objekt befindet, wird durch das letzte Element des 
Arrays überschrieben. Dieses wird dann aus dem Array entfernt. Wenn das gesuchte 
Objekt das letzte Efement der Liste ist, wird es direkt aus der Liste entfernt. 
Die Delete-Frame Funktion wird aufgerufen durch: ( delete-frame name) 
4.3.5 Move-Frame 
Diese Funktion hat die Aufgabe, ein Objekt von einem Gridfeld zu anderem zu bewegen. 
Wenn ein Objekt von einem Feld zu anderem Feld bewegt wird, wird zuerst der Objekt-
Name in der Liste der Objekt-Datenstrukturen durch eine Such-Funktion gesucht. Das 
Suchverfahren ist analog zum Suchverfahren der Delete-Frame-Funktion. 
Ist das gesuchte Objekt gefunden, wird der Wert der Position des gefundenen Objektes 
durch den Wert der neuen Position ersetzt. Das Objekt wird dann aus dem Grid gelöscht, 
und die Funktion stellt das Objekt an der neuen Position dar. 
Die Move-Frame Funktion wird wie folgt aufgerufen. (move-frame name x-new y-new) 
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Die folgenden Abbildungen zeigen Hardcopies der Oberflche des LayLab-Systems bei ei-
nem Beispiellauf zur Erzeugung eines Layouts für eine Bedienungsanleitung zu einem 
technischen Gerät . 
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Abbildung 11: Eingabe des Dokumenttyps über Pop-up-Menüs 
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Abbildung 12: Ein von LayLab generiertes Beispiellayout für eine Bedienungsanleitung 
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