Abstract
Introduction
Software architecture emerged as a field of software engineering research in the early 1990s. A number of architecture-based software development notations, methods, techniques, and tools were formulated in short succession. Of particular interest to the early software architecture researchers and (to a somewhat lesser extent) practitioners were the notations for modeling software architectures. These came to be known as architecture description languages, or ADLs.
Several ADLs appeared in the software engineering literature in relatively short succession: Wright, Rapide, MetaH, Darwin, etc. Their early understanding was so immature that it was difficult to argue for or against considering a given software modeling notation to be an ADL; languages often "became" ADLs simply because someone referred to them as such. However, one thing common across all these notations was the implication that they will significantly alter and improve the way software is produced.
These early, "first-generation" ADLs came from different sources: commercial industry, defense contractors, standards bodies, and academia. They also emerged from different areas of computer science and software engineering. Yet, the first-generation ADLs all shared certain traits. They all modeled the structural and functional characteristics of software systems. They invariably took a single, limited perspective on software architecture: some (e.g., Rapide) focused on event-based modeling, at the expense of other system aspects; others (e.g., Wright) were specifically geared toward deadlock detection in concurrent architectures; yet others (e.g., MetaH) were mainly concerned with process scheduling. To support such objectives, the early ADLs heavily focused on formalization of architectural models, with an eye on their analysis. This resulted in cumbersome syntax in all of the early ADLs, little support for hardware characteristics, and almost no support for system implementation. Furthermore, these ADLs were not extensible in any meaningful way, severely limiting their range of applicability.
Changing the Architecture Landscape
Since my initial study, the landscape of software architecture has continued to evolve. Two major changes are of interest here. First, the notion of software architecture has been expanded, allowing us to view ADLs in a new light. Second, notations and approaches for modeling software architecture have themselves continued to evolve, thereby providing us with information about directions in which the architecture modeling community is heading.
There is not today, nor has there ever been, a clear consensus on a definition of software architecture. Yet defining software architecture is critical to understanding what constitutes an architecture description language. Literally hundreds of definitions have been proffered. My initial study struggled with this problem as well, identifying several alternative notions of what constituted architecture and what made up an ADL. Based on a broad survey of architecture description notations and approaches, I identified that ADLs capture aspects of software design centered around a system's components, connectors, and configuration. This framework is concordant with what is supported in most first-generation ADLs, which, as noted above, primarily tend to capture architectural structure along with properties of that structure.
Since that time, however, other concerns have become increasingly prominent in the software engineering community, specifically those derived from domain-specific and business needs. This has revealed that, while structural concerns retain a place of primacy in software architecture modeling, they do not and should not define its scope. Instead, I propose a broader definition of software architecture:
A software system's architecture is the set of principal design decisions about the system.
Design decisions encompass every aspect of the system under development, including system structure, behavior, interaction, and non-functional properties. Another important term that appears in the above definition is "principal." It implies a degree of importance that grants a design decision "architectural status." It also implies that not all design decisions are architectural, that is, they do not necessarily impact a system's architecture. How one defines "principal" will depend on what the system goals are. Therefore, instead of defining ADLs based on features (e.g., the ability to model high-level system structure), they are defined by stakeholder concerns.
The Evolution of Architecture Modeling
The first-generation ADLs have had an impact, but that impact did not match the initial expectations. One of the biggest reasons is that ADLs were eclipsed by UML. UML came along around the same time frame and was rapidly and widely adopted, despite its continuous evolution and the fact that it is a huge (and constantly growing) composite notation, comprising over ten different, loosely connected individual notations. It is fair to say that in the past five years many practitioners, but also researchers, have forgotten the first-generation ADLs.
UML is not a panacea however: it has shortcomings that make it less than ideal for architecture modeling in many respects. I believe that one of the critical technical shortcomings of UML has, in fact, been that it has ignored the lessons learned from the early ADLs. Only a very small subset of the early ADLs explicitly considered the characteristics of an application domain or the business need of its adopting organization(s), yet those are the ADLs that have been most successful (e.g., Weaves, MetaH).
UML, with its many constituent notations and arbitrary extensions, opted for a much broader technical focus, but at the expense of support for applications in specific domains (so that, e.g., an embedded systems engineer may be forced to choose a notation such as SysML instead).
The reasons behind my criticisms of both the early ADLs and UML are essentially the same. As my talk will argue, software architecture is only partially captured and understood by the predominant focus on technology (such as that inherent in ADLs and UML). It really requires two additional "lampposts" to be properly "illuminated": application domain and business needs. I posit that the three lampposts can help explain the reasons behind the limited impact of the first-generation ADLs and the shortcomings of UML. In fact, they provide a means for a more complete treatment of ADLs than was given in my original study. I also posit that several more recent, "second-generation" ADLs, including UML 2.0, can be better understood and put in their proper context with the help of the three lampposts.
In light of this, the key objectives of my talk are to highlight, and improve the current understanding of 1. the limitations of purely technical approaches to software architecture (as in the early ADLs); 2. the justified attraction, but also limitations of "one-size-fits-all" approaches (e.g., UML); and 3. the need for specialization of a modeling language based on the demands of a specific application, application family, or application domain.
