An all-at-once linear system arising from the nonlinear tempered fractional diffusion equation with variable coefficients is studied. Firstly, the nonlinear and linearized implicit schemes are proposed to approximate such the nonlinear equation with continuous/discontinuous coefficients. The stabilities and convergences of the two schemes are proved under several suitable assumptions, and numerical examples show that the convergence orders of these two schemes are 1 in both time and space. Secondly, a nonlinear all-at-once system is derived based on the nonlinear implicit scheme, which may suitable for parallel computations.
Introduction
In this work, we mainly focus on solving the all-at-once system arising from the nonlinear tempered fractional diffusion equation (NL-TFDE): u(x, t) are the left and right Riemann-Liouville tempered fractional derivatives defined respectively as [1, 2] aD α,λ
x u(x, t) = e −λx Γ(2 − α)
If λ = 0, they reduce to the Riemann-Liouville fractional derivatives [4] .
Tempered fractional diffusion equations (TFDEs) are exponentially tempered extension of fractional diffusion equations. In recent several decades, the TFDEs are widely used across various fields, such as statistical physics [1, 5, 6] , finance [7] [8] [9] [10] and geophysics [2, [11] [12] [13] [14] . Unfortunately, it is difficult to obtain the analytical solutions of TFDEs, or the obtained analytical solutions are less practical. Hence, numerical methods such as finite difference method [15, 16] and finite element method [17] become important approaches to solve TFDEs. There are limited works addressing the finite difference schemes for the TFDEs. Baeumera and Meerschaert [2] provided finite difference and particle tracking methods for solving the TFDEs on a bounded interval. The stability and second-order accuracy of the resulted schemes are discussed. Cartea and del-Castillo-Negrete [18] proposed a general finite difference scheme to numerically solve a Black-Merton-Scholes model with tempered fractional derivatives. Marom and Momoniat [19] compared the numerical solutions of three fractional partial differential equations (FDEs) with tempered fractional derivatives that occur in finance. However, the stabilities of their proposed schemes are not proved. Recently, Li and Deng [20] derived a series of high order difference approximations (called tempered-WSGD operators) for the tempered fractional calculus. They also used such operators to numerically solve the TFDE, and the stability and convergence of the obtained numerical schemes are proved.
Similar to the fractional derivatives, the tempered fractional derivatives are nonlocal. Thus the discretized systems for TFDEs usually accompany a full (or dense) coefficient matrix. Traditional methods (e.g., Gaussian elimination) to solve such systems need computational cost is of O(N 3 ) and storage requirement is of O(N 2 ), where N is the number of space grid points. Fortunately, the coefficient matrix always holds a Toeplitz-like structure. It is well known that Toeplitz matrices possess great structures and properties, and their matrix-vector multiplications can be computed in O(N log N ) operations via fast Fourier transform (FFT) [21, 22] . With this truth, the memory requirement and computational cost of Krylov subspace methods are O(N ) and O(N log N ), respectively. However, the convergence rate of the Krylov subspace methods will be slow, if the coefficient matrix is ill-conditioned. To address this problem, Wang et al. [9] proposed a circulant preconditioned generalized minimal residual method (PGMRES) to solve the discretized linear system, whose computational cost is of O(N log N ). Lei et al. [23] proposed fast solution algorithms for solving TFDEs in one-dimensional (1D) and two-dimensional (2D). In their article, for 1D case, a circulant preconditioned iterative method and a fast-direct method are developed, and the computational complexity of both methods are O(N log N ) in each time step. For 2D case, such two methods were extended to fast solve their alternating direction implicit (ADI) scheme, and the complexity of both methods are O(N 2 log N ) in each time step. For many other studies about Toeplitz-like systems, see [24] [25] [26] [27] and the references therein.
Actually, all the aforementioned fast implementations for TFDEs are developed based on the timestepping schemes, which are not suitable for parallel computations. If all the time steps are stacked in a vector, the all-at-once system is obtained and it is suitable for parallel computations, see [28, 29] . To the best of our knowledge, such the system arising from the FDEs or the partial differential equations have been studied by many researchers [30] [31] [32] [33] [34] [35] [36] [37] . However, the all-at-once system arising from the TFDEs is less studied.
In this work, a preconditioning technique is designed for such the system arising from the NL-TFDE (1.1).
The rest of this paper is organized as follows: in Section 2, the nonlinear and linearized implicit schemes are derived by utilizing the finite difference method. Then, the nonlinear all-at-once system is obtained from the nonlinear implicit scheme. The stabilities and convergences of such two schemes are analyzed in Section 3. A preconditioning technique is designed in Section 4 to accelerate solving such the all-at-once system.
In Section 5, numerical examples are provided to illustrate the first-order convergences of the two implicit schemes and show the performance of our preconditioning strategy for solving such the system. Concluding remarks are given in Section 6.
Two implicit schemes and all-at-once system
In this section, the nonlinear and linearized implicit schemes are proposed to approach Eq. (1.1).
Then, the all-at-once system is obtained from the nonlinear one.
Two implicit schemes
In order to derive the proposed schemes, we first introduce the meshω hτ =ω h ×ω τ , whereω h = {x i = a + ih, i = 0, 1, · · · , N ; x 0 = a, x N = b} andω τ = {t j = jτ, j = 0, 1, · · · , M ; t M = T }. Let u j i represents 3 the numerical approximation of u(x i , t j ). Then the variants of the Riemann-Liouville tempered fractional derivatives defined in Eqs. (1.2)-(1.3) for (x, t) = (x i , t j ) can be approximated respectively as [38, 20] :
. As for the time discretization, the backward Euler method is used. Combining Eqs. (2.1) and (2.2), the following first-order nonlinear implicit Euler scheme (NL-IES) is obtained:
3) and omitting the small term, it gets the first-order linearized implicit Euler scheme (L-IES):
(2.4)
The stabilities and first-order convergences of schemes (2.3)-(2.4) will be discussed in Section 3.
The all-at-once system
Several auxiliary notations are introduced before deriving the all-at-once system: I and 0 represent the identity and zero matrices of suitable orders, respectively.
In this work, the all-at-once system is derived based on Eq. (2.3), which can be expressed as:
Obviously, A is a Toeplitz-like matrix and its storage requirement is of O(N ).
For this nonlinear all-at-once system, we prefer to utilize Newton's method [39] . Such the method requires to solve the equation with Jacobian matrix at each iterative step, and the computation of solving these equations consumes most of the method. Before applying Newton's method to solve the system (2.5), two essential problems need to be addressed:
1. How to find a good enough initial value?
2. How to solve the Jacobian equations efficiently?
Here, a strategy is provided to address these two problems. For the first problem, the initial value of Newton's method is constructed by interpolating the solution of L-IES (2.4) on the coarse mesh. Numerical experiences in Section 5 show that it is a good enough initial value. For the second problem, the Jacobian matrix of (2.5) is a bi-diagonal block matrix. More precisely, such the matrix is the sum of a diagonal block matrix and a bi-diagonal block matrix, whose blocks are Toeplitz-like matrices. Based on this special structure, the preconditioned Krylov subspace methods, such as preconditioned biconjugate gradient stabilized (PBiCGSTAB) method [40] , are employed to solve the Jacobian equations appeared in Newton's method.
The details will be discussed in Section 4.
Stabilities and convergences of (2.3) and (2.4)
In this section, the stabilities and convergences of NL-IES (2.3) and L-IES (2.4) are studied. Let U j i be the approximation solution of u j i in Eqs. (2.3) or (2.4) and e j i = U j i − u j i (i = 1, · · · , N − 1; j = 1, · · · , M ) 5 be the error satisfying equation
To prove the stabilities and convergences of (2.3) and (2.4), the following results given in [38, 41] are required.
k , for k = 0, 1, · · · , satisfy:
, discrete Gronwall inequality) Suppose thatf k ≥ 0, η k ≥ 0 (k = 0, 1, · · · ), and
The stabilities of (2.3) and (2.4)
Then the next theorem is established.
From the above proof, it can be find that if τ L < 1, the following result is true.
where C 1 is a positive constant.
Proof. Based on the proof of Theorem 3.1, it yields
Summing up for j from 1 to k and using Lemma 3.4 in [15] , it gets
Hence, there is a positive constant C 1 such that
, · · · , M . In Corollary 1, it is worth to notice that the assumption τ < 1 L is independent of the spatial size h. Actually, the smaller time step size τ is, the easier such assumption can be satisfied.
The convergences of (2.3) and (2.4)
In this subsection, the convergences of (2.3) and (2.4) are studied. Let
. Similar to the proof of Theorem 3.1, the following theorem about the convergence of L-IES can be established.
Proof. Same technique in Theorem 3.1 is utilized, then it yields
Corollary 2. Assume that d + (x) ≥ d − (x) ≥ 0, τ L < 1 and the problem (1.1) has a sufficiently smooth solution u(x, t). u j i is the numerical solution of (2.3). Then
where C is a positive constant.
Proof. According to Corollary 1, we have
Similarly, it arrives
It is interesting to note that if ξ j i represents the error between NL-IES (2.3) and L-IES (2.4), then it also satisfies ξ j ∞ ≤ C(τ + h) (j = 1, 2, · · · , M ). This can be proved easily through the condition
In the next section, fast implementations are designed to solve (2.5).
The preconditioned iterative method
The Jacobian matrix of (2.5) can be treated as the sum of a diagonal block matrix and a block bidiagonal matrix with Toeplitz-like blocks, then its matrix-vector multiplication can be done by FFT in
Such the technique truly reduces the computational cost of a Krylov subspace method, such as the biconjugate gradient stabilized (BiCGSTAB) method, but the convergence rate of this method is slow when the Jacobi matrix is very ill-conditioned. In order to speed up the convergence rate of the Krylov subspace method, a preconditioner P ℓ = blktridiag(−I, A ℓ , 0) (ℓ > 2) is proposed and analyzed in this section, in which
Noticing the properties of g (α) k given in Lemma 3.1, the following result about P ℓ is true.
Theorem 4.1. The preconditioner P ℓ is a nonsingular matrix.
Proof. Obviously, we only need to proof the nonsingularity of A ℓ . Let
and θ be the arbitrary eigenvalue of H. According to Lemma 3.1 and Gershgorin circle theorem [42] , it arrives at
This implies that all eigenvalues of H are larger than 1. Then, the desired result is achieved.
Unfortunately, it is difficult to theoretically investigate the eigenvalue distributions of the preconditioned Jacobian matrix, but we still can give some figures to illustrate the clustering eigenvalue distributions of several specified preconditioned matrices in the next section. For convenience, let u (k+1) be the approximation of u obtained in the k-th Newton iterative step, the Jacobian matrix in the k-th Newton iterative step is denoted as J k . With these auxiliary notations, the preconditioned Newton's method can be summarized as below:
Algorithm 1 Solve u from Eq. (2.5) 1: Given maximum iterative step maxit, tolerance tol out and initial vector u (0) , which is obtained by interpolating the solution of L-IES (2.4) on the coarse grid (here M = N = 16) 2: for k = 1, · · · , maxit do 3:
Solve J k z = −f (u (k) ) via PBiCGSTAB method with preconditioner P ℓ (ℓ = 8 is chosen experimentally to balance the number of iterations and CPU time) 4 :
In fact, this algorithm can be viewed as a simple two-grid method, our readers can refer to [43] [44] [45] for details.
Numerical examples
Two numerical experiments presented in this section have a two-fold objective. On the one hand, they illustrate that the convergence orders of our two implicit schemes (2.3)-(2.4) are 1. On the other hand, they show the performance of the preconditioner P ℓ proposed in Section 4. In Algorithm 1, for generating the initial guess u (0) , the MATLAB build-in function "interp2" is employed in this work. The maxit and tol out in Algorithm 1 are fixed as 100 and 10 −12 , respectively. For the PBiCGSTAB method (or the BiCGSTAB method), it terminates if the relative residual error satisfies r k 2 r 0 2 ≤ 10 −6 or the iteration number is more than 1000, where r k is the residual vector of the linear system after k iteration, and the initial guess of the PBiCGSTAB method (or the BiCGSTAB method) is chosen as the zero vector. "P" represents that our proposed preconditioned iterative method in Section 4 is utilized to solve (2.5). "BS" (or "I") means that the PBiCGSTAB method in Step 3 of Algorithm 1 is replaced by the MATLAB's backslash method (or the BiCGSTAB method). Some other notations, which will appear in later, are given: Tables 3-4 . From such tables, the Order1 and Order2 are almost 1, which in accord with the result at the end of Section 3. In Table 5 , the CPU time and number of iterations of the methods BS, I and P are reported. The method I in most cases needs more than 1000 iterative steps to obtain the solutions of J k z = −f (u (k) ), which implies that the Jacobian matrices are very ill-conditioned. For the method P, the Iter2 is greatly reduced compared with the method I. This means that our preconditioner P ℓ is efficient for solving the Jacobian equations in Algorithm 1, but the Iter2 grows slightly fast in several cases such as (α, λ) = (1.9, 5). On the other hand, as seen from Table 5 , the total CPU time of the method P is the smallest one among them. The eigenvalues of the initial Jacobian matrix J 0 and its preconditioned matrix P −1 ℓ J 0 are drawn in Fig. 1 . As can be seen, the eigenvalues of P −1 ℓ J 0 are clustered around 1. Example 2. In this example, we consider Eq. (1.1) with T = 1, the initial value u(x, 0) = 4 exp(10x) (exp(10x)+1) 2 (x ∈ [−1, 1]), the nonlinear source term f (u(x, t), x, t) = −u(x, t) (1 − u(x, t)) and the discontinuous coefficients
Similar to Example 1, we regard the numerical solution on the finer mesh (M = N = 1024) as our exact solution.
It can be seen from Tables 6-7 that the convergence orders of the two implicit schemes are 1 in both time and space for the discontinuous coefficients. Tables 8 and 9 display the errors between NL-IES (2.3) and L-IES (2.4), and the rates of such errors can indeed reach 1. The performance of the method P shown in Table 10 is the best one among them in aspects of CPU time and the number of iterations. The Iter1 of the methods BS, I and P is small, which indicates that the initial vector u (0) is a good enough initial value.
As for the Iter2, the method P requires less iterative steps than the method I under the same termination condition. This illustrates that our proposed preconditioner P ℓ is efficient and can accelerate solving the the initial guess. For the second problem, the PBiCGSTAB method with the preconditioner P ℓ is employed to accelerate solving the Jacobian equations, which is discussed in Section 4. On the one hand, numerical examples in Section 5 show that the convergence orders of two proposed schemes (both in continuous and discontinuous cases) can indeed reach 1 in both time and space. On the other hand, they also indicate that our preconditioning strategy is effective for solving (2.5) with continuous or discontinuous coefficients.
However, the performance of P ℓ are not satisfactory. The reason may be that the diagonal block matrix in the Jacobian matrix (can be rewritten as A plus this diagonal block matrix), which is resulted from −τ ∂f (u) ∂u , is not considered when designing P ℓ in this work. Thus, a preconditioner designed with considering such the diagonal block matrix may be more effective to solve Eq. (2.5). In the future work, we will study along with this direction and give some relative theoretical analysis.
