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1 Resumen 
El objetivo del TFM es mostrar todo el proceso práctico que se ha seguido en la realización de un 
videojuego. Se abarca todo el proceso de creación del juego: una historia, el diseño de los personajes, del 
escenario, la programación, los efectos sonoros, animaciones de los personajes, la ambientación y la 
presentación. Se han empleado múltiples herramientas como Unity, Blender, MakeHuman, Mixamo, Unity 
Collaborate/GithubDesktop, Mapbox plugin para Unity, Mapbox Studio para personalizar el mapa y Visual Studio 
Code entre otros. El juego consiste en encontrar, en un tiempo máximo, una cápsula del tiempo escondida en un 
mapa real a escala de una ciudad. Para ello primero se deben encontrar cinco tótems que nos dan pistas de 
donde se encuentra y nos dan los puntos de experiencia necesarios para encontrarla. Para evitar que lo 
consigamos numerosos enemigos y obstáculos se cruzaran en nuestra búsqueda, pero también contaremos con 
algunas ayudas como más tiempo o incremento de vida. 
El juego, aparte del elemento lúdico, puede ser una buena herramienta educativa para poder motivar y 
enseñar a los alumnos diferentes localizaciones de relevancia de su ciudad ( Lleida en nuestro desarrollo). Si 
fuera necesario seria fácilmente extrapolable a otras. 
2 Objetivo e introducción 
En la realización del proyecto, nos marcamos como objetivo el implementar un videojuego para mostrar 
todo lo aprendido a lo largo de la realización del Master. Desde el principio se plantearon dos opciones: o bien 
especializarte mucho en una faceta del videojuego y profundizar mucho en un tema concreto, o realizar un 
proyecto más transversal donde se trabajan diversas herramientas y se muestra un abanico de tecnologías y 
lenguajes mucho más amplio. Se decidió por ser más interesante y poder explorar e investigar más herramientas 
la segunda opción. 
Una vez decidida ésta, se empezó a trabajar con una idea de videojuego. La primera decisión fue qué 
herramienta utilizar y a pesar de estar todavía en versión beta en las fechas de la elaboración del TFM, se decidió 
utilizar Unity ( ver UNITY).  
2.1 Historia  
El juego transcurre en la ciudad de Lleida en el año 2050. El cambio climático ha producido modificaciones 
importantes en el planeta. Las temperaturas extremas, desastres naturales como huracanes, inundaciones, 
tormentas, incendios forestales y terremotos han provocado millones de refugiados y personas viviendo en 
condiciones no muy higiénicas. Esto ha provocado que el virus de la viruela, plenamente controlado en el s.XX, 
se haya extendido con especial virulencia y esté colocando en situación de riesgo de muerte a una parte 
importante de la población. 
La investigadora y arqueóloga de la Udl, la Dra. Carmen Flores, especializada en historia Moderna del 
s.XIX y XX, descubre que en esos siglos era costumbre guardar en obras civiles de relevancia y ciertos 
monumentos, cápsulas del tiempo con objetos y recuerdos de la época para ser descubierto en sucesivas 
generaciones o civilizaciones. La Dra. Carmen piensa que tal vez si fuera capaz de encontrar diferentes cápsulas 
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del tiempo, estas podrían tener, a parte de un valor histórico, restos biológicos que permitan descifrar o 
comprender, por qué los humanos eran inmunes a la viruela, y poder avanzar y encontrar una solución que 
supondría la supervivencia y curación de la humanidad. 
Sin embargo el político y archienemigo de la Dra. Flores, el Dr.Fessbender, se opone a esta solución 
porque piensa que dentro de las cápsulas podría haber restos biológicos o algún tipo de virus que causen un 
mayor estrago al desconocer qué elementos podrían contener las cápsulas. Por tanto, está decidido a utilizar toda 
su influencia y poder para intentar detener a la doctora, incluido una serie de mercenarios fuertemente armados 
y con distintos tipos de armas, contratados con la única misión de detener a cualquier precio a la Dra. Flores. 
Así la Dra.Flores se verá obligada a utilizar toda su astucia y conocimientos para poder encontrar la 
cápsula antes de que el tiempo se agote o los esbirros del Dr.Fessbender la eliminen. 
 
2.2 Objetivo general del juego 
En el desarrollo del juego, la Dra. Flores se encontrará en un lugar determinado, y su misión será 
encontrar la cápsula del tiempo, antes de agotar el tiempo máximo del que dispone. Para poder saber dónde se 
encuentra la cápsula, será necesario encontrar diferentes tótems repartidos por la ciudad. Cada uno de estos 
tótems proporcionará una pista del lugar donde se encuentra la cápsula del tiempo y dará unos puntos de 
experiencia a la Dra.Flores. Sin esos puntos de experiencia no le será permitido acceder al lugar donde se 
encuentra la capsula.  
Evidentemente tendrá que hacer frente a los secuaces del Dr. Fessbender,y sobrevivir a parte de resolver 
el enigma en un tiempo determinado. Cada nivel se desarrolla en un entorno real diferente ( con un mapa a escala 
y real). 
Durante el nivel la doctora podrá encontrar cofres que le ayuden, que le den más tiempo para superar el 
nivel o recupere la salud que haya podido perder en sus enfrentamientos. 
Este juego podría tener una potente vertiente educativa, para motivar a los alumnos a buscar elementos 
históricos o interesantes de una ciudad a partir de unas pistas que tienen que buscar. Y a partir de las pistas 
adivinar la solución. 
 
3 Desarrollo y descripción del juego 
Lo primero que encontrará el jugador al ejecutar y lanzar el juego, tras una pantalla “Splash Screen” que 
muestra el logo de la EPS y el de Unity durante un par de segundos, es un completo Menú de presentación con 
diferentes opciones, para poder personalizar en diferentes aspectos la experiencia del juego, donde aparece una 
pequeña animación con la protagonista del juego, sobre un fondo de pantalla que es una versión futurista de la 
ciudad de Lleida  
La opción elegida se selecciona haciendo clic con el ratón. Se ha introducido un sonido para indicar que 
pasas de una opción a otra, y la opción activa pasa a tener un color un poco diferente para resaltar sobre el resto. 
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3.1 Menú inicial del juego 
 
 
El menú principal presenta las siguientes opciones: 
• Play: Empezar a jugar la partida. 
• Options: Entras en un menú con diferentes opciones y personalización del juego. 
• Credits: Informa de los créditos del juego. 
• Exit: Salida del juego. 
 
Si entramos en “Opciones” se muestra el siguiente menú:  
Figura 3-1. Menú principal del juego 
Figura 3-2.Menú opciones del juego 
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• Map Theme : Elegir el estilo del mapa que más te guste.Hay un total de 8 temas diferentes de mapas para 
poder escoger. 
En especial, el “default” es un tema diseñado por mi inspirado en ambiente futurista tipo “Matrix” 
o la película de Disney “Tron”. Para realizarlo he utilizado la herramienta MAPBOX STUDIO, que explicaré 
más adelante. Los temas recomendados serían o bien “Satellite” (que como su nombre indica está formado 
por fotos hechas con Satélte) o “Satellite Streets” ( que incluye los nombres de las calles y principales 
lugares de un sitio). 
• Graphics: Permite elegir la resolución del juego en “Ultra”, “Media” y “Very Low” en función del equipo en 
que vas a jugar. Back to options para volver al Menú Opciones. 
• Difficulty: Puedes elegir la dificultad del juego, entre alta (hard), media (medium) y fácil (easy). Back to 
options para volver al Menú Opciones. 
• Volume: Aquí se tienen diferentes volúmenes tanto para la música de fondo del juego (banda sonora), 
como el volumen de los efectos de sonido del juego ( disparos, explosiones, sonidos de enemigos heridos 
o muertos, impactos de proyectiles…). Cada volumen se expresa a través de un slider, que va de 0 a(valor 
mínimo) a 100 (valor máximo). También existe un volumen general del juego llamado master que indica el 
volumen general del juego (manteniendo los diferentes volúmenes de fondo y de efectos seleccionados 





Figura 3-3. Elección del tema del mapa del juego 
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• Main menu : Vuelves al menú principal. 
3.2 Comienzo del juego 
Una vez que seleccionas en el Menú Principal la opción “Play”, comenzará el juego, con la protagonista 
aterrizando en un lugar del mapa. A partir de aquí tendrás que controlar al personaje de la Dra. Flores, en un 
entorno principal de FPS en 3D. El juego transcurrirá en un mapa real con el tema elegido previamente en el 
Menú.  
En el juego se han implementado tres vistas o cámaras diferentes: 
• Cámara por defecto: Situada en la espalda de la protagonista. 
Figura 3-4. Menú del sonido del juego 
Figura 3-5. Cámara con visión FPS del personaje ( modo estandar) 
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Figura 3-8. Cámara con visión FPS del personaje en modo combate (disparo de laser) 
• Camara aérea: Proporcionada por drones, permite tener una visión más general del sitio. 
• Cámara de combate: Aparece un punto de mira y permite que la protagonista dispare. Pone el 
arma en posición de apuntar ( solamente con esta cámara podrá disparar). Tiene dos tipos de 

















Figura 3-6.Cámara aérea del juego 
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Estas vistas se podrán intercambiar fácilmente con las teclas F1, F2 y F3 (al final se mostrará un cuadro 
con los diferentes CONTROLES UTILIZADOS EN EL JUEGO) 
3.3 HUD del jugador  
En todo momento el jugador dispondrá de un HUD (Head Up Display) que le mostrará la experiencia 
adquirida y la que le falta ( verde lo adquirido, en rojo lo que le queda), el tiempo restante de la partida, y la salud 
de que dispone. 
 
Figura 3-7. Cámara con visión FPS del personaje en modo combate (disparo de proyectil) 
Figura 3-9. Head Up Display del personaje 
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3.4 Menú Pausa  
En cualquier momento se puede pausar el juego, presionando la tecla ESC. Se mostrará un menú y el 
juego quedará pausado (ni el tiempo correrá, ni los personajes se moverán). Las opciones que tenemos serán: 
• Resume: Continuar la partida en el punto donde la habíamos dejado. 
• Sound Volume: Nos lleva a una pantalla igual a la del menú “opciones”, que nos permite cambiar el 
volumen general, el de la música de fondo y el de los efectos de juego a nuestro gusto, utilizando unos 
sliders. Los cambios se aplicarán de forma inmediata. “Back to Pause Menu” para regresar al menú de 
pausa. 
• Menu: Vas al menú principal del juego. 




Figura 3-10.Menú pausa del juego 
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3.5 Controles del juego 
Los controles para mover a la protagonista son: 
 
Función Teclado 
Girar a la derecha  → flecha derecha  
Girar a la izquierda  ← flecha izquierda  
Avanzar  ↑ flecha arriba  
Retroceder  ↓ flecha abajo  
Disparo 1: Proyectiles Click Izquierdo Raton 
Disparar 2: Laser F 
Turbo 1  Alt izquierdo 
Saltar  Barra espaciadora 
Tabla 3-1. Controles del personaje principal 
Otros controles del juego: 
 
Función Teclado 
Camara estandar  F1  
Camara FPS F2  
Camara aérea F3 
Pause Game  Esc 
Tabla 3-2. Teclas de función del juego 
4 Herramientas utilizadas en el desarrollo del videojuego 
Como se ha explicado anteriormente, en este proyecto se ha buscado utilizar una amplia gama de 
herramientas. Esto ha supuesto un arduo trabajo de investigación y diversas pruebas. Sobre todo, en el mundo 
de las animaciones y modelado 3D, y también en el de complementos de juegos (personajes, armas, sonidos, 
construcciones etc.…) donde es difícil encontrar elementos gratuitos. Se han priorizado las herramientas open-
source y gratuitas. Las diferentes herramientas utilizadas para realizar el proyecto se detallan a continuación. 
 
 
1 Turbo: irá a una velocidad superior (presionando alt junto a las teclas de dirección o salto). En el caso del salto, saltará más alto. 
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4.1 Unity 
Unity es un motor de videojuego multiplataforma creado por Unity Technologies. Unity está disponible 
como plataforma de desarrollo para Microsoft Windows, Mac OS y Linux. La plataforma de desarrollo tiene soporte 
de compilación con diferentes tipos de plataformas (Véase la sección PLATAFORMAS OBJETIVO). 
Unity 4 fue anunciado el 18 de junio de 2012 e incluía varias características adicionales a la tecnología 
de Unity. Unity 4 también incluía una nueva opción de implementación para publicar juegos en el escritorio de 
Linux. Si bien la implementación del add-on puede trabajar con diversos “sabores” de Linux, el desarrollo se centra 
principalmente en Ubuntu.Esta opción de despliegue se proporcionó a todos los usuarios de Unity 4, sin coste 
adicional. Los ingenieros de Unity trabajaron con el equipo de Ubuntu de Canonical. 
De esta forma, aunque en las fechas de realización del TFM el editor de Linux se considera todavía en 
fase beta, diversas pruebas y tests demostraron que funcionaba de forma correcta, y se decidió realizarlo 
utilizando una máquina con Ubuntu 18.04 de 64 bits. 
Historia 
La primera versión de Unity se lanzó en la Conferencia Mundial de Desarrolladores de Apple en 2005. 
Fue construido exclusivamente para funcionar y generar proyectos en los equipos de la plataforma Mac y obtuvo 
el éxito suficiente como para continuar con el desarrollo del motor y herramientas. Unity 3 fue lanzado en 
septiembre de 2010 y se centró en empezar a introducir más herramientas que los estudios de alta gama por lo 
general suelen utilizar, con el fin de captar el interés de los desarrolladores más grandes, mientras que 
proporciona herramientas para equipos independientes y empresas más pequeñas que normalmente serían 
difíciles de conseguir en un paquete a un precio asequible. 
¿Por qué Unity? 
Decidimos utilizar esta plataforma porque es un estándar profesional (junto a Unreal Engine), por utilizar 
el lenguaje de programación C#, y por la relativa facilidad para generar, con el mismo código, versiones del juego 
para diferentes plataformas ( PLATAFORMAS OBJETIVO ). El editor de Linux aunque cuando realizamos el proyecto 
estaba en fase beta, se desarrolló en la versión 2018.4 (LTS, con Long Term Support, soporte a largo plazo de 
dos años), en un entorno Ubuntu 18.04 de 64 bits. 
Unity es la empresa diseñadora y creadora de la plataforma de desarrollo 3D en tiempo real (RT3D) más 
utilizada en el mundo, que ofrece a desarrolladores de todo el planeta las herramientas que necesitan para crear 
experiencias 2D, 3D, VR y AR completas e interactivas. El equipo de ingeniería de Untiy  cuenta con 1000 
miembros  y la mantiene en la primera línea de la tecnología gracias al trabajo conjunto con socios como 
Facebook, Google, Microsoft y Oculus para garantizar un apoyo optimizado para las últimas versiones y 
plataformas. 
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Las experiencias creadas con Unity llegan a aproximadamente 3 mil millones de dispositivos en todo el 
mundo, y se han instalado 24 mil millones de veces en los últimos 12 meses. Unity impulsa la RT3D en la 
arquitectura, la industria automotriz, de la construcción, ingeniería, cinematografía, juegos y muchas otras 
aplicaciones. 
4.1.1 Versión de Unity utilizada: 
Unity suele lanzar tres versiones diferentes. Por un lado la Latest release: la última versión con nuevas 
características y funciones, y dos LTS (The Long-Term Support). Tal como se ve en la figura la versión 2017.4  
tiene soporte hasta principios de 2020 y la versión 2018.4 tiene soporte hasta principios de 2021. Las versiones 
LTS no aportan nuevas características, cambios ni mejoras en la API. Es simplemente una continuación con 
actualizaciones y correcciones de errores. 
Las versiones LTS están recomendadas para proyectos a punto de ser lanzados. De esta forma 
conseguimos desarrollar el producto con una versión concreta de Unity para tener de este modo el máximo de 
estabilidad y seguridad.  
La versión escogida para realizar el proyecto ha sido Unity 2018.4 que es el lanzamiento LTS, que 
contiene todas las características lanzadas desde la versión 2018.1 a la 2018.3. La intención de Unity es darle 
Figura 4-2  Esquema de lanzamientos previstos de Unity 
Figura 4-1.Datos de uso de Unity 
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soporte durante dos años. 
4.1.2 Plataformas objetivo  
En la fecha de realización del TFM (finales 2019- principios 2020), Unity ofrecía como plataformas objetivo 
para poder compilar y ejecutar su código las siguientes plataformas: 
• Web: WebGL 
• PC : Windows,Windows Store Apps,SteamOS,OS X,GNU/Linux 
• Dispositivos móviles : iOS,Android,Windows Phone, Tizen 
• Smart TV : tvOS, Samsung Smart TV,Android TV 
• Consolas: PlayStation Vita,PlayStation 4,Xbox 360,Xbox One,Wii U,Nintendo 3DS,Nintendo 
Switch 
• Dispositivos de realidad virtual: Oculus Rift,Google Cardboard,HTC Vive,PlayStation 
VR,Samsung Gear VR, Microsoft Hololens 
 
4.1.3 Licencias de Unity 
Antes existían dos licencias principales para desarrolladores: Unity Personal y Unity Professional, pero a 
partir de mediados del 2016 Unity Technologies anunció que cambiaba su modelo de licencias. En la fecha de 
realización del TFM, Unity ofrece licencias gratuitas para estudiantes. Los estudiantes que utilizan Unity fuera de 
la clase o quieren refinar y mejorar sus habilidades, pueden descargar la versión gratuita y completamente 
funcional Unity Personal. Unity Personal tiene todas las prestaciones del motor con únicamente la restricción de 
compilar con un splash-screen con el logo y la leyenda "Made with Unity". También la pueden utilizar empresas 
que generen menos de $100k de ingresos brutos al año. 
Si la empresa actualmente gana más de $ 100k en ingresos brutos anuales o ha recaudado fondos por 
encima de $ 100k, no tiene permitido utilizar la licencia Unity Personal, ni para la creación de prototipos ni para 
cualquier otra finalidad. En este caso se tiene que subscribir a: 
• Unity Plus (enfocado a desarrolladores móviles) por hasta $ 200k en ingresos brutos anuales, o  
• Unity Pro (sin tope de ingresos, acceso a todos los servicios de Unity y hasta 200 usuarios 
simultáneos con Unity Multiplayer. 
Todas las versiones dan acceso a la documentación del motor y a tutoriales o vídeos de entrenamiento. 
Para realizar el TFM hemos escogido la licencia Unity Personal. 
4.1.4 Unity Hub 
Unity Hub es una aplicación independiente que optimiza la forma de localizar, descargar y administrar los 
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diferentes proyectos e instalaciones de Unity en el equipo. En el mismo equipo pueden convivir diferentes 
versiones de Unity. Además, puede agregar manualmente a su Hub versiones del Editor que ya hayan sido 
previamente instaladas en su máquina. 
 
Puede usar el Hub para: 
• Administrar su cuenta de Unity y las licencias de editor. 
• Crear su proyecto, asociar una versión predeterminada del editor de Unity con el proyecto y 
administrar la instalación de múltiples versiones del editor. 
• Iniciar diferentes versiones de Unity desde su vista de Proyecto 
• Administrar y seleccionar los objetivos de compilación del proyecto sin iniciar el Editor. 
• Ejecutar dos versiones de Unity al mismo tiempo. Tenga en cuenta que para evitar conflictos locales 
y otros escenarios extraños, solo debe abrir un Proyecto en una instancia del Editor a la vez. 
• Agregar componentes a las instalaciones existentes del Editor. Cuando descarga una versión del 
Editor a través de Unity Hub, puede encontrar y agregar componentes adicionales (como soporte 
de plataforma específica, Visual Studio, documentos sin conexión y Asset estándar) durante la 
instalación inicial o bien en una fecha posterior. 
• Utilizar plantillas de proyecto para iniciar rápidamente el proceso de creación de proyectos 
“estándar”. Las plantillas de proyecto de Unity proporcionan valores predeterminados para 
configuraciones estandar cuando crea un proyecto nuevo. Las plantillas de proyecto preconfiguran 
lotes de configuraciones para un tipo de juego objetivo o nivel de fidelidad visual. Para obtener más 
información, vea Project Templates. 
Figura 4-3 Pantalla principal de Unity Hub 
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4.1.5 Cuenta Unity 
Para poder trabajar en Unity y obtener una licencia Unity Personal, tienes que obtener tu UnityID, que lo 
puedes obtener registrándote en la Web, o utilizando tu cuenta Google o tu cuenta Facebook, otorgando a Unity 
los permisos correspondientes. 
Una vez obtenida la UnityID (en mi caso utilicé mi cuenta de Gmail), para poder trabajar mejor decidí 
crear un Unity Team Basic que permite tener grupos de desarrolladores de hasta 3 personas de forma gratuita. 
Para poder crear un equipo primero tuve que crear la Organización TFMEduardoGutiérrez, y añadí como miembro 
al tutor del proyecto, así ambos podíamos compartir progresos a través de Unity Collaborate, y hacer un 
seguimiento de los avances y posibles correcciones y mejoras. 
Una de las ventajas de Unity Team Basic es que permite tener hasta 1Gb de almacenamiento en la nube 
de forma gratuita. La cantidad de almacenamiento en la nube utilizada se calcula sumando el tamaño de las 
últimas versiones de todos los proyectos / assets almacenados utilizando Collaborate. Las versiones históricas 
de los proyectos / assets no cuentan para el almacenamiento en la nube. Unity Collaborate es una plataforma de 
desarrollo colaborativo que sirve para alojar proyectos utilizando el sistema de control de versiones similar a 
Github y se integra perfectamente en Unity.. 
Unity Collaborate 
Unity Collaborate es parte de Unity Teams. Unity Teams permite a los equipos pequeños guardar, 
compartir y sincronizar un proyecto de Unity en un entorno alojado en la nube. El uso de Collaborate permite que 
todo su equipo contribuya a un proyecto, independientemente de su ubicación o función.  
• Collaborate le permite publicar sus proyectos en la nube para su almacenamiento.  
• Collaborate mantiene un historial de las versiones del Proyecto que se publican, lo que le permite 
restaurar archivos individuales o todo su Proyecto a un estado anterior. 
Puede agregar miembros del equipo a sus proyectos; permitiéndole a usted y a los miembros del 
equipo trabajar juntos.  
• Collaborate monitorea continuamente los cambios realizados por cada miembro del equipo y 
muestra una insignia en los archivos que han cambiado, pero que aún no se han publicado. 
Puedes ver los cambios. Luego puede optar por revertir los cambios en su archivo o publicarlos 
y manejar cualquier conflicto de fusión que pueda ocurrir. 
• Collaborate está diseñado para admitir equipos multidisciplinarios (es decir, equipos con una 
mezcla diversa de desarrolladores, artistas, expertos en audio y otros especialistas) que trabajan 
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juntos en proyectos. 
GithubDesktop 
Los primeros meses de desarrollo nos encontramos diferentes problemas de sincronización y bugs, con 
lo cual, aparte de utilizar esta herramienta, utilicé el programa GitHub Desktop, que es la versión oficial de Github. 
Este programa está basado en la tecnología Electron y es open source. Está escrito en TypeScript y utiliza React. 
Permite gestionar tu proyecto en Github ( con tu cuenta github, hacer fetch, commits, pulls, push, añadir 
colaboradores…) de forma intuitiva y fácil a través de una interfaz gráfica. 
En la realización del TFM no había soporte o versión oficial para Linux, pero sí encontré una versión Linux 
del mismo desarrollador no-oficial, que derivó en un fork del proyecto inicial ( GITHUB DESKTOP FOR LINUX). 
4.1.6 Unity Assset Store 
La Asset Store de Unity es una biblioteca de Assets en expansión. Tanto Unity Technologies como los 
miembros de la comunidad crean estos Assets y los publican en la tienda. Existen varios tipos de Assets en la 
tienda, que van desde texturas, animaciones y modelos hasta ejemplos completos de Proyectos, tutoriales y 
extensiones de Editor. Existe una mezcla de Assets comerciales gratuitos y a precios asequibles que puedes 
descargar directamente a tu Proyecto de Unity. Puedes convertirte en editor en la Asset store y vender tus 
creaciones de Unity. 
Puedes visitar la Asset Store de Unity de dos formas: visitar el SITIO WEB o a través del motor de juegos 
Unity. Para acceder a la tienda a través del motor de juegos, abre tu Proyecto y ve a Window > Asset Store. 
Nota: Es más rápido y sencillo descargar e importar los assets a través del motor de Unity. Sin embargo, 
hay más assets disponibles en la versión del sitio web. 
Figura 4-4  Ejemplo de Unity Collaborate, con historial de commits del proyecto 
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¿Qué es un Asset de Unity? 
Un asset de Unity es un elemento que puedes usar en tu juego o Proyecto. Un asset puede proceder de 
un archivo creado fuera de Unity, como un modelo 3D, un archivo de audio, una imagen o cualquiera de los otros 
tipos de archivo compatibles con Unity. Existen también algunos tipos de assets que puedes crear dentro de Unity, 
como Animator Controller, Audio Mixer o Render Texture. 
La Asset store está dividida en los distintos tipos de assets disponibles. 
 
4.2 Mapbox 
Una de las herramientas más complicadas de utilizar y encontrar ha sido ésta. Desde el principio tenía la 
idea ( y no estaba seguro de poderla llevar a cabo) de utilizar mapas reales a escala, que dibujaran un escenario 
realista y sirviera para reconocer calles, lugares y monumentos o puntos de interés histórico. Tras muchos 
esfuerzos y pruebas de diferentes elementos pude encontrar y hacer pruebas con Mapbox, que dispone de un 
plugin para trabajar en Unity en pleno desarrollo. 
Mapbox es un proveedor de mapas on-line realizados por encargo para páginas webs como Foursquare, 
Pinterest, Evernote, Financial Times, The Weather Channel y Uber. Desde 2010, ha expandido rápidamente su 
nicho de mapas por encargo como respuesta a la limitada elección que ofrecen otros proveedores como Google 
Maps y OpenStreetMap 
Fuentes de datos y tecnología 
Los datos son tomados tanto de bases de datos abiertas, como OpenStreetMap y la NASA, como de 
bases de datos propietarias, como DigitalGlobe. La tecnología está basada en Node.js, CouchDB, Mapnik, GDAL, 
y Leafletjs.   
Mapbox utiliza datos siguiendo el rastro de sus clientes o usuarios, en aplicaciones como Strava y 
RunKeeper, para identificar mediante métodos automáticos información que probablemente desapareció de 
OpenStreetMap, y a continuación aplica manualmente arreglos o informa de posibles problemas a sus 
colaboradores OSM. Mapbox dispone de un equipo de datos que se encarga de actualizar OpenStreetMap 
Historia 
La startup fue creada en 2010 como parte de un Desarrollo Semilla para ofrecer mapas personalizables 
a clientes sin ánimo de lucro. Salió adelante por sus propios medios hasta que en 2013 recibió su primera ronda 
de financiación (Serie A), de 10 millones de dólares, por parte del Foundry Group. En junio de 2015, Mapbox 
anunció que había conseguido $52,55 millones de dólares en su segunda ronda de financiación (Serie B), dirigida 
por DFJ Growth.9  
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OpenStreetMap  
Como se puede apreciar Mapbox tiene una gran relación y colaboración con el proyecto OpenStreetMap, 
del cual obtiene sus datos ( entre otros sitios) y que intenta actualizarlo y corregir fallos a través de su equipo de 
datos. 
Además, Mapbox no solo colabora introduciendo datos, si no que proporciona a la comunidad 
herramientas para poder contribuir a la introducción, mejora y corrección como por el ejemplo IDeditor, el editor 
en línea de software libre para geodatos OpenStreetMap creado en Javascript y liberado en 2013. Está diseñado 
para ser sencillo y fácil de usar y es utilizado como editor predeterminado en la página principal de OSM. Es el 
editor OSM más popular por número de usuarios. El iD editor, fue financiado por una beca de $575,000 dólares 
por parte de la Knight Foundation 
En este apartado solo quiero reseñar la interrelación entre Mapbox y OpenStreetMap, cosa que me llevó 
a realizar un trabajo de colaboración en OpenStreetMap como parte del proyecto. Se explica en el apartado 4.3 
OPENSTREETMAP 
Utilidad de Mapbox 
Mapbox es una plataforma de datos de localización para aplicaciones móviles y web. Proporciona las 
herramientas necesarias para poder agregar características de ubicación/localización como pueden ser mapas, 
búsquedas y navegación en cualquier experiencia que pueda desarrollar. 
Mapbox está cambiando la forma en que las personas se mueven por las ciudades y exploran nuestro 
mundo. A través de las aplicaciones de Mapbox, llega a más de 600 millones de personas cada mes. 
Mapas para desarrolladores 
Las APIs, SDKs, y la actualización en tiempo real de datos de los mapas que ofrece Mapbox, posibilita a 
los desarrolladores las herramientas necesarias para construir mejores experiencias de mapeado, navegación y 
búsquedas en distintas plataformas. 
Los mapas de Mapbox utilizan más de 130 fuentes multi-validadas para crear exhaustivos y precisos 
mapas en todo el globo. La API Maps rápida, estable y de alta disponibilidad cosigue soportar más de 5 billones 
de peticiones por día, de compañías tales como Facebook, Adobe, Snap o The Weather. 
Renderizado de mapas en tiempo real de forma dinámica 
Mapbox dispone de un renderizado de mapas líder en la industria actual, con un desarrollo de más de 10 
años y utilizando la última tecnología OpenGL para ser mostrados en diversos dispositivos. Esto produce mapas 
de alto rendimiento y eficiencia, permitiendo personalizarlos con tus propios estilos de forma dinámica y optimizar 
tus propios mapas basados en tus propios datos 
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Maps SDKs 
Los SDK Maps de Mapbox son librerías open-source para poder incrustar mapas altamente 
personalizados en aplicaciones de todo tipo, en especial web y móviles. En la realización de este videojuego se 
ha  utilizado el SDK de Mapbox para Unity.  
4.2.1 Mapbox SDK for Unity 
El Mapbox SDK para Unity, proporciona, a través de un Custom Package de Unity, unos Mapas y datos 
de ubicación optimizados para Unity. Se trata de una colección de herramientas para crear aplicaciones de Unity 
a partir de datos de mapas reales. Permite a los desarrolladores de Unity interactuar con las API de servicios web 
de Mapbox (incluidas las API de mapas, geocodificación e API de direcciones) y crear objetos de juego a través 
de una API basada en C # y una interfaz gráfica de usuario. 
Esta extensión de Unity es gratuita hasta ciertos márgenes de utilización. Como se puede apreciar en la 
siguiente tabla, para menos de 25.000 usuarios activos ( por cada mes de facturación) el uso es gratuito 
( diciembre-2019). 
 
Figura 4-5. Ejemplo de mapa de París obtenido con Mapbox 
Tabla 4-1 Precios de servicios Mapbox en fecha de realización del TFM 
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Instalar Mapbox SDK 
Comience haciendo clic en el enlace de descarga, luego vaya a Assets > Importar package -> Custom 
Package, luego seleccione el archivo del paquete para importar. Tenga en cuenta que se requiere Unity 2017.1.0 
o superior para instalar Mapbox Maps SDK for Unity. 
La versión utilizada en el desarrollo de este TFM ha sido Maps SDK for Unity v2.1.1   
Características del SDK 
 
• Mapbox Streets: mapa vectorial global del mundo, incluye redes de carreteras continuas, etiquetas de 
calles, puntos de interés, construcciones emblemáticas o destacadas con datos de altura, uso del suelo, 
hidrografía y más. 
• Imágenes de satélites: mapa global de la base satelital sin nubes y con corrección de color, útil como una 
capa de textura para cubrir los modelos de elevación. 
• Modelo de elevación digital global: modelo de elevación digital global codificado en mosaicos de trama 
diseñados para generar mallas de terreno en 3D. 
• Datos personalizados: posibilidad de cargar conjuntos de datos personalizados en Mapbox o crear nuevos 
conjuntos.  
 
Figura 4-6 Mapa vectorial de Nueva York personalizado con colores 
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4.2.2 Mapbox Studio 
Mapbox Studio es un ecosistema de diseño completo que proporciona Mapbox, que le permite crear, 
administrar y exportar mapas y datos personalizados. 
Mapbox Studio es una interfaz visual para diseñar mapas personalizados que le permite controlar cada 
diseño, incluida la carga y la creación de datos personalizados. Mapbox Dataset Editor es un editor de datos 
rápido y simple para crear activos de datos para visualizar en la parte superior de sus mapas. 
Utilizando el editor Mapbox Studio diseñé un concepto de mapa, semejante a Matrix o Tron. A 
continuación, mostramos un ejemplo: 
Aquí seguramente no se aprecie bien, pero he publicado un estilo, público que cualquier persona podrà 
aplicar a su mapa. El identificador del estilo es: mapbox://styles/egutierrez74/cjp86u7fz05cx2smn135h8l1c. 
Otro mapa de estilo de mi creación, en un ambiente más sencillo y quizás orientado a niños o consolas 
tipo Wii: mapbox://styles/egutierrez74/cjpehxg7c5rks2sob971m2oqr. 
Figura 4-7.Estilo de mapa tipo Matrix 
Figura 4-8.  Estilo de mapa tipo StreetPocket 
Elaboración de un videojuego 
 Autor: Eduardo José Gutiérrez Pascual 
 
   
  pàg. 27 de 74 
 
Como se aprecia en los menús, se puede configurar cualquier elemento del mapa, existen más de 77 
capas diferentes agrupadas por temas (carreteras-roads, edificios-buildings, bridges-puentes, poi-puntos de 
interès..) y se trata de definir para cada elemento si quieres que aparezca o no, en qué orden se superponen las 
capas, qué colores aplicas, que formato de letra, seleccionar valores a aparecer etc. Ha sido laborioso crear cada 
tema. 
4.3 OpenStreetMap 
OpenStreetMap (también conocido como OSM) es un proyecto colaborativo para crear mapas editables 
y libres. En lugar del mapa en sí, los datos generados por el proyecto se consideran su salida principal. 
Los mapas se crean utilizando información geográfica capturada con 
dispositivos GPS móviles, ortofotografías y otras fuentes libres. Esta cartografía, tanto las imágenes creadas 
como los datos vectoriales almacenados en su base de datos, se distribuye bajo licencia abierta Licencia Abierta 
de Bases de Datos (en inglés ODbL).  
En octubre de 2014 en el proyecto estaban registrados en torno a 1.840.000 usuarios,4de los cuales 
alrededor de 22.600 realizaban alguna edición en el último mes. El número de usuarios crece un 10% por mes.  
Por países el mayor número de ediciones provienen de Alemania, EE.UU., Rusia, Francia e Italia.  
Los usuarios registrados pueden subir sus trazas desde el GPS y crear y corregir datos vectoriales 
mediante herramientas de edición creadas por la comunidad OpenStreetMap. Cada semana se añaden 
90.000 km de nuevas carreteras con un total de casi 24.000.000 km de viales (febrero de 2011), eso sin contar 
otros tipos de datos (pistas, caminos, puntos de interés, etc.). El tamaño de la base de datos (llamada planet.osm) 
se situaba en julio de 2017 por encima de los 800 gigabytes (58 GB con compresión bzip2). 
Como hemos visto en apartados anteriores Mapbox utiliza como principal fuente de datos 
OpenStreetMap, y un problema que nos encontramos fue que había muchas zonas de la ciudad sin mapear. Por 
tanto, tuve que registrarme como usuario y aprender a editar el mapa, e hice algunas aportaciones de edificios y 
parques, como se puede ver en la imagen (utilizando el IdEditor desarrollado por Mapbox).  
Figura 4-9 El IDEditor desarrollado por Mapbox para editar OpenStreetMap ( mostrando edición edificio EPS) 
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También contacté con la comunidad catalana de usuarios de OpenStreetMap que se dedican a mapear 
zonas, a ver si podían echarme una mano con la ciudad. Eso provocó una cierta mejora del mapeado de la ciudad. 
Como no es el objetivo principal del proyecto y un mapeo de forma correcta de toda la ciudad llevaría años, decidí 
hacer algunas aportaciones y dejar el mapa como está. Si en el juego se detecta que faltan algunos edificios o 
alguna calle tiene mal el nombre, es debido a esto.  
4.4 MakeHuman: 
MakeHuman es una herramienta de código abierto (AGPL3) diseñada para simplificar la creación de seres 
humanos ( personas) virtuales utilizando una interfaz gráfica de usuario. Esta es una rama especializada del tema 
más general del modelado 3D. El equipo MakeHuman se centra en esta rama específica para lograr el mejor nivel 
posible de calidad y facilidad de uso. El objetivo final es poder producir rápidamente una amplia gama de seres 
humanos virtuales de forma realista con solo unos pocos clics del mouse y poder renderizarlos o exportarlos para 
utilizarlos en otros proyectos. 
 
Los seres humanos se crean mediante la manipulación de controles que permiten la combinación de 
diferentes atributos humanos para crear personajes 3D únicos. Los controles están destinados a proporcionar al 
usuario una forma sencilla de crear personajes que den expresión a la gama más amplia posible de formas 
humanas. Los atributos controlables se dividen en dos grupos: macro y detalle. Los objetivos macro abordan 
características humanas generales como género, edad, altura, peso y etnia. Los objetivos detallados permiten 
que el personaje se refine aún más al enfocarse en los detalles de bajo nivel de cosas como la forma del ojo o la 
Figura 4-10. Ejemplo de pantalla principal de un personaje con MakeHuman 
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longitud del dedo 
4.4.1 Plugins de MakeHuman 
Estos son complementos relacionados con MakeHuman. Los complementos del lado de MakeHuman se 
instalan colocando la carpeta que contiene el plug-in (por ejemplo, "9_export_mhx2") dentro de la carpeta 
"plugins”, que se encuentra donde descomprimió o instaló MakeHuman. En Linux, esto suele ser 
/usr/share/makehuman/plugins.  
Los complementos del lado de Blender se instalan en Blender, en la parte de complementos de las 
preferencias del usuario. 
Plugins para MakeHuman 
Estos van al directorio de "complementos" en MakeHuman 
Plugin Also requires Description 
MHAPI 
(download zip) 




  Agrega funcionalidad para descargar assets/recursos 
(como ropa) desde MakeHuman 
Socket 
(download zip) 
MHAPI + MH py3 
  Permite la comunicación con MakeHuman desde otros 
programas (por ejemplo, desde Blender). ESTO SOLO 




  Formato de intercambio para Blender / MakeHuman ( lado 
makehuman) 
Tabla 4-2 Plugins para MakeHuman 
Plugins para Blender 
Estos están instalados en Blender, 








  Formato de intercambio para Blender / MakeHuman 
(lado de Blender) 
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MakeHuman plugin for 
blender 
(download zip) 
Socket (in MH) 
  Mucha funcionalidad relacionada con makehuman, 
incluida la capacidad de importar directamente desde 
MakeHuman sin la necesidad de exportar a un archivo. 
ESTO SOLO FUNCIONARÁ CON LA VERSIÓN PY3 
DEL SOCKET 
Tabla 4-3 Plugins para Blender 
4.5 Visual Studio Code 
El editor de código recomendado para Unity es Microsoft Visual Studio (Windows). El instalador del 
Editor de Unity incluye la opción de instalar Visual Studio con el plug-in Visual Studio Tools for Unity. Esta es la 
forma recomendada de configurar Visual Studio para debugar con Unity. Si ya tienes instalado Visual Studio en 
tu ordenador, puedes ir a Tools > Extensions and Updates menu para localizar e instalra el plug-in install the 
Visual Studio Tools para Unity. 
Microsoft Visual Studio, es un entorno de desarrollo integrado (IDE) completo para Android, iOS, 
Windows, la Web y la nube; pero al desarrollar el TFM en Linux tenía que buscar una alternativa y la encontramos. 
Visual Studio Code con las extensiones para C# y Degugger de Unity 
Visual Studio Code es un editor de código fuente desarrollado por Microsoft para Windows, Linux y 
macOS. Incluye soporte para la depuración, control integrado de Git, resaltado de sintaxis, finalización inteligente 
de código, fragmentos y refactorización de código. Dos extensiones utilizadas son: 
• C# for Visual Studio Code (powered by OmniSharp) : Herramientas de desarrollo ligeras para .NET.. 
Soporte para C# incluyendo edición, ayuda, Syntax Highlighting e IntelliSense. Go to Definition, Find All 
References, etc.  https://github.com/OmniSharp/omnisharp-vscode 
• Unity Debugger:  Extensión for Visual Studio Code para debugar Unity. Con esta extensión puedes utilizar 
Visual Studio Code para depurar tus proyectos en Unity en C#.pero desde marzo de 2019 parece que 
esta parada en su desarrollo o actividad. Esta extensión no está oficialmente soportada por Unity 
Technologies.  
Evidentemente he utilizado Visual Studio Code para editar, crear los scripts y debugar. 
4.6 Blender 
Blender es un programa informático multi plataforma, dedicado especialmente al modelado, 
iluminación, renderizado, animación y creación de gráficos tridimensionales. También de composición digital 
utilizando la técnica procesal de nodos, edición de vídeo, escultura (incluye topología dinámica) y pintura digital. 
En Blender, además, se pueden desarrollar vídeo juegos ya que posee un motor de juegos interno. 
El programa fue inicialmente distribuido de forma gratuita pero sin el código fuente, con un manual 
disponible para la venta, aunque posteriormente pasó a ser software libre. Actualmente es compatible con todas 
las versiones de Windows, Mac OS X, GNU/Linux (Incluyendo Android), Solaris, FreeBSD e IRIX.La versión 
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utilizada para la realización del proyecto es la 2.79b. Lo he utilizado principalmente para crear algunos objetos 
del juego, como árboles, torretas laser, tótems, los cofres que sirven para guardar los bonus y los drones. Otro 
uso ha sido modificar algunas armas tanto del personaje principal como de los enemigos, por cuestión de estética, 
por tamaño y ajuste con el modelo 3D del personaje. También ha sido una “vía de comunicación” entre 
MakeHuman y sus características con Unity, ya que algunos elementos no se importaban de forma correcta en 
Unity. En la figura se puede ver un momento de la elaboración en 3D de uno de los drones que aparecen en el 
juego 
También he utilizado Blender para crear alguna animación como el movimiento de las hélices del dron 
anterior o las animaciones que se ejecutan cuando el jugador descubre un cofre con bonus.  
4.7 Mixamo 
Mixamo es una compañía tecnológica de gráficos 3D por ordenador. Con sede en San Francisco, la 
compañía desarrolla y vende servicios basados en la web para animación de personajes en 3D. Mixamo desarrolla 
una tecnología capaz de utilizar métodos de aprendizaje automático para automatizar los pasos del proceso de 
animación de personajes, incluido el modelado 3D en rigging y la animación 3D. Mixamo es una escisión de la 
Universidad de Stanford y fue adquirido por Adobe Systems el 1 de junio de 2015. 
Figura 4-11 Elaboración de un dron en 3D 
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Características principales de Mixamo: 
• Te permite incluir personajes animados en 3D de una forma fácil en tus proyectos. 
• Te permite dar vida a tus proyectos con personajes en 3D, “skeletal rigs” y 
animaciones, listas para utilizar en películas, juegos, experiencias interactivas e 
ilustraciones. 
• Gama de personajes listos para utilizar: Explore una colección de personajes 3D de alta 
calidad. Desde personajes realistas hasta dibujos animados, desde fantásticos hasta ciencia 
ficción, hay un personaje para cada situación. Cada personaje viene completamente 
texturizado y preparado para que pueda utilizarse de forma inmediata en cualquier proyecto 
creativo. 
• Rigging automático de personajes: Puedes cargar tu personaje personalizado en Mixamo 
y obtener automáticamente un esqueleto humano completo, adaptado al modelo y listo para 
ser animado. Se pueden personalizar las opciones de rigging con optimizaciones para el 
rendimiento móvil. 
• Animaciones capturadas por movimiento: Mixamo puedes explorar una biblioteca de miles 
de animaciones de personajes de cuerpo completo, capturadas por actores de movimiento 
profesionales. Cada animación se transfiere a tu propio personaje y se puede previsualizar y 
editar directamente con Mixamo, para controlar la apariencia de cada movimiento. 
• Exportar para cualquier proyecto: Descargar personajes y animaciones en múltiples 
formatos, listos para utilizar en gráficos en movimiento, videojuegos, películas o ilustraciones. 
Las optimizaciones de exportación mantendrán los proyectos ligeros y eficientes 
Figura 4-12 Ejemplo de creación de animaciones para el personaje del juego 
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Mixamo, al ser una aplicación web, no tiene versión. A partir de 2015 la web sigue funcionando, pero sin 
recibir actualizaciones o mejoras, en teoría está integrada como aplicación en Adobe Creative Cloud2. Lo he 
utilizado de dos formas diferentes:  
• Con el personaje principal creado por mí utilizando MakeHuman, he configurado y creado diferentes 
animaciones para ser utilizadas en el juego ( andar, correr, muerte, salto, andar con arma, salto, correr 
con arma, disparo etc..). Estas animaciones las he descargado en un formato que pudiera importar en 
Unity. 
• Con los enemigos: Dentro del abanico de personajes que ofrece Mixamo elegí dos enemigos. El 
RobotEnemy ( robot humanoide) y ElyEnemy ( soldado mercenario de guerra), con animaciones para 
andar, disparar, morir etc… 
4.8 Turbosquid 
TurboSquid es una compañía de medios digitales que vende modelos 3D en stock utilizados en gráficos 
3D a una variedad de industrias, incluidos videojuegos, arquitectura y entrenamientos interactivos. La compañía, 
con sede en Nueva Orleans, Luisiana, en los Estados Unidos, es conocida por negociar la venta de modelos 3D 
a cambio de un porcentaje de las ventas. A partir de 2019, TurboSquid tiene más de 800,000 modelos 3D en su 
biblioteca. Turbosquid también tiene más de 130,000 de otros productos disponibles, como texturas. Los modelos 
de TurboSquid son utilizados por desarrolladores de juegos, agencias de noticias, arquitectos, estudios de efectos 
visuales, anunciantes y profesionales creativos de todo el mundo.  
El objetivo de TurboSquid es ahorrar a los artistas el tiempo de hacer una gran modelo y, en su lugar, 
dejar que doten de su propia personalidad a sus creaciones. Algunos clientes dicen que ahorran 27 horas por 
modelo comprado 
Según los términos de Servicio de Turbosquid permite la utilización en Videojuegos de sus productos 
Free, así como su modificación. https://blog.turbosquid.com/royalty-free-license/#Creations-of-Computer-Games 
De su página he obtenido para el modelado 3D las armas de los personajes ( Dra. Flores, el RobotEnemy 
y ElyEnemy), son todas versiones Free, que he modificado/personalizado utilizando Blender. 
4.9 Sketchfab 
El producto principal de Sketchfab es un visualizador de modelos 3D. Este se usa dentro de la página 
web de Sketchfab, pero también puede ser embebido en otros sitios web externos, entre ellos Facebook.  
Sketchfab ofrece además un portal comunitario, donde los visitantes pueden navegar, calificar y descargar 
modelos 3D públicos. Los usuarios de Sketchfab tienen una página con perfil, y los usuarios Premium tienen un 
portafolio online dedicado con sus creaciones. Se pueden subir modelos 3D desde la propia página web de 
Sketchfab o directamente desde diversos programas 3D, utilizando plugins  (por ejemplo para 3DS Max o 
 
2 Adobe Creative Cloud, es un servicio de Adobe Systems que da a los usuarios acceso a los softwares de diseño gráfico, edición de video, 
diseño web y servicios en la nube. Entre otras incluye Photoshop, Premiere, Audition, Aero, Ilustrator, After Effects etc.. 
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SketchUp) o nativamente (desde Blender o Adobe Photoshop). Desde finales de 2014, los usuarios de Sketchfab 
pueden optar por dejar sus modelos 3D disponibles para descargar bajo licencias Creative Commons, Esta 
característica coloca a Sketchfab como un mercado para impresión 3D, ya que algunos modelos descargables 
son compatibles con impresión 3D. 
De esta página he obtenido el arma de la protagonista 
4.10  Freesound 
Freesound tiene como objetivo crear una enorme base de datos colaborativa de fragmentos de audio, 
muestras, grabaciones, pitidos, ... lanzados bajo licencias Creative Commons que permiten su reutilización. 
Freesound proporciona formas nuevas e interesantes de acceder a estas muestras, permitiendo a los usuarios: 
• explorar los sonidos de nuevas maneras usando palabras clave, un tipo de navegación "similar a 
los sonidos" y más 
•  cargar y descargar sonidos hacia y desde la base de datos, bajo la misma licencia de Creative 
Commons 
Freesound se inició en 2005 en el Grupo de Tecnología Musical de la Universitat Pompeu Fabra, 
Barcelona, España. Actualmente está siendo mantenido y desarrollado por el equipo de Freesound, que está 
compuesto por investigadores actuales y antiguos, y estudiantes del grupo de investigación. Freesound es posible 
gracias al apoyo de la Universitat Pompeu Fabra, que proporciona la infraestructura de hardware necesaria para 
manejar el sitio. 
De esta página he obtenido 27 sonidos diferentes ( disparo arma, disparo cañon, impactos, voces cuando 
un personaje esta herido, música…) 
4.11  Microsoft Office 2019  
Microsoft Office 2019 es la versión más reciente de la suite de oficina Microsoft Office. Fue anunciado el 
6 de septiembre de 2017 en Microsoft Ignite, y se lanzó comercialmente el 24 de septiembre de 2018.  
Office 2019 no recibirá 10 años de soporte como la mayoría de las versiones anteriores. Recibirá 5 años 
de soporte estándar, pero solo tendrá dos años de soporte extendido. 
Microsoft Word es el procesador de texto de la suite. Word posee una posición dominante en el mercado 
de los procesadores de texto. Su formato propietario DOC es considerado un estándar de facto, aunque en su 
versión Word 2007 utiliza un nuevo formato basado en XML llamado .DOCX, pero también tiene la capacidad de 
guardar y abrir documentos en el formato DOC. Word está también incluido en algunas versiones de Microsoft 
Works. Está disponible para las plataformas Microsoft Windows y Mac OS. 
Con esta suite he desarrollado la documentación y la presentación del TFM 
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5 Personaje principal 
5.1 Creación y modelado del personaje 
Como es obvio es el más utilizado y más visto, por lo que es imprescindible crear un personaje principal 
lo mejor posible, considerando detalles, apariencia/modelado y texturas. Así pues la Dra. Carmen Flores, fue 
modelada utilizando la herramienta MakeHuman. Tuvimos que seleccionar un “skeleton” ( rig-preset) que fuera 
compatible con diferentes motores de juego, en nuestro caso con Unity. Este tipo de rig proporciona nada menos 
que 53 huesos, que después podrán ser importados en Unity 
Seguidamente tuvimos que ir dando forma ajustando los diferentes parámetros que nos ofrece el 
programa. Empezamos por los más generales: sexo, edad, etnia, estatura, peso. Y acabamos con los detalles 
más específicos de cada parte del cuerpo humano como puede ser la anchura de la espalda, longitud dedos de 
las manos, peinados, forma y color ojos, pestañas, cejas, lengua etc..A modo de ejemplo, vemos lo completo del 
programa, que para hacer una nariz, se tienen que afinar como 25 parámetros distintos. En la imagen siguiente 
salen los parámetros de Noise size, pudiendo ver en la  parte derecha de la imagen que también existe Noise 




Figura 5-1 Esqueleto base de nuestro personaje, compatible con Unity y otros game engines 
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De forma similar se van trabajando las diversas partes del cuerpo, hasta que obtienes un resultado 
satisfactorio. Una vez que hemos acabado el modelado, acabamos de dar forma al personaje colocando un 
peinado, una ropa, zapatillas, guantes y unas gafas de sol. 
El siguiente paso fue importar el personaje en Unity, que fuera reconocido como un objeto y así poder 
aplicar los scripts, texturas y configuraciones como a cualquier otro objeto. 
Figura 5-2 Detalle de configuración de nuestro personaje 3D 
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5.2 Animaciones del personaje 
De forma paralela, utilizando Mixamo con nuestro personaje seleccionamos unas 25 animaciones 
diferentes para los distintos estados en los que se encontrará nuestro personaje de entre todas las disponibles, y 
en cada una de ellas afinando las características propias de cada animación. De esta forma he conseguido 
animaciones realistas para andar, correr, saltar etc…A continuación un ejemplo de cómo cargué mi personaje en 
formato .fbx, selección de uno de los distintos tipos de caminar, y una vez seleccionado como afinar las 
características propias de la animación ( nota me funciona en Chrome, no en Firefox). 
 
En Unity he diseñado un completo Animator Controller con una máquina de estados del personaje con 12 
estados diferentes ( entrada, idle-quieto, saltando, andando, idle con arma, andando con arma, corriendo con 
arma, descenso del salto, correr, victoria, derrota, disparar el arma). Para variar entre los estados necesitamos 
controlar 4 variables diferentes: speed ( ej: controla la velocidad del personaje, si la velocidad supera un valor 
dado pasará a  correr), jumping ( si está saltando hacia arriba), jumpingdown ( si está saltando hacia abajo), 
shootingCamera ( si está el juego con la cámara de combate), shootthegun ( si se ha disparando el arma) y 
gameresult ( estado partida, si ha acabado). 
Figura 5-3. Animación de caminar ( walking), diferentes tipos y configuración 
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A continuación se muestra, un ejemplo de cómo se importan animaciones para un estado determinado y 
se terminan de afinar ( en este caso se repetirá la misma animación en loop mientras el personaje esté corriendo). 
La siguiente fase es definir las transiciones de estado en función de unas condiciones establecidas 
utilizando las variables antes comentadas, y como se realiza la transición de forma lo más suave posible. Como 
se termina una animación y comienza la del nuevo estado del personaje. Por ejemplo, si está andando y pasa a 
Figura 5-4. Controlador de animaciones perteneciente al Personaje Principal 
Figura 5-5. Ejemplo de configuración de un estado de animación 
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correr, se configura cuando pasa a correr ( en nuestro caso cuando la velocidad es mayor que un número dado) 
y como cambias de la animación andar a la animación correr. En el ejemplo que mostramos en la siguiente figura 
refleja la transición del estado idle ( quieto) con arma, al estado idle sin arma ( seguramente el personaje se 
encontrará quieto y el jugador ha decidido pasar de la cámara de combate a otra cámara ( FPS o aérea). 
 
5.3 Añadir un arma al personaje 
El proceso sin duda más complicado fue conseguir un arma en 3D para los personajes. Aquí explico el 
proceso para la protagonista, pero he seguido un método semejante para los otros personajes ( ElyEnemy y 
RobotEnmy), modificarla para ajustarla a la estética y  dimensiones del personaje, y finalmente hacer que dicha 
arma se moviera en todo momento con la mano del personaje. 
Primero busco en Sketchfab una arma gratuita y hago las modificaciones en Blender. Me queda algo 
parecido a: 
Figura 5-6 Ejemplo de configuración de transición entre animaciones ( desde idle hasta idle con arma) 
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Entonces añado un punto de referencia, es este caso MainCharacterGunHolder ( un empty game element 
en Unity), insertado en la palma de la mano izquierda del personaje ( ver en la figura 5.8, como voy recorriendo 
todas las partes del esqueleto del personaje hasta situarme en la mano izquierda, a la misma altura de los dedos). 
Allí inserto el arma con una inclinación idéntica a la de la mano, suficientemente lejos para que no parezca que la 
arma “se mueva sola” ni tan cerca para que tape la mano o la superponga. Ha de moverse lo más parecido a un 
arma real en la mano. 
 
En el componente del arma, incluyo un audio source, ya que generará sonidos de disparo láser y dos 
scripts: disparo láser y visualización del rayo láser. También es importante añadir un empty game element llamado 
GunEnd, que es donde se dispararán tanto los proyectiles como el rayo láser. Se recuerda que tanto los sonidos 
de disparo como el propio disparo solo se pueden realizar en la cámara de combate. 
Figura 5-7. Arma de fuego de la protagonista 
Figura 5-8. Colocación arma al lado mano izquierda protagonista. 
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Finalmente añado un código que, a partir de una posición inicial, se mueve junto a la mano del personaje 
en cada animación y posición diferente.El código se puede apreciar en el APARTADO 5.5 CODIGO RELEVANTE DEL 
PERSONAJE 
 
5.4 Componentes del personaje. 
 
Componente Función 
Animator Asociar el modelo del personaje con su Animator Controller, y así puedr 
moverse 
Audio Listener Hacer que podamos oir sonidos cuando nos movamos por el juego. Sin este 
elemento no escucharíamos nada. 
Audio Source Origen de audio. Su salida la controla el vocal effects de Sound Effects Mixer. 
Reproducirá sonidos. 
Character Controller Un CharacterController te permite hacer movimientos limitados por colisiones 
sin tener que lidiar con un cuerpo rígido. 
Un CharacterController no se ve afectado por las fuerzas y solo se moverá 
cuando se llame a la función Mover. Luego llevará a cabo el movimiento pero 
estará limitado por colisiones. 
Relative movement Script encargado de la vista aérea, el personaje se mueve en 3D de forma 
relativa a la Camara aérea. 
Figura 5-9. Colocación del arma, empty games asociados y componentes scripts 
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Mouse Look Script para utilizar el mouse para vista panorámica de la zona. Puedes moverte 
sobre los ejes X e Y, hasta unos topes ( no dar la vuelta de 360ª). En el caso 
del personaje, el movimiento es solamente sobre el eje X. 
PlayerCharacterManager Script que controla la partida, inicializa los valores y se encarga de realizar las 
operaciones necesarias para testear el final de partida, y el motivo, y si el 
jugador ha sido herido o muerto. Controla también estadísticas y operaciones. 
FPSInput Activa la cámara de combate y la cámara se mueve por detrás del personaje. 
El personaje aparece fijo en la parte inferior izquierda de la pantalla. 
IKHandler Se encarga de que el arma no se separe del personaje. 
Danger Zone Music 
Control 
Defines una zona de peligro donde la música es diferente, con tambores de 
guerra que suenan más fuerte cuando más cerca estás de una zona peligrosa. 
En este caso he escogido una zona de la calle para mostrar como funciona. 
Tabla 5-1. Tabla explicativa de los componentes del personaje principal 
La parte de las cámaras que lleva acopladas el personaje lo podemos ver en CÁMARAS Y VISTAS DEL 
JUEGO, y como se utilizan. 
5.5 Código relevante del personaje 
IkHandler.cs: Le pasas como parámetros el arma a colocar y el personaje al que quieres colocar el arma, 
y el arma se mueve a la vez que la mano del personaje. 
 //Ikhhandler: Parametros,      
 //              Lhweight: peso del arma que se puede dejar en 1     
 //              Lhtarget: el objectivo o donde se colocará el arma y     
 //              Weapon: el arma a colocar     
      
 public class ikhandlerPlayerCharacter : MonoBehaviour {     
      
     Animator anim;     
     public float lhweight = 1;     
     public Transform lhtarget;     
     public Transform weapon;     
     public Vector3 lookpos;     
      
     void Start ()     
     {     
         anim = GetComponent<Animator> ();     
         weapon.transform.Rotate(90,0,0);     
                  
     }     
      // Update is called once per frame     
     void Update ()     
     {     
         }     
     void OnAnimatorIk()     
     {     
         anim.SetIKPositionWeight (AvatarIKGoal.LeftHand, lhweight);     
         anim.SetIKPosition (AvatarIKGoal.LeftHand, lhtarget.position);     
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         anim.SetIKRotationWeight (AvatarIKGoal.LeftHand, lhweight);     
         anim.SetIKRotation(AvatarIKGoal.LeftHand, lhtarget.rotation);     
     }     
 } 
PlayerCharacterManager.cs : Es el código principal del personaje, ya que se encarga de escribir todas 
las operaciones que muchos scripts utilizarán ( addHealth, getRemainingTime..). Tiene los atributos que guardan 
la experiencia, el tiempo, la vida del personaje, los monolitos que ha visitado y se encarga, de hacer dos 
comprobaciones: cada vez que hieren al personaje, de comprobar si el personaje ha muerto o no utilizando la 
corutina TestHurt, si se ha quedado sin vida hemite un sonido de muerte y pone el gameResult como partida 
finalizada y perdida, en otro caso emite sonido de herido. También testea mediante TestTime si  ha acabado el 
tiempo máximo de la partida ( sin necesidad de ser herido el jugador) .En función de esto lanza un sonido de 
muerte y animación y pone en gameResult el valor adecuado. GameResult contiene el estado del juego. Aquí 
pueden ver el código más importante con alguna de las funciones que gestionan al jugador. 
 public class PlayerCharacterManager : MonoBehaviour {   
    
     private Animator _animator;   
    
     //Public value to get modified from editor ( maxhealth and maxexperience)   
     private float _maxHealth;   
     private float _maxExperience;   
     private float _maxTime;// In seconds   
        
    
     //Private value to get modified from game inside   
     private float _currentHealth;   
     private float _currentExperience;   
     private int _totalShoots;   
     private int _goodShoots;   
     private int _monolithVisited;   
     private float _resultGame; //resultGame 0 -> not start yet,      
       1 -> normal playing,      
       2 -> paused ,      
       3 -> victory,      
       4 -> defeat dead by enemy,     
       5 -> defeat run out of time   
    
     private float _remainingTime;   
     private float _remainingTimeMinutes;   
     private float _remainingTimeSeconds;   
    
     private AudioSource _audio;   
     public AudioClip touch;   
     public AudioClip dead;   
        
        
     void Awake () {   
    
         _maxHealth = GameConstants.MAX_HEALTH;   
         _maxExperience = GameConstants.MAX_EXPERIENCE;   
         _maxTime = GameConstants.MAX_LEVEL_TIME;   
          _currentHealth =_maxHealth;   
          _currentExperience=0;   
          _totalShoots=0;   
          _goodShoots=0;   
          _resultGame =0;   
         _monolithVisited=0;   
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         _remainingTime = _maxTime;   
         _animator = GetComponent<Animator>();   
         _audio = GetComponent<AudioSource>();   
     }   
    
     void Update () {   
            
         //   
     }   
        
        
     public void restoreHealth () {   
         //Restores completely the player's health    
         _currentHealth = _maxHealth;   
    
         Debug.Log("Health Restored to Maximum: " + _maxHealth);   
     }   
     public void addHealth (float hl) {   
         //Increment the player's health   
         _currentHealth = _currentHealth+hl;   
    
         //As maximum _currentHealth can be _maxHealth   
         if ( _currentHealth >= _maxHealth ) _currentHealth = _maxHealth;   
         Debug.Log("Health improved : " + hl + " Current Health: " + _currentHealth);   
     }   
     //Hurt    
    
    
    
 private IEnumerator  TestHurt () {   
            
            
         if( _currentHealth <= 0  && !isGameFinished() )   
         {   
         //  _animator.SetBool("ElyEnemyDies", true);   
             _resultGame = 4;   
             _audio.clip = dead;   
             _audio.Play();   
             yield return new WaitForSeconds(_audio.clip.length);   
    
             Debug.Log("Died for enemy");   
                
         }   
         else if( _currentHealth > 0  && !isGameFinished() )   
         {   
             _audio.clip = touch;   
             _audio.Play();   
             yield return new WaitForSeconds(_audio.clip.length);   
                
           
         }   
     }   
    
     private IEnumerator  TestTime () {   
    
            
         if ( _remainingTime <= 0 && !isGameFinished())   
         {   
             //Lost by run out of time   
             _resultGame = 5;   
            Debug.Log("Died for run out of time");   
            _audio.clip = dead;   
            _audio.Play();   
            yield return new WaitForSeconds(_audio.clip.length);   
   
        }   
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    }   
6 Elementos del videojuego 
6.1 Cámaras y vistas del juego 
 
A parte de los componentes vistos en el capítulo anterior del personaje principal, tenemos que gestionar 
las tres cámaras o vistas que aporta el juego. El personaje lleva (como hijos) dos cámaras:  
• ShootCamera: La cámara de combate ( ver COMIENZO DEL JUEGO)  
 
Componente Función 
Mouse Look Script para utilizar el mouse para vista combate. Mover en ambos 
ejes x e y el punto de mira y  de esta forma apuntar para realizar el disparo 
Audio source Controlado por SoundEffectsVolume del Master Mixer, es el que 
producirá los sonidos de disparo del arma. Tanto el disparo de proyectiles 
como el láser tendrán su origen en el arma de la protagonista. 
RayShooter Encargado de disparar con un intervalo de tiempo definido ( tiempo 
para recargar la pistola y que se realice la animación de disparo de la 
pistola) 
Tabla 6-1. Componentes de la cámara de combate ShootCamera 
• MainViewCamara:  que es la cámara per defecto ( la principal). El movimiento del ratón en el eje 
de las x lo proporciona el personaje. La vista serà siempre la misma desde detrás del personaje 
( ver COMIENZO DEL JUEGO). 
Figura 6-1. Cámaras asociadas al personaje y cámara asociada a la escena 
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• CameraRelativeFemale ( aérea). Solo tiene el MouseLook del personaje en eje X. Tiene una vista 
orbital del personaje visto desde arriba. Va asociada a la escena y no al personaje. 
 
Componente Función 
Orbit Camera Orbita sobre un personaje que le pasas por parámetro. En este 
caso es obviamente nuestro personaje principal.. 
Tabla 6-2.Orbit Camera 
Todas las cámaras tienen un skybox asociado que se explica en el apartado 6.12 SKYBOX. La idea es 
que dan un fondo más allá de las figuras o componentes de la escena, dando un toque de realismo. 
Para gestionar el cambio de vista, teniendo sólo una cámara activa al mismo tiempo, implica desactivar 
el resto, y cambiar el tipo de movimientos del personaje. No es el mismo en la vista principal que en la vista de 
combate. Por limpieza he creado en la escena un “empty game element” llamado SwitchCamera, con el siguiente 
script asociado, en el que se tratan las cámaras/vistas. 
CameraManager.cs: Codigo de cambio de cámaras 
 using System.Collections;   
 using System.Collections.Generic;   
 using UnityEngine;   
    
 public class CameraManager : MonoBehaviour {   
    
     // Define Cams:CameraOne is the default ( Main Camera)   
     [SerializeField] public Camera cameraOne;   
     [SerializeField] public Camera cameraTwo;   
     [SerializeField] public Camera cameraThree;   
    
     // Define Buttons/ Keys   
     public string cameraOneKey = "Function1";   
     public string cameraTwoKey= "Function2";   
     public string cameraThreeKey= "Function3";   
     
      //Define List of Cameras   
     private List<Camera> gameCameras= new List<Camera>();   
        
     // Added   
     
     public GameObject character;     
   //  public RelativeMovement relativeMovementScriptMainCharacter;   
     
         void Start(){   
                
             character.GetComponent<FPSInput>().enabled = false;   
             character.GetComponent<RelativeMovement>().enabled = true;   
    
             cameraOneKey = "Function1";   
             cameraTwoKey= "Function2";   
             cameraThreeKey= "Function3";   
    
             //Just in case really not necessary   
             gameCameras.Clear();   
                
             // Add inspector Cameras here   
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             gameCameras.Add(cameraOne);   
             gameCameras.Add(cameraTwo);   
             gameCameras.Add(cameraThree);   
             //gameCameras.Add(playerCam);   
             print(cameraOneKey);   
                
             //By default the game will enter in cameraOne   
             EnableCamera(cameraOne);   
         }   
            
         void Update(){   
    
             // Check for input and swap accordingly   
             //Option change with same key: Input.GetKeyDown(KeyCode.L)   
             if (Input.GetButtonDown(cameraOneKey)){   
                 print("f1");   
                 character.GetComponent<FPSInput>().enabled = false;   
                 character.GetComponent<RelativeMovement>().enabled = true;   
                 EnableCamera(cameraOne);   
             }   
             if (Input.GetButtonDown(cameraTwoKey)){   
                 print("f2");   
                 character.GetComponent<FPSInput>().enabled = true;   
                 character.GetComponent<RelativeMovement>().enabled = false;   
                 EnableCamera(cameraTwo);   
             }   
                
             if (Input.GetButtonDown(cameraThreeKey)){   
                 print("f3");   
                 character.GetComponent<FPSInput>().enabled = false;   
                 character.GetComponent<RelativeMovement>().enabled = true;   
                 EnableCamera(cameraThree);   
             }   
            
         }   
    
         private void EnableCamera(Camera cam)   
         {   
             //Enable the selected FIRST because you need to have at least one rendering camera
 in Unity scene.   
             cam.enabled = true;   
               
             foreach(Camera _cam in gameCameras)   
             {   
               //  _cam.enabled = false;   
                  if(_cam.name != cam.name)   
                 {   
                     _cam.enabled = false;   
                        
                 }   
             }   
    
    
         }   
    
 }   
6.2 Mapa y Puntos de Interés 
Para poder hacer el juego realista y que el personaje principal se pudiera mover libremente en un entorno 
real y a escala, aparte de instalar el Asset para Unity de Mapbox, tuve que configurar diferentes aspectos del 
mapa. El primero es crear un token válido en Mapbox. Para usar cualquiera de las herramientas, API o SDK de 
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Mapbox, necesitamos un token de acceso de Mapbox. Mapbox utiliza tokens de acceso para asociar solicitudes 
de API con la cuenta que los genera. Podemos ver nuestros tokens de acceso, crear nuevos o eliminar los 
existentes en su página de tokens de acceso o mediante programación utilizando la API de tokens de Mapbox. 
Cada token de acceso que se crea tendrá un conjunto de permisos que le permitirán realizar ciertos tipos 
de solicitudes a las API de Mapbox, que se denominan “scopes”. La documentación de la API enumera los ámbitos 
necesarios para cada API de Mapbox. Al crear un token de acceso, tendrá la opción de otorgar permisos públicos 
o privados al token. Para nosotros un ámbito público está bien, ya que no daremos información confidencial o 
nuestra posición, o elementos que puedan afectar a nuestra privacidad. 
 Con un token ya creado en la cuenta de Mapbox, tuve que elegir el tipo de mapa que se ajustaba a 
nuestra idea. Tuve dudas entre dos o tres tipos de mapas, pero al final elegí un AbstractMap para seguir el ejemplo 
CitySimulator que proporciona Mapbox. Por suerte Mapbox con su package proporciona una serie de ejemplos y 
muestras, además de documentación para empezar a hacer pruebas. La idea del CitySimulator era la que se 
asemejaba a lo que estaba buscando. Así que añadí a la escena el mencionado AbstractMap y tuve que ajustar 
todos los parámetros. El mapa del juego está en la ciudad de Lleida ( definidos por los valores latitud y longitud 
del mapa), por ser un sitio fácilmente reconocible.  
Otro problema que nos llevó hacer muchas pruebas es el nivel de zoom. Un nivel de zoom determina qué 
cantidad del mundo es visible en un mismo mapa. Mapbox proporciona mapas en 23 niveles de zoom, siendo 0 
el nivel de zoom más bajo (totalmente alejado) y 22 siendo el más alto (totalmente ampliado). A niveles bajos de 
zoom, un pequeño conjunto de mosaicos de mapas cubre una gran área geográfica. A niveles de zoom más altos, 
una mayor cantidad de mosaicos cubren un área geográfica más pequeña. El nivel 0 de zoom representaría la 
Tierra, nivel 3 un continente, 10 grandes carreteras y a partir de 15 Edificios. Decidimos utilizar el zoom 17. A 
niveles más bajos se hacía a nivel real, con lo que los desplazamientos serían realmente largos ( tiempo real) y 
la resolución que ofrecía no era buena. Además en según que niveles de zoom aparecían huecos negros, porque 
carecían de información a ese nivel. 
Además se le dota al mapa de un estilo, en función de lo elegido en el menú inicial del juego ( map theme 
elegido). 
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Una característica añadida ha sido poner POI o Puntos de Interés, que sirven tanto para orientarnos, 
como puntos de referencia. Además que pueden ser utilizados para enseñar sitios o lugares de interés. A 
continuación, una imagen tomada del juego, donde se aprecian los POIS de Antic Hospital Santa Maria, Museu 
Diocesà y la Biblioteca Pública. 
 
Figura 6-2. Parámetros de configuración del mapa 
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6.3 Objetos bonus 
 
Para ayudar al personaje en la aventura, disponemos de dos objetos de bonus que podemos encontrar 
escondidos en puntos del mapa: un botiquín que nos repara vida y un cofre que nos da más tiempo para acabar 
la partida. 
Botiquín 
En el juego si estás con el máximo de vida se detecta y no se gasta. Si no tienes el máximo de vida al 
pasar sobre él te da más vida y a los pocos segundos desaparece. En el apartado técnico tomé como base un 
AmmoBox y tuve que realizar algunas modificaciones para que pareciera un botiquín, añadir la cruz roja e importé 
el fichero en Unity. Le doté de un BoxCollider transparente, para que cuando salte el evento onEnter pueda tratar 
lo sucedido. Hice la animación con Unity con el movimiento de la cruz girando sobre sí misma. 
Figura 6-3. Puntos de interés 
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Tiempo extra para acabar la fase 
Desperdigado en el nivel de juego se encuentran cofres, que cuando pasas por encima te premia con un 
tiempo extra valioso. Nunca puede pasar del tiempo máximo de la partida ( ej: si coges el cofre cuando llevas 20 
segundos de partida y te recompensa con 60 segundos, tendrías más tiempo que el estipulado máximo para 
acabar fase. Este aspecto se controla).  
Figura 6-4.Detalle botiquín en 3D con la cruz añadida, y su animación 
Figura 6-5 Animación hecha con Unity del botiquín 
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En el apartado técnico tuve que hacer un cofre del tesoro 3D desde cero, siguiendo un tutorial y dándole 
toque personal.  Hice la animación en Blender, donde se abre el cofre y gira sobre sí mismo, y se hace más 
grande. Seguidamente importé el fichero en Unity, y le doté de un BoxCollider transparente, para que cuando 




El Dr.Fessbender no iba a permitir que lograramos nuestro objectivo, así que contrató mercenarios y un 
equipo de robots de su laboratorio para matarnos y evitar que cumplamos nuestro objectivo. Así pues, tenemos 
dos tipos de enemigos RobotEnemy y ElyEnemy 
Creación y modelado personajes 
Ambos enemigos como ya he comentado anteriormente han sido obtenidos de la galería de personajes 
gratuitos que proporciona Mixamo. Ya habíamos trabajado con el personaje principal la elaboración del modelado 
de un personaje. También obtenemos de allí las animaciones necesarias.  
Animaciones de los personajes 
En este caso las animaciones son : andar con arma, correr con arma, estar quieto con arma, cargar el 
arma y disparar, además también está la animación de morir. 
Figura 6-6. Detalle del modelado del cofre y su animación en Blender 
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El AnimatorController de los enemigos es más sencillo. Como podemos apreciar, siempre van armados, 
y los estados disponibles son: idle-quieto, pueden caminar, correr, disparar y morir. No pueden saltar, ni existen 
diferentes vistas. Para controlar estos estados tan sólo necesitamos tres variables: la velocidad, saber si está 
disparando y si muere o no. 
Añadir un arma a los personajes 
Cada enemigo tiene su arma ( ElyEnemy tiene un IonShotGun, RobotEnemy tiene un BlasterRifle), que 
obtuve de TurboSquid como muestro en la tabla. De forma análoga al personaje principal tuve que ajustar el arma 
a las manos de cada enemigo y añadir el script ikhandler  para que el arma se moviera con la mano. 
 
Arma Autor Link 
 
Star Wars DC-15s Rifle 




Figura 6-7. Conjunto de estados de los enemigos 
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Tabla 6-3. Autores de armas de los personajes 
Componentes de los enemigos 
Componente Función 
Animator Asociar el modelo del personaje con su Animator Controller, y así que 
pueda moverse 
Character Controller Un CharacterController te permite hacer movimientos limitados por 
colisiones sin tener que lidiar con un cuerpo rígido. 
Un CharacterController no se ve afectado por las fuerzas y solo se moverá 
cuando llame a la función Mover. Luego llevará a cabo el movimiento pero 
estará limitado por colisiones. 
Audio Source Origen de audio. Su salida la controla el AnimationEffectss del 
SoundEffectsMixer. Reproducirá sonidos cuando hieren o  matan o 
disparan un proyectil. 
EnemyMovementIA Al no ser controlados por el usuario los enemigos tiene que tener su 
inteligencia artificial que les haga moverse y dispararnos. El script es igual 
en los dos enemigos, pero hace que se comporten diferente por los 
distintos valores que damos a los atributos. 
PlayerCharacter Script que controla la vida y estado del enemigo. Similar al PlayerManager 
del personaje principal. Mira si el enemigo ha sido herido, si sigue vivo hace 
un sonido y continua.En caso de no quedarle más vida  produce un sonido 
de muerte y una animación y el objeto desaparece. 
IKHandler Se encarga de que el arma no se separe del personaje. El proceso ha sido 
análogo al realizado con el personaje principal. 
Tabla 6-4. Componentes de los enemigos 
Código relevante de los enemigos 
Para no extender más el capítulo, hay elementos de código que considero relevantes que se explican en 
los ANEXO I y  ANEXO II, relativos a la programación de la inteligencia artificial de los enemigos y a la política de 
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creación de estos. 
6.5 Torretas láser 
 
Son otros elementos que nos dificultaran nuestro Trabajo y conseguir el objetivo de reunir las pistas y 
encontrar el portal donde se esconde las cápsulas del tiempo. Su inteligencia artificial es muy sencilla. Van rotando 
sobre su eje vertical. Así ejercen de vigilantes, y cuando detectan un enemigo en su rango de acción lo disparan. 
La velocidad de rotación es de 80 y tienen un FireRate3 de 1. Cada disparo de cañón tendrá una velocidad de 30 
y un daño de 1. 
  
Figura 6-8 Diversas vistas torretas laser modeladas en Blender. 
Asi mismo tienen un componente AudioSource, ya que producen un sonido al dispararse. El volumen 
pertenece al grupo gunShots del SoundEffectsMixer. 
Aprovechando el trabajo realizado, decidí reciclarlo y con unas modificaciones creé una torreta láser doble 
que dispara cada un proyectil por cada cañón. Esta tiene una velocidad de rotación más lenta de solo 40. 
Como se aprecia en la imagen, por un bug en la importación de ficheros fbx a Unity ( el cual ya ha sido 
reportado y aceptado), me salían giradas, pero se solventa fácilmente rotando el gameobject en la escena. 
 
3 FireRate: Es el tiempo que dejas pasar entre disparo y disparo. Si no estableces un FireRate podrías tener 
disparos infinitos y las balas superponerse entre ellas 
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6.6 Tótems o monolitos 
 
Los tótems o monolitos son los sitios que tiene que encontrar la protagonista principal. Cada vez que 
descubra un tótem obtendrá información o pistas sobre el lugar donde se encuentra la cápsula del tiempo. Para 
poder entrar en el portal donde se encuentra ésta, es imprescindible haber descubierto todos los tótems del mapa. 
Como se explica en el apartado 3.3 HUD DISPLAY, el jugador en todo momento dispone de la información de los 
tótems encontrados y de los que quedan por descubrir. 
El tótem está modelado en Blender en 3D. T 
ambién, he incluido texturas, en concreto una que recuerda a Matrix. Como en otros casos rodeo el monolito con 
un BoxCollider, y creo un script que muestra la pista y actualiza los datos del HUD cuando entras en ellas.Los 
tótems repartidos por el mapa tienen un componente AudioSource, ya que emiten una señal acústica ( similar a 
la de un radar submarino o escáner) que aumenta de volumen cuanto más te acercas a él. Esto sirve de pista al 
personaje principal., que puede orientarse y descubrir que el mononlito esta cerca escuchando el volumen de la 
señall. 
Figura 6-9. Detalle importación del modelo 3D Torreta doble 
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Figura 6-10. Detalle modelado 3D tótem y resultado final a la derecha con texturas en Blender 
6.7 Portal fin de fase 
 
El objetivo de la fase, es llegar a descubrir el portal y reunir toda la experiencia y pistas de los distintos 
tótems de la fase. En el apartado técnico he utilizado un elemento 3D de Turbosquid como muestro en la tabla. 
Similar a los tótems, tiene un BoxCollider y cuando entras, hace las comprobaciones oportunas. Si cumple el 
requisito de tener todos los puntos de experiencia, te da un mensaje de victoria y la protagonista hace un baile. 
En otro caso te informa que no puedes atravesar el portal porque te falta experiencia. 
 
Elemento 3D Autor Link 
 
 
portal antiguo modelo 3D 
por signSTUDIOS 
 https://www.turbosquid.com/es/FullPreview/Index.cfm/ID/625240 
Tabla 6-5. Autor Portal de Fase 
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6.8 Otros objetos 
Otros elementos decorativos  
 
Árboles 
Elementos modelados por mí en Blender, utilizando un plug-in de creación de árboles. Son un elemento 
decorativo y sirve para esconderte y protegerte de los enemigos. Hay varios en diferentes sitios del mapa. 
 
  
Figura 6-11. Detalle modelado 3D de un árbol 
Drones 
Son elementos decorativos realizados en Blender por mí. Además de ser un elemento decorativo sirven 
como “excusa” para poder tener la cámara aérea en el juego.  
Figura 6-12. Dron modelado en 3D 
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Es uno de los elementos más trabajados del juego, ya que primero hice el dron siguiendo un tutorial, 
después lo modifiqué para que tuviera armas y finalmente lo animé utilizando Blender dando movimiento a las 
hélices. El último paso fue importarlo en Unity. 
 
Zona de pruebas 
Son elementos del juego que coloco con una rampa, para poder hacer tests y que se compruebe el salto, 
andar, caer, la gravedad, disparos, diferentes elementos de transiciones, etc. 
 
Figura 6-13. Detalle de la modificación del Dron con armas 
Figura 6-14. Zona de pruebas personaje 
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6.9 Niveles 
El juego presenta dos niveles o escenas de Unity. El nivel en que se muestra el Menú principal, ya 
explicado y cuando empiezas la partida es un mapa que se desarrolla en la ciudad de Lleida, en concreto en la 
zona del Campus de Cappont de  la universidad. 
Una vez creados los Prefab de monolitos y de enemigos, la generación de los mismos y tal como está 
diseñado el programa, sería bastante trivial añadir nuevos niveles, aumentando la dificultad, y ampliando la 
capacidad de conocer lugares y sitios a nivel real ( ej: una fase en Barcelona donde visites la Sagrada Familia, la 
Catedral, el Parc Güell, la Pedrera y el Palau de la Música, ajustando los tiempos necesarios). 
6.10  Plataforma objetivo 
Una vez acabado el juego y testeado su funcionamiento, nos faltan unos últimos retoques ya que 
tendremos que lanzarlo en alguna plataforma (o varias). Primero hay que ir a Player Settings, para configurar 
aspectos de la ejecución como iconos, splash-screen, tipo de resolución, nombre de la aplicación, versión etc. 
Estos settings son diferentes si nuestra plataforma objetivo es Standalone ( ejecución en plataforma standalone 
como Mac. Linux, Windows), macOS , Apple TV, WebGL, iOS, Android,Facebook,Windows y consultar en caso 
de desarrollar para dispositivos móviles Mobile Developer Checklist. Además debes consultar documentación 
específica de las consolas si desarrollas para Xbox, Playstation o Wii.  
Cabe remarcar que aunque el código es el mismo, hay que leer la documentación relativa a cada 
plataforma especifica de Unity. En nuestro caso sería : 
https://docs.unity3d.com/2018.4/Documentation/Manual/PlatformSpecific.html. 
Ya que dispongo de un entorno Linux, la plataforma objetivo en que he construido un ejecutable y lo he 
probado ha sido en la plataforma Linux.  
Figura 6-15. Build scenes objective y PlayerSettings 
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No sería difícil obtener una versión para cualquiera de las plataformas objetivo que soporta Unity tal como 
vimos en el APARTADO 4.1.2. 
6.11 Audio 
Un aspecto importante en todo videojuego es el sonido. Tanto la ambientación musical, como los efectos 
de sonido, enriquecen la experiencia de usuario y hacen más agradable el juego. Consciente de ello me registré 
en Freesound y busqué diferentes sonidos, para poderlos aplicar en multitud de casos diferentes. 
Para lograr una buena ambientación musical del juego exploré las posibilidades que ofrece Unity en el 
ámbito del sonido. Las características de Audio de Unity incluyen un completo sonido 3D espacial, incluyendo 
mezclas (“mixing”) y “mastering” en tiempo real, jerarquías de mezcladoras (“mixers”), snapshots y efectos pre-
definidos. 
Para simular los efectos de la posición, Unity requiere que los sonidos sean originados por  Audio 
Sources ( cuando queremos que algún elemento genere algún tipo de sonido le tenemos que añadir el 
componente AudioSource). Los sonidos emitidos son recogidos por un Audio Listener. Si queremos que se 
escuche el sonido anteriormente emitido, le tendremos que añadir un objeto AudioListener, en la mayoría de los 
casos se le añade a la cámara principal del juego ( donde se mueve el personaje protagonista). Unity puede 
simular los efectos de la distancia y la posición originados por una fuente de sonido sobre el objeto listener y 
reproducirlos al usuario de acuerdo a esto. La velocidad relativa de los objetos fuente (source) y listener puede 
también ser utilizada para simular el Efecto Doppler para dotar de un mayor realismo al sonido en Unity. 
El Audio Mixer de Unity nos permite mezclar diferentes fuentes de audio, aplicarles efectos, y realizar 
una masterización. Un Audio Mixer es un asset. Podemos crear uno o más Audio Mixers y tener más de uno activo 
en cualquier momento. Un Audio Mixer siempre contiene un grupo principal. Se pueden agregar otros grupos para 
definir la estructura del mezclador. 
Cómo funciona 
Dirigimos la salida de un Audio Source a un grupo dentro del Audio Mixer. Los efectos serán aplicados 
luego a esa señal. 
Figura 6-16 Esquema básico funcionamiento audio en Unity 
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El Output de un Audio Mixer puede ser dirigido desde cualquier otro grupo en cualquier otro Audio Mixer 
en la escena permitiéndonos encadenar un número variable de Audio Mixers en la escena para producir un 
direccionamiento complejo, procesamiento de efectos y una aplicación de snapshot. 
 
 
Figura 6-17. Diferencia volumnes entre los snapsots quiet y action 
Snapshots 
Los snapshots son representan el estado de un mixer, con los volúmenes de cada grupo. Así se pueden 
capturar todos los ajustes de todos los parámetros en un grupo como un snapshot. Si creamos una lista de 
snapshots podemos luego movernos  entre ellos durante el transcurso del juego para crear diferentes estados de 
ánimo o temas. 
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En el juego creé un MasterMixer principal que controla el sonido de todo el juego en general. Al 
MasterMixer le añadí el mixer SoundsEffects del que colgarán diversos grupos. Además de dos snapshots: el 
Quiet y el Action, que son una especie de “fotos” en los que configuras cada canal de sonido o grupo de forma 
individual, y estos quedan registrados. Asi cuando activas un snapshot, todos los valores se ponen según lo 
guardado. Los utilicé para crear una zona de peligro. Por defecto el volumen es el establecido en zona “Quiet”, 
pero cuando entro en una zona delimitada me pongo en snapshot “Action”. Cuando salgo de la zona de peligro 
vuelvo al snapshot “Quiet”. 
 
También diferencié el sonido de música ambiental, del resto de sonidos de efectos. De este modo en el 
Menú Options del Menu Principal el usuario puede elegir el volumen total del juego, el de la música respecto a 
los efectos de sonido, priorizando según los gustos. 
Dentro del SoundEffectsMixer creé diferentes grupos: vocalefffects ( volumen de voces cuando hieren o 
matan a un personaje), gunshots (  disparo de armas), monolithRadar ( los monolitos emiten un sonido de radar 
para indicar que te acercas a ellos), animationEffects ( en algún enemigo puse que hicieran ruido al andar,). Asi 
podría añadir efectos y configurar volúmenes de sonido de forma distinta para cada grupo. 
Con todo esto he conseguido un ambiente sonoro aplicando las posibilidades que ofrece Unity. 
 
6.12  Skybox 
 
Los Skyboxes son una envolvente alrededor de la escena entera que muestra cómo se vería el mundo 
más allá de su geometría ( fondo, horizonte). Los skyboxes se renderizan alrededor de toda la escena con el fin 
de dar una sensación de escenario lejano en el horizonte. Internamente los skyboxes son renderizados después 
de todos los objetos opacos- El mesh utilizado para renderizarlos es una caja con seis texturas ( seis caras de un 
dado con las texturas en todas direcciones). 
Figura 6-18 Mixer con los efectos de sonido 
Elaboración de un videojuego 
 Autor: Eduardo José Gutiérrez Pascual 
 
   
  pàg. 64 de 74 
 
 Para implementar un Skybox hemos de crear un material skybox. Luego agregarlo a la escena al utilizar 
el item del  menú Window-> Rendering -> Lighting Settings y especificar el material skybox definido anteriormente 
como el Skybox en la pestaña Scene. 
El Asset Store de Unity disponía de algunos sets gratuitos para poder utilizarlos como skybox- Decidí 
utilizar uno clásico que representa un día soleado con pocas nubes. Da un sentido más realista y un acabado 
general mucho mejor al juego. 
 
Figura 6-19 Skybox por defecto del juego 
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7 Conclusiones y mejoras o ampliaciones 
 
Como conclusión tendría que decir que la realización del TFM ha resultado una experiencia difícil pero 
enormemente enriquecedora. Ha sido difícil porque he tenido que aprender muchas tecnologías y herramientas 
desde prácticamente cero, como por ejemplo Unity que utiliza como lenguaje de programación principal C# 
( durante el Master vimos asignaturas utilizando UnrealEngine y con un código basado en bloques visuales). Así 
que la primera gran tarea fue aprender a utilizar Unity y C#. 
También fue ardua la tarea de investigación. Buscar formas de hacer realidad la idea de juego que tenía 
en mente. Siempre limitados por los derechos de autor y que las herramientas fueran gratuitas y lo más 
universales posibles. Esto me llevó a Mapbox y OpenStreetMap. Tuve que seguir algunos ejemplos de Mapbox 
de su ayuda y página web. En el caso de OpenStreetMap me sorprendió la falta de bastantes edificios y calles 
por etiquetar en la ciudad de Lleida. Me puse a etiquetar algunos edificios y contacté con la comunidad catalana 
OpenStreetMap para que echaran una mano. 
Otro aspecto difícil fue el tema del modelado 3D de diferentes objetos y personajes, ya que tampoco tenía 
experiencia en la utilización de este tipo de software. Tuve que realizar un curso de Blender con las herramientas 
más básicas para poder crear, con cierta soltura, los objetos del juego 3D e intentar hacer algunas animaciones. 
Creo que el resultado final es bastante satisfactorio ya que además de aprender diferentes tecnologías 
nuevas para mí, hemos seguido el proceso de realización de un videojuego, desde la idea inicial, al planteamiento 
de una historia, y a darle forma, la programación y el testeo. 
Como mejoras futuras, podría dársele una cierta utilidad educativa en un entorno pedagógico para 
conocer lugares, monumentos etc. Se podrían hacer más enemigos y más variados (algunos siguiendo patrones 
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ANEXO I : Código movimiento e IA enemigos 
  
En nuestro juego crearemos enemigos, desde diversos “Spawn Points” a partir de un ejemplo, un patrón, 
que en Unity se denomina Prefab. Leyendo el código de la IA de los enemigos nos resulta fácil cambiar en los 
Prefab respectivos de cada enemigo algunos parámetros que harán que funcionen de manera distinta. Esto es 
muy importante porque reutilizamos código, pero sin perder poder de personalización y configuración.  
El primer elemento diferenciador es la velocidad, podríamos hacer que los robots fueran más lentos. 
Como referencia el valor de Speed del personaje principal es 6.4 
Otra característica será el ObstacleRange, que es la distancia a la que si detecta un obstáculo o enemigo, 
gira para no chocar con él. Una distancia muy pequeña les hará más atrevidos y se acercarán más al personaje 
o a los obstáculos. Una cantidad más alta proporcionará una distancia mayor, menos riesgo para ellos , aunque 
podrán disparar desde la distancia. 
Otra diferencia es el Fireball que disparan ( proyectil o bala), el fireball de ElyEnemy es una bola que tiene 
una velocidad de 20.f y un daño de 1. En el RobotEnemy el fireball es de velocidad 10.f y daño 1.5 Otra 
característica inherente al Fireball es el FireRate o tiempo entre dos disparos consecutivos. Se considera que las 
armas no pueden estar disparando eternamente sin ninguna distancia entre un disparo y otro ( ej: tiempo de 
recarga del arma o de preparación para el disparo). 
Sería perfectamente factible añadir más personajes modificando estos valores, lo que crearía una mayor 
variedad de enemigos. 
 
Característica RobotEnemy ElyEnemy 
Speed 3 6 
Fireball damage 1 1 
Fireball speed 10 20 
Fire rate 1 2 
Obstacle Range 4 10 
Tabla 9-1. Tabla comparativa enemigos en el juego. 
 
 
4 Según la documentación oficial de unity: https://docs.unity3d.com/Manual/class-Transform.html la medida 
estandar de escala es (1,1,1). Valor “1” es el tamaño original ( tamaño con el que el objeto fue importado). Al 
crear un objeto su transformación Escala, Posición y Rotación también depende de la transformación padre si 
tiene. Por tanto no existen unidades como tal y unificadas como metro, kilometro etc. 
5 Relacionada con la nota 4, la vida de un personaje no tiene unidades como tal. Un personaje tiene un número 
máximo de vida por ejemplo 5, y cada vez que le disparan va perdiendo unidades, hasta quedarse a cero con lo 
que se considera que ha muerto. 
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 using System.Collections;   
 using System.Collections.Generic;   
 using UnityEngine;   
 [RequireComponent(typeof (CharacterController))]   
 //[AddComponentMenu("Control Script/FPS Input")]   
    
  
     [SerializeField] private GameObject fireballPrefab;   
     private GameObject _fireball;   
     public float obstacleRange = 7.0f;   
     public GameObject gunEnd;   
        
     private Animator _animator;   
     private float deltaX;   
     private float deltaZ;   
     // Use this for initialization   
    
     public bool pauseMovement;   
     private bool _alive;   
    
     public float fireRate = 1.0f;     
     private float nextFire;    
    
      private AudioSource soundSource;   
     [SerializeField] private AudioClip shootGun;   
    
     void Start () {   
         //Acces other components attached to the same object   
         mycharacterController = GetComponent<CharacterController>();   
         _animator = GetComponent<Animator>();   
         soundSource = GetComponent<AudioSource> ();   
    
     //  transform.Rotate(0,45,0);   
         _alive = true;   
         pauseMovement = false;   
     }   
        
     // Update is called once per frame   
     void Update () {   
            
         deltaX = speed;   
         deltaZ = speed;   
         Vector3 movement = new Vector3(0,0,0);   
            
         if (_alive) {   
                         if (mycharacterController.isGrounded) {   
                                 // We are grounded, so recalculate   
                                 // move direction directly from axes   
                                 movement = Vector3.forward;   
                                 movement = Vector3.ClampMagnitude( movement, speed);   
                                 // convert direction from local to global space:   
                                 movement = transform.TransformDirection(movement);   
                                 movement *= speed;   
                         }   
                         // Apply gravity   
                         movement.y = gravity * Time.deltaTime;   
                         // convert velocity to displacement and move character:   
                         mycharacterController.Move(movement * Time.deltaTime);   
                            
                         _animator.SetFloat("ElyEnemySpeed", movement.sqrMagnitude);   
                         _animator.SetBool("ElyEnemyShoots", false);   
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                         Ray ray = new Ray(gunEnd.transform.position, gunEnd.transform.forward)
;   
                            
                         //    
                         Vector3 forward = gunEnd.transform.TransformDirection(Vector3.forward)
 * 100;   
                         /*   
                         start   Point in world space where the ray should start.  
                         dir Direction and length of the ray.  
                         color   Color of the drawn line.  
                         */   
                         Debug.DrawRay(gunEnd.transform.position, forward, Color.blue);   
                            
                            
                         RaycastHit hit;   
    
                         //Do raycasting with a circumference around the ray   
                         if (Physics.SphereCast(ray, 0.75f, out hit))    
                             {   
                                    
                                 GameObject hitObject = hit.transform.gameObject;   
    
                                 //Player is detected in the same way as the target object in R
ayShooter   
                                 if (hitObject.GetComponent<PlayerCharacterManager>() && Time.t
ime > nextFire) {   
    
                                     //Same null GameObject logic as SceneController ( if no fi
reball in scene, create new one instantiate)   
                                     Debug.Log("Hit en: " + hitObject.name + "a una distancia d
e " + hit.distance);   
                                     nextFire = Time.time + fireRate;   
                                         //Like SceneController instantiate method   
                                         _animator.SetBool("ElyEnemyShoots", true);   
                                         soundSource.PlayOneShot(shootGun);   
    
                                         _fireball = Instantiate(fireballPrefab) as GameObject;
   
                                             Debug.Log("He disparado" + hit.distance);   
                                         //Place the fireball in front of the enemy and point i
n the same direction   
                                         //_fireball.transform.position = transform.TransformPo
int(Vector3.forward * 1.5f);   
                                         _fireball.transform.position = gunEnd.transform.positi
on;   
    
                                        //  Vector3 temp = _fireball.transform.position; // c
opy to an auxiliary variable...   
                                            //  temp.y = 2.0f; // modify the component you wa
nt in the variable...   
                                    //  _fireball.transform.position = temp; // and save the 
modified value    
                                        //_fireball.transform.position.y = 2.0f;    
                                        _fireball.transform.rotation = transform.rotation;   
                                        Destroy(_fireball, 6.0f);   
                                }   
                                   
                                else if (hit.distance < obstacleRange )    
                                {   
                                    //Turn forward a semi-random new direction   
                                    float angle = Random.Range(-110, 110);   
                                    transform.Rotate ( 0, angle, 0);   
                                       
                                //Debug.Log("Me giro y me piro " + hit.distance);   
                                }   
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                            } //If physics.spherecast   
                    }   
    //mycharacterController.Move(movement);   
        //transform.position=transform.position+movement;   
    //  transform.Translate(movement.x, movement.y, movement.z);   
    }   
   
    public void SetAlive(bool alive) {   
        //Create a method to allow outside code to affect the "alive" state   
        _alive = alive;   
    }   
   
    public void SetPauseMovement(bool pause) {   
        //Create a method to allow outside code to affect the "alive" state   
        pauseMovement = pause;   
    }   
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ANEXO II : Código generador de enemigos 
Otro elemento relevante del juego es como se generan los enemigos a los que hacer frente. Por eso he 
dedicado tiempo a diseñar un generador de enemigos flexible y fácilmente configurable.  Para ello he creado un 
empty game element en la escena GameEnemies, al cual le añado un componente Script por cada tipo de 
enemigo. El código puede verse al final de este mismo Anexo. 
El primer parámetro que le paso es el Prefab a partir del cual voy a generar los enemigos ( en este caso 
como se ve en la figura el RobotEnemyPrefab). La primera variable es el tiempo desde el inicio del juego que 
tarda en crearse el primer Prefab. El SpawnTime es el tiempo que pasa entre la generación de cada enemigo 
diferente. 
Después tengo un array de  diferentes puntos donde el enemigo será generado. Primero indico el tamaño 
del array (size). En nuestro caso serán 4 los puntos diferentes del mapa donde genere enemigos. Así que indico 
size 4 y voy generando un game empy element por cada punto de generación que nos interese ( dentro de la 
escena en la que nos encontramos) que se creen enemigos de este tipo. Voy agregando uno a uno los empty 
game elements al array de elementos. Los enemigos saldrán aleatoriamente de uno de estos sitios, para evitar 
movimientos repetitivos y predecibles. 
Seguidamente pongo el número inicial de enemigos generados. En este caso son 10 enemigos que 
genero pase lo que pase al inicio de la partida. 
A partir de ahí voy a generar un máximo de 30 a lo largo de toda la fase, con un máximo a la vez en la 
fase de 10 ( 10 será el número máximo de enemigos que puedan estar vivos en cualquier momento de la escena). 
Les añado un tiempo de autodestrucción de 125 segundos a cada enemigo ( algunos enemigos se pierden 
alrededor del mapa y no tiene sentido que sigan vivos). Cuando un enemigo es autodestruido o es matado por la 
protagonista, se genera un nuevo enemigo del tipo Prefab. 
 
 
Tabla 0-1. Diferentes configuraciones de EnemiesLauncher 
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Como he comentado anteriormente se puede configurar todo lo descrito  haciendo modificaciones según 
el tipo de enemigo, los puntos donde son generados, la cantidad mínima, la cantidad total de enemigos creados, 




 using System.Collections.Generic;     
 using UnityEngine;     
      
 public class EnemiesLauncher : MonoBehaviour {     
      
      
     public GameObject enemyPrefab;                // The robotEnemy prefab to be spawned.     
     public float spawnInitialTime = 5f;    // How long would take first spawn/ initial spawn. 
    
     public float spawnTime = 3f;            // How long between each spawn.  
 // An array of the spawn points this robotEnemy can spawn from.       
     public Transform[] enemySpawnPoints; 
     public int initialNumberEnemies = 6;  //Initial number of enemies being launched     
     public int totalEnemies = 12; //Total number of enemies to be launched in the game     
     public int maxEnemyAmountAtOnce = 5; //Total number of enemies to be in the game at once   
     public float autoDestructionTimer = 50f;     
     public string enemyName; //string just to know the enemy     
     //private PlayerCharacterManager player;     
     //private int maxRobotEnemyAmount=5;     
     //List with the enemies alive in the scene     
     [SerializeField] private List<GameObject> enemyList = new List<GameObject>();  
     private int currentNumberEnemiesSpawned;     
     private GameObject enemyInstance;     
      
     void Start ()     
     {     
      
         int levelDifficulty =  PlayerPrefs.GetInt(GameConstants.DIFFICULTY_PREFABS_KEY, 0);   
  
      
    //Set the total amount of enemies depending on difficulty level ( more difficult -
> more enemies)     
         switch (levelDifficulty)     
         {     
             case 0:     
       //Debug.Log ("Easy level -> Total enemies " + enemyName + " is: " + totalEnemies);     
                 totalEnemies = Mathf.RoundToInt(totalEnemies*1.0f);     
                 Debug.Log ("Easy level > Total enemies ( factor 1.0f) " + enemyName + " is: " 
+ totalEnemies);     
                 break;     
             case 1:     
                 totalEnemies = Mathf.RoundToInt(totalEnemies*1.25f);     
                 Debug.Log ("Easy Medium  > Total enemies ( factor 1.25f)" + enemyName + " is: 
" + totalEnemies);     
                 break;     
             case 2:     
                 //TO DO: perhaps nothing     
                 totalEnemies = Mathf.RoundToInt(totalEnemies*1.50f);     
                 Debug.Log ("Easy Medium  > Total enemies ( factor 1.50f)" + enemyName + " is: 
" + totalEnemies);     
                 break;     
                  
             default:     
                 Debug.Log ("Dont know so difficulty level set to easy");     
                 totalEnemies = Mathf.RoundToInt(totalEnemies*1.0f);     
                 break;     
Elaboración de un videojuego 
 Autor: Eduardo José Gutiérrez Pascual 
 
   
  pàg. 73 de 74 
 
             }     
         //Initialize value of numberEnemies to 0     
         currentNumberEnemiesSpawned =0;     
 // Call the InitialSpawn function, would launch all enemies needed at begin game/start scene   
         InitialSpawn();     
      
         // Call the Spawn function after a delay of the spawnTime and then continue to call af
ter the same amount of time.     
         InvokeRepeating ("Spawn", spawnInitialTime, spawnTime);     
     }     
      
      
     void Spawn ()     
     {     
              
      
         // Find a random index between zero and one less than the number of spawn points.     
         //int spawnPointIndex = Random.Range (0, enemySpawnPoints.Length);     
      
         // Create an instance of the robotEnemy prefab at the randomly selected spawn point's 
position and rotation.     
        // Instantiate (robotEnemy, enemySpawnPoints[spawnPointIndex].position, enemySpawnPoint
s[spawnPointIndex].rotation);     
         int spawnPointIndex;     
         if(enemyList.Count < maxEnemyAmountAtOnce && currentNumberEnemiesSpawned < totalEnemie
s)     
             {     
                 spawnPointIndex = Random.Range (0, enemySpawnPoints.Length);     
                 //enemyList.Add(Instantiate (enemyPrefab, enemySpawnPoints[spawnPointIndex].po
sition, enemySpawnPoints[spawnPointIndex].rotation));     
                 enemyInstance = Instantiate(enemyPrefab, enemySpawnPoints[spawnPointIndex].pos
ition, enemySpawnPoints[spawnPointIndex].rotation) as GameObject;     
                 Destroy (enemyInstance, autoDestructionTimer);     
                 enemyList.Add(enemyInstance);     
      
                      
                 currentNumberEnemiesSpawned++;     
                // Destroy ( enemyPrefab, 5.0f);     
                 Debug.Log( "Enemy Launched: " + enemyName + " Enemy number : " + currentNumber
EnemiesSpawned + " . Spawn index point : " + spawnPointIndex);     
             }     
     }     
      
     void InitialSpawn ()     
     {     
      
         // Create an instance of the robotEnemy prefab at the randomly selected spawn point's 
position and rotation.     
        // Instantiate (robotEnemy, enemySpawnPoints[spawnPointIndex].position, enemySpawnPoint
s[spawnPointIndex].rotation);     
         int spawnPointIndex;     
         if(enemyList.Count < initialNumberEnemies && currentNumberEnemiesSpawned < totalEnemie
s)     
             {     
                 // Find a random index between zero and one less than the number of spawn poin
ts.     
                 spawnPointIndex = Random.Range (0, enemySpawnPoints.Length);     
                 //OPTION 1 : WITHOUT TIME LIVE     
                //enemyList.Add(Instantiate (enemyPrefab, enemySpawnPoints[spawnPointIndex].p
osition, enemySpawnPoints[spawnPointIndex].rotation));     
     
                //OPTION 2 : WITH TIME LIVE     
                // Create an instance of the robotEnemy prefab at the randomly selected spawn
 point's position and rotation.     
                enemyInstance = Instantiate(enemyPrefab, enemySpawnPoints[spawnPointIndex].po
sition, enemySpawnPoints[spawnPointIndex].rotation) as GameObject;     
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                Destroy (enemyInstance, autoDestructionTimer);     
                enemyList.Add(enemyInstance);     
     
                currentNumberEnemiesSpawned++;     
                Debug.Log( "Enemy Launched: " + enemyName + " Enemy number : " + currentNumbe
rEnemiesSpawned + " . Spawn index point : " + spawnPointIndex);     
     
            }     
    }     
     
     void Update ()     
    {     
             
        enemyList.RemoveAll(GameObject => GameObject == null);      
    }     
 }     
