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1 Johdanto 
 
Selainpelien suosio on kasvanut viime vuosien aikana varsin reilusti. Amerikkalaisen 
markkinointitutkimusyrityksen comScoren tekemien tutkimusten mukaan suosituimpien 
verkkopelisivustojen kävijämäärät kasvavat noin 20 % vuodessa [1;2;3]. Selainpelien 
suosiota kasvattaa pelaamisen vaivattomuus sekä useimmiten se, ettei selainpelejä 
pelatakseen useimmissa tapauksissa tarvitse maksaa. Siinä missä tavallista tietokone-
peliä pelatakseen käyttäjän on asennettava peli ja mahdollisia päivityksiä, selainpelit 
toimivat suoraan selaimesta käsin ilman erillisiä asennuksia. 
 
Selainpelit ovat normaalisti suhteellisen yksinkertaisia kaksiulotteisia pelejä, joissa ku-
vakulma on joko suoraan sivulta tai yläpuolelta. Joissain peleissä käytetään isometristä 
näkymää, jossa peli näyttää olevan kolmiulotteinen, mutta peli toimii vain kahdessa 
ulottuvuudessa. 
 
Aidon kolmiulotteisen selainpelin tekeminen on ollut hankalaa, sillä olemassa olevat 
teknologiat eivät mahdollistaneet tekoa, tai niiden suorituskyky oli heikko. Tällä hetkel-
lä eletään eräänlaista murrosta, jossa teknologia on kehittynyt tarpeeksi, missä kolmi-
ulotteiset selainpelit voidaan laskea varteenotettavaksi vaihtoehdoksi.  
 
Tässä työssä tutkitaan, mitä tapoja on tehdä Internet-selaimessa toimiva kolmiulottei-
nen peli. Tavoitteena on selvittää suosituimmat ja tehokkaimmat menetelmät, kuvata 
niiden käyttöä ja tutkia niiden heikkouksia. Työn lopussa pyritään saamaan kuva, mikä 
tai mitkä teknologiat toimivat myös tulevaisuudessa. 
 
2 Selainpelien rakenne 
2.1 Selainpeli 
 
Selainpeli on tietokonepeli, jota pelataan Internetin yli käyttäen Internet-selainta. Se-
lainpeli käsittää kaikki pelilajit yksinpelistä moninpeleihin. Selainpelit ovat myös siirret-
täviä, sillä niitä voidaan pelata monilla alustoilla ja selaimilla. 
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Kuva 1. Angry Bots on yksi parhaimman näköisistä peleistä, jota voi pelata selaimessa. 
Selainpelit voidaan toteuttaa käyttämällä dynaamista HTML:ää (DHTML) [4], joka koos-
tuu yleisistä Internet-teknologioista kuten HTML:stä [5], Document Object Modelista 
(DOM) [6], CSS:stä [7] ja JavaScriptistä [8].  
 
Documet Object Model on ohjelmointirajapinta, joka mahdollistaa Internet-sivun muok-
kaamisen dynaamisesti JavaScriptillä. Toisinsanoin DOM on tapa, jolla JavaScript näkee 
selaimen tilan, ja Internet-sivun, joka siinä sijaitsee. Selaimen näyttäessä Internet-
sivun, se asettaa kaikki Internet-sivun objektit muistiin. Sen jälkeen selain piirtää kaikki 
objektit, kuten tekstin, linkit, kuvat ja niin edelleen. Tämän operaation jälkeen selain ei 
enää pysty tunnistamaan eri objekteja. DOM:ssa objektit järjestetään puumuotoon. 
Kuvassa 2 esitetään yksinkertainen DOM-puu. Tämä mahdollistaa eri objektien käsitte-
lyn selaimen piirto-operaation jälkeen, eikä sivua tarvitsee muokata palvelimella ja la-
data muutettua sivua uudestaan. 
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Kuva 2. Yksinkertainen DOM-puu 
DHTML:n etuna oli selainten automaattinen tuki, jolloin käyttäjän koneelle ei tarvitse 
ladata ylimääräistä laajennusta, koska samoja tekniikoita tarvitaan normaalien Inter-
net-sivujen näyttämisessä. DHTML rajoittuu kuitenkin kaksiulotteisen grafiikan näyttä-
miseen. DHTML:ään on mahdollista liittää laitteistokiihdytetty 3D-tuki, mutta tällä het-
kellä suurin osa selaimista ei vielä tue kyseisiä tekniikoita. 
 
Suosituin tapa tehdä selainpeli on käyttää jotakin olemassa olevaa teknologiaa, jossa 
selaimeen asennetaan erillinen laajennusmoduuli. Tämän moduulin avulla selain pystyy 
suorittamaan kaikki kyseisellä teknologialla tuotetut sovellukset. Suosituimmat tekniikat 
ovat Adoben kehittämä Flash ja Microsoftin kehittämä Silverlight sekä Java. Käyttämäl-
lä valmista selainlaajennusta vähennetään tarvittavaa työmäärää huomattavasti, jou-
duttaisiin luomaan tarvittava selainlaajennus itse. Pitäisi myös huolehtia, että kyseinen 
laajennus toimii mielellään kaikissa selaimissa ja useammalla käyttöjärjestelmällä. Se-
lainlaajennuksen teko vaatii liikaa resursseja siitä saatuun hyötyyn nähden, joten sen 
tekoa ei voi suositella. Laajennuksen luonnin lisäksi sen saaminen jokaiselle uudelle 
käyttäjälle aiheuttaisi huomattavan pudotuksen mahdollisten käyttäjien määrälle. 
 
2.2 Pelimoottori 
 
Pelimoottori on videopelin ohjelmarunko, joka kattaa yleisen pelimekaniikan. Pelimoot-
tori koostuu useista alijärjestelmistä, jotka on integroitu toimimaan keskenään, esimer-
kiksi 3D-moottorista, fysiikkamoottorista, tekoälystä, äänimoottorista ja niin edelleen. 
 
Pelimoottori voidaan tehdä pelikohtaisesti, jolloin joudutaan tekemään huomattava 
määrä työtä yhtä sovellusta kohden tai jossa sitä käytetään useissa eri sovelluksissa. 
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Tässä tapauksessa pelimoottorin sisäistä toimintaa ei tarvitse muuttaa tai tehdä uudes-
taan sovelluskohtaisesti, vaan riittää, että uusitaan vain pelilogiikka ja tarvittaessa gra-
fiikka. Pelimoottoreista pyritäänkin usein suunnittelemaan mahdollisimman avoimeksi, 
jotta suurta osaa ohjelmakoodista ei täytyisi rakentaa uudestaan. 
 
Itse toteutettujen pelimoottorien parhaimpana ominaisuutena on, että niiden vahvuu-
det ja heikkoudet tiedetään. Lisäksi moottoriin voidaan tehdä suuriakin muutoksia tai 
korjauksia helposti, koska tekijällä on käytössään kaikki moottorin lähdekoodit. Itse 
tehtyjen moottorien heikkoutena on niiden tekoon kuluva aika. Modernin pelimoottorin 
tekoon kuluu sitä varten tehdyltä tiimiltä usein useita vuosia. Tätä voidaan pitää keski-
vertopelinkehittäjälle liian pitkänä aikana. Näin ollen lähes kaikki pelintekijät turvautu-
vat käyttämään jonkun muun toteuttamaa moottoria. 
 
Valmiita pelimoottoreita voidaan ladata Internetistä, jossa osa niistä on julkaistu avoi-
men lähdekoodin periaarteella. On kuitenkin muistettava, että muiden tekemissä peli-
moottoreiden ominaisuudet ja tehokkuudet vaihtelevat, ja niissä voi olla lisensointirajoi-
tuksia.  
 
3 Valmiit pelinkehitysympäristöt 
 
3D-pelimoottorit voidaan jakaa kolmeen kategoriaan: kokonaan itse tehtyihin, avoi-
meen lähdekoodiin ja kaupalliseen.  
 
Valmiit pelimoottorit tarjoavat normaalisti enemmän toiminnallisuuksia kuin mitä pelin-
kehittäjä itse pystyy tuottamaan murto-osalla siitä, mitä vastaavan järjestelmän teke-
minen tulisi maksamaan. Tämä johtuu siitä, että sovelluksen tekemiseen kuluvat kus-
tannukset ovat suhteellisen kiinteitä. Valmista sovellusta voidaan myydä rajattomasti 
uudelleen. Näin ollen sovelluksen teossa käytetyt kustannukset voidaan jakaa useam-
man asiakkaan kesken, joten pelimoottorin tekoon, ylläpidossa ja päivityksessä voidaan 
pitää suurempaa kehittäjämäärää, verrattuna harrastelijapelinkehittäjään. 
 
Tosin haittapuolena muun osapuolen kehittämässä järjestelmässä on, että yksikään 
toiminnallisuuksista ei ole juuri sellainen, mitä itse tehdyssä moottorissa olisi. Kaupalli-
5 
 
set järjestelmät tehdään täyttämään kaikkein useimmiten esiin tulleet tapaukset. Mikäli 
omat tarpeet ovat erilaiset kuin valtaosalla, saattaa oman moottorin tekeminen olla 
kannattavaa. 
 
Kaupalliset moottorit vetävät linjan asioista, joista pelintekijän pitää huolehtia, ja asiois-
ta joista ei pidä. Niin kauan kuin moottori on hyvin dokumentoitu ja vakaa, pelinkehit-
täjän ei tarvitse miettiä, mitä pelimoottorin API:n (application programming interface) 
sisällä tapahtuu. Haittapuolena on, ettei pelinkehittäjä pysty muuttamaan pelimoottorin 
sisäistä rakennetta. On hyväksyttävä jonkin verran joustamattomuutta ongelman rat-
kaisujen kanssa verrattuna kaupalliseen moottoriin. Ottaen huomioon kolmannen osa-
puolen moottorin käytöstä saadut hyödyt, on suositeltavaa käyttää ulkopuolista moot-
toria aina kuin mahdollista. 
 
3.1 Flash 
 
Adobe Flash [9] on Internet-selaimissa toimiva selainlaajennus. Adobe Flash jakautuu 
kahteen eri ohjelmaan, Adobe Flashiin ja Adobe Flash Playeriin [9]. Termiä Adobe Flash 
tai lyhyemmin Flash, käytetään ristiin tarkoittaen molempia. Flash voi myös tarkoittaa 
Flashin suorittamia ohjelmatiedostoja. 
 
Adobe Flash on ohjelma, jolla tehdään Flash-sovelluksia.  Adobe Flash Player on selain- 
laajennuksena toimiva virtuaalikone. Flash Player suunniteltiin alun perin näyttämään 
kaksiulotteisia vektorianimaatioita. Myöhemmin siihen lisättiin toimintoja toistamaan 
videota ja ääntä. Flash on suosituin tapa toistaa multimediaa Internet-sivuilla. Tämän 
lisäksi Flashiä käytetään selainpeleissä, animaatioissa ja verkkosivujen käyttöliittymissä. 
 
Adobe Flash Playerin selainlaajennus on saatavilla Mozilla Firefoxin, SeaMonkeyn, Ope-
ran ja Safarin Internet-selaimille. Google Chrome -selain ei tarvitse erillistä selainlaa-
jennusta Flash-sovellusten suorittamiseen, sillä Chromessa on sisäänrakennettu tuki 
Flashille. 
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3.1.1 Flashin kehittyminen 
 
Flash oli käytännössä pelkästään animaation ja videon toistamiseen käytetty ennen 
versiota 9. Versiossa 9 ilmestyivät ensimmäiset mainitsemisen arvoiset pelimoottorit, 
kuten Alternativa3D [10]. 
 
Versiossa 10 Flashiin lisättiin Perspective projection, jolla objektia muokkaamalla saa-
daan näyttämään se kolmiulotteiselta (kuva 3). 
 
Kuva 3. Valokuvalle tehty transformaatio. 
Flashin suuri päivitys tulee tapahtumaa versiossa 11, jossa siihen lisätään aito laitteis-
tokiihdytetty kolmiulotteisuus. Tämä tulee nostamaan Flashin suoritusnopeutta huo-
mattavasti 3d-sovelluksia toteutettaessa, sillä kaikkia operaatioita ei tarvitse laskea 
prosessorilla. 
 
3.1.2 Flashin positiiviset puolet 
 
Flashin suurimpana vahvuutena on ehdottomasti sen levinneisyys. Flash tulee esiasen-
nettuna lähes kaikissa laitteissa. Tämä mahdollistaa Flashin tämänhetkisen markkina-
johtajuuden 95 %:n laajuudella [11]. Tämän takia voidaan olettaa, että jokainen peliä 
kokeilemaan haluava pystyy sitä pelaamaan tarvitsematta asentaa erillistä laajennusta. 
 
Koska pelaajien ei tarvitse huolehtia erillisestä asennuksesta, on Flashilla toteutetuissa 
sovelluksissa suurempi todennäköisyys, että peliin törmänneet henkilöt ylipäätänsä 
kokeilevat sitä.    
 
Flashin käyttämä ActionScript on suhteellisen helppo oppia, joten alkuun pääseminen 
on helpompaa. ActionScript toimii osittain samalla tavalla kuin Java tai C#, joten pelin-
kehittäjän ei tarvitse huolehtia esimerkiksi roskienkeruusta samalla tavalla kuin C++-
ohjelmoijan. 
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3.1.3 Flashin negatiiviset puolet 
 
Suurimpana heikkoutena Flashissä voidaan pitää laitteistokiihdytetyn 3d-grafiikan tuen 
puutetta. Flash tukee niin sanottua perspective 3D:tä, jossa kaksiulotteisesta objektista 
saadaan perspektiiviä muokkaamalla kolmiulotteisen näköinen. On kuitenkin huomatta-
va, että tämä operaatio suoritetaan ohjelmistopohjaisesti eikä laitteistokiihdytetysti, 
mikä tekee operaatiosta melko raskaan. 
 
Laitteistokiihdytetty grafiikka toteutetaan normaalisti kuvassa 4 esitetyllä tavalla. Ku-
vassa on esitettynä näytönohjaimen piirtolinja. Kuvasta nähdään, miten sovellukselta 
saatu data käsitellään eri laskentapiireillä. Tämä laskennan aikana prosessori on vapaa 
tekemään jotain muuta laskentaa samaan aikaan. Mikäli sovellus ei tue laitteisto kiihdy-
tettyä piirtoa, joudutaan näytönohjaimella tehtävät laskennat toteuttamaan prosessoril-
la. Laskennan aikana prosessori ei pysty suorittamaan muita laskentatoimintoja, joten 
sovelluksen kokonaissuoritustaso laskee. 
 
 
Kuva 4. Laitteistokiihdytetty grafiikan piirto. (Kuva Adobe) 
 
Kolmiulotteiset objektit koostuvat polygoneista. Polygoni on monikulmio, joka koostuu 
äärellisestä määrästä janoja siten, että kumpikin janan päätepiste on jonkin toisen ja-
nan päätepiste. Polygonit ovat kolmiulotteisen objektin perusyksiköitä. Kuvassa 5 näh-
dään polygoni, jota monistamalla pystytään luomaan mikä tahansa kolmiulotteinen 
objekti. 
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Kuva 5. Yksinkertainen polygoni. 
 
Koska Flash ei tue natiivisti 3d:tä, joudutaan se toteuttamaan erillisesti. Tästä johtuen 
Flash ei tue esimerkiksi Z-puskurointia. Normaalisti Z-puskurointi toteutetaan auto-
maattisesti näytönohjaimen toimesta kuvan piirtovaiheessa. Flash ei kuitenkaan mah-
dollista tätä, joten pelimoottorit toteuttavat sen ohjelmallisesti itse. Riippuen käytettä-
västä pelimoottorista saattaa 3d-objekteissa esiintyä Z-puskurivirheitä, jossa näytölle 
piirretään polygoneja, jotka oikeasti jäisivät toisen polygonin taakse piiloon. Ongelma 
esiintyy tilanteissa, joissa objekti sijaitsee erikokoisten polygonien vieressä. Näissä ta-
pauksissa useimmiten suurempi polygoneista piirretään päällimmäisenä, mikäli isom-
massa polygonissa on kohtia, jotka ovat suoraan näkyvissä kameralle. 
 
 
Kuva 6. Z-puskurointivirhe, jossa iso polygoni piirretään virheellisesti päällimmäisenä. 
Z-puskurointiongelma voidaan nähdä esimerkiksi Away3D-moottorilla toteutetuissa 
demoissa [12]. Esimerkissä (kuva 6) näkyy, miten puskuriongelma esiintyy käyttäjälle. 
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Kuvasta nähdään, miten epämääräisen muotoisen 3d-objektin isompi polygoni piirre-
tään päällimmäisenä siitä huolimatta, että pienempi kuutio sijaitsee isomman polygonin 
päällä. Voidaan myös huomata, että objektin alla oleva verkkokuvio piirretään myös 
osittain objektin päälle, vaikka objekti seisoo suoraan sen päällä. Lisäksi kuvakulmaa 
muuttamalla kyseisen polygonin ongelmakohta saatetaan piirtää oikein, mutta samalla 
jokin toinen kohta objektista kärsii samasta ongelmasta aiheuttaen näin ollen ikävää 
vilkkumista. 
 
 
Kuva 7. Z-puskurointiongelman korjaaminen kasvattamalla objektin polygonien määrää. 
Ongelmaa voidaan vähentää Flashissä nostamalla objektin polygonien määrä. Suu-
remman polygonimäärän takia yksittäisen polygonin koko pienenee, jolloin mahdolli-
suus, että yksittäinen polygoni sijaitsee vain osittain toisen polygonin alla, vähenee. 
Kuvassa 7 huomataan, miten kappaleen polygonimäärää nostamalla pystytään laske-
maan pienemmille polygoneille oikea Z-puskurin arvo. Huomataan myös, että vaikka 
objektia muutettiin koostumaan pienemmistä polygoneista ja se piirretään oikein, ob-
jektin alapuolella olevaa verkkoaitaa ei muutettu. Tämän takia verkkoaita piirtyy osit-
tain edelleen virheellisesti objektin päälle. Kaikkien objektien muuttaminen on myös 
erittäin työläs projekti, eikä sitä näin ollen voida pitää erittäin suositeltavana ratkaisu-
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na. Lisäksi polygonien lisääminen nostaa prosessorilla suoritettavien laskentatoiminto-
jen määrää hidastaen näin ollen koko sovelluksen toimintaa. 
 
Parempi ratkaisutapa tähän ongelmaan pelimoottorien kehittäjiltä on käyttää parempia 
algoritmeja. Varsinkin paremmat pelimoottorit, joilla on oma kehitystiimi, ovat kehitty-
neet kyseisellä saralla. Flashillä on kuitenkin vielä saatavilla pelimoottoreita, joita kehit-
tää tai on kehittänyt vain yksi henkilö. Näissä tapauksissa ongelmien korjaaminen tai 
parempien algoritmien lisääminen on monesti eritäin hidasta. Pelinkehittäjä pystyy jois-
sain tapauksissa muokkaamaan Flash-moottoreita suoraan lähdekoodeista. 
 
Flashissa on myös tietoturvaongelma. Flashin käyttämässä SWF-tiedostomuodossa 
ohjelman ActionScript-koodi tallennetaan normaalina tekstinä. Tämä tekee lähdekoodin 
takaisinmallinnuksesta erittäin helppoa, mikäli käyttäjällä on käytössään oikeat työka-
lut. Lisäksi koska sovelluksen ja palvelimen välistä yhteyttä voidaan nuuskia suhteelli-
sen vaivattomasti, voi ilkeämielinen käyttäjä tehdä sovelluksen, joka simuloi haluttua 
Flash-sovellusta ja näin ollen syöttää peliin haluamansa tietoa. Esimerkiksi mikäli meillä 
olisi peli, jossa tallennetaan käyttäjän nimi ja pisteet parhaimpien pelaajien listaan, 
voidaan tehdä sovellus, jolla käyttäjä voi syöttää peliin haluamansa pistesaldon riippu-
matta siitä, pelasiko hän peliä ylipäätänsä [13]. 
 
3.1.4 3D-tuki Flashissä 
 
3D-tuki Flashiin toteutetaan ohjelmistopohjaisesti. Flash-pelimoottorit ovat ohjelmointi-
rajapintoja, jotka tarjoavat toimintoja, joita Flash ei itsessään mahdollista. 
 
Flashille on tarjolla useita valmiita pelimoottoreita. Mikäli ajatellaan moottoreita, joita 
kehitetään aktiivisesti eteenpäin, on valinta huomattavasti pienempi. Käytännössä pa-
ras valinta Flashille on Away3D [14], Alternativa3D [10] ja Papervision3D [15]. Kaikilla 
näistä on toteutettu eritasoisia kaupallisia toteutuksia, mutta koska Flash on tehty ani-
maatiota varten, suurin osa näistä moottoreita hyväksikäyttävistä toteutuksista on pie-
niä mainontaan panostavia sovelluksia. Kuvassa 8 on esimerkkinä yksi tapa jossa, 3D 
Flashiä voidaan käyttää onnistuneesti. Siinä käytetään Away3D-moottorilla tehtyä kol-
miulotteista lippalakkia, joka reagoi hiiren liikkeisiin liikuttamalla kuvakulmaa. Mikäli 
käyttäjä muokkaa hattua lisäämällä siihen esimerkiksi painettavan tekstin, näytetään se 
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automaattisesti hatussa. Tämänkaltaisissa toteutuksissa Flash on parhaimpia vaihtoeh-
toja, sillä käyttäjän ei tarvitse asentaa mitään ulkopuolisia liitäntöjä, eikä Flashin hei-
kohko suorituskyky nouse häiritseväksi tekijäksi. 
 
 
Kuva 8. Naampetje.nl-verkkokaupassa asiakas voi katsella tilattavaa hattua 3D:nä. 
Yksi Flashillä toimivien moottorien ongelmana on ollut polygonimäärä, jota pystytään 
piirtämään ruudulle samanaikaisesti yli 30 kertaa sekunnissa. Flashillä pystyttiin ennen 
näyttämään vain noin 2000 polygonia. Tämän jälkeen piirtonopeus tippui radikaalisti. 
Nykyinen versio esimerkiksi Alternativasta pystyy teoriassa näyttämään noin 12 000 
polygonia [10] samaan aikaan. Tämä parantaa käytettävyyttä huomattavasti. Nyt pys-
tytään näyttämään monimutkaisempia objekteja tai useampia objekteja kerralla. Toi-
saalta kun mietitään, että nykypeleissä yhdessä pelihahmossa voidaan käyttää 10 000 - 
20 000 polygonia, huomataan, että ollaan vielä kaukana modernista huippugrafiikasta. 
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Kuva 9. Tanki Online on vaikuttava Flash-peli. 
Tanki Online (kuva 9) [16] on yksi parhaimpia Flashillä toteutetuista kolmiulotteisista 
selainpeleistä. Tanki Online on Alternativa3D-moottorin toteuttaneen AlternativaPlat-
form-yrityksen toteuttama selainpeli. Siinä pelaaja ohjaa yhtä tankkia tarkoituksenaan 
tuhota muiden pelaajien ohjastamat tankit. Tanki Onlinessa pelimaailma on suhteelli-
sen yksinkertainen, jotta polygonien määrä pystytään pitämään mahdollisen pienenä. 
Vaikka peliä voidaan pitää nykymittapuussa graafisesti vaatimattomana, pystyttiin gra-
fiikkaa piirtämään noin 20 kertaa sekunnissa. Koska Tanki Online on varsin hidastem-
poinen peli, on 20 kertaa sekunnissa päivittyvä kuva vielä pelattava nopeus. On kuiten-
kin suositeltavaa, että kolmiulotteiset pelit piirtäisivät vähintään 30 kuvaa sekunnista, 
jota voidaan pitää sulavan pelaamisen rajana. 
 
3.2 Silverlight 
 
Microsoft Silverlight [17] on Flashin tapainen kehitysympäristö, joka on tarkoitettu In-
ternet-sovellusten tekoon. Silverlightin pääsuuntautuminen on multimedia, animaatio ja 
grafiikka. Alussa Silverlight keskittyi vain videon suoratoistoon, mutta on sittemmin 
kehittynyt kattamaan muitakin tapauksia. 
 
Silverlightista on pyritty tekemään mahdollisimman alustariippumaton. Tämä mahdollis-
taa Silverlight-sovellusten ajamisen niin Windows-, Linux- kuin Mac OS X-
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käyttöjärjestelmän päällä. Alustariippumattomuus mahdollistaa suuremman yleisön eikä 
sovellusta tarvitse erikseen muuttaa toimimaan muilla käyttöjärjestelmillä. 
 
3.2.1 Silverlightin kehittyminen 
 
Silverlightin ensimmäinen versio 1.0 julkaistiin vuonna 2007. Se sisälsi ydinkomponen-
tit, joiden tehtävänä ovat käyttöliittymätoiminnot, käyttäjän syötteiden hallinta sekä 
median toisto. Sen toiminta oli hyvin samantyylinen kuin Adoben Flash Playerillä. Sil-
verlight-sovellus käynnistettiin kutsumalla XAML-tiedostoa HTML-sivulla. XAML-tiedosto 
sisältää Canvas-objektin, joka toimii säiliönä muille Silverlight-elementeille. Käyttöliit-
tymän muokkaaminen ohjelmallisesti tehdään skriptauskielellä Canvas-objektin Docu-
ment Object Modelliin. 
 
Silverlightin kolmannessa versiossa lisättiin Flashin Perspective projectionia vastaava 
perspective 3D-tuki, joka mahdollistaa 3D-transformaation tekemisen 2D-elementeille 
(ks. kuva 3. Valokuvalle tehty transformaatio). 3D-transformaatio-operaatiot ja monet 
2D-operaatiot ovat laitteistokiihdytettyjä, jolloin saadaan maksimaalinen tehohyöty 
näytönohjaimissa olevissa grafiikkaprosessoreista. Tämä mahdollisti parempien peli-
moottorien tekemisen, koska pystyttiin helpommin simuloimaan oikeaa kolmiulotteista 
perspektiiviä. 
 
Seuraava tärkeä Silverligtin versio tulee olemaan versio viisi, jonka julkaisu on arvioitu 
olevan vuoden 2011 loppupuolella. Silverlight 5:een on suunniteltu huomattavia paran-
nuksia pelinkehityksen kannalta. Viidenteen versioon on lisätty tuki oikeaan laitteisto-
kiihdytykseen 3D-grafiikalle. Tämä parantaa kolmiulotteisen grafiikan piirtämistä Silver-
light-sovelluksissa huomattavasti. 
 
3.2.2 Silverlightin positiiviset puolet 
 
Yksi Silverlightin isoista ongelmista oli sen selainlaajennuksen levinneisyys. Vielä vuo-
den 2010 alkupuolella Silverligtin levinneisyys oli alle 30 %. Tämä teki Silverligtin käyt-
tämisen riskialttiiksi vaihtoehdoksi, koska suurella todennäköisyydellä käyttäjällä ei ollut 
tarvittavaa selainlaajennusta asennettuna. Mikäli käyttäjää ei saatu suostuteltua asen-
tamaan laajennusta, hän poistui kokeilematta mahdollista tuotetta, jolloin menetettiin 
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mahdollinen käyttäjä. Vuoden 2010 aikana laajennuksen levinneisyys kasvoi noin 60 
%, mikä tekee Silverlightin käytöstä jo huomattavasti kannattavampaa [11]. Tästä 
huolimatta Silverlight on edelleenkin selvästi harvinaisempi kuin Flash. 
 
Silverlight-selainlaajennuksen asennus toimii suhteellisen nopeasti, sillä selainlaajen-
nuksen koko on muutamia megatavuja. Windows-käyttöjärjestelmää käyttävissä ko-
neissa Silverlight-asennus on melkein automaattinen, sillä se on mahdollista ladata 
Windows-updatesta. 
 
Silverlight toimii .Net-ympäristön (luetaan dot Net) päällä, joten koodin suorituskyky on 
varsin hyvä. Testeissä [18] Silverlight voittaa Flashin nopeudessa. 
 
3.2.3 Silverlightin negatiiviset puolet 
 
Suurimpana heikkoutena Silverlightissa kolmiulotteisuutta ajatellen, on oikean kolmi-
ulotteisuuden puuttuminen. Silverlight 4 ei tue oikeaa kolmiulotteisuutta, vaan sitä 
emuloidaan Perspective 3D:llä. Tämä tarkoittaa, että oikeaa kolmiulotteista peliä ei 
voida toteuttaa suoraan Silverlightilla. Mikäli toteutetaan kolmiulotteinen peli, joudu-
taan tekemään ensin joko oma pelimoottori tai käyttämään jotain valmista pelimootto-
ria. Kolmannen osapuolen pelimoottorin käyttäminen ei itsessään ole varsinainen heik-
kous, sillä se on peliteollisuudessa enemmänkin standardi kuin poikkeus. 
 
Todellisen kolmiulotteisuuden puute on erittäin suuri ongelma. Kaikki Silverlightille teh-
dyt kolmiulotteisuuden toteuttavat moottorit kärsivät samasta ongelmasta. Kuten 
Flash, Silverlight ei tue rautapohjaista laitteistokiihdytystä, joten 3D-grafiikan esittämi-
seksi joutuu pelimoottori ensin käsittelemään pelin sisäisen logiikan ja tämän jälkeen 
laskemaan grafiikan ohjelmistopohjaisesti. Tämä operaatio on erittäin vaativaa proses-
sorille, minkä takia kuvaruudulla olevien objektien määrää on rajoitettava, tai niiden 
yksityiskohtia on karsittava, mikäli halutaan näyttää useampia objekteja samanaikaises-
ti. Arkkitehtuurisesti Silverlight-pelimoottorit ovat samanlaisia kuin Flashin pelimootto-
rit. 
 
Vaikka Silverlight toimii Windows- ja Machintosh-alustoilla, on osa sen toiminnoista 
sidottu Windows-apeihin. Tämä tarkoittaa, että jotkut ominaisuudet toimivat vain Win-
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dows-käyttöjärjestelmissä, mikä käytännössä rikkoo laitteistoriippumattomuuden. Mikäli 
pyritään tekemään vain Windows-alustoilla toimiva sovellus, ei tästä tarvitse huolehtia, 
mutta mikäli halutaan saada mahdollisimman suuri alustakattavuus, ei Silverlightia voi-
da suositella. Silverlight käyttää myös käyttöjärjestelmän graafisia toteutuksia käyttö-
liittymän piirrossa. Tämä tarkoittaa, että mikäli käytetään esimerkiksi standardeja nap-
puloita, näyttävät kyseiset napit erilaisilta esimerkiksi Windowsissa ja Mac OS x:ssä. 
 
3.2.4 3D-tuki Silverlightissa 
 
Silverlightin 3D-tuki joudutaan toteuttamaan samalla tavalla kuin Flashissa käyttäen 
erillistä moottoria. Silverlightin pienemmästä markkinaosuudesta johtuen sille saatavien 
valmiiden pelimoottorien lukumäärä on pienempi. 
 
Silverlightille lähestulkoon ainoa suositeltava 3D-moottori tällä hetkellä on Balder [19]. 
Silverlightille on saatavilla muitakin moottoreita kuten esimerkiksi Kit3D [20], mutta 
suurelta osin muiden moottorien kehitys on joko erittäin hidasta tai kokonaan lopetet-
tu. Vaikka Balder kehittyy jatkuvasti, on huomioitava, että sen viimeisin päivitys tapah-
tui noin vuosi sitten lokakuussa 2010. Voidaan olettaa, ettei kyseistä moottoria tulla 
enää päivittämään ennen Silverlight 5 -julkaisua. 
 
Kuten Flashille tehtyjen pelimoottoreissa, Silverligtin pelimoottorit ovat käytännössä 
ohjelmointirajapintoja. Tämä tarkoittaa, ettei niissä toimiteta mukana minkäänlaista 
graafista liittymää, jota käyttämällä voitaisiin koostaa esimerkiksi yksinkertainen 3d-
huone käyttäen valmiiksi mallinnettuja 3d-objekteja. Objektin käsittely joudutaan te-
kemään käsin syöttämällä koodissa tarvittavat koordinaatit. Tämä ei ole käytännöllistä 
mihinkään muuhun kuin kaikkein yksinkertaisimpiin 3d-maailmoihin. Joten näitä moot-
toreita käyttämällä joudutaan käytännössä aina tekemään erilliset työkalut, joita käyt-
tämällä voidaan luoda alustava 3d-maailma. 
 
3.3 Java-appletti 
 
Java on Sunin Microsystemsin kehittämä ohjelmistoalusta, johon kuuluu muun muassa 
ohjelmointikieli, ajonaikainen ympäristö virtuaalikoneineen ja luokkakirjastoineen. Ja-
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valla on kohtalainen edustus Internet-puolella, jossa sitä käytetään varsinkin palvelin-
puolen ohjelmistoissa. Internetissä Java-pelit toteutetaan käyttäen Java-applettia. 
 
3.3.1 Java-appletin positiiviset puolet 
 
Koska Java toimii virtuaalikoneen päällä, toimivat sillä toteutetut sovellukset käytän-
nössä laitteistosta riippumatta. Tämä tekee selainpeliä mietittäessä siitä varteen otetta-
van vaihtoehdon, koska sen ei tarvitse sulkea joitain alustoja pois.  
 
Java on myös julkaistu avoimena lähdekoodina, jolloin sen käyttö ei vaadi kalliiden li-
senssien ostamista. Tämä on positiivinen vaihtoehto varsinkin harrastelijoille, joilla ei 
välttämättä ole mahdollista hankkia kalliita lisenssejä. 
 
Java on verrattain nopea, jos sitä verrataan esimerkiksi Flashiin tai Silverlightiin. Koska 
Java pystyy käyttämään näytönohjainta grafiikan piirrossa, pystytään sillä toistamaan 
huomattavasti suurempia määriä polygoneja nopeammin kuin Flash tai Silverlight. 
 
3.3.2 Java-appletin negatiiviset puolet 
 
Java-appletin heikkoutena on ajatus, jonka mukaan se on vieläkin aivan liian hidas mi-
hinkään muuhun kuin asiakas-palvelin-väliseen ohjelmistoon. Syy on kaksiselitteinen. 
Ensinnäkin Java-applettien käynnistyminen on hidasta. Riippuen, onko käyttäjä ajanut 
jotain muuta Java-sovellusta ensin, voi appletin käynnistymiseen kulua 5-10 sekuntia 
tai joissain tapauksissa jopa enemmän. Syy tähän on seuraava: jotta virtuaalikone pys-
tyy suorittamaan applettia, on sen ensiksi ladattava tarvittavat metodit Java Runtime 
Enviroment-paketeista (JRE). JRE-paketit sijaitsevat käyttäjän kovalevyllä, ja niiden 
koko on usein kymmeniä megatavuja. Virtuaalikone joutuu tekemään useita hitaita 
hakuja kovalevyltä. Koska levyhakuoperaatiot ovat itsessään hitaita, nousee appletin 
käynnistykseen kuluva aika. Mikäli koneella on suoritettu jokin muu Java-appletti ennen 
kuin käynnistetään seuraava, on osa tarvittavista metodeista ladattu jo muistiin tai tal-
lennettuna käyttöjärjestelmän väliaikaistiedostoon, jolloin käynnistykseen kuluva aika 
pienenee vain pariin sekuntiin. 
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Toinen syy Javan hitauteen on sen virtuaalikoneen olemassaolo. Koska Javaa suorite-
taan virtuaalikoneessa, ei sitä pystytä käännösvaiheessa optimoimaan yhtä tehokkaasti 
kuin esimerkiksi C- tai C++-sovelluksia. Tosin Javan Virtuaalikoneen nopeus on paran-
tunut jo siinä määrin, ettei sen nopeus nouse ratkaisevaksi tekijäksi. 
 
Suurin ongelma Javan käytössä on sopivien työkalujen puute. Koska Javalla on edel-
leen jossain määrin negatiivinen kuva nopeuden suhteen, eivät Java-appletit ole yleis-
tyneet selainpeleissä. Tämän takia sille tehdyt pelimoottorit eivät sisällä kehittyneitä 
työkaluja, vaan useimmiten vain ohjelmointirajapinnan samalla tavalla kuin Flash tai 
Silverlight-moottorit. Tämä tarkoittaa, että on käytettävä ainakin osa ajasta tarvittavien 
työkalujen tekoon, mikä vie yksinään työskentelevältä harrastelijalta kohtalaisesti ai-
kaa. 
 
3.4 Unity 
 
Kaupallisista ympäristöistä on valittu Unity 3D-pelimoottori. Unity ei ole ainoa erillinen 
pelintekoympäristö, jolla voidaan toteuttaa 3d-selainpeli, mutta se tarjoaa joitakin omi-
naisuuksia, jotka nostavat sen muiden olemassa olevien ympäristöjen yläpuolelle. 
 
Unity on Unity Technologiesin kehittämä pelinkehitysympäristö [21]. Unityn vahvuute-
na voidaan pitää sen sisältämien ominaisuuksien kirjoa. Se on suunniteltu helppokäyt-
töiseksi, jolloin kaikki aika voidaan käyttää itse projektin tekoon, eikä tarvitse käyttää 
huomattavaa osaa ajasta itse työkalujen ihmettelemiseen. Unity-pelimoottoria myös 
kehitetään jatkuvasti, joten siihen lisätään uusia ominaisuuksia, korjataan mahdollisia 
virheitä ja optimoidaan jo olevia ominaisuuksia. 
 
Unity on niin sanottu valmis pelinkehitysympäristö, joka tarkoittaa, että se sisältää lä-
hes kaikki pelintekoon tarvittavat työkalut yhdessä paketissa, jolloin pelintekijän ei tar-
vitse itse tehdä kaikkia pelinkehityksessä tarvittavia työkaluja.  
 
Unity voidaan jakaa kahteen osaan: pelimoottoriin ja editoriin. Pelimoottori sisältää 
kaikki nykyaikaisen pelin suorittamiseen tarvittavat teknologiat kuten renderöinti-
moottorin, fysiikka-moottorin, ääni-moottorin, verkkoliikenneominaisuudet, maaston 
teon mahdollisuuden sekä monipuolisen ohjelmointiympäristön. 
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Unityn käyttöliittymänä toimii graafinen editori, jolla pystytään hallitsemaan kaikkia 
projektin osa-alueita. Editori on esitetty kuvassa 10. Editori on integroitu suoraan peli-
moottoriin, jolloin itse peliä voidaan suorittaa suoraan editorista käsin. Tämä säästää 
aikaa, koska peliä ei tarvitse ensin kääntää ja sen jälkeen erikseen käynnistää, vaan 
peli voidaan käynnistää suoraan editorista käsin ja tarkastella suoraan editoitavaa koh-
taa. Lisäksi, koska editori toimii pelimoottorin päällä, nähdään editorista suoraan se 
näkymä, mikä nähtäisiin itse pelitilanteessa. Tällöin pelialueiden teko on huomattavasti 
nopeampaa sekä helpompaa. 
 
Unity on kaupallinen pelinkehittämisympäristö, josta jaetaan myös ilmaista versiota. 
Ilmaisesta versiosta on rajattu joitakin pelimoottorin ja editorin ominaisuuksia pois käy-
töstä. Lisäksi ilmaisversio näyttää muutaman sekunnin Unity-logoa, jota ei voida ohit-
taa. Ominaisuuksien karsimisella pyritään ohjaamaan käyttäjää hankkimaan maksulli-
nen lisenssi. Puuttuvat ominaisuudet eivät sinällään vaikuta, minkä tyylisiä pelejä käyt-
täjä pystyy tekemään, mutta joitakin tehosteita ilmaisversiolla ei pystytä toteuttamaan. 
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Kuva 10. Unityn kehitysympäristö. 
 
3.4.1 Unityn positiiviset puolet 
 
Unityllä voidaan tuottaa monipuolisia pelielämyksiä, mukaan lukien kolmiulotteiset pelit. 
Unity tukee aitoa laitteistopohjaista kiihdytystä.  Siitä huolimatta, että Flashillä, Silver-
lightilla ja Javalla voidaan toteuttaa 3d-grafiikkaa, se vaatii huomattavan määrän mata-
lan tason ohjelmointia. Siitä huolimatta niiden tehokkuus on usein heikkoa. 
 
Unity käyttää Microsoftin Direct3D- ja OpenGL-grafiikkarajapintoja laitteistopohjaiseen 
kiihdytykseen. Sovelluksen suorittamisalustasta riippuu, kumpaa grafiikkapintaa käyte-
tään. Windows-alustalla käytössä on Microsoftin kehittämä DirectX-rajapinta, jolloin 
Unity pystyy käyttämään hyväksi kaikkia Microsoftin tekemiä kehityksiä ja käyttöjärjes-
telmäoptimointeja. Jos sovellusta ajetaan muussa kuin Windows-ympäristössä, käyte-
tään grafiikanpiirtoon OpenGL-rajapintaa. Kumpikin rajapinta on arkkitehtuurisesti hy-
vin samankaltaisia. 
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Kuva 11. Kuvan piirto Direct3D:ssä. (Kuva Microsoft) 
 
Kuvassa 11 on esitetty Direct3D:n grafiikanpiirtolinja. Kuvassa vasemmalla Direct3D 
antaa näytönohjaimelle piirtoon tarvittavan raakadatan. Tämä data käsitellään näy-
tönohjaimen eri grafiikkapiireissä ja lopuksi se piirretään kuvaruudulle. 
 
 
 
Kuva 12. Kuvan piirto OpenGL:ssä. (Kuva Benj Lipchak) 
 
Kuvassa 12 esitetään OpenGL-rajapinnan grafiikanpiirto-operaatio. Operaatio on hyvin 
samanlainen kuin Direct3D:ssä. OpenGL-rajapinta antaa tarvittavan raakadatan Evalu-
aattorille. Evaluaattorin jälkeen data käsitellään samassa järjestyksessä, kuin Di-
rect3D:ssä. Ero OpenGL:n ja Direct3D:n välillä on laitteistoriippuvuus. Direct3D kuuluu 
Microsoftin DirectX-rajapintaan, mikä tekee siitä Windows-riippuvaisen. OpenGL-
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rajapinta on täysin itsenäinen, pelkästään grafiikanpiirtoon tehty rajapinta. Tämä mah-
dollistaa OpenGL:n alustariippumattomuuden. 
 
Unity huolehtii automaattisesti matalantason grafiikankäsittelyn. Tämä helpottaa pelin-
kehittäjän työtä, koska hänen ei tarvitse perehtyä matalantason grafiikkaohjelmointiin. 
 
Unityssä on huomattavasti kehittyneemmät ja monipuolisemmat työkalut. Unityn omi-
naisuuksia voidaan käyttää suoraan samasta käyttöliittymästä. Tämä tarkoittaa nope-
ampaa pelinkehitystä. On kuitenkin muistettava että joitakin ominaisuuksia voidaan 
käyttää ainoastaan Unityn maksullisella Pro-lisensillä. 
 
Unitystä tekee haluttavan alustan harrastelijoille tai aloittaville pienstudiolle sen lisens-
siominaisuudet. Unity tarjoaa ilmaisen lisenssin, joka mahdollistaa suurimman osan 
toiminnoista käyttämisen. Lisenssi mahdollistaa myös sovellusten kaupallisten markki-
noinnin ilman, että sovelluskehittäjän täytyy maksaa Unity Technologiesille mitään ro-
jalteja tai lisenssimaksuja. Tämä mahdollistaa ammattimaisten pelien teon ja myymisen 
ilman, että tarvitsee varata ennakkoon suurta budjettia. Käytännössä kaikki muut val-
miit pakettiratkaisut vaativat jonkun verran alkupääomaa joko kehitysympäristön osta-
miseen tai lisenssimaksuihin. Monesti joudutaan maksamaan molemmista. 
 
Unityllä on mahdollista tuottaa myös suoraan toimiva sovellus niin pöytäkoneille, kon-
soleille kuin älypuhelimille. Mikäli peli suunniteltiin heikoimman laitteen ehdoilla, pysty-
tään samaa projektia suorittamaan kaikilla alustoilla ilman, että tarvitsee tehdä mittavia 
muutoksia tai jopa suunnitella se uudestaan. Riittää, että projektin käännösvaiheessa 
valitaan haluttu alusta, jonka jälkeen Unity hoitaa kaiken tarpeellisen. Konsoleille ja 
puhelimille julkaisu vaatii tosin erillisen lisenssin Unitylle sekä kullekin konsolille. Unityn 
kehittäjät sekä Google suunnittelevat myös sisäisen tuen lisäämiseen Chrome-
selaimeen, jolloin kaikki Google Chrome -selainta käyttävät pystyvät suorittamaan au-
tomaattisesti kaikkia Unity-sovelluksia ilman minkäänlaista asennusta. Lisäksi Unity 
Technologies suunnittelee Unityyn ominaisuutta jossa sillä tehdyn sovelluksen pystyy 
tallentamaan Flash-muotoon. Tässä tapauksessa pystytään käyttämään Unityn teho-
kasta kehitysympäristöä sovelluksen tekoon, ja saadaan käyttöön Flashin laaja suori-
tuskanta. Tosin tätä ominaisuutta ei ole vielä virallisesti varmistettu, ja Adoben on jul-
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kaistava Flashin versio 11, jotta sovellusta pystytään suorittamaan kunnollisella 3D-
tuella. 
 
3.4.2 Unityn negatiiviset puolet 
 
Huolimatta, että Unityä voidaan ohjelmoida C#-kielellä, joka on .Net-ohjelmointikieli, 
Unity ei itse asiassa toimi .Netin päällä vaan siinä käytetään Monoa. Mono on avoimen 
lähdekoodin versio Microsoftin .Net-ympäristöstä, joka toimii useammalla laitteistolla. 
Tästä johtuen Mono on jossain määrin hitaampi kuin .Net-järjestelmä. Jos tutkitaan 
puhdasta koodin suoritusnopeutta (taulukko 1), Mono häviää Javalle nopeudessa, mi-
käli mittauspisteenä käytetään aikaa. Esimerkiksi Mandelbrot testissä Mono tarvitsi kak-
si kertaa enemmän aikaa, verrattuna Javaan. Taulukossa on esitettynä keskivertoaika, 
joka kului testin suorittamiseen C#- ja Java-kieleltä.  On kuitenkin huomioitava, että 
Mono voittaa Javan kun mitataan muistinkäyttöä tai tarvittavaa koodinmäärää. [22] On 
huomioitava, että mittaustulokset on tehty yhdellä koneella käyttäen Linux-
käyttöjärjestelmää, joten tulokset saattavat olla erilaiset esimerkiksi Windows-
käyttöjärjestelmässä. 
Taulukko 1. Koodin suoritusnopeus Linuxissa Mono vastaan Java 7. 
 
 
Koska Unity aloitettiin täysin kaupallisena järjestelmänä, pyrkii Unity Technologies 
saamaan mahdollisimman suuren osan käyttäjistä ostamaan Unityn Pro-lisenssin. Tätä 
tarkoitusta varten Unityn editorista poistetaan tiettyjä toimintoja, jotka auttavat tuot-
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tamaan graafisesti parempaa jälkeä sekä mahdollistamaan nopeampaa grafiikan piir-
toa. 
 
Siitä huolimatta, että Unity on tehty yksinkertaiseksi käyttää, on siihen jäänyt joissakin 
tapauksissa työskentelyä haittaavia suunnitteluratkaisuja. Ongelmana Unityssä on kun-
nollisen ryhmätyötuen puute. Tämä voi aiheuttaa ongelmia, mikäli useampi kuin yksi 
henkilö työskentelee saman kentän kanssa. Useimmiten tässä tapauksessa tapahtuu 
törmäys, jossa toisen osapuolen tekemät muutokset vaikuttavat odottamattomalla ta-
valla jonkun toisen työstämään osaan. Ainut tapa varmistaa, etteivät useamman henki-
lön tekemät muutokset vaikuta muihin, on sovittava erikseen kenellä on oikeus muoka-
ta kyseistä kenttää sillä hetkellä. Toisin sanoen kehittäjien on turvauduttava keinote-
koiseen tiedostolukitukseen. Tämä aiheuttaa huomattavia hankaluuksia käytännössä 
kaikille muille kuin yksittäisille harrastelijakehittäjille. 
 
4 Kolmiulotteisen grafiikan esittäminen selaimessa 
 
Jotta käyttäjät voivat käyttää selainpeliä, on kyseinen peli liitettävä Internet-sivulle. 
Tämä tapahtuu normaalisti lisäämällä valmis peli Internet-palvelimelle ja tämän jälkeen 
lisäämällä html-sivuun yleensä JavaScript-koodia, joka kutsuu tarvittavaa selainlaajen-
nusta suorittamaan peliä, kun kyseinen Internet-sivu avataan. 
 
Käytännössä kaikki toteutustavat toimivat hyvin samanlaisesti. Työstettävä projekti 
käännetään selainlaajennuksen ymmärtävään muotoon ja kootaan yhdeksi paketiksi, 
joka on helppo siirtää halutulle palvelimelle. Kokoamisvaiheessa paketti voidaan paka-
ta, jotta minimoidaan sovelluksen vaatiman latauksen koko. Jotkut sovellukset tekevät 
tiedoston pakkauksen automaattisesti, esimerkiksi Unityn käyttämä unityweb-
tiedostomuoto pakataan automaattisesti käyttäen LZMA-pakkausta. 
 
Huolimatta pakkauksen mahdollistamasta tiedostokoon pienennyksestä kolmiulotteisten 
pelien koko on ongelma. Tutkimusten mukaan keskiverto aika jonka Internet-käyttäjä 
jaksaa odottaa, on vain muutamia sekunteja [23]. On huomioitava, että kyseiset tutki-
mukset koskevat normaaleja Internet-sivuja eikä niitä näin ollen voida suoraan verrata 
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selainpeleihin. Voidaan kuitenkin tehdä johtopäätös, että pelin lataamiseen kuluva aika 
pitää yrittää pitää mahdollisimman lyhyenä. 
 
Normaali tapa ladata peli Internet-sivulla on ladata koko paketti käyttäjälle, jonka jäl-
keen se voidaan suorittaa. Tässä tavassa käyttäjän tarvitsee odottaa vain yhden ker-
ran, jonka jälkeen käyttäjälle pystytään näyttämään esimerkiksi graafisesti, kuinka pal-
jon on ladattu. Toisaalta, mikäli pelin koko on suuri tai käyttäjän Internet-yhteys on 
hidas, saattaa lataamiseen kulunut aika kasvaa kohtalaisen suureksi. Toinen tapa lada-
ta peli käyttäjälle on ladata peli dynaamisesti. Tässä tavassa pelistä ladataan ensin vain 
osa ohjelmasta esimerkiksi päävalikko, asetukset ja ensimmäinen kenttä. Näiden ladat-
tua käyttäjä pystyy aloittamaan pelin pelaamisen. Pelaajan pelatessa ladataan taustalla 
loput pelistä. Tässä tavassa pelaajan ei tarvitse odottaa, kunnes koko peli on ladattu, 
vaan hän pystyy aloittamaan pelin huomattavasti aikaisemmin. Toisaalta mikäli käyttäjä 
pelaa ladatun osan nopeammin kuin mitä seuraavan osan lataamiseen kuluu aikaa, 
joudutaan odottamaan lataamisen valmistumista. 
 
Tekniikasta riippuu, miten hankalaa dynaamisen latauksen toteuttaminen on. Kaupalli-
set ratkaisut kuten Unity tarjoavat yleensä valmiiksi option, jota käyttämällä paketointi-
vaiheessa sovelluksesta tehdään dynaamisesti ladattava. Flash-, Silverlight- ja Java-
ratkaisut on useimmiten rakennettu käyttäen kertalataustekniikkaa. Näihin toteutusta-
poihin on sovelluskehittäjän itse toteutettava dynaaminen lataus. 
 
4.1 3D-objektin lataaminen kehitysympäristössä 
 
Jokaisen tutkittavan teknologian kehitysympäristöt eroavat toisistaan huomattavasti. 
Koska voidaan olettaa, että selainpelien ei tarvitse kilpailla laadussa normaalien konso-
li- tai tietokonepelien kanssa, on niiden tekeminen oletettavasti nopeampaa. Jotta pys-
tytään arvioimaan teknologioiden helppokäyttöisyyttä, toteutetaan jokaisella teknologi-
alla yksinkertainen selaimessa ajettava sovellus. Sovellus lataa ennakkoon luodun kol-
miulotteisen objektin, luo valonlähteen sekä lisää tarvittaessa virtuaalisen kameran, 
jota käytetään kuvan piirtoon. Näin pystytään vertaamaan kunkin teknologian helppo-
käyttöisyyttä. Kuvassa 13 on esitetty yksinkertaisen testiohjelman kuvaruutukaappaus.  
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4.2 Flash 
 
Flashin pelimoottoriksi valittiin Away3D [14]. Moottorin käyttöönotto on suhteellisen 
työläs operaatio, jossa lisätään tarvittavat referenssit projektiin. 
 
Flash tarjoaa pelimoottorin käsittelyyn API:n. Objektin lataamiseen tarvittava koodi on 
esite liitteessä 1. Huomataan, että objektin lataamiseen vaaditaan suhteellisen paljon 
koodin kirjoittamista, mikä tekee Flashin käytön melko työlääksi. Flash ei myöskään 
tarjoa muita työkaluja pelintekoon, joten pelinkehittäjän tarvitsee luoda omat työkalut. 
Kuvassa 13 on esitetty testiohjelman Flash-version kuvaruutukaappaus. Kaikki testiver-
siot ovat samanlaisia. Kuvasta huomataan, että objektia ei varjosteta. Valo luodaan 
tasaisesti kaikkialta, mikä saa objektin näyttämään tasaiselta. 
 
 
Kuva 13. Kuvaruutukaappaus testiohjelman Flash-versiosta. 
 
4.3 Silverlight 
 
Silverlightissä käytetään Balder3D-pelimoottoria, jota voidaan pitää tällä hetkellä par-
haimpana vaihtoehtona sille. Balderia kehitetään avoimena lähdekoodina, joka tekee 
sen kehityksestä jossain määrin hidasta. 
 
Balderin käyttöönotto on erittäin helppoa. Esimerkkisovellus toteutetaan käyttämällä 
Microsoft Visual Studio 2010-versiota, jossa käyttöönotto tapahtuu seuraavasti. Projek-
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tin alussa luodaan valikosta uusi Silverlight-projekti. Projektin luonnin jälkeen itse Bal-
der-pelimoottoriin on lisättävä referenssit (kuva 14). Referenssien lisäysten jälkeen 
pelimoottori on käytettävissä. 
 
 
Kuva 14. Balderin käyttöönotto. 
 
Silverligthissa objekteja voidaan ladata kahdella eri tapaa käyttäen XAMLia tai niin sa-
notussa code behind -tiedostossa. XAML on Silverlightissa käytetty XML-pohjainen kieli, 
jota käytetään objektien ja struktuureiden alustamiseen. Voidaan ajatella, että 
XAML:ssa luodaan Silverlightin graafinen ulkoasu. Code behind -tiedostoissa tehdään 
käytännössä kaikki toiminnallisuus käyttäen C#-kieltä. Esimerkiksi kun XAML:ssa luotua 
nappia painetaan, code behindiin tehdään, mitä painalluksesta tapahtuu. Balder-
pelimoottoria pystytään käsittelemään kummastakin vaihtoehdosta. On huomioitava, 
että Balder kirjoitushetkellä tukee hyvin ainoastaan ASE-tiedostomuotoa 3D-objekteille. 
Ainoa kunnollinen tuki ASE-tiedostomuotoon tallentamiseen on Blender 3D-mallinnus 
ohjelmassa. Tiedoston tallennuksessa on oltava erityisen tarkka millä parametreilla 
tiedosto tallennetaan. On erittäin helppo valita väärä parametri, joka tallentaa tiedos-
toon dataa, jota Balder ei osaa lukea. Tämä tekee Silverlight-sovelluksen suorittamisen 
mahdottomaksi, ja se kaatuu lataamisvaiheessa virheilmoitukseen. Sopivia asetuksia, 
joilla 3D-objekti voidaan tallentaa toimivaan muotoon, ei löydy Balderin Internet-
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sivulta, joten oikeiden parametrien valintaan joudutaan käyttämään kokeilu-erehdys 
menetelmää. 
 
Tässä testissä objektin lataaminen tehdään käyttäen XAML:ia. Lataukseen tarvittava 
koodi on esitettynä liitteessä 2. Esimerkkisovelluksesta huomataan, että pelin teossa 
tarvitsee käsitellä koodia melko matalalta tasolta. Pelimoottori ei tarjoa itsessään min-
käänlaisia graafisia käyttöliittymiä vaan ainoastaan ohjelmointirajapinnan. Liitteessä 3 
on esitettynä Silverlight-appletin käyttö Internet-sivussa. 
 
4.4 Java-appletti 
 
Java-pelimoottoriksi valittiin JMonkeyEngine (JME) [24], joka tarjoaa integroidun ympä-
ristön hiukan samaan tapaan kuin Unity. JME:n käyttöönotto tapahtuu asentamalla se 
normaalisti asennusohjelmasta. Asennuksen jälkeen on JME integroituna Netbeans-
ympäristöön, joka on tehokas ympäristö koodin kirjoittamiseen. 
 
Objektin lataamiseen tarvittava koodi on esitetty liitteessä 4. Huomataan, että objektin 
lataaminen tapahtuu matalantason ohjelmoinnilla aivan kuten Silverlightissa ja Flashis-
sä. Liitteessä 5 on esitetty Java-appletin käyttö Internet-sivussa. 
 
4.5 Unity 
 
Unityn käyttöönotto on erittäin helppoa. Unity asennetaan normaalisti kuten mikä ta-
hansa muu ohjelma. Unityssä luodaan valikosta uusi projekti, jonka jälkeen voidaan 
aloittaa sovelluksen kehitys. 
 
Objektin lataaminen tapahtuu graafisesti valikosta (kuva 15). Lataamisen jälkeen ob-
jekti voidaan ottaa käyttöön pelissä yksinkertaisesti vetämällä se hiirellä listasta halut-
tuun kohtaan kentässä. Valonlähteen luonti voidaan tehdä samalla tavalla graafisesti 
hiirellä. Objektien luonnin jälkeen niitä voidaan siirrellä haluttuun kohtaan hiirellä. Tä-
mä tekee pelin luonnista helppoa sillä ruudulta nähdään suoraan, miltä peli tulee nä-
kymään. Sovelluksen ohjelmointiin voidaan käyttää joko C#-, JavaScript- tai Boo-
ohjelmointikieltä.  
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Kuva 15. Objekti tuodaan sovellukseen, jotta sitä voidaan käyttää. 
 
Graafinen käyttöliittymä tekee Unitystä erittäin helppokäyttöisen, sillä pelinkehittäjän ei 
tarvitse käyttää aikaa työkalujen tekemiseen. Myöskään ei tarvitse käsitellä matalanta-
son ohjelmointia, mikäli niin ei erikseen haluta. Liitteessä 6 on esitettynä Unity-appletin 
käyttö Internet-sivussa. 
 
4.6 Selainlaajennusten levinneisyys 
 
Yksi selainpelin tuotannossa muistettava asia on, kuinka suuri yleisö mahdollisella pelil-
lä on. Parhaankin pelin tekeminen on turhaa, mikäli kukaan ei pysty sitä suorittamaan. 
Eri selainlaajennuksilla on huomattava ero, kuinka suuri niiden levinneisyys on. Tämä 
kannattaa pitää mielessä valittaessa käytettävää alustaa. 
 
Taulukossa 2 on esitettynä mittaustulokset eri selainlaajennusten levinneisyydestä 
maaliskuussa 2011. Tiedot perustuvat StatOwl.comin tarjoamiin tietoihin [25]. Mittaus-
tulokset perustuvat noin 28 miljoonan tietokoneen otantaan, joten mittaustulosta voi-
daan pitää varsin kattavana. On kuitenkin huomattava, että Unityn kohdalla mittaustu-
los on parhaimmillaankin vain suuntaa antava, sillä Unityn selainlaajennusta ei mitata 
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samalla tavalla, vaan sen arviot perustuvat vain Unity Technologiesin antamiin arvioi-
hin. 
 
Taulukko 2. Selainlaajennusten levinneisyys maaliskuussa 2011. 
 
 
Jos tarkastellaan selainlaajennusten asennusta pidemmällä aikavälillä (taulukko 3), 
huomataan, että Silverlightin asema on noussut selvästi viimeisen kolmen vuoden ku-
luessa. Flash on pitänyt suurin piirtein saman tason vuosien kuluessa. Java-tuki on pie-
nessä laskussa. On mahdollista, että Flashin käyttö saattaa pienentyä tulevaisuudessa, 
kun HTML5 saa enemmän tukea kehittäjiltä. Riippuu paljolti siitä, miten Flashin uuden 
version 3d-tuki tulee vaikuttamaan Flashin nopeuteen.  
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Taulukko 3. Selainlaajennusten levinneisyys vuosina 2008 - 2011. (StatOwl.com) 
 
 
Mikäli käyttäjällä ei ole tarvittavaa selainlaajennusta valmiina asennettuna, on hänen 
ladattava kyseinen selainlaajennus. Käytännössä tämä tarkoittaa, että mikäli päädytään 
valitsemaan Unity, pitää käyttäjä saada asentamaan tarvittava selainlaajennus. Riippu-
en sovelluksen tasosta ja tavasta, jolla laajennuksen asennusvaatimus esitetään, on 
huomattava vaikutus, kuinka suuri osa pelille saapuvasta käyttäjistä päätyy kokeile-
maan kyseistä peliä. Kuvassa 16 on esitettynä Blurst.com-sivuston antamat tiedot hei-
dän sivustolla vierailevien käyttäjien selainlaajennusten asennusasteesta [26]. Mittauk-
sen suorittamisen aikana huomataan, että jotakin Blurst.com-sivulla olevaa Unityllä 
toteutettua peliä katsoi 24 tuhatta ihmistä joilla ei ollut tarvittavaa selainlaajennusta 
asennettuna. Näistä 41 % aloitti selainlaajennuksen lataamisen tietokoneelle, 74 % 
lataamisen aloittajista suoritti selainlaajennuksen asentamisen jälkeen tapahtuvan In-
ternet-sivun päivittämisen. Lopuksi nähdään, että lähes kaikki, jotka asensivat onnis-
tuneesti selainlaajennuksen asennuksen, kokeilivat kyseistä peliä. 
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Kuva 16. Blurst.comin selainlaajennuksen asennusaste. 
 
On huomattava, että Blurst.comin (kuva 16) mittaustulokset perustuvat mittaustulok-
siin, jossa jokainen vaihe suoritetaan suoraan peräkkäisessä järjestyksessä. Jos käyttä-
jä aloitti selainlaajennuksen asentamisen ja siirtyi esimerkiksi toiselle Internet-sivulle 
asennuksen aikana, ei kyseistä käyttäjää lasketa enää lopulliseen tulokseen. 
 
4.7 3D:n erot selaimessa ja käyttöjärjestelmässä 
 
Selaimessa ajettavien pelien suosiota nostaa niiden alusta riippumattomuus. Käyttäjä 
voi pelata samaa peliä kotikoneelta kuin työkoneella lounastauollaan. Koska selainpele-
jä ei tarvitse erikseen asentaa koneeseen, on niiden siirrettävyys erittäin hyvä. 
 
Kolmiulotteisuutta pystytään nykytekniikalla suorittamaan samalla tehokkuudella se-
laimessa ja käyttöjärjestelmässä. Teknologiat kuten Unity ja Flash 11 mahdollistavat 
näyttävien virtuaalimaailmoiden suorittamisen ilman, että koneelle tarvitsee ladata 
useita eri ohjelmia. Ennen kolmiulotteiset virtuaalimaailmat olivat yksinkertaisia, koska 
koneet eivät pystyneet suorittamaan monimutkaisia laskutoimituksia tarpeeksi nopeas-
ti. Lisäksi pelinkoko tuli olla pieni, sillä Internet-nopeudet eivät olleet tarpeeksi suuria. 
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Unityssä ja Flashissä oleva laitteistokiihdytys mahdollistaa samojen kolmiulotteisten 
pelien suorittamisen selaimessa kuin käyttöjärjestelmässä. Näytönohjainten mahdollis-
tama laskentateho ei riipu suoritettavasta alustasta, vaan se on vakio. Selainpelit ovat 
laskentavaativuudessaan siis samaa tasoa käyttöjärjestelmällä suoritettavien sovellus-
ten kanssa. Ainoaksi suureksi eroksi nousee sovelluksen koko. Selainpelit joudutaan 
normaalisti lataamaan uudestaan aina, kun niitä halutaan pelata. Selainpelit on mah-
dollista tallentaa osittain käyttäjän koneelle. Tässä tapauksessa peliä ei tarvitse ladata 
uudestaan, kun käyttäjä palaa pelaamaan peliä. Tämä ei kuitenkaan ole yleinen tapa 
peleissä. Pelien uudelleen lataamisen takia, ei voida olettaa, että selainpelit tulisivat 
syrjäyttämään käyttöjärjestelmässä ajettavia pelejä lähitulevaisuudessa. 
5 Tulevaisuuden teknologia 
Tulevaisuudessa nousee esille uusia tekniikoita, jotka eivät vaadi selainlaajennuksia 
kolmiulotteisten maailmojen suorittamiseksi selaimessa. Sellainen tekniikka on HTML5. 
Kuten HTML5, suurin osa käyttää WebGL-rajapintaa laitteistokiihdytyksen mahdollista-
miseksi JavaScript-kielelle. WebGL:n versio 1.0-spesifikaatio julkaistiin virallisesti maa-
liskuun 3. 2011. Tämä asettaa WebGL:n erittäin aikaiseen vaiheeseen, joten kaikkia 
sen ominaisuuksia ei ole vielä toteutettu. 
 
Koska WebGL on tällä hetkellä täysin uusi tekniikka eikä sitä voida pitää valmiina, ei 
WebGL-toteutuksia voida suositella tällä hetkellä käytettäväksi varsinkaan kaupallisten 
sovellusten tekoon. Useimmat Internet-selaimet eivät tue kaikkia HTML5-
ominaisuuksia, joten suuren kolmiulotteisen pelin teko ei tässä vaiheessa ole millään 
tavalla kannattavaa. HTML5:n keskeneräisyydestä johtuen sille ei ole vielä julkaistu 
varteenotettavaa pelimoottoria, joten uuden pelin tuotanto joudutaan aloittamaan käy-
tännössä täysin alusta. Tämä tarkoittaa huomattavien resurssien käyttämistä pelkäs-
tään pelimoottorin tekemiseen. Pelimoottorin lisäksi joudutaan rakentamaan todennä-
köisesti myös muut pelimoottoria tukevat työkalut. Kohtalaisilla ominaisuuksilla varus-
tettu kolmiulotteisen pelintekoympäristön tekeminen vie yhdeltä henkilöltä tai varsin 
pieneltä pelintekoryhmältä suhteettoman paljon aikaa ja resursseja. Tosin on muistet-
tava, että HTML5:tä pystytään jo tällä hetkellä käyttämään kaksiulotteisen pelin teke-
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miseen. Jossain tapauksissa HTML5-versio toimii jopa nopeammin kuin vastaava sovel-
lus ajettuna Flashillä tai Silverlightilla. 
 
HTML5:n heikkoutena voidaan pitää JavaScriptin vaatimista. HTML5- ja JavaScript-
yhdistelmä on varsin mielenkiintoinen yhdistelmä. Tätä tekniikkaa käyttäen ei tarvitse 
huolehtia siitä, onko pelaajalla asennettuna tarvittavaa selainlaajennusta. Riittää, että 
hänellä on Internet-selain. Lisäksi HTML5-tuki tulee paranemaan tulevaisuudessa. Mi-
käli ajatellaan juuri nyt tämän tekniikan käyttämistä, nousee ongelmaksi JavaScriptin 
suoritusnopeus. Koska jokainen Internet-selain käyttää eri JavaScript-moottoria, riip-
puu sovelluksen suoritusnopeus käytettävästä selaimesta. JavaScriptin suoritusnopeu-
teen ei vaikuta pelkästään, mitä Internet-selainta käytetään, vaan myös, mitä versiota 
kyseisestä selaimesta käytetään. Esimerkiksi Firefoxin kolmannessa versiossa käytettiin 
SpiderMonkey-moottoria [27], versiossa 3.5 SpiderMonkeytä päivitettiin TraceMonkey-
moottorilla [28] joka lisäsi SpiderMonkeyhin Just In Time-kääntäjän. Tämä mahdollisti 
joissain tapauksissa jopa 20 - 40 kertaa nopeamman suorituksen [29] verrattuna edel-
tävään moottoriin. Vastaavanlaisia kehityksiä on tapahtunut myös muissa selaimissa. 
 
WebGL ja sitä käyttävät tekniikat tulevat todennäköisesti olemaan varsin suuri tekijä 
tulevaisuudessa. HTML5:n suosio sekä sen mahdollistamat ominaisuudet ja tehokkuus 
tulevat kasvamaan, mutta tämä tulee todennäköisesti viemään muutaman vuoden en-
nen kuin sitä voidaan pitää ominaisuuksiltaan ja tehokkuudeltaan Unityn tai Javan ta-
solla. Aika näyttää, miten kehittäjät omaksuvat HTML5:n käytön kolmiulotteisten pelien 
tuotannossa. 
6 Yhteenveto 
Tässä työssä käsiteltiin kolmiulotteisen selainpelin tuotannossa käytettävien teknologi-
oiden käytettävyyttä. Työssä pyrittiin saamaan vastaus kysymykseen, mikä teknologia 
on tällä hetkellä käytännöllisin, mikäli tehdään selaimessa toimiva kolmiulotteinen peli. 
Työstä saaduista tiedoista päädyttiin seuraavanlaisiin tuloksiin. 
 
Adobe Flash- ja Microsoft Silverlight -ratkaisuja ei voida suositella. Huolimatta niiden 
käytännöllisyydestä RIA-sovellusten teossa ne ovat tällä hetkellä teknologisesti liian 
heikkoja. Molemmissa ongelmana on aidon kolmiulotteisuuden tuen puute. Tästä joh-
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tuen kumpikaan teknologioista ei pysty käyttämään hyväksi näytönohjaimen tarjoamia 
laskentaresursseja. Tämä tekee niillä toteutetuista 3D-sovelluksista erittäin raskaita, 
joita joudutaan kompensoimaan yksinkertaistamalla graafista ulkoasua mahdollisimman 
paljon. Tämän lisäksi Microsoft Silverlightin haluttavuutta laskee sen osittain sidonnai-
suutta Windows-käyttöjärjestelmään ja suhteellisen pieni levinneisyys. Silverlightin 
Windows-sidonnaisuus osoittautuu ongelmaksi selainpeleissä, sillä ei voida olettaa, että 
kaikki peliä kokeilemaan tulevat käyttävät Windowsia. 
 
Java on teknologisesti varteenotettava vaihtoehto. Java mahdollistaa näyttävien kolmi-
ulotteisten sovellusten teon, joita pystytään ajamaan Internet-selaimessa. Javassa tek-
nologian tehokkuus ei rajoita mahdollisia sovelluksia, joten sitä käyttämällä pystytään 
toteuttamaan käytännössä minkä tahansa tyyppinen peli. Javan ongelmana on hyvien 
työkalujen puute sekä ajattelutapa, jonka mukaan Java on edelleen äärimmäisen hidas. 
Puutteellisten editorien takia Javaa käyttämällä joudutaan kirjoittamaan enemmän 
koodia käsin. Eräs ratkaisu on tehdä omat työkalut, mutta tämä ratkaisu on melko 
epäkäytännöllinen. 
 
Tällä hetkellä parhaimpana ratkaisuna voidaan pitää erillisen pelinkehitysympäristön 
käyttöä. Pelinkehitysympäristöt kuten Unity tarjoavat yhdessä paketissa kattavat toi-
minnot sekä niitä käyttävät työkalut. Nämä ratkaisut mahdollistavat suurimman osan 
ajankäytöstä itse pelinkehitykseen, eikä pelinkehitykseen tarvittavan ympäristön raken-
tamiseen. Näissä ratkaisuissa suurimpana ongelmana on tarvittavan selainlaajennuksen 
asennus. Selainlaajennuksen vaatiminen tulee väistämättä pienentämään saavutetta-
vaa käyttäjäkuntaa, mutta toteuttamalla informatiivinen tietosivu, jossa kerrotaan 
asennuksen vaivattomuudesta ja turvallisuudesta saadaan, ongelmaa pienennettyä. 
Pakettiratkaisujen negatiiviset ominaisuudet eivät ole niin suuria, että niistä olisi 
enemmän haittaa kuin hyötyä. 
 
Joten suositeltavin ratkaisu juuri nyt on käyttää Unityä tai vastaavaa ratkaisua. Mikäli 
on erillinen syy jättää käyttämättä tätä teknologiaa, on seuraavaksi suositeltavin vaih-
toehto käyttää Javaa. 
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Liite 1. Kolmiulotteisen objektin lataus Flashissä 
 
package   
{ 
  import away3d.containers.ObjectContainer3D; 
  import away3d.containers.View3D; 
  import away3d.events.Loader3DEvent; 
  import away3d.loaders.Collada; 
  import away3d.loaders.Loader3D; 
  import flash.display.Sprite; 
  import flash.events.Event; 
  
  public class Main extends Sprite  
  { 
  protected var object:ObjectContainer3D; 
  protected var view:View3D; 
   
  public function Main()  
  { 
  super(); 
  this.addEventListener(Event.ADDED_TO_STAGE,onAddedToStage);  
  } 
  
protected function onAddedToStage(event:Event):void  
{ 
  createChildren(); 
  loadModel(); 
  startRendering(); 
} 
  
protected function createChildren():void  
{ 
view = new View3D({x:stage.stageWidth/2, y:stage.stageHeight/2}); 
addChild(view); 
} 
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protected function loadModel():void  
{ 
var loader3D:Loader3D = Collada.load("40kObject.dae"); 
loader3D.addEventListener(Loader3DEvent.LOAD_SUCCESS, onModelLoadSuccess); 
} 
  
protected function onModelLoadSuccess(event:Loader3DEvent):void  
{ 
object = event.loader.handle as ObjectContainer3D; 
view.scene.addChild(object); 
} 
 
protected function startRendering():void  
{ 
addEventListener(Event.ENTER_FRAME, onRenderTick); 
} 
 
protected function onRenderTick(event:Event = null):void  
{ 
//Render View 
view.render(); 
} 
 
} 
}
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Liite 2. Kolmiulotteisen objektin lataus Silverlightissa käyttäen XAM-
Lia 
 
<UserControl 
xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation" 
xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml" 
xmlns:Balder_Execution="clr-namespace:Balder.Execution;assembly=Balder" 
xmlns:Balder_Objects_Geometries="clr-amespace:Balder.Objects.Geometries;assembly=Balder" 
xmlns:Balder_View="clr-namespace:Balder.View;assembly=Balder" 
xmlns:Balder_Lighting="clr-namespace:Balder.Lighting;assembly=Balder" 
xmlns:Balder_Materials="clr-namespace:Balder.Materials;assembly=Balder" 
x:Class="scene.MainPage" 
Width="640" Height="480"> 
 
<Grid x:Name="LayoutRoot" Background="White"> 
 
<Balder_Execution:Game Width="640" Height="480"> 
    
 <Balder_Execution:Game.Camera> 
  <Balder_View:Camera Position="0,30,-60"/> 
 </Balder_Execution:Game.Camera> 
    
 <Balder_Lighting:OmniLight Position="-100,100,0" Diffuse="Gray"/> 
 
 <Balder_Objects_Geometries:Mesh AssetName="40kObject.ase"  
 InteractionEnabled="True"/> 
 
</Balder_Execution:Game> 
 
</Grid> 
 
</UserControl> 
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Liite 3. Silverlight lisättynä Internet-sivuun  
 
<html xmlns="http://www.w3.org/1999/xhtml" > 
<!-- saved from url=(0014)about:internet --> 
 
<head> 
    <title>SilverlightApplication2</title> 
    <style type="text/css"> 
    html, body { 
     height: 100%; 
     overflow: auto; 
    } 
    body { 
     padding: 0; 
     margin: 0; 
    } 
    #silverlightControlHost { 
     height: 100%; 
     text-align:center; 
    } 
    </style> 
     
    <script type="text/javascript"> 
        function onSilverlightError(sender, args) { 
            var appSource = ""; 
            if (sender != null && sender != 0) { 
              appSource = sender.getHost().Source; 
            } 
             
            var errorType = args.ErrorType; 
            var iErrorCode = args.ErrorCode; 
 
            if (errorType == "ImageError" || errorType == "MediaError") { 
              return; 
            } 
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            var errMsg = "Unhandled Error in Silverlight Application " +  appSource + "\n" ; 
 
            errMsg += "Code: "+ iErrorCode + "    \n"; 
            errMsg += "Category: " + errorType + "       \n"; 
            errMsg += "Message: " + args.ErrorMessage + "     \n"; 
 
            if (errorType == "ParserError") { 
                errMsg += "File: " + args.xamlFile + "     \n"; 
                errMsg += "Line: " + args.lineNumber + "     \n"; 
                errMsg += "Position: " + args.charPosition + "     \n"; 
            } 
            else if (errorType == "RuntimeError") {            
                if (args.lineNumber != 0) { 
                    errMsg += "Line: " + args.lineNumber + "     \n"; 
                    errMsg += "Position: " +  args.charPosition + "     \n"; 
                } 
                errMsg += "MethodName: " + args.methodName + "     \n"; 
            } 
 
            throw new Error(errMsg); 
        } 
    </script> 
</head> 
 
<body> 
    <form id="form1" runat="server" style="height:100%"> 
    <div id="silverlightControlHost"> 
        <object data="data:application/x-silverlight-2," type="application/x-silverlight-2" 
width="100%" height="100%"> 
    <param name="source" value="SilverlightApplication2.xap"/> 
    <param name="onError" value="onSilverlightError" /> 
    <param name="background" value="white" /> 
    <param name="minRuntimeVersion" value="3.0.40818.0" /> 
    <param name="autoUpgrade" value="true" /> 
    <a 
href="http://go.microsoft.com/fwlink/?LinkID=149156&v=3.0.40818.0" style="text-
decoration:none"> 
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      <img 
src="http://go.microsoft.com/fwlink/?LinkId=108181" alt="Get Microsoft Silverlight" 
style="border-style:none"/> 
    </a> 
     </object><iframe id="_sl_historyFrame" 
style="visibility:hidden;height:0px;width:0px;border:0px"></iframe></div> 
    </form> 
</body> 
</html>
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Liite 4. Kolmiulotteisen objektin lataus Javassa 
 
package mygame; 
 
import com.jme3.app.SimpleApplication; 
import com.jme3.light.PointLight; 
import com.jme3.material.Material; 
import com.jme3.math.ColorRGBA; 
import com.jme3.math.Vector3f; 
import com.jme3.renderer.RenderManager; 
import com.jme3.scene.Geometry; 
import com.jme3.scene.Mesh; 
import com.jme3.scene.Node; 
import com.jme3.scene.Spatial; 
import com.jme3.scene.shape.Box; 
 
public class Main extends SimpleApplication  
{ 
 
    public static void main(String[] args)  
    { 
        Main app = new Main(); 
        app.start(); 
    } 
 
    @Override 
    public void simpleInitApp()  
    {   
        Spatial model = assetManager.loadModel("Models/Teapot01/Teapot01.j3o"); 
       
        // Luodaan materiaali ja asetetaan se  objektiin 
        Material mat = new Material(assetManager, "Common/MatDefs/Misc/SolidColor.j3md"); 
        mat.setColor("m_Color", ColorRGBA.Blue); 
        model.setMaterial(mat); 
        rootNode.attachChild(model); 
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        /** valkoinen valo */  
        PointLight ambient = new PointLight(); 
        ambient.setColor(ColorRGBA.White); 
        ambient.setRadius(4f); 
        rootNode.addLight(ambient);  
    } 
 
    @Override 
    public void simpleUpdate(float tpf)  
    { 
        // Ei tee tällä hetkellä mitään 
    } 
 
    @Override 
    public void simpleRender(RenderManager rm)  
    { 
        // Ei tee tällä hetkellä mitään 
    } 
} 
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Liite 5. Java-appleti lisättynä Internet-sivuun 
 
<html> 
  <head> 
    <title>Java Appletti</title> 
  </head> 
  <body> 
 
<div align="center"> 
<h2> Java Appletti</title> 
<br/> 
 
<script src="http://www.java.com/js/deployJava.js"></script> 
<script> 
    var attributes = {code:'org.lwjgl.util.applet.AppletLoader', 
                      archive:'lwjgl_util_applet.jar, lzma.jar', 
 codebase:'.', 
                      width:640, height:480}; 
    var parameters =  
{ 
AppClass:'mygame.Main', 
al_title:'JavaTest', 
al_main:'com.jme3.app.AppletHarness', 
al_logo:'appletlogo.png', 
al_progressbar:'appletprogress.gif', 
al_jars:'code.jar, data.jar, lwjgl.jar.pack.lzma', 
al_windows:'windows_natives.jar.lzma', 
al_linux:'linux_natives.jar.lzma', 
al_mac:'macosx_natives.jar.lzma', 
al_solaris:'solaris_natives.jar.lzma', 
separate_jvm:'true', 
boxborder:'false', 
centerimage:'true', 
image:'appletlogo.png', 
java_arguments:'-Dsun.java2d.noddraw=true -Dsun.awt.noerasebackground=true -
Dsun.java2d.d3d=false -Dsun.java2d.opengl=false -Dsun.java2d.pmoffscreen=false' 
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}; 
    var version = '1.5' ; 
    deployJava.runApplet(attributes, parameters, version); 
</script> 
</div> 
 
</body> 
</html>
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Liite 6. Unity selainlaajennus liitettynä Internet-sivuun 
 
<html xmlns="http://www.w3.org/1999/xhtml"> 
<head> 
 
<title>Unity Web Player | WebPlayer</title> 
 
<script type="text/javascript" src="http://webplayer.unity3d.com/download_webplayer-
3.x/3.0/uo/UnityObject.js"> 
</script> 
 
<script type="text/javascript"> 
<!-- 
function GetUnity()  
{ 
   if (typeof unityObject != "undefined")  
   { 
      return unityObject.getObjectById("unityPlayer"); 
   } 
   return null; 
} 
if (typeof unityObject != "undefined")  
{ 
   unityObject.embedUnity("unityPlayer", "WebPlayer.unity3d", 1024, 768); 
} 
--> 
</script> 
</head> 
 
<body> 
<div class="content"> 
   <div id="unityPlayer"> 
      <div class="missing"> 
        <a href="http://unity3d.com/webplayer/" title="Unity Web Player. Install now!"> 
        <img alt="Unity Web Player. Install now!" 
src="http://webplayer.unity3d.com/installation/getunity.png" width="193" height="63"/> 
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         </a> 
      </div> 
   </div> 
</div> 
</body> 
 
</html> 
 
