



Estudio e implementación de algoritmos de 














Alumno:  Pau Villegas Tres 
 











Dedico muy especialmente el presente proyecto de Fin de Grado a mi abuela Montserrat 
y a mis padres, por el esfuerzo que han realizado, así como su soporte incondicional que 
me ha ayudado a formarme como profesional y a crecer como persona. 
Hago extensible la presente dedicatoria al resto de mi familia, con especial hincapié en 
mi tía Joana, mi abuelo Joan y a Conchi, la compañera de mi padre, quienes me han 
acompañado durante todo este tiempo, apoyándome siempre que lo he necesitado. 





















Estudio e implementación de algoritmos de resolución del juego del dominó para un robot antropomórfico 
 
 
ÍNDICE DE CONTENIDOS 
 
1 Objeto .......................................................................................................... 9 
2 Antecedentes ............................................................................................... 10 
3 Justificación ................................................................................................. 12 
4 Alcance ....................................................................................................... 13 
5 Especificaciones básicas del proceso ............................................................... 14 
6 Consideraciones previas ................................................................................ 15 
7 Descripción del juego del dominó .................................................................... 18 
8 Descripción del sistema ................................................................................. 19 
8.1 Componentes del sistema ........................................................................ 20 
8.1.1 Robot IRB 140 de ABB ......................................................................... 20 
8.1.2 Controladora S4CPlus de ABB ............................................................... 20 
8.1.3 Elemento terminal del robot .................................................................. 21 
8.1.4 TeachPendant ..................................................................................... 21 
8.1.5 Cámara MOBOTIX M22 ......................................................................... 21 
8.1.6 Ordenador personal ............................................................................. 22 
8.1.7 Fichas de dominó ................................................................................ 22 
8.1.8 Tablas de madera ................................................................................ 22 
8.1.9 Tapetes de juego ................................................................................ 22 
8.1.10 Rampa volteadora de fichas ............................................................... 23 
8.2 Estudio de la posición óptima de la escena de juego .................................... 24 
9 Visión artificial ............................................................................................. 27 
9.1 Adquisición de la imagen ......................................................................... 28 
9.1.1 Control WebBrowser ............................................................................ 28 
9.1.2 API URLDownloadToFile ........................................................................ 29 
9.2 Gestión de la imagen .............................................................................. 31 
9.2.1 Subrutina cargarImagen....................................................................... 31 
9.2.2 Subrutina cargarImagenWeb ................................................................ 32 
9.3 Representación de la imagen ................................................................... 33 
9.4 Tratamiento de la imagen .................................................................... 35 
9.4.1 Tratamiento de imágenes con funciones integradas en VB6 ....................... 35 
9.4.2 Tratamiento de imágenes con una API externa: FastDrawing de Tanner 
Hellend ....................................................................................................... 35 
9.5 Procesamiento de la imagen .................................................................... 38 
9.5.1 Procedimientos básicos ........................................................................ 38 
9.5.2 Operaciones morfológicas ..................................................................... 43 
9.6 Análisis digital de la imagen ..................................................................... 52 
Pau Villegas Tres 
 
9.6.1 Conceptos básicos ............................................................................... 53 
9.6.2 Segmentación de imágenes .................................................................. 53 
9.6.3 Extracción de características de imágenes ............................................... 65 
9.6.4 Determinación del número de una ficha .................................................. 70 
9.7 Descripción de la solución implementada ................................................... 73 
9.8 Calibración de los parámetros de visión artificial ......................................... 81 
9.8.1 Subrutina CalibrarUmbralBin ................................................................. 82 
9.8.2 Subrutina CalibrarPip ........................................................................... 84 
9.8.3 Subrutina CalibrarAncho ....................................................................... 85 
9.8.4 Subrutina CalibrarAlto .......................................................................... 86 
9.8.5 Subrutina CalibrarPosicion .................................................................... 87 
10 Algoritmos de gestión y resolución del juego del dominó .................................... 88 
10.1 Algoritmos de construcción de la cadena del dominó ................................... 88 
10.1.1 Subrutina ActualizarCadena ............................................................... 91 
10.1.2 Subrutina ActualizarIdConf ................................................................ 96 
10.2 Algoritmos de posicionado de la ficha en la cadena del dominó ................... 103 
10.2.1 Subrutina PosicionarFicha ................................................................ 103 
10.3 Algoritmos de juego del dominó ............................................................. 114 
10.3.1 Función SeleccionarFicha ................................................................. 114 
10.3.2 Función EstrategiaSimple ................................................................ 116 
10.3.3 Función EstrategiaRandom .............................................................. 117 
10.3.4 Función EstrategiaPrioridades .......................................................... 118 
10.3.5 Función getFichasJugables ............................................................... 123 
10.3.6 Función queCadena ........................................................................ 124 
11 Robotización del proceso ............................................................................. 125 
11.1 Adaptación de los datos para su uso en el sistema de referencia robot ......... 125 
11.1.1 Subrutina CalibrarExtremosMesa ...................................................... 129 
11.1.2 Función posImagenToRobot ............................................................. 132 
11.1.3 Función anguloImagenToRobot ........................................................ 133 
11.1.4 Función obtenerRobTarget ............................................................... 134 
11.2 Sistema de comunicación entre VB6 y la controladora del robot .................. 135 
11.2.1 Helper Control ............................................................................... 135 
11.2.2 Servidor OPC ................................................................................. 138 
11.3 Gestión de las fichas del robot ................................................................ 141 
11.4 Algoritmos de control del robot .............................................................. 143 
11.4.1 Algoritmos implementados en VB6 .................................................... 143 
11.4.2 Algoritmos implementados en RAPID ................................................ 148 
12 Supervisión del proceso .............................................................................. 157 
12.1 Procedimientos auxiliares ...................................................................... 157 
Estudio e implementación de algoritmos de resolución del juego del dominó para un robot antropomórfico 
 
 
12.1.1 Subrutina idle ................................................................................ 157 
12.1.2 Subrutina contarPuntosRobot ........................................................... 157 
12.1.3 Función QuienEmpieza .................................................................... 158 
12.1.4 Función esperarJugador .................................................................. 159 
12.2 Procedimiento coordinador del proceso .................................................... 161 
12.2.1 Subrutina EmpezarProceso .............................................................. 161 
12.2.2 Fase Coger 7 fichas ........................................................................ 162 
12.2.3 Fase Inicio de la partida .................................................................. 163 
12.2.4 Fase Turno de la persona ................................................................ 164 
12.2.5 Fase Turno del robot ....................................................................... 165 
13 Pruebas y resultados .................................................................................. 166 
14 Conclusiones ............................................................................................. 167 
15 Propuestas de mejora ................................................................................. 168 




A1. Presupuesto ........................................................................................... 171 
A2. Estudio del convenio de giro de la cadena de dominó óptimo ......................... 172 
A3. Gestión de archivos .txt ........................................................................... 174 
A4. Código aplicación VB6 .............................................................................. 180 




Pau Villegas Tres 
 
ÍNDICE DE ILUSTRACIONES 
Ilustración 2.1: Mecanismos automáticos de Herón de Alejandría .............................. 10 
Ilustración 2.2: Muñecos músicos y pato mecánico de Jacques de Vaucanson ............. 10 
Ilustración 2.3: Robot de la obra Rossum’s Universal Robots que popularizó el término 
robot ................................................................................................................ 11 
Ilustración 2.4: Robot industrial realizando una soldadura por arco............................ 11 
Ilustración 2.5: Ejemplos de robots modernos con el propósito de entretener ............. 11 
Ilustración 6.1: Tablas donde transcurrirá el juego .................................................. 15 
Ilustración 6.2: Convenio de giro de la cadena de dominó utilizado en el proyecto ....... 16 
Ilustración 6.3: Fallo de succión de la ventosa ........................................................ 17 
Ilustración 7.1: 28 fichas del juego dominó ............................................................ 18 
Ilustración 8.1: Escena de todos los componentes del proceso .................................. 19 
Ilustración 8.2: Área de trabajo del robot IRB 140 (en mm) ..................................... 20 
Ilustración 8.3: Dimensiones del robot IRB 140 (en mm) ......................................... 20 
Ilustración 8.4: Ventosas de fuelle ........................................................................ 21 
Ilustración 8.5: Imagen de la cámara MOBOTIX M22 ............................................... 21 
Ilustración 8.6: Juego de fichas de dominó de madera con los puntos negros .............. 22 
Ilustración 8.7: Rampa para voltear la ficha ........................................................... 23 
Ilustración 8.8: Área de trabajo del robot IRB 140 .................................................. 24 
Ilustración 8.9: Barrido de puntos que determinan la zona de trabajo del robot ........... 24 
Ilustración 8.10: Determinación de la zona de juego óptima mediante el uso de Geogebra
 ....................................................................................................................... 25 
Ilustración 9.1: Ejemplo de una cámara inteligente de National Instruments usada para 
un control de calidad de filtros de aceite de automóvil ............................................. 27 
Ilustración 9.2: Captura de la interfaz del servidor web de la cámara M22 .................. 28 
Ilustración 9.3: Ventana de selección del componente Microsoft Internet Controls, donde 
se encuentra el WebBrowser ................................................................................ 29 
Ilustración 9.4: Error al ejecutar la aplicación VB6 debido a un fallo del WebBrowser ... 29 
Ilustración 9.5: Ejemplo de la representación matricial de una imagen binaria ............ 33 
Ilustración 9.6: Representación 3D de una imagen .................................................. 36 
Ilustración 9.7: Representación 2D de una imagen .................................................. 36 
Ilustración 9.8: Representación 1D de una imagen .................................................. 36 
Ilustración 9.9: Ejemplo del resultado de la subrutina colorToGrises .......................... 39 
Ilustración 9.10: Ejemplo del resultado de la subrutina colorToBN ............................. 40 
Ilustración 9.11: Ejemplo del resultado de la subrutina invertirImagenBN ................... 41 
Ilustración 9.12: Ejemplo del resultado de la subrutina pintarBordes ......................... 42 
Ilustración 9.13: Efecto de la dilatación usando un elemento estructurante cuadrado de 
3x3 .................................................................................................................. 44 
Ilustración 9.14: Efecto de la erosión usando un elemento estructurante cuadrado de 3x3
 ....................................................................................................................... 46 
Ilustración 9.15: Efecto de la operación de apertura usando un elemento estructurante 
cuadrado de 3x3 ................................................................................................ 48 
Ilustración 9.16: Efecto de la operación de cierre usando un elemento estructurante 
cuadrado de 3x3 ................................................................................................ 48 
Ilustración 9.17: Ejemplo de la dualidad de operaciones .......................................... 49 
Ilustración 9.18: Diferencia entre los conjuntos A y B .............................................. 50 
Ilustración 9.19: Ejemplo del resultado de la subrutina bordear ................................ 50 
Ilustración 9.20: Análisis de color en un control de calidad de cables de alimentación .. 52 
Ilustración 9.21: Reconocimiento facial en el etiquetado de fotos de Facebook ............ 52 
Ilustración 9.22: Tipos de vecindad en una imagen ................................................. 53 
Ilustración 9.23: Representación del resultado de la operación Etiquetar mediante el uso 
de colores como etiquetas ................................................................................... 55 
Estudio e implementación de algoritmos de resolución del juego del dominó para un robot antropomórfico 
 
 
Ilustración 9.24: Serie de imágenes que representan el proceso de exploración de píxeles
 ....................................................................................................................... 56 
Ilustración 9.25: Ejemplo de la utilización del etiquetado en una imagen con objetos 
conectados ........................................................................................................ 62 
Ilustración 9.26: Secuencia de imágenes de una ficha en una jugada de dominó ......... 63 
Ilustración 9.27: Ejemplo de resultado del proceso de segmentación de objetos 
conectados ........................................................................................................ 63 
Ilustración 9.28: Proceso de segmentación de imágenes conectadas mediante las 
subrutinas desarrolladas...................................................................................... 64 
Ilustración 9.29: Ejemplo de extracción de distancias de una imagen ......................... 65 
Ilustración 9.30: Método de obtención del centroide de un rectángulo mediante la 
intersección de las diagonales .............................................................................. 66 
Ilustración 9.31: Ejemplo del resultado de la subrutina Centroides ............................ 66 
Ilustración 9.32: Convenio de theta ...................................................................... 69 
Ilustración 9.33: Ejemplo de la representación gráfica del eje de mínima inercia de una 
ficha de dominó obtenido con la subrutina EjeMinInercia .......................................... 69 
Ilustración 9.34: Proceso de la subrutina LocPipBasic .............................................. 70 
Ilustración 9.35: Cuatro cuadrantes de una circunferencia ........................................ 70 
Ilustración 9.36: Ejemplos de resultados usando los cuatro cuadrantes clásicos .......... 71 
Ilustración 9.37: Cuatro ejes de un plano rotados 45º ............................................. 71 
Ilustración 9.38: Ejemplos de resultados usando los cuatro cuadrantes rotados 45º ..... 71 
Ilustración 9.39: Ejemplo de detección de orientación de la ficha .............................. 72 
Ilustración 9.40: Ejemplo de imagen a analizar: EscenarioA (verde), EscanarioB (cian), 
EscenarioC (rojo) ............................................................................................... 73 
Ilustración 9.41: Binarización de la imagen a analizar .............................................. 74 
Ilustración 9.42: Imagen escenario A recortada ...................................................... 74 
Ilustración 9.43: Imagen escenario A después de realizar una apertura ...................... 75 
Ilustración 9.44: Imagen escenario A con las regiones válidas etiquetadas ................. 75 
Ilustración 9.45: Imagen del escenario A con los centroides extraídos ........................ 75 
Ilustración 9.46: Imagen escenario B binarizada e invertida ..................................... 76 
Ilustración 9.47: Imagen escenario B recortada ...................................................... 77 
Ilustración 9.48: Imagen escenario B después de realizar una apertura ...................... 77 
Ilustración 9.49: Imagen escenario B etiquetada .................................................... 77 
Ilustración 9.50: Ejemplo del análisis de una imagen del escenario B ......................... 77 
Ilustración 9.51: Imagen escenario C recortada e invertida ...................................... 78 
Ilustración 9.52: Imagen ficha escenario C sin pips ................................................. 78 
Ilustración 9.53: Imagen del Escenario C con la última ficha de la cadena segmentada 79 
Ilustración 9.54: Posición y orientación de la ficha del escenario C ............................ 79 
Ilustración 9.55: Imagen cargada de mBackUp() .................................................... 79 
Ilustración 9.56: Imagen escenario C recortada ...................................................... 79 
Ilustración 9.57: Ficha del escenario C con los centroides extraídos ........................... 80 
Ilustración 9.58: Pestaña calibración ..................................................................... 81 
Ilustración 9.59: Panel Cargar Imagen de la aplicación desarrollada .......................... 81 
Ilustración 9.60: Ejemplo calibración ..................................................................... 81 
Ilustración 9.61: Panel para elegir la calibración a efectuar ...................................... 82 
Ilustración 9.62: Panel de información de la aplicación gráfica .................................. 82 
Ilustración 9.63: Calibración del umbral de binarización ........................................... 83 
Ilustración 9.64: Calibración del pip de una ficha .................................................... 84 
Ilustración 9.65: Calibración del ancho de una ficha ................................................ 85 
Ilustración 9.66: Calibración del alto de una ficha ................................................... 86 
Ilustración 9.67: Calibración del área a recortar ...................................................... 87 
Ilustración 10.1: Ejemplo de cadena de dominó ...................................................... 89 
Ilustración 10.2: Ejemplo de cadenaA (en rojo) y cadenaB (en azul) .......................... 90 
Ilustración 10.3: Ejemplo de cadenaA y cadenaB de la Ilustración 10.2 ...................... 90 
Pau Villegas Tres 
 
Ilustración 10.4: Ejemplo de dominó dando la vuelta ............................................... 92 
Ilustración 10.5: Ejemplo de elección de cadena ..................................................... 92 
Ilustración 10.6: Ejemplo del proceso para mantener la coherencia numérica ............. 94 
Ilustración 10.7: Caso donde la distancia entre la última ficha y la cadena A y B es la 
misma .............................................................................................................. 95 
Ilustración 10.8: Ejemplo de idConf posibles .......................................................... 96 
Ilustración 10.9: Ejemplo de resultado de la función angCC .................................... 101 
Ilustración 10.10: Ejemplo de vecinos de la ficha a posicionar ................................ 103 
Ilustración 10.11: Ejemplo de la orientación de la ficha a posicionar ........................ 103 
Ilustración 10.12: Ejemplo de las diferentes configuraciones del posicionado de una ficha
 ..................................................................................................................... 104 
Ilustración 10.13: Comparación de resultados entre el uso de magnitudes absolutas 
(izquierda) o  relativas (derecha) ........................................................................ 107 
Ilustración 10.14: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  
es próximo a 0 rad ........................................................................................... 108 
Ilustración 10.15: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  
es próximo a π rad ........................................................................................... 109 
Ilustración 10.16: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  
es próximo a 0 rad y ésta es perpendicular .......................................................... 110 
Ilustración 10.17: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  
es próximo a π rad y ésta es perpendicular .......................................................... 111 
Ilustración 10.18: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  
es próximo a 0 rad y se gira a arriba ................................................................... 113 
Ilustración 10.19: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  
es próximo a π rad y se gira a arriba ................................................................... 113 
Ilustración 10.20: Ejemplos de la EstrategiaSimple ............................................... 116 
Ilustración 10.21: Ejemplos EstrategiaRandom (misma jugada, distintos resultados) . 117 
Ilustración 10.22: Jugar ficha con más puntuación ................................................ 118 
Ilustración 10.23: Jugar primero los dobles .......................................................... 119 
Ilustración 10.24: Tirar con prioridad por cantidad de pintas .................................. 120 
Ilustración 10.25: Probabilidad de pinta ............................................................... 121 
Ilustración 10.26: Ejemplo cadena de dominó durante el turno del jugador humano .. 122 
Ilustración 10.27: Ejemplo de resultado de la función getFichasJugables .................. 123 
Ilustración 10.28: Ejemplo del resultado de la función queCadena ........................... 124 
Ilustración 11.1: Ejes de coordenadas de la imagen (en azul) y del robot (en rojo) .... 126 
Ilustración 11.2: Ejes de coordenadas de la imagen y del robot en un mismo plano ... 126 
Ilustración 11.3: Posición de las fichas de calibración ............................................ 127 
Ilustración 11.4: Obtener RobTarget de un punto de calibración .............................. 127 
Ilustración 11.5: Calibrar extremos de la mesa de juego ........................................ 128 
Ilustración 11.6: Calibrar extremos de la mesa de fichas ........................................ 128 
Ilustración 11.7: Diferencia de ángulo entre sistemas de referencia ......................... 130 
Ilustración 11.8: Sistema de referencia imagen (en azul), robot (en rojo), mesa (en 
naranja) ......................................................................................................... 131 
Ilustración 11.9: Sistema de referencia robot (en azul) y sistema de referencia del 
elemento terminal (en rojo) ............................................................................... 133 
Ilustración 11.10: Propiedades del objeto Helper antes y después de la conexión ...... 136 
Ilustración 11.11: Interfaz gráfica de la aplicación cliente OPC desarrollada por Kepware
 ..................................................................................................................... 138 
Ilustración 11.12: Interfaz gráfica de la aplicación cliente OPC modificada ................ 139 
Ilustración 11.13: Diseño del soporte de fichas del robot ....................................... 141 
Ilustración 11.14: Soporte de fichas del robot ...................................................... 141 
Ilustración 11.15: Paletizado de las fichas del robot .............................................. 141 
Ilustración 11.16: Rampa para voltear las fichas ................................................... 142 
Ilustración 11.17: Imagen del robot en la posición HomeFront ................................ 149 
Ilustración 11.18: Imagen del robot en la posición HomeBack ................................. 150 
Estudio e implementación de algoritmos de resolución del juego del dominó para un robot antropomórfico 
 
 
Ilustración 11.19: Almacén de fichas ................................................................... 151 
Ilustración 11.20: Posición calculada ................................................................... 152 
Ilustración 11.21: Posición guiaEscA ................................................................... 152 
Ilustración 11.22: Posición guiaAlmacen con ficha ................................................. 153 
Ilustración 11.23: Aproximación con ficha a la plaza del almacén ............................ 153 
Ilustración 11.24: Dejar ficha en la plaza 1 del almacén ......................................... 153 
Ilustración 11.25: Alejarse de la ficha ................................................................. 153 
Ilustración 11.26: Posición guiaAlmacen sin ficha .................................................. 154 
Ilustración 11.27: Aproximación sin ficha a la plaza del almacén ............................. 154 
Ilustración 11.28: Coger ficha de la plaza 1 del almacén ........................................ 154 
Ilustración 11.29: Alejarse del almacén con la ficha .............................................. 154 
Ilustración 11.30: Aproximación rampa ............................................................... 155 
Ilustración 11.31: Posicionar en rampa ................................................................ 155 
Ilustración 11.32: Soltar ficha ............................................................................ 155 
Ilustración 11.33: Aproximación ficha ................................................................. 155 
Ilustración 11.34: Coger ficha ............................................................................ 155 
Ilustración 11.35: Separar ficha de la rampa ........................................................ 155 
Ilustración 11.36: Posición guiaEscC ................................................................... 156 
Ilustración 11.37: Aproximación a la posición calculada ......................................... 156 
Ilustración 11.38: Posición calculada ................................................................... 156 
Ilustración 11.39: Alejarse de la ficha ................................................................. 156 
Ilustración 11.40: Diagrama de flujo del fragmento situar ficha del procedimiento escC
 ..................................................................................................................... 156 
Ilustración 12.1: Pregunta al jugador humano ...................................................... 158 
Ilustración 12.2: Interfaz gráfica para notificar del fin de turno del jugador humano .. 159 
Ilustración 16.1: Caso de giro con ficha doble ...................................................... 173 
 
Ilustración A - 1: Ejemplo 1 de convenio de giro de la cadena de dominó ................. 172 
Ilustración A - 2: Ejemplo 2 de convenio de giro de la cadena de dominó ................. 173 
Ilustración A - 3: Convenio de giro de la cadena de dominó utilizado en el proyecto ... 173 
Ilustración A - 4: Ejemplo de archivos con calibraciones guardadas ......................... 174 
Ilustración A - 5: Aviso de carpeta no encontrada de la función revisarCalibración ..... 177 
Ilustración A - 6: Aviso de archivo no encontrado de la función revisarCalibración ..... 177 
Pau Villegas Tres 
 
ÍNDICE DE FIGURAS 
Figura 9.1: Diagrama de flujo de la subrutina DescargarArchivo ................................ 30 
Figura 9.2: Diagrama de flujo de la subrutina cargarImagen ..................................... 31 
Figura 9.3: Diagrama de flujo de la subrutina cargarImagenWeb ............................... 32 
Figura 9.4: Diagrama de flujo de la subrutina colorToGrises ..................................... 39 
Figura 9.5: Diagrama de flujo de la subrutina colorToBN .......................................... 41 
Figura 9.6: Diagrama de flujo de la subrutina invertirImagenBN ................................ 42 
Figura 9.7: Diagrama de flujo de la subrutina pintarBordes ...................................... 43 
Figura 9.8: Diagrama de flujo de la subrutina dilatar ............................................... 45 
Figura 9.9: Diagrama de flujo de la subrutina erosionar ........................................... 47 
Figura 9.10: Diagrama de flujo de la subrutina bordear ........................................... 51 
Figura 9.11: Diagrama de flujo general de la función Etiquetar ................................. 55 
Figura 9.12: Diagrama de flujo de la fase 1 de la función Etiquetar ............................ 57 
Figura 9.13: Diagrama de flujo de la fase 2 de la función Etiquetar ............................ 59 
Figura 9.14: Diagrama de flujo de la fase 3 de la función Etiquetar ............................ 60 
Figura 9.15: Diagrama de flujo de la fase 4 de la función Etiquetar ............................ 61 
Figura 9.16: Diagrama de flujo de la subrutina Centroides ....................................... 67 
Figura 9.17: Diagrama de flujo de la subrutina CalibrarUmbralBin ............................. 83 
Figura 9.18: Diagrama de flujo de la subrutina CalibrarPip ....................................... 84 
Figura 9.19: Diagrama de flujo de la subrutina CalibrarAncho ................................... 85 
Figura 9.20: Diagrama de flujo de la subrutina CalibrarAncho ................................... 86 
Figura 9.21: Diagrama de flujo de la subrutina CalibrarPosicion ................................ 87 
Figura 10.1: Diagrama de flujo general de la subrutina ActualizarCadena ................... 91 
Figura 10.2: Diagrama de flujo de la Inicialización de la cadenaA y cadenaB ............... 91 
Figura 10.3: Diagrama de flujo del escenario 3 de la subrutina ActualizarCadena ......... 94 
Figura 10.4: Mapa de configuraciones compatibles entre sí ....................................... 97 
Figura 10.5: Diagrama de flujo de la función SeleccionarFicha ................................ 115 
Figura 10.6: Diagrama de flujo de la función EstrategiaSimple ................................ 116 
Figura 10.7: Diagrama de flujo de la       función  EstrategiaRandom ....................... 117 
Figura 10.8: Diagrama de flujo de la función EstrategiaPrioridades .......................... 122 
Figura 10.9: Diagrama de flujo de la función getFichasJugables .............................. 123 
Figura 10.10: Diagrama de flujo de la función queCadena ...................................... 124 
Figura 11.1: Diagrama de flujo de la subrutina numToAsterix ................................. 137 
Figura 11.2: Diagrama de flujo de la subrutina GuardarEnMisFichas ........................ 144 
Figura 11.3: Subrutina CogerFichaRandom .......................................................... 145 
Figura 11.4: Diagrama de flujo de la subrutina TirarFicha ....................................... 146 
Figura 11.5: Código y diagrama de flujo del procedimiento leerToken ...................... 149 
Figura 11.6: Código y diagrama de flujo del procedimiento enviarToken ................... 149 
Figura 11.7: Código del procedimiento RobotGoHomeFront .................................... 149 
Figura 11.8: Código del procedimiento RobotGoHomeBack ..................................... 150 
Figura 11.9: Diagrama de flujo del procedimiento main ......................................... 150 
Figura 11.10: Diagrama de flujo del procedimiento escB ........................................ 152 
Figura 11.11: Código para posicionar el robot en una ficha del almacén ................... 153 
Figura 11.12: Diagrama de flujo del procedimiento escA ........................................ 153 
Figura 11.13: Diagrama de flujo general del procedimiento escC ............................. 154 
Figura 11.14: Diagrama de flujo del fragmento Extraer ficha del procedimiento escC . 154 
Figura 11.15: Diagrama de flujo del fragmento voltear ficha del procedimiento escC .. 155 
Figura 12.1: Diagrama de flujo de la subrutina idle ............................................... 157 
Figura 12.2: Diagrama de flujo de la subrutina contarPuntosRobot .......................... 158 
Figura 12.3: Diagrama de flujo de la subrutina QuienEmpieza ................................. 159 
Figura 12.4: Diagrama de flujo de la subrutina esperarJugador ............................... 160 
Figura 12.5: Diagrama de flujo general de la subrutina EmpezarProceso .................. 161 
Estudio e implementación de algoritmos de resolución del juego del dominó para un robot antropomórfico 
 
 
Figura 12.6: Diagrama de flujo de la fase “Coger 7 fichas” de la subrutina 
EmpezarProceso ............................................................................................... 162 
Figura 12.7: Diagrama de flujo de la fase “Inicio de la partida” de la subrutina 
EmpezarProceso ............................................................................................... 163 
Figura 12.8: Diagrama de flujo de la fase “Turno de la persona” de la subrutina 
EmpezarProceso ............................................................................................... 164 
Figura 12.9: Diagrama de flujo de la fase “Turno del robot” de la subrutina 
EmpezarProceso ............................................................................................... 165 
 
  
Pau Villegas Tres 
 
ÍNDICE DE ECUACIONES 
Ecuación 9.1: Ecuación del centroide de una imagen binaria ..................................... 66 
Ecuación 9.2: Fórmulas para el cálculo del ángulo del eje de mínima inercia ............... 67 
Ecuación 9.3: Fórmula de la recta perpendicular que pasa por el centroide ................. 69 
Ecuación 9.4: Cálculo del diámetro de una ficha mediante Pitágoras .......................... 84 
Ecuación 9.5: Cálculo del área del pip de una ficha .................................................. 84 
Ecuación 9.6: Cálculo del ancho de una ficha mediante Pitágoras .............................. 85 
Ecuación 9.7: Cálculo del alto de una ficha mediante Pitágoras ................................. 86 
Ecuación 9.8: Cálculo del área de una ficha ............................................................ 86 
Ecuación 10.1: Cálculo de distancias entre fichas mediante Pitágoras......................... 93 
Ecuación 10.2: Cálculo de la distancia entre los centroides de las fichas f1 y f2 ......... 100 
Ecuación 11.1: Cálculo de la escala entre el sistemas de referencia ......................... 130 
Ecuación 11.2: Rotación de un punto en 2D ......................................................... 132 
Ecuación 11.3: Matriz rotacional entre el sistema de referencia robot y el sistema de 
referencia elemento terminal ............................................................................. 134 
Ecuación 11.4: Fórmulas de los cuaterniones ....................................................... 134 
 
  
Estudio e implementación de algoritmos de resolución del juego del dominó para un robot antropomórfico 
 
 
ÍNDICE DE TABLAS 
 
Tabla 9.1: Dualidad entre las operaciones de erosión y dilatación .............................. 49 
Tabla 9.2: Ejemplo del procedimiento de la fase 2 de la función Etiquetar .................. 58 
Tabla 9.3: Ejemplo del procedimiento de la fase 3 de la función etiquetar ................... 60 
Tabla 9.4: Ejemplo del procedimiento de la fase 4 de la función etiquetar ................... 61 
Tabla 10.1: Ejemplo del vector cadenaFichas para la Ilustración 10.2: Ejemplo de 
cadenaA (en rojo) y cadenaB (en azul) .................................................................. 89 
Tabla 11.1: Datos transferidos por comunicación Ethernet ..................................... 135 
Pau Villegas Tres 
 
- 9 - 
 
1 OBJETO 
El objeto de este proyecto es el estudio e implementación de algoritmos que permitirán a 
un robot antropomórfico jugar al dominó contra una persona. 
Utilizando técnicas de visión por computador, el robot deberá ser capaz de localizar las 
fichas, identificarlas, procesar las jugadas realizadas y encontrar buenas estrategias para 
la ganar la partida.  
  






A lo largo de los siglos el ser humano ha intentado crear artefactos que imiten 
movimientos del cuerpo humano. Los antiguos sacerdotes egipcios manipulaban 
fraudulentamente estatuas religiosas con bocas articuladas para asombrar a sus 
seguidores. Más tarde, los griegos, quienes ya dominaban los mecanismos que regían las 
maquinas simples, diseñaron artefactos que operaban con sistemas hidráulicos, los 
cuales se utilizaban principalmente para entretener al público. Estas máquinas que 




Ilustración 2.1: Mecanismos automáticos de Herón de Alejandría 
 
Durante los siglos XVII y XVIII en Europa se crearon dispositivos mecánicos que tenían 
algunas características propias de los robots. Por ejemplo, Jacques de Vaucanson (1709-
1782) construyó varios muñecos simulando músicos de tamaño humano, diseñados para 




Ilustración 2.2: Muñecos músicos y pato mecánico de Jacques de Vaucanson 
 
 
Pau Villegas Tres 
 
- 11 - 
 
 
En el siglo XX, el escritor checo  Karel Čapek (1890-1938), acuñó el término “robot”, 
proveniente de la palabra checa “robota” que significa servidumbre o trabajo forzado. 
Posteriormente, Isaac Asimov (1920-1992) popularizó el término “robótica”, en sus 
novelas de ciencia ficción, definiendo la ciencia que estudia a los robots.  
 
Ilustración 2.3: Robot de la obra Rossum’s Universal Robots que popularizó el término robot 
El desarrollo de la tecnología, como por ejemplo, la computación, los sistemas de control 
y los actuadores, ha contribuido a flexibilizar los mecanismos autómatas para 
desempeñar tareas dentro de la industria. Debido a la versatilidad y precisión que 
ofrecen los robots, su uso se ha expandido por diferentes áreas además de la industrial; 
la médica, la militar y la domestica entre otras. 
 
Ilustración 2.4: Robot industrial realizando una soldadura por arco 
A pesar del gran impacto que ha tenido el robot en la industria, aún se conserva el 
interés por diseñar robots para entretener. Por ejemplo, robots capaces de jugar al tenis 
de mesa, de tocar el violín o incluso mascotas robóticas. 
   
 
Ilustración 2.5: Ejemplos de robots modernos con el propósito de entretener 






Con la realización de este proyecto se pretender afianzar los conocimientos adquiridos 
durante los estudios de grado en Ingeniería Electrónica y Automática Industrial, y en 
especial en la materia de robótica.  
El proyecto, debido a su carácter interdisciplinario, permitirá ampliar y profundizar 
conocimientos en temas relacionados con la robótica, la visión por computador, la 
inteligencia artificial y proporcionará una visión global de un proceso en el que coexistan 
estas tecnologías. 
La robotización del juego de dominó permite recordar los orígenes de la robótica, cuando 
ésta tenía el único objetivo de entretener. Sin embargo, este proceso integra distintas 
tareas fácilmente reconocibles en el ámbito industrial. Se puede comparar la 
identificación de las fichas de dominó con un proceso industrial de control de calidad. El 
almacenado de las fichas de dominó seguirá un procedimiento muy parecido al paletizado 
que se puede encontrar en una fábrica y la integración de algoritmos de toma de 
decisiones basadas en el razonamiento humano es cada vez más común en procesos que 
requieren una gran flexibilidad y autonomía. 
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4 ALCANCE 
El alcance de este proyecto cubre el estudio e implementación de las diferentes tareas 
que intervienen en el proceso: 
 Estudio de la posición óptima de la escena de juego 
 Identificación de las fichas mediante visión por computador. 
 Diseño e implementación de la librería de visión por computador 
 Programación del robot para la manipulación y organización de las fichas 
 Diseño e implementación de los algoritmos para la resolución del juego del 
dominó 
 Implementación de un sistema que permita realizar calibraciones de las técnicas 
utilizadas 
 Diseño de la aplicación informática que gestione todas las tareas del proceso 
 Diseño y construcción de piezas auxiliares que pueda necesitar el robot para jugar 
al dominó 
 
El proyecto se limita a estudiar e implementar la solución de un robot que juega al 
dominó contra una persona. Cualquier otra configuración posible queda fuera del alcance 
del proyecto. 
  





5 ESPECIFICACIONES BÁSICAS DEL PROCESO 
Las especificaciones básicas que se deberán cumplir son:  
 
1. El robot deberá ser capaz de jugar al dominó contra una persona. 
2. El robot gestionará sus propias fichas. 
3. La identificación de las fichas se realizará mediante técnicas de visión artificial. 
4.  Las fichas de dominó serán lo más parecidas posible a las clásicas  
 (puntos negros y fondo claro). 
5. El robot deberá respetar las reglas del juego del dominó. 
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6 CONSIDERACIONES PREVIAS 
Para asegurar el cumplimiento de las especificaciones se deberán tener en cuenta unas 
consideraciones previas.  
Para la especificación 1: 
 La robotización del proceso se realizará mediante la controladora S4CPlus del 
robot IRB 140 de ABB del laboratorio de robótica del edificio TR11 del Campus de 
Terrassa de la UPC.  
 La velocidad de respuesta del robot podrá ser más lenta que la del jugador 
humano. 
Durante gran parte de la partida la persona que jugará al dominó estará 
muy próxima al robot. Por razones de seguridad (Normativa UNE-EN 775), 
la velocidad máxima del brazo del robot estará limitada a 0.3 m/s. Esto 
evitará daños mayores en caso de accidente [1].  
 El juego transcurrirá en una mesa adaptada para el robot. 
 
Debido a la limitada área de trabajo que ofrece el robot IRB 140, el juego 
transcurrirá en unas tablas a la altura del robot que servirán de mesa. 
 
 
Ilustración 6.1: Tablas donde transcurrirá el juego 
 










 La cadena de dominó deberá cumplir unas características determinadas. 
Debido a la limitada área de trabajo del robot IRB 140, la cadena de 
domino tendrá una forma determinada que será la óptima para el acceso 
del robot. Para ello se ha establecido un convenio de giro de las cadenas 
del dominó. 
 
Ilustración 6.2: Convenio de giro de la cadena de dominó utilizado en el proyecto 
Este convenio de giro asegura que todas las fichas serán accesibles por 
parte del robot. El estudio y justificación de este convenio se encuentra en 
el anexo A2. 
Para asegurar que el robot cumple con el convenio se han establecido unas 
condiciones de giro específicas en los algoritmos de construcción de la 
cadena. Sin embargo, el jugador humano también deberá cumplir estas 
especificaciones cuando efectúe su jugada.  
 
 El jugador deberá notificar cuando ha terminado su jugada 
 Por razones de seguridad el jugador deberá notificar cuando ha terminado 
su turno, de esta manera el robot no realizará ningún movimiento hasta 
que el jugador adversario esté fuera del área de trabajo del robot. 
(Normativa UNE-EN 775). [1]  
La notificación del fin de jugada se realizará mediante la interfaz gráfica de 
la aplicación desarrollada en el ordenador. 
Para la especificación 2: 
 El robot realizará un paso intermedio para voltear las fichas antes de colocarlas en 
la mesa de juego.  
Esto se realizará mediante un rampa que permitirá al robot darle la vuelta 
a la ficha. El estudio de la idoneidad de este método se encuentra en el 
apartado 11.3. 
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Para la especificación 3: 
 El sensor utilizado para la identificación mediante visión artificial será la cámara 
M22 de MOBOTIX del laboratorio de robótica del edificio TR11 del Campus de 
Terrassa de la UPC. 
 Se implementará una librería de visión artificial propia. 
Debido a la escasez de librerías de visión artificial de código abierto para 
VB6 se ha optado por asumir la implementación de todos los métodos 
necesarios para la identificación de las fichas. 
 Las librerías de visón artificial estarán implementadas en VB6 (Visual Basic 6). 
Debido a la utilización de la controladora del robot S4CPlus y para poder 
aprovechar los métodos de comunicación que proporciona ABB se utilizará 
el lenguaje de programación VB6 para la implementación tanto de la 
aplicación principal como de los algoritmos de visión.  
Para la especificación 4: 
 Se utilizarán fichas más grandes 
Para una correcta identificación, mediante técnicas de visión artificial, y 
debido a la resolución de la cámara a utilizar (640x480) y su lejanía con 
respecto a las fichas, se deberán utilizar fichas más grandes que las 
clásicas. 
 Se utilizarán fichas sin pin metálico en el centro ni huecos en los puntos. 
Es de vital importancia que la superficie de las fichas no tenga 
irregularidades importantes ya que no se produciría una buena succión de 
la ficha por parte del elemento terminal del robot (ventosas). 
 
Ilustración 6.3: Fallo de succión de la ventosa 
 
Para la especificación 5: 
 Se jugará a la modalidad clásica de dominó para dos jugadores 
Para un correcto funcionamiento de la solución implementada el jugador 
humano deberá cumplir las normas de la modalidad de dominó elegida. La 
descripción de esta modalidad se describe en el capítulo 7. 





7 DESCRIPCIÓN DEL JUEGO DEL DOMINÓ 
El dominó es un juego de mesa de gran popularidad en toda la geografía española y 
latina. En la actualidad existen numerosos juegos con multitud de variantes y reglas que 
han sido inventadas en diversos países a lo largo de los siglos. 
Dependiendo de la variante de juego participarán 2, 4, 6, 8, 10 o incluso 12 jugadores. 
En la modalidad más popular participan 4 jugadores, sin embargo en este proyecto se 
expondrá la variante de 2 jugadores. 
El juego más común está formado de 28 fichas, cada una con dos números 
representados por “puntos” grabados en la ficha. En esta modalidad de juego hay siete 
fichas de cada número y cada número puede ir del cero al seis. 
 
 
Ilustración 7.1: 28 fichas del juego dominó 
 
Al iniciar el juego se mezclan las fichas, estando éstas cara abajo. Cada jugador coge 
siete del montón. Empezará el jugador que tenga el seis doble, en el caso de que 
ninguno lo tenga, se jugará el doble más alto (5|5, 4|4, etc.). Si se diera la circunstancia 
de que ningún jugador tuviera un doble saldría el poseedor de la ficha con más puntos 
(6|5, 6|4, 6|3, 5|4, etc.). La ficha se depositará en el centro de la mesa cara arriba. 
El siguiente jugador deberá colocar una ficha que tenga un número de la ficha inicial, 
haciendo coincidir los puntos. 
En las siguientes rondas los jugadores se irán turnando repitiendo el procedimiento 
anterior. Si un jugador no tiene ficha robará del montón que ha quedado en la mesa. Si 
no quedan fichas en el montón se pasará el turno.  
La partida terminará cuando un jugador consiga colocar todas las fichas o en caso de que 
la partida quede cerrada (ningún jugador pueda tirar). En este último caso ganará el 
jugador con menor cantidad de puntos en sus fichas. 
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8 DESCRIPCIÓN DEL SISTEMA 
El objetivo de este capítulo es presentar todos los componentes que intervienen en el 




Ilustración 8.1: Escena de todos los componentes del proceso 
 
A continuación se enumeran todos los elementos siguiendo la numeración de la 
Ilustración 8.1.  





8.1 COMPONENTES DEL SISTEMA 
8.1.1 Robot IRB 140 de ABB 
Robot antropomórfico de 6 articulaciones rotacionales fabricado por ABB. Es el robot más 
rápido de su clase y tiene una capacidad de carga de hasta 6 kg. Será el responsable de 




Ilustración 8.2: Área de trabajo del 
robot IRB 140 (en mm) 
 
 Ilustración 8.3: Dimensiones del robot IRB 
140 (en mm) 
 
 
8.1.2 Controladora S4CPlus de ABB 
Es el “cerebro” del robot. Se encarga de reconocer y procesar la información proveniente 
del ordenador. Ejecutará el programa realizado en lenguaje RAPID y transformará las 
instrucciones en consignas de los actuadores del robot para que éste realice el 
movimiento deseado. 
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8.1.3 Elemento terminal del robot 
El elemento terminal del robot consta de dos ventosas de fuelle que estarán conectadas a 
un sistema de generación de vacío. Estas ventosas son muy utilizadas por su capacidad 
de compensar diferencias de nivel, inclinaciones y curvaturas en las piezas. En particular 
se usarán las de 1.5 fuelles. 
 
 
Ilustración 8.4: Ventosas de fuelle 
8.1.4 TeachPendant 
Es la unidad de control manual del robot y permitirá controlar el movimiento de las 
articulaciones, así como realizar movimientos lineales manualmente. Se utilizará 
principalmente para las primeras calibraciones, para realizar pruebas, coger puntos de 
interés y alejar el robot de posibles singularidades. 
8.1.5 Cámara MOBOTIX M22 
Es una cámara web con servidor web incorporado (192.168.1.121) que estará conectada 
al ordenador mediante una red Ethernet. Desde el propio servidor de la cámara se 
pueden realizar distintas configuraciones, como por ejemplo modificar la resolución de la 
imagen, la velocidad de refresco, el zoom (digital), el contraste, la luminosidad, etc.  
Dispone de un sensor de color que ofrece una resolución máxima de 640x480 (VGA) y un 
ratio de captura de 16 fotogramas por segundo. [3] 
La cámara estará situada en el techo y su lente paralela al suelo. Esto permitirá utilizarla 
como sensor del sistema de visión artificial. 
 
Ilustración 8.5: Imagen de la cámara MOBOTIX M22 





8.1.6 Ordenador personal  
Ordenador con Windows 7 y una máquina virtual con Windows XP, en la cual se ejecutará 
la aplicación realizada con VB6.  
El ordenador tiene dos tarjetas de red para poder conectarse a dos redes Ethernet 
independientes, una para la cámara web y otra para la controladora del robot. (Números 
11 y 12 de la Ilustración 8.1 respectivamente) 
8.1.7 Fichas de dominó 
Fichas de madera de dimensiones 9.5 x 4.5 x 1.5 cm. Originalmente tenían los puntos de 
colores, pero para conseguir un acabado más parecido al dominó clásico se han colocado 
pegatinas negras en los puntos de las fichas. 
 
 
Ilustración 8.6: Juego de fichas de dominó de madera con los puntos negros 
8.1.8 Tablas de madera 
Se utilizarán dos tablas de madera, una como mesa de juego, donde se construirá la 
cadena de fichas, y otra donde estarán todas las fichas no utilizadas. 
8.1.9 Tapetes de juego 
El color uniforme del tape facilitará el proceso de visión artificial. En este caso se han 
usado tapetes de color verde pero podrían ser de cualquier otro color que contraste con 
el de las fichas. 
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8.1.10 Rampa volteadora de fichas 
Es utilizada por el robot para voltear las fichas antes de situarlas sobre la mesa de juego.  
 
 
Ilustración 8.7: Rampa para voltear la ficha 





8.2 ESTUDIO DE LA POSICIÓN ÓPTIMA DE LA ESCENA DE JUEGO  
Es esencial conocer el área de trabajo del robot para poder posicionar la escena de juego 
y crear las restricciones necesarias para evitar que el robot salga de las zonas accesibles. 
El alcance del brazo robótico viene determinado en el datasheet que proporciona el 
fabricante [2]. 
 
Ilustración 8.8: Área de trabajo del robot IRB 140 
 
Como se puede observar en la Ilustración 8.8 es difícil determinar con exactitud la región 
de trabajo que queda delante del robot, ya que ésta varía según la altura. Por lo tanto, 
se ha optado por determinar la zona de trabajo realizando un barrido de puntos con el 
programa de simulación RobotStudio. 
 
Ilustración 8.9: Barrido de puntos que determinan la zona de trabajo del robot 
 
De este modo se puede asegurar el acceso a todos los puntos (a la altura de la mesa) 
dentro del semi-anillo dibujado. Para determinar el área optima de trabajo dentro de esta 
zona, se tratará de maximizar el área de un rectángulo circunscrito en la región 
accesible. Este rectángulo será el que definirá el área de juego del dominó así que debe 
ser lo suficientemente grande para contener todas las fichas. 
Para determinar el área óptima de juego se ha recolectado la información de los 
diferentes puntos adquiridos con RobotStudio y se han transferido al programa 
matemático Geogebra. En este programa se han determinado, mediante el uso de 
relaciones geométricas, las dimensiones óptimas que debe tener el rectángulo buscado. 
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Ilustración 8.10: Determinación de la zona de juego óptima mediante el uso de Geogebra 
Como se puede observar en la ilustración anterior se obtiene que las dimensiones que 
proporcionan el área máxima de trabajo son un ancho de 91 cm y un alto de 33.9 cm.  
Hay que remarcar que por precaución estas medidas ya incorporan un margen de 
seguridad de 25 mm. 
 
  







Para facilitar el seguimiento de las explicaciones, se han integrado las pruebas realizadas 
en los mismos apartados donde se explica el procedimiento. 
A lo largo de la memoria, para explicaciones del código desarrollado se alternará el uso 
de diagramas de flujo, para funciones de carácter general, con el uso de fragmentos de 
código para ejemplificar funciones específicas. En este último caso se ha tratado de 
utilizar nombres de variables que representen claramente su función y se han añadido 
comentarios para facilitar su comprensión. 
--------------------------------------------------------------------------------------------------- 
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9 VISIÓN ARTIFICIAL 
La visión artificial, también conocida como “visión por computador”, es un campo de la 
inteligencia artificial que tiene el propósito de adquirir imágenes, generalmente en dos 
dimensiones, para luego procesarlas, con el fin de “entenderlas”, es decir, de extraer y 
caracterizar determinadas propiedades. 
Esta tecnología se compone básicamente de cuatro elementos: 
 Una cámara que permita digitalizar las imágenes adquiridas. 
 Algún tipo de CPU, por lo general una computadora. 
 Un software preparado para realizar operaciones con imágenes. 
 Una fuente de luz 
Actualmente existe una gran variedad de soluciones comerciales que integran todos los 
elementos de un sistema de visión industrial en un mismo dispositivo. La cámara 
inteligente es un ejemplo de ellos. Esta cámara especial incorpora múltiples 
procesadores, control de iluminación y un software integrado fácilmente configurable que 
proporciona gran flexibilidad. 
 
Ilustración 9.1: Ejemplo de una cámara inteligente de National Instruments usada para un control 
de calidad de filtros de aceite de automóvil 
Estos dispositivos están cada vez más presentes en la industria debido a las ventajas que 
presentan y su progresiva reducción de precio, por lo cual, la elección de una solución 
integrada sería la opción más razonable para el ámbito industrial.  
Sin embargo, en este proyecto, se ha optado por la utilización de un sistema de visión 
artificial no integrado, ya que a nivel educativo permite profundizar más en los detalles 
de esta tecnología y familiarizarse con los algoritmos de procesado de imagen.  
Tal y como se ha comentado en las consideraciones previas, se utilizará la cámara web 
M22 de MOBOTIX como sensor y el lenguaje de programación Visual Basic 6 para los 
algoritmos de visión artificial. 
El objetivo de este capítulo es presentar el proceso completo de una aplicación de visión 
artificial y al mismo tiempo explicar detalladamente las técnicas implementadas en este 
proyecto para la identificación de las fichas de dominó.  





Hay que resaltar que la visión artificial será el único medio de entrada de datos del 
sistema, por lo que deberá aportar la información necesaria para una correcta 
supervisión de la partida y una buena interacción del robot con el entorno. 
9.1 ADQUISICIÓN DE LA IMAGEN 
La adquisición de la imagen será el primer paso a realizar en la secuencia de técnicas de 
visión artificial, ya que sin imagen no hay procesamiento. 
Para realizar esta tarea se dispone de la cámara MOBOTIX M22, que dispone de un 
servidor web para proveer las imágenes y realizar su configuración. La cámara estará 
instalada en el techo y su lente paralela al suelo, lo cual permitirá tener una imagen 
donde se visualice todo el proceso. 
Para obtener la última imagen capturada con la configuración establecida, se  accederá a 
la siguiente dirección: 
“http://192.168.0.121/record/current.jpg”. 
 
Ilustración 9.2: Captura de la interfaz del servidor web de la cámara M22 
Para automatizar el proceso de la adquisición de imágenes con Visual Basic 6 se han 
valorado dos alternativas: 
9.1.1 Control WebBrowser 
En primera instancia se realizó la configuración pertinente para poder acceder a la 
imagen mediante el uso del control WebBrowser.  Este control permite integrar un 
navegador web dentro de la aplicación VB. Por lo tanto, se usaría para acceder a la 
página web de la cámara y descargar la imagen directamente a un PictureBox de la 
aplicación.  
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Ilustración 9.3: Ventana de selección del componente Microsoft Internet Controls, donde se 
encuentra el WebBrowser 
Este método es muy sencillo de implementar y bastante eficaz, sin embargo debido a su 
dependencia de Microsoft Internet Explorer, se requerirá que el usuario  tenga una 
versión específica de este navegador.  
El principal problema que se ha detectado durante la utilización de este método es la 
aparición de errores debido a la actualización de Internet Explorer 6  a la versión 7. Esta 
actualización afecta a la librería donde se encuentra el WebBrowser y puede afectar a la 
ejecución de la aplicación: 
 
Ilustración 9.4: Error al ejecutar la aplicación VB6 debido a un fallo del WebBrowser 
Este fallo es fácilmente solucionable, ya que en la versión 7 del explorador de Windows 
esta librería pasa a llamarse shdocvw.dll. Bastaría con redefinir la referencia al 
componente en el proyecto y ya se podría usar el control con normalidad.1  
De todas formas se ha valorado no usar este componente para obtener una aplicación 
más robusta y menos dependiente del sistema donde se ejecute. 
9.1.2 API URLDownloadToFile 
El segundo método implementado para descargar las imágenes de la cámara es el uso de 
la API2 URLDownloadToFile, la cual ha sido desarrollada por VBnet/Randy Birch, quien ha 
liberado el código bajo una licencia de libre distribución3. 
Esta librería, mediante el uso de la función DownloadFile, permite descargar de forma 
trasparente un archivo a través de su dirección web y almacenarlo en una carpeta del 
ordenador. El archivo puede ser de tipo texto, una imagen, html, video, archivos 
comprimidos, etc.  
                                          
1 Foro de discusión: http://social.msdn.microsoft.com/Forums/ie/en-US/21935021-1dc7-445b-a829-
b02489009aab/ie7-file-not-found-ieframedll1?forum=iewebdevelopment 
2 API: Application Programming Interface 
3 Fuente: http://vbnet.mvps.org/index.html?code/internet/urldownloadtofile.htm 





La función recibe tres parámetros: la ruta del archivo a descargar, la ruta local donde se 
desea guardar el archivo y el nombre que recibirá el archivo una vez descargado. En 
primer lugar URLDownloadToFile descarga el archivo a la caché del navegador Internet 
Explorer y seguidamente copia el archivo al directorio local especificado.  
Debido al hecho de que la función utiliza la caché del navegador, subsecuentes llamadas 
a dicha función descargarán la copia de la caché en vez de la copia del sitio web. Esto es 
bastante problemático en este proyecto, ya que la imagen que se obtendrá no cambiará 
a lo largo del tiempo. 
Para solucionar este inconveniente se deberá eliminar la copia de la caché antes de 
descargar el archivo, para ello se utiliza la función DeleteUrlCacheEntry, la cual se 
encuentra en la librería Wininet.dll de Windows. Así, antes de descargar una nueva 
imagen de la cámara se deberá llamar a esta función. 
Para facilitar el proceso de descarga de una imagen se ha implementado el procedimiento 
DescargarArchivo, el cual sirve de interfaz entre la librería y el resto de la aplicación. 
 
 
Figura 9.1: Diagrama de flujo de la subrutina DescargarArchivo 
 
Finalmente se opta por la implementación de este método ya que, además de evitar los 
problemas que pueden surgir con WebBrowser, añade la funcionalidad de guardar la 
imagen en un directorio local. Esto será de gran utilidad para revisar las imágenes 
tomadas y sobre todo para poder simular el proceso sin necesidad de usar la cámara. 
  
¿Se ha especificado





 la ruta de destino?
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9.2 GESTIÓN DE LA IMAGEN 
Una vez se dispone de la imagen en el directorio local se debe transferir el archivo a la 
aplicación y almacenarla de alguna forma que Visual Basic pueda tratar. 
En VB6 existen dos controles que permiten almacenar imágenes: Image y PictureBox.  
Las principales desventajas del primer control es que no soporta métodos gráficos, por lo 
que las imágenes que contenga no serán manipulables, por lo menos de una manera 
directa. Un PictureBox en cambio, es un control que ofrece más funcionalidades que un 
Image y permitirá realizar modificaciones sobre las imágenes insertadas. [4] 
Para la carga de la imagen de un PictureBox se han desarrollado dos subrutinas que 
permitirán realizar la tarea de dos modos: el modo offline, en el cual se cargarán 
imágenes almacenadas en el ordenador y el modo online, en el cual se descargará la 
última captura de la cámara y posteriormente se cargará en el PictureBox. 
9.2.1 Subrutina cargarImagen 
La subrutina de carga de imágenes en modo offline se llama cargarImagen. Esta función 
carga la imagen de una ruta especificada al PictureBox predeterminado. Para garantizar 
su buen funcionamiento se ha implementado una gestión de errores, la cual, ante un 
fallo de sintaxis o ante la situación de que no se encuentre el archivo, permitirá elegir 
manualmente la imagen a través de un diálogo de Windows. Para evitar posibles errores 
de formato se ha añadido un filtro de extensiones en el diálogo que proporcionará una 
vista solamente de los archivos válidos. 
 
Figura 9.2: Diagrama de flujo de la subrutina cargarImagen 
cargarImagen (nombre,ruta)
¿Se ha especificado






¿Error en la carga?












9.2.2 Subrutina cargarImagenWeb 
La subrutina que cargará la última imagen obtenida con la cámara se llama 
cargarImagenWeb. Cabe señalar que esta función no tiene parámetros de entrada, esto 
es debido a que tanto la URL de la cámara como la dirección de la carpeta destino serán 
parámetros predefinidos dentro de la misma función. 
Mediante el uso de un contador, integrado en el código de la función, se podrá saber el 
número de imágenes que se han capturado. La imagen descargada obtendrá su nombre 
a partir de este contador, creando por consiguiente una secuencia de imágenes 
numeradas consecutivamente (1.jpg, 2.jpg, etc). Por lo tanto, después de una ejecución, 
todas las capturas habrán quedado guardadas en la carpeta SecuenciaGrabada, la cual se 
encuentra en el directorio del programa.  
Estos archivos, entre otros usos, permitirán hacer reproducciones de juegos guardados y 
realizar calibraciones en offline. 
 
 
Figura 9.3: Diagrama de flujo de la subrutina cargarImagenWeb 
 
cargarImagenWeb ()
Inicializar ruta con la  URL predeterminada
Incrementar contador de imágenes
Definir la carpeta SecuenciaGrabada como
el destino de descarga
¿No existe la carpeta en el directorio 
del programa y es la primera ejecución 
de esta función?
Dialogo avisando que se creará una 
nueva carpeta
¿Se ha pulsado OK?
Crear carpeta Fin de la subrutina
DescargarArchivo ()
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9.3 REPRESENTACIÓN DE LA IMAGEN 
Una forma común de representar  las imágenes digitales es mediante el uso de una 
matriz numérica cuyas celdas equivalen a los píxeles4 de la imagen (su luminosidad). Las 
coordenadas de las celdas equivalen al valor de fila y columna de dicha celda dentro de la 
matriz.  
Hay que tener en cuenta que la matriz y la imagen no comparten ejes: 
Al igual que en todos los contenedores de VB6, el origen de coordenadas de un 
PictureBox se sitúa en la esquina superior izquierda de la pantalla. Los valores X positivos 
se mueven hacia la derecha y los Y positivos hacia abajo. En cambio, la matriz que 
representa la imagen tiene el origen de coordenadas en la esquina inferior izquierda; sus 




Imagen binaria Representación matricial de la imagen 
 
Ilustración 9.5: Ejemplo de la representación matricial de una imagen binaria 
Se deberá tener en cuenta esta relación entre coordenadas cada vez que se realice una 
conversión entre matriz e imagen. Como se verá más adelante, esto solo será necesario 
cuando se haga uso de las funciones gráficas nativas de VB6 ya que los métodos gráficos 
usados pueden utilizar directamente las coordenadas matriz. 
Dependiendo del tipo de imagen a representar, la matriz tendrá una forma u otra: 
En el caso de imágenes en escala de grises normalmente cada píxel es representado por 
un byte, es decir un valor comprendido entre 0 y 255 siendo el 0 el valor de mínima 
luminosidad (negro) y el 255 el valor de máxima luminosidad (blanco). 
Por otro lado, en el caso de  las imágenes a color (representadas con el modelo RGB5), 
cada píxel consta de 3 bytes, donde cada byte representa los niveles de luz de cada color 
primario (Rojo, Verde y Azul).  
 
                                          
4 Un píxel es la menor unidad homogénea en color que forma parte de una imagen 
(http://es.wikipedia.org/wiki/Píxel) 
5 RGB: Es la composición del color en términos de la intensidad de los colores primarios de la luz: Rojo, Verde y 
Azul. (http://es.wikipedia.org/wiki/Modelo_de_color_RGB) 





Para muchas aplicaciones industriales donde se trabaja con escenas de muy alto 
contraste no son necesarios tantos niveles de luminosidad, incluso a veces se suelen 
utilizar imágenes con únicamente dos niveles de gris. Este tipo de imágenes se conocen 
como imágenes binarias.  
Trabajar con imágenes binarias reduce al mínimo los datos necesarios para representar 
una imagen, por lo tanto su tratamiento computacional será mucho más rápido que en el 
de otros tipos de imágenes. Además el hecho de utilizar imágenes binarias agiliza y 
facilita la extracción de propiedades geométricas y topológicas. 
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9.4 TRATAMIENTO DE LA IMAGEN 
9.4.1 Tratamiento de imágenes con funciones integradas en 
VB6 
En VB6 existen métodos gráficos para realizar operaciones de píxeles y de manipulación 
de imágenes. El control PictureBox, a diferencia del control Image, soporta métodos 
gráficos, como por ejemplo el PSet, el cual permite establecer el valor de un pixel 
(cambiar su color) o el método Point que devuelve un código representativo del color del 
píxel en cuestión. 
Estos dos métodos realizan dos funciones básicas en el tratamiento de imágenes y, 
aunque no sea una tarea intuitiva, se puede realizar casi cualquier tipo operación de 
imagen solamente utilizando estos métodos de lectura y escritura de pixeles individuales. 
El principal problema de estas funciones es su velocidad [5]. Estas funciones que 
incorpora por defecto VB6 pueden ser útiles para manipular una pequeña cantidad de 
pixeles, por ejemplo para la representación de una recta,  pero son demasiado lentas 
como para ser utilizadas en un procesado de imagen automático. 
 Para dimensionar su lentitud se ha determinado el tiempo que consume una tarea 
simple de tratamiento de imagen como puede ser la binarización: entre 5 y 9 segundos 
para una imagen de 640x480. Por lo cual, el uso de estas funciones es inviable para este 
proyecto. 
9.4.2 Tratamiento de imágenes con una API externa: 
FastDrawing de Tanner Hellend 
Para poder realizar el procesado de la imagen a una velocidad razonable se ha tenido que 
buscar una alternativa a las funciones nativas de VB6, en este caso se ha escogido la  
API desarrollada por el programador estadounidense llamado Tanner Hellend. 
La API tiene licencia BSD6 por lo que, tal y como indica en su web oficial, el código fuente 
se puede utilizar libremente (siempre y cuando se cumpla con una serie de condiciones 
adjuntas al código fuente). 
La librería gráfica se llama Fast-Drawing y como su nombre sugiere, aporta una mejora 
de velocidad muy significativa en el procesado de la imagen; con respecto a los métodos 
nativos de VB6, entre 10 y 50 veces más rápido [6]. 
Esta librería implementa una serie de funciones que permitirán conocer con exactitud las 
dimensiones de la imagen almacenada en un PictureBox. Para obtener el ancho real de la 
imagen se usará la función GetImageWidth y para el alto real de la imagen se usará 
GetImageHeight. Estos valores se almacenarán en las variables iWidth y iHeight de la 
aplicación.  
El principal objetivo de esta librería es realizar la conversión de una imagen a una matriz 
numérica y a la inversa. 
  
                                          
6 BSD:  Tipo de licencia de software libre permisiva 





Hay que tener en cuenta que la matriz imagen obtenida empieza en el elemento 0, por lo 
cual, tanto el ancho como el alto no coincidirá con el índice del último elemento de la 
matriz. Este elemento recibirá el nombre de aWidth, en el caso del índice de la última 




La API permite usar tres tipos de representación digital de la imagen. Cada tipo cuenta 
con una función de lectura y otra de escritura. La primera función permitirá leer una 
imagen almacenada en un control PictureBox y convertirla en una matriz de valores. La 
función de escritura en cambio, hará la operación inversa. 
Dependiendo de que representación se use, la matriz resultante (o entrante) tendrá una 
forma u otra. 
El primer tipo de representación se basa en una matriz  donde cada celda contiene 3 
valores, los cuales simbolizan cada uno de los canales RGB: 
 
Ilustración 9.6: Representación 3D de una imagen 
El segundo tipo consiste en representar toda la información de la imagen en una matriz 
bidimensional, la cual tendrá el triple de columnas que en el primer caso ya que la 
información de los canales de cada píxel se almacena de forma continua: 
 
Ilustración 9.7: Representación 2D de una imagen 
Por último, el tercer tipo consiste en representar la imagen como un array 
unidimensional, es decir como si se cogiesen las filas de la matriz anterior y se colocaran 
una detrás de otra en una misma fila. 
 
Ilustración 9.8: Representación 1D de una imagen 
Cada uno de estos métodos es más rápido que el anterior ya que cuantas menos 
dimensiones se usen más rápido VB6 tratará la información. Sin embargo, a mayor 
velocidad mayor pérdida de intuitividad de uso del método. 
En primer lugar se escogió el método de la matriz 2D. Para mostrar la sintaxis requerida 




(1,1,aHeight) ··· (1,aWidth,aHeight) (2,aWidth,1)
··· (1,i,j) ···
(0,1,aHeight) ··· (0,aWidth,aHeight) (1,aWidth,1)
··· (0,i,j) ···
(0,1,1) ··· (0,aWidth,1)
(1,aHeight) (2,aHeight) (3,aHeight) ··· (aWidth*3-2,aHeight) (aWidth*3-1,aHeight) (aWidth*3,aHeight)
··· ··· ··· (i*3+bgr,j) ··· ··· ···
(1,1) (2,1) (3,1) ··· (aWidth*3-2,1) (aWidth*3-1,1) (aWidth*3,1)
1 2 3 ··· aWidth*aHeight-2 aWidth*aHeight-1 aWidth*aHeight
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'Obtiene dimensiones reales de la imagen de entrada y de la array 'equivalente 
iWidth = GetImageWidth(Picture1) 
aWidth = iWidth - 1 
iHeight = GetImageHeight(Picture1) 
aHeight = iHeight - 1 
 
'Guarda la imagen de entrada en la matriz. 
GetImageData2D Picture1, matriz() 
 
'Bucle para obtener la imagen invertida 
    For i = 0 To aWidth Step 3 
        For j = 0 To iHeight 
            If matriz(i, j) = 255 Then 
                matriz(i, j) = 0 
                matriz(i + 1, j) = 0 
                matriz(i + 2, j) = 0 
            Else 
                matriz(i, j) = 255 
                matriz(i + 1, j) = 255 
                matriz(i + 2, j) = 255 
            End If 
        Next 
    Next 
     
'Representar la imagen resultante 
SetImageData2D Picture1, iWidth, iHeight, matriz() 
 
Como se puede apreciar, esta metodología es bastante engorrosa ya que hay que 
modificar el paso de todos los bucles (Step 3) y referenciar cada color del pixel con 
posiciones relativas al color azul: Verde: i+1 y  Rojo: i+2. 
Después de hacer varias pruebas comparando la velocidad entre métodos se ha valorado 
que para este proyecto las mejoras de tiempos que se pueden conseguir no son 
determinantes. Por lo tanto, se ha elegido una representación más intuitiva: la matriz 
3D. 
El mismo código para invertir una imagen con esta nueva representación sería: 
'Obtener dimensiones reales de la imagen de entrada y de la array 'equivalente 
iWidth = GetImageWidth(Picture1) 
aWidth = iWidth - 1 
iHeight = GetImageHeight(Picture1) 
aHeight = iHeight - 1 
 
'Guarda la imagen de entrada en la matriz. 
GetImageData Picture1, matriz() 
 
'Bucle para obtener la imagen invertida 
    For i = 0 To aWidth 
        For j = 0 To aHeight 
            If matriz(0, i, j) = 255 Then 
                matriz(0, i, j) = 0 
                matriz(1, i, j) = 0 
                matriz(2, i, j) = 0 
            Else 
                matriz(0, i, j) = 255 
                matriz(1, i, j) = 255 
                matriz(2, i, j) = 255 
            End If 
        Next 
    Next 
'Representar la imagen resultante 
SetImageData Picture1, iWidth, iHeight, matriz() 





9.5 PROCESAMIENTO DE LA IMAGEN 
Las técnicas de procesado digital de imágenes tienen el objetivo de obtener, a partir de 
una imagen, otra distinta cuyas propiedades sean más adecuadas para una correcta 
extracción de las características de dicha imagen. 
Antes del análisis de la imagen se deberán aplicar una serie de tratamientos sobre la 
misma que faciliten la extracción de la información y mejoren la calidad de los 
resultados.  
Actualmente existe una gran variedad de programas y herramientas que realizan estas 
tareas de una manera rápida e intuitiva. MATLAB es un buen ejemplo de software que 
por defecto ya incorpora funciones específicas para realizar una gran variedad de 
operaciones con imágenes. 
También existe la posibilidad de añadir dichas funciones a una aplicación propia mediante 
el uso de librerías. Entre las más conocidas se encuentra OpenCV, la cual es una librería 
de código abierto que implementa funciones principalmente de visión artificial.  
Ahora bien, tal como se ha comentado en las consideraciones previas del proyecto, se 
deberá usar el lenguaje de programación Visual Basic 6 debido a su compatibilidad con la 
controladora del robot. Este lenguaje no es compatible con OpenCV ni con muchas otras 
librerías de visión de código abierto. Por lo tanto, debido a la escasez de librerías de 
tratamiento de imágenes compatibles con VB6, se ha decidido implementar una librería 
propia. 
En las siguientes secciones se pretende hacer un análisis funcional de la librería 
desarrollada, con las explicaciones teóricas necesarias para la comprensión de la 
funcionalidad del código. Los detalles técnicos de programación se podrán encontrar en 
forma de comentarios en el mismo código fuente. 
9.5.1 Procedimientos básicos 
En esta sección se presentan una serie de procedimientos básicos para la realización de 
un correcto procesado. Son operaciones con poca complejidad computacional, por lo cual 
serán ejecutadas muy rápidamente. Es importante que sea así, ya que serán funciones 
que se utilizarán varias veces en una misma operación de procesado de imagen, por lo 
que si una función tarda más de lo que debería el procesado final se verá ralentizado 
considerablemente. 
9.5.1.1 Subrutina colorToGrises 
Esta función convierte una imagen a color en una imagen a escala de grises, es decir se 
pasará de una imagen con tres componentes de color a una con un sólo componente.  
Para distinguir los componentes de color se ha utilizado el estándar sRGB7, el cual 
asegura la correcta percepción del brillo de una imagen para el ojo humano. Esta 
recomendación determina los coeficientes que se deben usar para combinar los tres 
canales de color y generar un único canal a escala de grises.  
 
                                          
7 Fuente: http://en.wikipedia.org/wiki/SRGB 
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La fórmula a utilizar es:  
                                        
 
Figura 9.4: Diagrama de flujo de la subrutina colorToGrises 
 
  
Imagen original Imagen a escala de grises 






Fin de la subrutina
Calcular gris ponderando 
cada canal de color del píxel









9.5.1.2 Subrutina colorToBN 
Como ya se ha comentado, la utilización de imágenes binarias en la visión artificial ofrece 
muchas ventajas, como por ejemplo, la ligera carga computacional que requieren. 
También supone una gran simplificación de los algoritmos de procesado de imagen. Por 
estos motivos se ha decido implementar todas los procedimientos de procesado 
utilizando como entrada una imagen binaria. 
Debido a que la imagen adquirida será a color, se deberá realizar un proceso que 
convierta este tipo de imagen en una imagen a blanco y negro. 
Normalmente las imágenes binarias se obtienen a partir de una imagen de niveles de 
gris, sin embargo, teniendo en cuenta que el fondo de la imagen capturada será de un 
color uniforme (por el tapete de juego) se pueden mejorar los resultados de una 
binarización común utilizando la información que aporta el color de la imagen. 
 
   
 
Imagen original Imagen binarizada a partir de una 
imagen a escala de grises 
Imagen binarizada a partir del 
canal rojo de una imagen a color, 
usando la función colorToBN 
Ilustración 9.10: Ejemplo del resultado de la subrutina colorToBN 
Como se puede apreciar en la Ilustración 9.10, esta binarización permitirá efectuar una 
mejor distinción del objeto a caracterizar respecto del fondo de la imagen.  En este caso 
se han filtrado los objetos (frutas) con tonalidades rojas (canal R) más claras, por lo cual 
se ha conseguido resaltar los objetos más claros de este color y minimizar la presencia 
de los demás colores.  También hay que resaltar que con este método se han obteniendo 
unos bordes más definidos que si se pasa por la escala de grises antes de binarizar.  
Así entonces, para realizar este tipo de binarización se necesita establecer un umbral y 
uno de los tres canales RGB de referencia. Esta información se deberá pasar mediante 
los argumentos de entrada de la función. Para determinar el valor del umbral será 
necesaria una calibración previa. (Véase apartado 9.8.1) 
El principio básico de esta subrutina se basa en la comparación de cada uno de los 
píxeles de la imagen a color con un umbral determinado; si la intensidad del canal de 
referencia del pixel es menor al umbral, el pixel pasará a valer 0 (color negro), en el caso 
que supere el umbral, el pixel valdrá 255 (color blanco). 
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Figura 9.5: Diagrama de flujo de la subrutina colorToBN 
9.5.1.3 Subrutina invertirImagenBN 
Para una correcta extracción de las características de una imagen se requiere que ésta 
tenga unas propiedades determinadas, como por ejemplo que el objeto a identificar sea 
negro y el fondo sea blanco. Para asegurar esta condición en todas las imágenes se ha 
implementado el procedimiento invertirImagenBN.  
   
 
Imagen original Imagen binarizada Imagen binarizada invertida 
Ilustración 9.11: Ejemplo del resultado de la subrutina invertirImagenBN 
 
El funcionamiento de esta subrutina consiste en invertir el valor de los pixeles de una 





Fin de la subrutina
Poner el pixel a 0
¿El valor de intensidad del
canal determinado del píxel 
supera  el umbral?












Figura 9.6: Diagrama de flujo de la subrutina invertirImagenBN 
9.5.1.4 Subrutina pintarBordes  
Si se desea asegurar un buen resultado en el análisis de las imágenes se debe aislar el 
objeto que se desea caracterizar del resto de la imagen. Por lo tanto, es importante 
poder eliminar las partes de la imagen que no sean necesarias para dicho proceso.  
Con este propósito se ha desarrollado la función pintarBordes, la cual permite ocultar los 
elementos de la imagen que no se desean analizar. Para eliminar esta información se 
superpondrán unos bordes de color uniforme alrededor del objeto a tratar.  
Para determinar la fracción de imagen que se quiere obviar se deben establecer las 
medidas del margen izquierdo, derecho, superior e inferior. Estos datos serán los 
parámetros de la función desarrollada. Además también se ha añadido un parámetro 
opcional que determinará el color a usar para ocultar los bordes de la imagen; si no se 




Imagen original Imagen con los bordes negros 
 




Fin de la subrutina
Poner el píxel a 0
¿Es blanco 
(píxel=255)?
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La implementación de este procedimiento queda muy simplificada debido al uso de las 
herramientas gráficas que trae VB6. Por consiguiente, en esta función no se usará la 
librería gráfica Fast-Drawing.  
Una de las funciones gráficas que trae por defecto VB6 es la instrucción Line, ésta es un 
método  que se puede encontrar en algunos objetos gráficos de VB6, como el PictureBox 
o el Form. Su funcionalidad es pintar líneas y rectángulos, a partir de las coordenadas de 
dos puntos, sobre el elemento al que pertenece.  
En este caso se utilizará la función para dibujar un rectángulo, el cual se puede 
personalizar para que tenga un color determinado y el estilo de relleno deseado, éste 
será del color especificado por el argumento la función pintarBordes y será de color 
sólido (tendrá relleno). 
Para dibujar los bordes en la imagen, se deberán dibujar cuatro rectángulos rellenos que 
servirán para ocultar cada uno de los márgenes de la imagen. 
 
Figura 9.7: Diagrama de flujo de la subrutina pintarBordes 
9.5.2 Operaciones morfológicas 
Hasta ahora, todas las operaciones que se han presentado se basaban en la manipulación 
individualizada de los píxeles (operaciones puntuales), es decir, la operación sobre un 
píxel era independiente de su posición. Las operaciones morfológicas, por lo contrario, se 
basan en teoría de conjuntos y topología de la imagen, por lo cual, serán operaciones de 
vecindad (de entorno local).  
pintarBordes (imagen,izq,der,sup,inf,color)










Estas operaciones son capaces de simplificar la información que contienen las imágenes, 
eliminando datos irrelevantes y preservando al mismo tiempo sus características 
esenciales.  
Las operaciones morfológicas básicas son: la dilatación, la erosión, la apertura y el cierre.  
La idea básica de estas operaciones es examinar la estructura geométrica de una imagen 
usando como sonda un patrón de ajuste que se denomina elemento estructurante (EE). 
La forma y tamaño del EE caracteriza las formas de los objetos presentes en una imagen. 
[7, p. 10]  
En las siguientes secciones se presentarán los procedimientos implementados que 
realizan dichas operaciones.  
9.5.2.1 Subrutina dilatar  
En términos de una imagen binaria, una dilatación consiste en incrementar el tamaño de 
las regiones pertenecientes al objeto, en este caso las de color negro. 
La imagen resultante de aplicar la dilatación dependerá de la cantidad de veces que se 
ejecute la operación y del tamaño y forma del elemento estructurante.   
La metodología de esta operación consiste en hacer pasar el elemento estructurante por 
todos los pixeles y comparar los valores de la imagen con los del EE; si todos los vecinos 
del píxel central son blancos, este pasará a ser blanco, en cambio si hay un píxel vecino 














Ilustración 9.13: Efecto de la dilatación usando un elemento estructurante cuadrado de 3x3 
 
Como se puede apreciar en la Ilustración 9.13, se han pintado los pixeles blancos que 
rodeaban las regiones negras. Los pixeles que siguen siendo blancos después de la 
dilatación son los que no tienen ningún 8-vecino negro. 
 
 
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 0 0 0 1 1 1 1 1 1 1 1 1 1
1 1 0 0 0 0 0 1 1 1 1 1 1 1 1 1
1 1 0 0 0 0 0 1 1 1 1 0 0 0 1 1
1 1 0 0 0 0 1 1 1 1 0 0 0 0 1 1
1 1 1 0 0 1 1 1 1 0 0 0 0 0 1 1
1 1 1 1 1 1 1 1 0 0 0 0 0 1 1 1
1 1 1 1 1 1 1 0 0 0 0 0 1 1 1 1
1 1 1 1 1 1 0 0 0 0 0 1 1 1 1 1
1 1 1 1 1 0 0 0 0 0 1 1 1 1 1 1
1 1 1 1 0 0 0 0 0 1 1 1 1 1 1 1
1 1 1 1 0 0 0 0 0 0 0 0 1 1 1 1
1 1 1 1 0 0 0 0 0 0 0 0 1 1 1 1
1 1 1 1 1 0 0 0 0 0 0 1 1 1 1 1




1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 0 0 0 0 0 1 1 1 1 1 1 1 1 1
1 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1
1 0 0 0 0 0 0 0 1 1 0 0 0 0 0 1
1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 1 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 1 1 1 1 0 0 0 0 0 0 0 0 0 1 1
1 1 1 1 0 0 0 0 0 0 0 0 0 1 1 1
1 1 1 0 0 0 0 0 0 0 0 0 1 1 1 1
1 1 1 0 0 0 0 0 0 0 0 0 0 1 1 1
1 1 1 0 0 0 0 0 0 0 0 0 0 1 1 1
1 1 1 0 0 0 0 0 0 0 0 0 0 1 1 1
1 1 1 0 0 0 0 0 0 0 0 0 0 1 1 1
1 1 1 1 0 0 0 0 0 0 0 0 1 1 1 1
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La función implementada dispone de varios argumentos que permitirán cambiar los 
parámetros de la operación de dilatación. El primer argumento es la imagen que se 
desea tratar, la cual debe estar previamente binarizada. El segundo argumento de la 
subrutina es el ancho del elemento estructurante cuadrado (si se deseara, se podría 
realizar de forma rectangular simplemente añadiendo otra variable en el código, 
permitiendo diferenciar el ancho del alto del EE). 
También se ha añadido la opción de repetir la operación un número determinado de 
veces, este valor también podrá ser pasado como argumento. 
Los últimos parámetros son para determinar que porción de la imagen se desea tratar, 
esto incrementará significativamente la velocidad de procesado de la operación en el 
caso que se quiera dilatar una zona concreta en vez de la imagen entera. Para establecer 
esta área de actuación se deberán pasar como parámetros las medidas de los márgenes 
a añadir (del mismo modo que se hace en la función pintarBordes). 
 
 




Pintar imagen de salida de blanco
¿Se han realizado
todas las repeticiones?
¿Se han recorrido todos
los pixeles de la imagen?
Recorrer máscara
para el píxel actual
¿Todos los vecinos del píxel
central son blancos?
Pintar píxel de la imagen 
de salida de negro
Pintar píxel de la imagen
de salida de blanco
Dibujar imagen











9.5.2.2 Subrutina erosionar 
La operación de erosión es la operación contraria a la dilatación, es decir, mientras el 
efecto de la dilatación era ampliar las regiones de la imagen con valor 0 (color negro), la 
erosión las reduce. 
La única diferencia de metodología respecto a la anterior operación es la comparación del 
elemento estructurante con la imagen. En la erosión la comparación a realizar es la 
siguiente: si todos los vecinos de un píxel son negros, este pasará a ser negro, en 














Ilustración 9.14: Efecto de la erosión usando un elemento estructurante cuadrado de 3x3 
 
Como se puede apreciar en la Ilustración 9.14, se han pintado de blanco los pixeles 
negros que estaban rodeados por las regiones blancas. Los pixeles que siguen siendo 
negros en la imagen erosionada son los que no tenían ningún 8-vecino blanco8.  
Utilizando la erosión, si se escoge un tamaño correcto para el elemento estructurante, se 
pueden eliminar los detalles irrelevantes de una imagen (píxeles sueltos), pero hay que 
tener en cuenta que todos los objetos serán reducidos (regiones negras), por lo que si se 
desea conservar el tamaño original de los elementos se deberán realizar otras 
operaciones que se verán más adelante. 
 
                                          
8 Este concepto se verá en la sección 9.6.1.1 
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 0 0 0 1 1 1 1 1 1 1 1 1 1
1 1 0 0 0 0 0 1 1 1 1 1 1 1 1 1
1 1 0 0 0 0 0 1 1 1 1 0 0 0 1 1
1 1 0 0 0 0 1 1 1 1 0 0 0 0 1 1
1 1 1 0 0 1 1 1 1 0 0 0 0 0 1 1
1 1 1 1 1 1 1 1 0 0 0 0 0 1 1 1
1 1 1 1 1 1 1 0 0 0 0 0 1 1 1 1
1 1 1 1 1 1 0 0 0 0 0 1 1 1 1 1
1 1 1 1 1 0 0 0 0 0 1 1 1 1 1 1
1 1 1 1 0 0 0 0 0 1 1 1 1 1 1 1
1 1 1 1 0 0 0 0 0 0 0 0 1 1 1 1
1 1 1 1 0 0 0 0 0 0 0 0 1 1 1 1
1 1 1 1 1 0 0 0 0 0 0 1 1 1 1 1




1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 0 1 1 1 1 1 1 1 1 1 1 1
1 1 1 0 0 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 0 1 1 1
1 1 1 1 1 1 1 1 1 1 1 0 1 1 1 1
1 1 1 1 1 1 1 1 1 1 0 1 1 1 1 1
1 1 1 1 1 1 1 1 1 0 1 1 1 1 1 1
1 1 1 1 1 1 1 1 0 1 1 1 1 1 1 1
1 1 1 1 1 1 1 0 1 1 1 1 1 1 1 1
1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 1
1 1 1 1 1 0 0 0 1 1 1 1 1 1 1 1
1 1 1 1 1 1 0 0 0 0 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
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Figura 9.9: Diagrama de flujo de la subrutina erosionar 
 
Como se puede apreciar en la Figura 9.9, la implementación de la erosión es 
prácticamente la misma que en el caso de la dilatación. Por lo tanto, la explicación del 
funcionamiento de la subrutina erosionar y sus parámetros de entrada es equivalente a 
la explicación de la subrutina dilatar. 
9.5.2.3 Operaciones derivadas 
Una vez se han desarrollado las operaciones morfológicas básicas, se pueden definir una 
gran variedad de operaciones mediante la combinación de la dilatación y la erosión. 
En esta sección se definirán las funciones de apertura y de cierre. Estas operaciones no 
han sido implementadas en procedimientos  propios si no que es el resultado de la 
ejecución ordenada de las operaciones antes mencionadas. 
9.5.2.3.1 Apertura 
La apertura es una operación que, por lo general, suaviza el contorno de un elemento, 
rompe uniones estrechas y elimina salientes finas de las mismas. También puede 
eliminar las regiones blancas que tengan un tamaño menor al del elemento 
estructurante, por lo tanto puede resultar de gran utilidad para eliminar pixeles sueltos. 
erosionar (imagen,mascara,reps,margenes)
Leer imagen
Pintar imagen de salida de blanco
¿Se han realizado
todas las repeticiones?
¿Se han recorrido todos
los pixeles de la imagen?
Recorrer máscara
para el píxel actual
¿Todos los vecinos del píxel
central son negros?
Pintar píxel de la imagen 
de salida de blanco
Pintar píxel de la imagen
de salida de negro
Dibujar imagen











Para realizar esta operación solamente hay que realizar una erosión y después una 
dilatación. 





Erosión de la primera imagen 
 
Apertura de la primera imagen 
(Dilatación de la segunda imagen) 
 
Ilustración 9.15: Efecto de la operación de apertura usando un elemento estructurante cuadrado de 
3x3 
En la Ilustración 9.15 se puede ver la operación de apertura realizada en dos pasos: 
primero se realiza la operación de erosión y posteriormente se realiza una dilatación. 
Uno de los hechos remarcables de esta operación es que las regiones negras que son 
más grandes que el elemento estructurante, no modifican su tamaño, como ocurre con la 
erosión y la dilatación.  Por este motivo es muy común la utilización de esta operación en 
el pretratamiento de imágenes. 
9.5.2.3.2  Cierre 
El cierre, al igual que la apertura, es una operación que tiende a suavizar los bordes de 
los objetos de una imagen, pero a diferencia de la anterior, junta uniones estrechas y 
rellena sus huecos. 
Para realizar esta operación solamente hay que realizar una dilatación y después una 
erosión. 





Dilatación de la primera 
imagen 
 
Cierre de la primera imagen 
(Erosión de la segunda imagen) 
 
Ilustración 9.16: Efecto de la operación de cierre usando un elemento estructurante cuadrado de 
3x3 
Como se puede apreciar en la Ilustración 9.16 esta operación ha rellenado los huecos 
que eran más estrechos que el elemento estructurante y ha juntado las uniones 
estrechas. 
  
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1
1 0 0 0 0 1 1 0 0 1 1 0 0 0 0 1
1 0 0 0 0 1 1 1 1 1 1 0 0 0 0 1
1 0 0 0 0 0 1 1 1 1 0 0 0 0 0 1
1 0 0 0 0 0 0 1 1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1 1 0 0 0 0 0 0 1
1 0 0 0 0 0 1 1 1 1 0 0 0 0 0 1
1 0 0 0 0 1 1 1 1 1 1 0 0 0 0 1
1 0 0 0 0 1 1 0 0 1 1 0 0 0 0 1
1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 0 0 1 1 1 1 1 1 1 1 0 0 1 1
1 1 0 0 1 1 1 1 1 1 1 1 0 0 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 0 0 0 0 1 1 1 1 0 0 0 0 1 1
1 1 0 0 0 0 1 1 1 1 0 0 0 0 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 0 0 1 1 1 1 1 1 1 1 0 0 1 1
1 1 0 0 1 1 1 1 1 1 1 1 0 0 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 0 0 0 0 1 1 1 1 1 1 0 0 0 0 1
1 0 0 0 0 1 1 1 1 1 1 0 0 0 0 1
1 0 0 0 0 0 1 1 1 1 0 0 0 0 0 1
1 0 0 0 0 0 0 1 1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1 1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1 1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1 1 0 0 0 0 0 0 1
1 0 0 0 0 0 1 1 1 1 0 0 0 0 0 1
1 0 0 0 0 1 1 1 1 1 1 0 0 0 0 1
1 0 0 0 0 1 1 1 1 1 1 0 0 0 0 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 0 0 0 0 1 1 1 1 0 0 0 0 1 1
1 1 0 0 0 0 0 1 1 0 0 0 0 0 1 1
1 1 0 1 1 0 0 1 1 0 0 1 1 0 1 1
1 1 0 1 1 0 0 1 1 0 0 1 1 0 1 1
1 1 0 0 0 0 0 1 1 0 0 0 0 0 1 1
1 1 0 0 0 0 1 1 1 1 0 0 0 0 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 0 0 0 0 0 1 1 1 1 0 0 0 0 0 1
1 0 0 0 0 0 1 1 1 1 0 0 0 0 0 1
1 0 0 0 0 0 0 1 1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1 1 0 0 0 0 0 0 1
1 0 0 0 0 0 1 1 1 1 0 0 0 0 0 1
1 0 0 0 0 0 1 1 1 1 0 0 0 0 0 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 0 0 0 0 1 1 1 1 0 0 0 0 1 1
1 1 0 0 0 0 0 0 0 0 0 0 0 0 1 1
1 1 0 0 0 0 0 0 0 0 0 0 0 0 1 1
1 1 0 0 0 0 0 0 0 0 0 0 0 0 1 1
1 1 0 0 0 0 0 0 0 0 0 0 0 0 1 1
1 1 0 0 0 0 1 1 1 1 0 0 0 0 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 0 0 0 1 1 1 1 1 1 0 0 0 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1
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9.5.2.4 Dualidad de operaciones 
Existe una relación dual entre las operaciones de erosión y dilatación, y del mismo modo 
entre las operaciones de apertura y cierre, por lo cual, la utilización de una operación 
sobre el fondo es equivalente a la aplicación de la otra sobre el objeto. 
Fondo Objeto Erosión Dilatación 
Negro Blanco 
El objeto incrementa su tamaño / el 
fondo disminuye 
El objeto reduce su tamaño / el fondo 
aumenta 
Blanco Negro 
El objeto reduce su tamaño / el fondo 
aumenta 
El objeto incrementa su tamaño / el fondo 
disminuye 
 
Tabla 9.1: Dualidad entre las operaciones de erosión y dilatación 
Es importante ver que las operaciones morfológicas no “saben” lo que es un objeto, 
simplemente operan con el color al que se le asigna una interpretación de objeto.  
En las funciones que se han implementado se ha seguido el convenio de fondo blanco y 
objeto negro, pero no tiene por que ser siempre así. 
  
Imagen original Imagen resultante 
 
Ilustración 9.17: Ejemplo de la dualidad de operaciones 
En la Ilustración 9.17 se muestra un ejemplo de una imagen a la que se la ha aplicado 
una operación morfológica. Como se puede observar, dependerá de la interpretación que 
se le al color para determinar que operación se ha realizado. 
Si se considera que el objeto es una copa blanca, la operación morfológica aplicada sería 
la dilatación ya que la región blanca en la imagen resultante está ensanchada. Por el otro 
lado, si se considera que el objeto es el conjunto de dos cabezas negras de perfil, la 
operación aplicada sería la erosión ya que las regiones negras han disminuido su tamaño 
y se han alisado los salientes. 
  





9.5.2.5 Subrutina bordear  
Uno de los algoritmos que se pueden desarrollar mediante el uso de operaciones 
morfológicas básicas es la extracción de bordes. 
Esta técnica consiste en hacer la diferencia entre la imagen original y el resultado de 
dilatar la misma.  
 
Ilustración 9.18: Diferencia entre los conjuntos A y B 
La diferencia de imágenes binarias consiste en la operación booleana AND de cada pixel 
de la imagen original con el negado del pixel de la otra imagen: 
mOut(0, i, j) = (mBN(0, i, j) And Not mDilatada(0, i, j)) 
 
Dónde: 
 mOut es la matriz que representa la imagen resultante. 
 mBN es la imagen original binarizada 




Imagen original Resultado de aplicar la técnica de  
extracción de bordes 
 
Ilustración 9.19: Ejemplo del resultado de la subrutina bordear  
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Leer la imagen y guardar 
la matriz en mBN
¿Se han recorrido todos
los pixeles de la imagen?
Dibujar mOut
dilatar ()
Leer la imagen y guardar
la matriz en mErosionada
Hacer la diferencia entre el píxel 
de mBN y el negado del píxel de
mErosionada. 
Fin de la subrutina Guardar resultado en mOut
Si
No





9.6 ANÁLISIS DIGITAL DE LA IMAGEN 
La imagen, una vez ha pasado el procesado satisfactoriamente, está en condiciones de 
poder ser analizada. 
El análisis digital de imágenes es un procesamiento automático de las imágenes que, 
mediante algoritmos computacionales, extrae información de tipo cualitativo o 
cuantitativo, como por ejemplo, posiciones, tamaños, distancias, tonos, etc. [8] 
Existe una gran variedad de análisis que se pueden realizar sobre una imagen; la 
elección del tipo de análisis dependerá de la aplicación y del resultado deseado. Algunos 
ejemplos son: 
 
Ilustración 9.20: Análisis de color en un control de calidad de cables de alimentación9 
 
 
Ilustración 9.21: Reconocimiento facial en el etiquetado de fotos de Facebook 
Para este proyecto se han implementado varias técnicas de análisis de imágenes, las 
cuales se utilizarán dependiendo del escenario de juego que se desee analizar. 
                                          
9 Fuente de la imagen: http://www.bitmakers.com/files/imagenes/1350_area.jpg 
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9.6.1 Conceptos básicos 
Para una correcta comprensión de los términos que se usarán en la descripción de las 
técnicas de análisis se procederá a explicar brevemente su significado.  
9.6.1.1 Vecindad 
Los vecinos de un píxel p con coordenadas (x,y) son definidos como el conjunto de 4 
pixeles que lo rodean ortogonalmente. El conjunto de estos 4 pixeles se denomina 4-
vecindad y están localizados en las coordenadas: (x+1, y), (x-1, y), (x, y+1) y (x, y-1).  
En el caso que se tomen además los pixeles localizados diagonalmente a p, se habla de 
8-vecindad y las coordenadas de éstos, además de las de la 4-vecindad, son: (x+1, 
y+1), (x+1, y-1), (x-1, y+1), (x-1, y-1).  
En la Ilustración 9.22 se observan los dos tipos de vecindad.  
 
Ilustración 9.22: Tipos de vecindad en una imagen 
9.6.1.2 Adyacencia 
El concepto de adyacencia o conectividad entre pixeles es usado como criterio en la  
definición de regiones de una imagen. Los objetos presentes en una imagen ocupan un 
área definida por sus bordes. Los pixeles pertenecientes a esa región se denominan 
conectados si cumplen con las condiciones de vecindad (de 4 u 8) y además sus 
respectivos valores de luminosidad coinciden. [9, pp. 45-46] 
9.6.2 Segmentación de imágenes 
El primer paso de la mayoría de análisis de imágenes es la segmentación. El objetivo de 
esta técnica es dividir la imagen en regiones, es decir en conjuntos de pixeles conectados 
entre sí. 
Aunque todavía no existe una teoría unificada de la segmentación de imágenes, existe un 
conjunto de algoritmos que permiten implementar dicha técnica [10]. Estos algoritmos se 
basan en alguna de las siguientes técnicas: 
 Técnicas basadas en píxeles: Encuentran fronteras entre regiones por 
discontinuidades en los niveles de luminosidad. 
 Técnicas basadas en la umbralización: Buscan límites de regiones a partir de la 
distribución de propiedades de la imagen. 
 Técnicas basadas en regiones: Usan información de la conectividad para crear 
regiones.  





La técnica de segmentación de imágenes implementada en este proyecto se denomina 
etiquetado de componentes conexas, esta técnica está basada en el uso de la 
información de regiones, por lo tanto, el objetivo de este algoritmo es identificar los 
pixeles que pertenecen a cada una de las regiones, y en consecuencia, asociar estas 
regiones a los objetos para extraer sus características.  
Este proceso se conoce como etiquetado y básicamente consiste en asignar una etiqueta 
numérica a cada uno de los píxeles que pertenecen a una región. La etiqueta permitirá 
agrupar a los pixeles según la región a la que pertenezcan y de esta forma se podrá 
realizar análisis individualizado de cada una de las regiones de la imagen. [11, p. 69] 
Existen varias estrategias de etiquetado, de las cuales, en este proyecto se han 
estudiado dos:  
 Algoritmo iterativo de etiquetado: Es un sencillo algoritmo que se caracteriza por 
su intuitividad y sus tiempos de procesamiento altos en comparación con otros 
algoritmos. 
 Algoritmo recursivo de etiquetado: Es un algoritmo conceptualmente más 
complejo que el anterior pero al mismo tiempo también es más rápido. Consiste 
en el rellenado de las regiones a partir de un primer píxel que actúa como semilla.  
Primeramente se ha estudiado el algoritmo iterativo, el cual permite entender de una 
forma sencilla la base del problema de etiquetado. Sin embargo, una vez se ha 
comprendido el funcionamiento del mismo, es preferible hacer la implementación del 
etiquetado con el algoritmo recursivo debido a las ventajas que presenta. 
9.6.2.1.1  Función etiquetar 
Este procedimiento tiene como objetivo el etiquetado  de una imagen binaria usando el 
algoritmo recursivo de etiquetado.  
El código de esta  función se ha separado en varias fases para facilitar su lectura, es 
decir, para poder hacer un seguimiento del mismo según el orden de ejecución de las 
tareas. Por este motivo es posible que en algún tramo del código se haya valorado 
priorizar la legibilidad en detrimento de la optimización de la implementación. 
Hay que remarcar que la función no tiene parámetros de entrada debido a la utilización 
de variables globales o públicas. 
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Ilustración 9.23: Representación del resultado de la operación Etiquetar mediante el uso de colores 
como etiquetas 
 
9.6.2.1.2 Fase 1 
Una vez se han (re)inicializado todas las variables a usar en esta función, se procede a la 
ejecución de la fase 1. Esta sección de código realizará una lectura pixel a pixel de la 
matriz imagen, numerando a medida que se encuentren, los pixeles negros. Hay que 
recordar que los pixeles negros son los que forman las regiones, las cuales pueden 
pertenecer al objeto que se desea analizar.  
La estrategia consiste en  recorrer todos los pixeles mediante un bucle, para cada píxel 
se comprobará si su valor es 0 (color negro). Si el píxel en cuestión es blanco se continúa 
la búsqueda de píxeles negros. Sin embargo, si se ha encontrado un píxel negro, se le 
asignará una etiqueta, la cual, permitirá identificar a todos los pixeles negros conectados 
al píxel semilla (primer píxel negro encontrado) y a todos los conectados a éstos últimos. 
return True
Etiquetar ()














Esto generará una región de pixeles negros con una misma etiqueta que permitirá 
identificar la región. 
Para descubrir los píxeles conectados a la semilla se comprobarán los píxeles 4-vecinos 
de ésta; si hay alguno que es negro se le añadirá dicha etiqueta y se almacenarán sus 
coordenadas en una estructura de datos LIFO10. También se hará un contaje de píxeles 
por etiqueta, esto permitirá saber el área de una región determinada. 
En esta pila se guardarán todas las coordenadas de los píxeles negros que se encuentren 
a medida que se recorran los vecinos de la semilla. Las coordenadas guardadas en la pila 
generará una nueva rama de píxeles por explorar (los 4-vecinos del pixel añadido a la 
pila). Este proceso continuará mientras existan píxeles en la pila, es decir mientras 
queden ramas no exploradas. Una vez la pila queda vacía se generará otra etiqueta 
distinta a la primera y se continuará con la búsqueda de píxeles negros. 
   
   
 
Ilustración 9.24: Serie de imágenes que representan el proceso de exploración de píxeles 
 
El resultado de esta fase será: 
 Una matriz de etiquetas: donde cada píxel tendrá asignado un número relativo a 
su etiqueta. 
 Un vector de las áreas de las regiones etiquetadas 
 El número total de etiquetas utilizadas (regiones detectadas) 
  
                                          
10 LIFO (Último en entrar, primero en salir): es un tipo de estructura de datos que se utiliza para implementar 
pilas. Las pilas son listas ordenadas que permiten almacenar y recuperar datos en un orden determinado.  
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Figura 9.12: Diagrama de flujo de la fase 1 de la función Etiquetar  
¿Se han recorrido todos
los pixeles de la imagen?
¿El píxel es negro?
Incrementar contador de etiquetas
Incrementar puntero de la pila de datos
Guardar coordenadas del píxel en la pila
Extraer el último elemento de la pila
¿La pila de datos
está vacía?
Pintar píxel de la matriz etiquetas con 
el valor del contador de etiquetas
Incrementar area de la etiqueta utilizada
¿Hay algún píxel vecino 
que sea negro?
Incrementar puntero de la pila
Guardar coordenadas del píxel en la pila
Pintar el píxel de la imagen de blanco
FASE 1
FIN DE FASE 1Siguiente píxel














9.6.2.1.3 Fase 2 
Una vez se han obtenido todas las regiones hay que determinar cuáles son válidas y 
cuáles no. Esta selección se puede realizar mediante una gran variedad de criterios 
dependiendo del objetivo de la criba. 
En esta función se ha implementado un criterio basado en similitud de áreas, es decir, 
para considerar que una región pertenece a un objeto se deberá cumplir que el área de la 
región obtenida sea “igual” a una área patrón previamente calibrada. (Véase apartado 
9.8.4). 
Existe una gran cantidad de variables no controlables que afectan al resultado de la 
operación, como por ejemplo la perspectiva de la cámara.  Aunque la diferencia entre el 
valor observado y el real no es muy significativa no se puede afirmar que sea nula, por lo 
tanto, la condición de igualdad de áreas no se cumpliría.  Para poder realizar la operación 
de forma robusta se realizará la comparación mediante factores de seguridad, de tal 
modo que el área medida deberá estar dentro de unos márgenes alrededor del valor 
calibrado.  
Estos factores de seguridad están definidos de manera porcentual respecto al área 
calibrada y podrán ser modificados en caso de que el sistema sea más o menos incierto. 
Hay que resaltar que cuanto más alto sea el factor de seguridad más posibilidades hay de 
que se produzca un falso positivo (se valida una región que no es un objeto), por lo 
contrario, si se establece un margen de seguridad próximo a cero se corre el riesgo que 
se produzca un falso negativo (se rechaza una región perteneciente a un objeto). 
Al finalizar esta fase se obtendrá una lista de las etiquetas no válidas, las cuales se 
deberán eliminar. Para ello se guarda el índice de la etiqueta a borrar y se hace nula el 
área de dicha etiqueta:  
 
Índice de la etiqueta 1 2 3 4 5 
Área de la región etiquetada 89 51 53 14 52 
 
Índice de la etiqueta 1 2 3 4 5 
Área de la región etiquetada 0 51 53 0 52 
 
Etiquetas a eliminar: 1,4 
 
Tabla 9.2: Ejemplo del procedimiento de la fase 2 de la función Etiquetar 
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Figura 9.13: Diagrama de flujo de la fase 2 de la función Etiquetar 
 
  
¿Se han recorrido todas 
las etiquetas?
¿El área de la región se encuentra
dentro de los límites establecidos?
Incrementar contador de regiones válidas
Indicar que la etiqueta no se eliminará
Hacer nula el área de la etiqueta
Añadir etiqueta al vector de etiquetas a
eliminar
FASE 2
FIN DE FASE 2
Siguiente etiqueta










9.6.2.1.4 Fase 3 
El objetivo de esta sección es corregir el vector obtenido en la fase anterior y conseguir 
un vector con las etiquetas numeradas de forma consecutiva. Para ello se deberá realizar 
una reasignación de los índices de las etiquetas. 
La estrategia implementada se basa en desplazar los valores de área nula hacía el final 
del vector: 
Índice de la etiqueta 1 2 3 4 5 
Área de la región etiquetada 51 53 52 0 0 
 
Tabla 9.3: Ejemplo del procedimiento de la fase 3 de la función etiquetar 
Como se puede apreciar en la Tabla 9.3, todas las etiquetas válidas han quedado 
ordenadas de forma consecutiva. 
 
 
Figura 9.14: Diagrama de flujo de la fase 3 de la función Etiquetar 
 
  
¿Quedan ceros en 
el vector area?
¿Se han recorrido 
todas las etiquetas?
FASE 3
FIN DE FASE 3
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9.6.2.1.5 Fase 4 
El último paso de esta función es eliminar las etiquetas de las regiones que no han 
cumplido con el criterio de área y por lo tanto ahora son nulas.  
Índice de la etiqueta 1 2 3 
Área de la región etiquetada 51 53 52 
 
Tabla 9.4: Ejemplo del procedimiento de la fase 4 de la función etiquetar 
 
Finalmente se deberá aplicar la reasignación de etiquetas a cada pixel de la matriz de 
etiquetas, esta matriz de dimensiones iguales a la matriz imagen, contendrá en cada 
celda el valor de la etiqueta del píxel correspondiente. 
Los pixeles que acaben el proceso con la etiqueta 0, serán píxeles del fondo de la imagen 
o de regiones no válidas. 
 
 




la matriz de etiquetas?
¿La etiqueta del píxel
es la 0?
FASE 4





Poner a 0 la 
etiqueta del píxel
Cambiar valor de la etiqueta











9.6.2.2 Segmentación de objetos conectados 
En la función Etiquetar se ha desarrollado un algoritmo que permite la diferenciación de 
objetos entre sí y el fondo de la imagen. Sin embargo, esta técnica de segmentación  no 
es útil para casos en que haya varios objetos que estén conectados entre sí, como por 
ejemplo, en el caso de este proyecto, la cadena de fichas de dominó. 
El análisis de esta situación con el algoritmo de Etiquetar, tal y como se puede ver en la 
Ilustración 9.25, produciría una sola etiqueta que englobaría todos las fichas conectadas, 
inhabilitando la identificación de los objetos por separado. 
  
Imagen original Imagen etiquetada 
 
Ilustración 9.25: Ejemplo de la utilización del etiquetado en una imagen con objetos conectados 
Se han estudiado varias soluciones para resolver este problema, algunas de las que 
finalmente no se implementaron son: 
 Separar las fichas mediante el uso de operaciones morfológicas, como por 
ejemplo la apertura: 
 
Este método es inviable debido a que la conexión entre fichas es 
demasiado gruesa, por lo tanto, se debería usar un elemento estructurante 
tan grande que el objeto podría ser eliminado en el proceso. 
 
 Mediante distancias entre fichas: estimar la posición de la siguiente ficha a partir 
de la posición de la actual: 
Existen demasiadas configuraciones posibles de fichas para poder 
determinar de una forma segura la posición y orientación de estas, 
además, esta estrategia sería muy sensible a las desviaciones en la cadena 
de fichas (cuando las fichas no se tiran completamente alineadas unas con 
otras). 
 Utilizando la función etiquetar con la diferencia que en vez de buscar regiones 
equivalentes a un objeto, se buscarían regiones de área igual a X fichas. 
 
Esta estrategia es viable para poder detectar la cantidad de fichas que hay, 
ya que bastaría con dividir el área total entre el área de una ficha para 
obtener ese dato. Sin embargo este método no permite diferenciar una 
ficha de otra, por lo que no se podrán realizar análisis individualizados. 
La solución de esta dificultad pasa por la utilización de una operación mucho más sencilla 
que las utilizadas en las estrategias analizadas previamente: la resta. 
Es importante destacar que el método implementado solamente es posible aplicarlo si se 
dispone de una serie de imágenes donde se puede observar el proceso de la formación 
de la imagen compuesta, es decir, que se vea el antes (la ficha sola) y el después (la 
ficha colocada junto a otra). 
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Imagen anterior Imagen actual 
 
Ilustración 9.26: Secuencia de imágenes de una ficha en una jugada de dominó 
La estrategia implementada, del mismo modo que se hace en la subrutina bordear, se 
basa en hacer la diferencia entre dos imágenes, en este caso, se deberá hacer la 
diferencia entre la última imagen capturada y su antecesora. De esta manera se 
obtendrán los cambios que se han producido en la última imagen, los cuales coincidirán 
con la nueva ficha. Así se podrá extraer la imagen de la última ficha jugada y analizarla 
por separado del resto de la cadena de fichas.  
 
Ilustración 9.27: Ejemplo de resultado del proceso de segmentación de objetos conectados 
La implementación de esta técnica se ha dividido en dos subrutinas: la subrutina 
ActualizarFichasAeliminar y la subrutina EliminarFichas.  
La subrutina ActualizarFichasAeliminar es la encargada de registrar los cambios de una 
imagen a otra. El proceso empieza cuando sólo hay una ficha en la mesa, en este caso, 
debido a que no hay objetos conectados se puede aplicar la función etiquetar y extraer la 
región perteneciente a la ficha inicial. Una vez se sabe que pixeles pertenecen al objeto 
se guardan sus etiquetas en la matriz fichasAeliminar: 
fichasAeliminar(i, j) = fichasAeliminar(i, j) + etiquetas(i, j)  
Esta operación une las regiones eliminadas en la anterior iteración con las regiones a 
eliminar de la última imagen, esto permitirá acumular las regiones que se deben borrar 
en cada imagen. 
Para eliminar los píxeles indicados en la matriz fichasAeliminar se utilizará la subrutina 
EliminarFichas. Este procedimiento recorre la matriz fichasAeliminar y si encuentra una 
celda diferente a 0 significará que ese píxel ha sido etiquetado en alguna imagen anterior 
y deberá ser eliminado de la nueva imagen. 
Una vez se ha obtenido la última ficha se podrá analizar usando la función Etiquetar, la 
cual generará una matriz de etiquetas que realimentará la función 
ActualizarFichasAeliminar. En la Ilustración 9.28 se ejemplifica este proceso.  





Primera ficha: ActualizarFichasAeliminar 
 
Segunda ficha: EliminarFichas 
 
 
Segunda ficha: ActualizarFichasAeliminar 
 
 
Tercera ficha: EliminarFichas 
 
 
Tercera ficha:  ActualizarFichasAeliminar 
 











    
 
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0










0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0









   
 
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
1 1 1 1 0 0 0 0 0 0
1 1 1 1 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0










0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0









   
 
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 1 1 1 1
0 0 0 0 0 0 1 1 1 1
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0
0 0 0 0 1 1
1 1 1 1 1 1
1 1 1 1 1 1
0 0 0 0 1 1
0 0 0 0 0
0 0 0 0 0
0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
1 1 1 1 1 1 0 0 0 0
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 1 1 1 1
0 0 0 0 0 0 1 1 1 1
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 1 1 0 0 0 0
1 1 1 1 1 1 1 1 1 1
1 1 1 1 1 1 1 1 1 1
0 0 0 0 1 1 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0
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9.6.3  Extracción de características de imágenes 
La extracción de características de imágenes consiste en el cálculo de propiedades 
globales de las regiones que aparecen en la imagen. Por tanto, se pasa de trabajar con 
propiedades de píxel a un nivel de propiedades regionales que inicialmente no es 
explícito en la imagen. Un píxel solo tiene como características su posición y su nivel de 
luminosidad mientras que una región tiene un contenido semántico mucho mayor pues 
se puede establecer su área, perímetro, orientación, momentos de inercia, etc. [11, p. 
82] 
 
Ilustración 9.29: Ejemplo de extracción de distancias de una imagen 
En este proyecto se ha requerido obtener principalmente dos características: la posición 
y la orientación; esta elección está motivada por la necesidad de conocer la ubicación de 
las fichas del tablero y así poder guiar al robot correctamente hasta éstas. Por otro lado, 
también es necesaria la orientación ya que el robot deberá alinear correctamente su 
elemento terminal con la ficha. Por otra parte también se deberá extraer la posición de 
los puntos de las ficha para poder calcular el número de ésta. 
Adicionalmente también se ha utilizado el área de una ficha, pero esta característica se 
ha obtenido indirectamente mediante la segmentación de la imagen, lo cual evita que se 
tenga que implementar otra subrutina específica. 
9.6.3.1 Posición del objeto. Subrutina Centroides 
La posición de un objeto en la imagen normalmente se calcula determinando la posición 
del centro de gravedad (centroide) de los píxeles que integran el objeto, en los que estos 
se consideran de masa unitaria [11, p. 84]. 
Para obtener el centro de gravedad de una región se han estudiado dos alternativas.  
La primera consiste en obtener el centroide utilizando la definición geométrica de las 
figuras a analizar, en este caso serían el rectángulo que representa la forma de una ficha 
y la circunferencia para representar los pips11 de la ficha. Para el rectángulo se conoce 
que su centro geométrico es la intersección de sus diagonales, por consiguiente, se 
necesita saber los vértices de la región para trazar dos rectas y encontrar el centroide. La 
principal dificultad de este método es encontrar la ubicación de los vértices de la ficha sin 
conocimiento previo de su orientación. 
 
                                          
11 Pip:  Palabra inglesa que se refiere a los pequeños puntos dibujados sobre una de las caras de la ficha. Se 
utiliza esta palabra para evitar confusiones del uso de la palabra punto; la cual puede adoptar el 
mismo significado que pip, pero también puede significar unidad de puntuación. 






Ilustración 9.30: Método de obtención del centroide de un rectángulo mediante la intersección de 
las diagonales 
La segunda técnica estudiada se basa en obtener el centro de gravedad (xg,yg) de la 
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Ecuación 9.1: Ecuación del centroide de una imagen binaria 
Dónde: B(x,y) es la matriz imagen, de la cual se quiere extraer las características. 
Su valor será 1 si el píxel pertenece al objeto o 0 si pertenece al fondo de la imagen. 
Este método tiene la ventaja que se puede utilizar para cualquier tipo de figura, 
independientemente de su complejidad geométrica. Además, el centroide será calculado 
de manera más precisa que en el primer método ya que en el método anterior  se 
supone que la ficha es totalmente rectangular, algo que no se puede afirmar debido a las 
imperfecciones de fabricación y la perspectiva de la cámara. Por estos motivos se ha 
implementado la subrutina Centroides, la cual se basa en la segunda técnica. 
Esta subrutina aplica la Ecuación 9.1 a la matriz imagen ya procesada y segmentada, por 
lo tanto se obtendrán tantos centroides como regiones etiquetadas existan en la imagen. 
El resultado se guardará en el vector centroide(i). 
 
 
Ilustración 9.31: Ejemplo del resultado de la subrutina Centroides 
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Figura 9.16: Diagrama de flujo de la subrutina Centroides 
9.6.3.2 Orientación del objeto. Subrutina EjeMinInercia 
Para el cálculo de la orientación de un objeto se ha utilizado el proceso explicado por los 
profesores Eusebio de la Fuente y Félix Miguel Trespaderne [11, p. 85]. Se recomienda 
su lectura para la comprensión de los métodos desarrollados. 
La estrategia que se utiliza es muy parecida a la regresión lineal, es decir a partir de 
unos puntos extraer una recta que minimiza las distancias al cuadrado entre la recta y 
dichos puntos. Esta recta se denomina eje de mínima inercia. Una vez se obtiene la recta 
el objetivo es encontrar el ángulo de esa recta respecto un eje de coordenadas 
predefinido, en este caso se utiliza el eje X de las coordenadas cartesianas comunes (X 
positiva a la derecha, Y positiva arriba).  
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Ecuación 9.2: Fórmulas para el cálculo del ángulo del eje de mínima inercia
Dónde:  
 θ: Ángulo de la recta de mínima inercia respecto la horizontal 
 Ixx,Iyy,Ixy: Momentos de segundo orden 
 xi,yi : Coordenadas de los pixeles  
 xg,yg : Coordenadas del centroide 
 N: número total de pixeles 
¿Se han recorrido todos
los pixeles de la imagen?
¿El píxel pertenece
a una region válida?
Añadir coordenadas X del píxel al 
contador de coordenadas X de la región
Siguiente píxel
¿Se han recorrido 
todas las etiquetas?
Añadir coordenadas Y del píxel al 
contador de coordenadas Y de la región
Centroides ()
Fin de la subrutina
Calcular coordenada X del centroide X:
Dividir el contador de coordenadas X
de la región por el área de la región
Calcular coordenada Y del centroide Y:
Dividir el contador de coordenadas Y












Los propios autores recomiendan el uso de la función atan2 en vez de la arcotangente 
común ya que esta función evita errores en divisiones por cero12. 
Sin embargo en la implementación de la propia subrutina se ha remplazado el atan2 por 
el atan2D. Mientras que el atan2 devuelve un resultado entre –π/2 y π/2 la función 
atan2D devuelve el ángulo entre 0 y 2pi. De esta manera se trabaja siempre con ángulos 
positivos y evita muchos problemas con las comparaciones de ángulos. 
En este caso en particular el ángulo obtenido estará comprendido entre 0 y π ya que al 
tratarse de una recta no se puede diferenciar su sentido como pasaría en el caso de un 
vector. 
La subrutina implementada se utiliza para obtener la orientación de todas las regiones de 
la matriz etiquetas (regiones etiquetadas). Esta tarea se realiza básicamente en dos 
fases: 
a) Calcular momentos de segundo orden 
Para poder calcular los momentos de una manera óptima se ha fragmentado las 
operaciones y así poder obtener el resultado de todas las regiones solamente recorriendo 
la imagen una vez. El procedimiento es el siguiente: 
Se recorre la matriz etiquetas pasando por todos los pixeles. Para cada pixel se 
verifica si éste pertenece a una región válida o no, es decir, que etiquetas(i,j)<>0. 
Si se cumple esta comparación se calculará una iteración de los momentos de 
segundo orden, tal y como se puede ver en el siguiente fragmento de código: 
Ixx (etiquetas (i, j) ) = Ixx (etiquetas (i, j) ) + (i – centroide (etiquetas (i, j) ).X) ^ 2  
Dónde: 
 etiquetas(i,j) será el número de la etiqueta de la región a la que pertenece el 
píxel de las coordenadas i,j. 
 centroide(i,j) devolverá las coordenadas del centroide de la región a la que 
pertenece el píxel en cuestión. 
Del mismo modo se calcularán los momentos Iyy y Ixy. Finalmente, al terminar esta 
fase se dispondrá de tres vectores con los momentos de segundo orden de cada una 
de las regiones de la imagen. 
b) Calcular los ángulos y los coeficientes de las rectas de mínima inercia 
Una vez se dispone de los momentos de segundo orden, se podrá obtener fácilmente el 
ángulo del eje de mínima inercia para cada región de la imagen. El procedimiento de 
cálculo consiste en aplicar la fórmula del ángulo de la Ecuación 9.2 tantas veces como 
regiones hayan en la imagen. 
For i = 1 To nRegiones 
    theta(i) = 0.5 * Atan2D(Ixy(i) * 2, (Ixx(i) - Iyy(i))) 




                                          
12 http://en.wikipedia.org/wiki/Atan2 
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Adicionalmente, se ha incorporado el cálculo de los coeficientes de la recta perpendicular 
al eje de mínima inercia, los cuales servirán, por ejemplo, para poder representar 
gráficamente la recta sobre la imagen analizada. Las fórmulas para dicho cálculo también 
aparecen en la bibliografía citada y se obtiene de combinar la ecuación de la recta con las 
ecuaciones de los momentos de segundo orden.  
a(i) = Cos(theta (i)) 
b(i) = Sin(theta (i)) 
c(i) = -a(i) * centroide(i).X - b(i) * centroide(i).Y 
 
Ilustración 9.32: Convenio de theta 
Hay que tener en cuenta que los coeficientes obtenidos son de la recta perpendicular al 
eje de mínima inercia, si se deseara representar este eje sería necesario calcular la 
perpendicular a la recta obtenida.  
La fórmula de una recta perpendicular que pasa por un punto dado (en este caso por el 
centro de gravedad) es: 
  
 (    )      
 
 
Ecuación 9.3: Fórmula de la recta perpendicular que pasa por el centroide 
De la misma forma que con el cálculo del ángulo no sólo se obtiene un resultado si no 
que se obtiene un vector con tantos coeficientes como regiones etiquetadas. 
 
Ilustración 9.33: Ejemplo de la representación gráfica del eje de mínima inercia de una ficha de 
dominó obtenido con la subrutina EjeMinInercia 





9.6.4 Determinación del número de una ficha 
El método desarrollado para extraer el centroide de una región es utilizado no solamente 
para calcular el centroide de la ficha, sino también para obtener la posición de los pips de 
la misma. 
La posición de los pips permitirá saber si éstos están en el lado izquierdo o derecho de 
una ficha. De esta manera se podrá calcular cuántos pips hay en cada lado y así obtener 
el número de la ficha de dominó. Se han desarrollado dos subrutinas para implementar 
esta función: 
9.6.4.1 Subrutina LocPipBasic 
Esta subrutina implementa un sencillo algoritmo para determinar si el pip está a la 
izquierda o la derecha del centro de la ficha. En consecuencia, esta implantación sólo 
será útil cuando la ficha a analizar se encuentre en posición horizontal. 
La estrategia utilizada consiste en comprobar si el valor de la coordenada X del centroide 
del pip está a la izquierda o a la derecha de la recta que divide la imagen en dos. 
 
Ilustración 9.34: Proceso de la subrutina LocPipBasic 
9.6.4.2 Subrutina LocPipAvanzado45 
Este procedimiento es un poco más complejo que el anterior ya que tiene en cuenta la 
orientación de la ficha para determinar si el pip pertenece a un lado o al otro de la 
misma. En la función LocPipBasic se trabajaba con dos mitades, si estaba en la mitad 
izquierda se incrementaba el numA y si estaba en la mitad derecha se incrementaba el 
numB. Sin embargo, ahora la ficha también puede estar en vertical lo que forzará dividir 
los ángulos entre 4. 
 
Ilustración 9.35: Cuatro cuadrantes de una circunferencia 
A priori podría parecer que lo lógico sería trabajar con los cuatro cuadrantes de una 
circunferencia, de tal manera que si el pip está en el cuadrante 2 o 3 incrementaría el 
numA y si el pip está en el cuadrante 1 o 4 incrementaría el numB, el problema aparece 
en los casos extremos, ya que cuando el pip estuviera situado sobre el eje vertical o muy 
próximo a éste, se producirán incoherencias. 
 
  
For i = 1 To nRegiones 
    If centroide(i).X < (aWidth - der + izq) / 2 Then  
            anumA = anumA + 1 
    Else  
            anumB = anumB + 1 
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5|2 5|2 5|2 5|2 Indeterminado 2|5 
 
  
   
2|5 2|5 2|5 2|5 Indeterminado 2|5 
 
Ilustración 9.36: Ejemplos de resultados usando los cuatro cuadrantes clásicos 
Como se puede comprobar en la Ilustración 9.36, hay un problema con las fichas 
verticales, ya que alrededor del eje vertical las fichas son susceptibles de cambiar de 
orientación. Esto puede causar que se malinterprete el numero de una ficha.  
Para solucionar esta dificultad se han rotado 45º los ejes de coordenadas de los 
cuadrantes anteriores. 
 
Ilustración 9.37: Cuatro ejes de un plano rotados 45º 
De esta manera se corrige el problema anterior, dando más margen para posibles 
desviaciones en las fichas verticales. En consecuencia, si el pip está en el cuadrante 2 o 3 





   
5|2 5|2 5|2 5|2 5|2 5|2 
 
  
   
2|5 2|5 2|5 2|5 2|5 2|5 
 
Ilustración 9.38: Ejemplos de resultados usando los cuatro cuadrantes rotados 45º 
 
 





Como se puede apreciar en la Ilustración 9.38 se soluciona el problema con los ángulos 
próximos a 90º. Sin embargo,  hay que tener en cuenta que este método sólo es válido 
si los ángulos de las fichas están próximos a 0º y a 90º ya que si llegaran a 45º 
sucedería el mismo problema que con los cuadrantes clásicos. 
 El siguiente paso es desarrollar la metodología para calcular el cuadrante en el que se 
encuentra un pip determinado. En este caso se utiliza la ecuación de la recta para 
determinar si el pip está por encima, por debajo o en la recta de mínima inercia. 
Para realizar esta comprobación solamente es necesario construir una recta con 
coeficientes encontrados en la rutina EjeMinInercia (Véase apartado 9.6.3.2) y sustituir el 
centroide de cada pip en la recta, de tal modo que si el resultado es 0, indicará que el pip 
pertenece a la recta, si el resultado es negativo, el pip estará por debajo de ésta y 
finalmente si el resultado es positivo, el pip estará por encima de la recta.  
  
El pip está por debajo de la recta; el resultado es 
negativo 
El pip está por encima de la recta; el resultado es 
positivo 
 
Ilustración 9.39: Ejemplo de detección de orientación de la ficha 
A continuación, combinando las metodologías descritas anteriormente se concluye que la 
ficha puede estar en 6 casos distintos.  
1. El ángulo de la ficha se encuentra entre π/4 y 3π/4: 
 El pip se encuentra en la recta o debajo de ésta  → Incrementa numA 
 El pip se encuentra por encima de la recta → Incrementa numB 
2. El ángulo de la ficha NO se encuentra entre π/4 y 3π/4 
1. El ángulo es menor a π/2 
 El pip se encuentra en la recta o debajo de ésta  → Incrementa numA 
 El pip se encuentra por encima de la recta → Incrementa numB 
2. El ángulo es mayor o igual a π/2 
 El pip se encuentra en la recta o debajo de ésta  → Incrementa numB 
 El pip se encuentra por encima de la recta → Incrementa numA 
 
La función LocPipAvanzado45 implementa una característica para evitar contar el 
punto/línea del medio de la ficha como un pip más, en el caso que el procesado de la 
imagen fallara. Esto se realiza filtrando los pips que están a menos de una determinada 
distancia del centroide de la ficha. 
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9.7 DESCRIPCIÓN DE LA SOLUCIÓN IMPLEMENTADA 
En este proyecto existen tres escenarios claramente diferenciados donde se requiere el 
uso de técnicas de visión artificial. Las características que se desean extraer de la imagen 
dependerán de las necesidades de cada escenario.  
Estos escenarios corresponden con una situación específica en la partida del dominó, 
dónde se requiere un reconocimiento de la escena para poder actualizar las variables en 
juego.  
 
Ilustración 9.40: Ejemplo de imagen a analizar: EscenarioA (verde), EscanarioB (cian), EscenarioC 
(rojo) 
Debido al gran angular de la cámara utilizada ha sido posible capturar los tres escenarios 
en una sola imagen, tal y como se puede apreciar Ilustración 9.40. Por lo tanto, todos los 
análisis se efectuarán sobre la misma imagen; dependiendo del escenario se analizará 
una región u otra de la imagen capturada. 
Para gestionar la ejecución sucesiva de las funciones necesarias para cada escenario se 





Las tres primeras subrutinas incluyen las funciones necesarias para realizar el procesado 
requerido en cada escenario; desde la adquisición de la imagen hasta la llamada de la 
subrutina identificar, la cual, a efectos de mejorar la organización del código, agrupa y 
gestiona todas las llamadas a las subrutinas de análisis de la imagen en función del 
escenario a analizar. 
Gracias a la implementación de estas subrutinas, se podrá ejecutar todo el proceso de 
visión de forma transparente al resto de la aplicación. De esta manera, cuando se 
requiera hacer uso de técnicas de visión, solamente se deberá invocar la función con el 
nombre del escenario a tratar. 





A continuación se describirá detalladamente las funciones utilizadas en cada escenario,  
ejemplificando cada proceso. 
9.7.1.1 Escenario A 
En el escenario A se desea obtener el número de la ficha que el robot ha cogido y enseña 
a la cámara. Esto ocurre en dos casos: en el inicio de la partida, cuando ambos jugadores 
deben coger siete fichas para poder empezar, y cada vez que el jugador robot roba 
ficha13. 
Para asegurar un buen resultado de los análisis de la imagen se deberá realizar 
previamente una serie de operaciones de procesamiento. Estas operaciones son las 
siguientes: 
1. Binarización de la imagen: 
 
Esta operación se realizará mediante el uso de la función implementada 
colorToBN. (Véase apartado 9.5.1.2) 
 
 
Ilustración 9.41: Binarización de la imagen a analizar 
2. Recortar imagen: 
 
Mediante la modificación de la posición final del brazo del robot se ha 
establecido la posición más conveniente de la ficha delante de la cámara, de 
este modo se conocerá de antemano la región de la imagen a utilizar y 
mediante el uso de la función pintarBordes se podrá aislar convenientemente 
dicha región de la imagen. (Véase apartado 9.5.1.4) 
 
 
Ilustración 9.42: Imagen escenario A recortada 
 
  
                                          
13 Robar ficha: Término popular que, en el dominó, describe la acción de coger una nueva ficha (de las que 
están cara abajo), cuando no se dispone de ninguna jugable. 
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3. Tratamiento morfológico para eliminar impurezas 
 
Para evitar falsos positivos14 se debe eliminar las impurezas o píxeles sueltos de la 
imagen. Para ello, se realiza una apertura mediante la ejecución sucesiva de las 
funciones erosionar y dilatar. (Véase apartado 9.5.2.3.1) 
 
 
Ilustración 9.43: Imagen escenario A después de realizar una apertura 
Como se puede apreciar en la Ilustración 9.43 se ha conseguido eliminar la línea 
vertical del centro de la ficha, la cual podría tener un área parecida a la de los 
pips y contabilizarla como uno de estos. 
 
Una vez se ha procesado la imagen se podrá realizar su identificación. Para ello, se 
deberá segmentar la imagen utilizando la función Etiquetar15, diferenciando, de este 
modo, las regiones negras (pips de la ficha) del fondo blanco.  
 
Ilustración 9.44: Imagen escenario A con las regiones válidas etiquetadas 
En la Ilustración 9.44 se muestra las regiones etiquetadas; cada color representa una 
etiqueta, en este caso, habrá 9 etiquetas distintas. 
Al finalizar la identificación y etiquetaje de todos los pips se podrá obtener el centro de 
gravedad de cada uno. Esta tarea se realizará mediante la función Centroides16. 
 
Ilustración 9.45: Imagen del escenario A con los centroides extraídos 
Finalmente cuando ya se tiene la posición de cada pip de la ficha, se procederá a su 
contaje mediante la subrutina LocPipBasic para obtener el número de la ficha. 
El resultado de esta operación indicará que la ficha analizada es la 6|3. 
  
                                          
14 Véase apartado 9.6.2.1.3 
15 Véase apartado 9.6.2.1.1 
16 Véase apartado 9.6.3.1 





9.7.1.2 Escenario B 
En este caso se desea analizar la imagen de la mesa de las fichas que todavía no han 
entrado en juego. Estas fichas están cara abajo y serán cogidas por ambos jugadores en 
dos  casos: del mismo modo que en el escenario A, en el  inicio de la partida, cuando 
cada jugador debe coger siete fichas, y cada vez que un jugador robe. 
Este escenario a diferencia del primero, es compartido. Esto quiere decir que puede ser 
modificado tanto por el jugador humano como por el robot, ya que ambos pueden coger 
fichas del montón de no usadas. Esto se deberá tener en cuenta en la interpretación de 
los resultados del análisis. 
El objetivo principal de este escenario es el de identificar la posición y orientación de 
todas las fichas de la escena para poder determinar los movimientos que debe hacer el 
robot para coger las fichas. También se requiere obtener el número total de fichas que 
hay encima de la mesa de este escenario ya que esta información influirá tanto en el 
desarrollo de la partida como en la estrategia de juego del robot.  
Los procesamientos de imagen aplicados a este escenario son: 
1. Binarizar la imagen capturada. 
2. Al contrario que en el escenario A,  en este caso las regiones a detectar son 
blancas así que se deberá invertir el color de la imagen con la función 
InvertirImagenBN. (Véase apartado 9.5.1.3) 
 
Ilustración 9.46: Imagen escenario B binarizada e invertida 
3. Del mismo modo que en el escenario A, se debe recortar la imagen  para aislar la 
zona de trabajo de demás elementos que pueden perjudicar el análisis. En este 
caso se recorta la región perteneciente a la mesa donde están ubicadas las fichas. 
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Ilustración 9.47: Imagen escenario B recortada 
 
Ilustración 9.48: Imagen escenario B después 
de realizar una apertura 
 
Una vez se ha procesado la imagen del escenario B, se podrá efectuar su etiquetado: 
 
Ilustración 9.49: Imagen escenario B etiquetada 
 
Finalmente, cuando es posible analizar cada región por separado gracias al etiquetado 





Ilustración 9.50: Ejemplo del análisis de una imagen del escenario B 
                                          
17 Véase apartado 9.6.3.2 





9.7.1.3 Escenario C 
En el escenario C es  donde se lleva a cabo el desarrollo del juego en sí mismo, es decir 
dónde están las fichas encadenadas cara arriba. Esta escena, a diferencia del escenario 
B, cambia cada vez que un jugador tira una ficha. 
El objetivo del análisis de esta escena es la identificación de la última ficha que se ha 
tirado. Esta información condicionará las estrategias de juego del robot y permitirá tirar 
la ficha elegida en la posición adecuada. 
El análisis que se realizará para obtener la información del escenario C usará técnicas 
similares a las del escenario A y B, pero con la diferencia de que mientras en el escenario 
B se desea obtener la posición y orientación de todas las fichas cara abajo de la mesa, en 
este caso, solamente se desea obtener la posición y orientación de la última ficha jugada. 
Esta ficha estará cara arriba por lo que su análisis será ligeramente distinto al efectuado 
en el escenario B. 
De la misma forma que en el escenario A se identifica la ficha para obtener su número, 
en este escenario también se desea obtener dicha información. Sin embargo, en el 
escenario C, la ficha no siempre estará en la misma posición ni orientación, ya que 
dependerá del desarrollo del juego. 
El procedimiento a realizar en este escenario es el siguiente: 
1. Binarizar la imagen capturada. 
2. Guardar una copia de la matriz imagen binarizada en la matriz mBackUp() para 
posteriormente poder revertir los cambios. 
3. Recortar la imagen para aislar la mesa del juego del resto de los escenarios. 




Ilustración 9.51: Imagen escenario C recortada e invertida 
5. En este escenario en vez de realizar una apertura, se realiza un cierre18, con el 
objetivo de eliminar los pips de la ficha: 
 
 
Ilustración 9.52: Imagen ficha escenario C sin pips 
  
                                          
18 Véase apartado 9.5.2.3.2 
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6. El siguiente paso se realizará en cada jugada exceptuando la primera, ya que 
consiste en eliminar las regiones de las fichas anteriores mediante el uso de la 
función EliminarFichas19. Las regiones se eliminan tanto de la imagen como de la 
matriz de copia (mBackUp). 
 
Ilustración 9.53: Imagen del Escenario C con la última ficha de la cadena segmentada 
7. Se hace un etiquetado de la imagen esperando obtener solamente una etiqueta, 
la de la región de la última ficha. 
8. En este paso, mediante el uso de la subrutina ActualizarFichasAeliminar, se 
guardarán los píxeles de la región detectada en la matriz fichasAeliminar. De este 
modo se podrá borrar esta región en la siguiente jugada.  
9. Del mismo modo que en el escenario B, una vez se tienen las regiones 
etiquetadas, se realiza la extracción de las características de interés de la región: 




Ilustración 9.54: Posición y orientación de la ficha del escenario C 
10. Una vez se han obtenido las características de la ficha se vuelve a cargar la 
imagen inicial que se había guardado en mBackUp. Hay que recordar que en esta 
copia también se había efectuado el borrado de las regiones de las fichas 
antecesoras (Paso 5). 
 
Ilustración 9.55: Imagen cargada de mBackUp() 
 
11. Se realiza un recorte aproximado alrededor del centroide de la ficha asegurando 
que ésta queda sin recortar.  
 
Ilustración 9.56: Imagen escenario C recortada 
12. Este paso es equivalente al paso de etiquetar del escenario A. Se obtendrán 
tantas regiones como pips tenga la ficha. 
  
                                          
19 Véase apartado 9.6.2.2 





13. Por ende, este paso también es como el del escenario A y consiste en obtener los 
centroides de los pips de la ficha: 
 
 
Ilustración 9.57: Ficha del escenario C con los centroides extraídos 
14. Por último solo queda contar los pips y calcular el número de la ficha. Esta tarea 
es diferente que la realizada en el escenario A ya que la ficha en este caso puede 
tener cualquier orientación. Consecuentemente, la extracción del número se 
realizará con una subrutina distinta: la subrutina LocPipAvanzado45 (Véase 
apartado 9.6.4.2).  El resultado de esta operación indicará que la ficha analizada 
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9.8 CALIBRACIÓN DE LOS PARÁMETROS DE VISIÓN ARTIFICIAL 
Tal como se ha comentado anteriormente, existen varios factores en el sistema que no 
se mantienen constantes a largo del tiempo. Esto es debido principalmente al hecho que 
el espacio de desarrollo del proyecto es compartido con otras actividades, por tanto, la 
posición de las tablas, de la cámara e incluso la intensidad de luz puede variar de un día 
a otro. 
Para asegurar el buen funcionamiento de la solución implementada se ha desarrollado un 
sistema para calibrar todos los parámetros susceptibles de sufrir variaciones. 
Antes de calibrar hay que fijar la escena en unas condiciones que se mantendrán 
constantes a lo largo de la partida. Si se modificara drásticamente alguna condición 
calibrada durante la partida se deberá volver a calibrar o el resultado variaría 
significativamente. 
En esta sección se presentaran los algoritmos desarrollados para calibrar los distintos 
parámetros que han aparecido en las secciones anteriores. 
El procedimiento de calibración es muy parecido en todos los casos. 
1. En primer lugar, en la interfaz gráfica de la aplicación desarrollada, se 
seleccionará la pestaña de calibración. 
 
Ilustración 9.58: Pestaña calibración 
2. A continuación se cargará la imagen de referencia para realizar la calibración. Por 
lo general será la imagen de la webcam. 
 
 
Ilustración 9.59: Panel Cargar Imagen de la aplicación desarrollada 
3. Para coger los dos puntos de calibración se hará click y se mantendrá pulsado en 
el primer punto, seguidamente se soltará el botón en el segundo punto de 
calibración. Esto quedará indicado mediante una línea roja que une ambos puntos.  
 
Ilustración 9.60: Ejemplo calibración 





4. En el caso de querer utilizar los puntos seleccionados para realizar la calibración 
se pulsará el botón correspondiente dependiendo de la calibración a realizar y el 
escenario al que se desea que se le apliquen los cambios. 
 
Ilustración 9.61: Panel para elegir la calibración a efectuar 
En caso de duda la aplicación dispone de un panel de información que guiará la 
calibración. 
 
Ilustración 9.62: Panel de información de la aplicación gráfica 
Para almacenar los parámetros calibrados a lo largo del tiempo se guardarán en una base 
de datos basada en archivos de texto. Para distinguir la procedencia de cada calibración 
se separarán los datos en función del escenario.  Para ver el desarrollo de este sistema 
de base de datos véase el anexo A3. 
A continuación se presentaran los algoritmos desarrollados para calibrar los distintos 
parámetros que aparecen en la Ilustración 9.61.  
9.8.1 Subrutina CalibrarUmbralBin 
Esta subrutina permite calibrar el umbral de binarización. Poder calibrar este umbral es 
de vital importancia ya que las condiciones de luz no son constantes.  
La función tiene un argumento de entrada que servirá para determinar el escenario a 
calibrar (A, B o C). 
Para determinar cuál es el umbral adecuado en una binarización es necesario conocer el 
rango de intensidades que se desea dividir y procurar elegir un valor que quede 
entremedio del rango de intensidades.  
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Hay que recordar que la binarización desarrollada en esta librería tiene en cuenta el canal 
de color a binarizar, por lo que en la calibración también se deberá seleccionar el canal 
adecuado. 
El procedimiento utilizado se basa en recorrer el área de píxeles del rectángulo formado 
por los dos puntos de calibración (Véase Ilustración 9.63) y entonces hacer la media de 
las intensidades de cada color dentro de dicha área.  
Cuando se han obtenido unos valores RGB medios se selecciona el canal predominante. 
El umbral de binarización será el valor medio RGB del canal predominante afectado por 
un 10% de margen de seguridad para alejar el umbral de las intensidades a filtrar. 
Por último se guardará el valor del umbral y del canal en la base de datos de calibración 





Ilustración 9.63: Calibración del umbral de binarización 
 
Figura 9.17: Diagrama de flujo de la subrutina CalibrarUmbralBin 
Leer imagen
Leer puntos de calibración
Recorrer área del rectangulo 
formado por los 2 puntos de
calibración
Calcular la intensidad media
de cada canal RGB
CalibrarUmbralBin (Index)
¿ Fin del recorrido ?
Obtener canal predominante
Aplicar margen de seguridad
¿ Index ?
Guardar calibración en
archivo del Escenario A 
Guardar calibración en 
archivo del Escenario B
Guardar calibración en 
archivo del Escenario C









9.8.2 Subrutina CalibrarPip 
Esta subrutina permite calibrar el diámetro y el área de los puntos de las fichas. Estos 
aun teniendo un diámetro fijo, pueden sufrir variaciones en la imagen si se modifica la 
altura de la cámara o de las tablas. 
Para realizar la calibración se dibujará una línea de un largo equivalente al diámetro del 






Ilustración 9.64: Calibración del pip de una ficha 
Este procedimiento calculará la distancia entre los puntos de calibración mediante la 
siguiente fórmula:  
        √(         )  (         )  
Ecuación 9.4: Cálculo del diámetro de una ficha mediante Pitágoras 
Una vez obtenido el diámetro se calculará el área del pip utilizando la fórmula del área de 
un círculo. 
          
        
 
 
Ecuación 9.5: Cálculo del área del pip de una ficha 
Finalmente se guardarán los resultados a la base de datos correspondiente; en este caso 
o la del escenario A o la del escenario C. 
 
Figura 9.18: Diagrama de flujo de la subrutina CalibrarPip 
CalibrarPip (Index)
Calcular distancia entre puntos de calibración (diámetro)
¿ Index ?
Guardar calibración en
archivo del Escenario A 
Guardar calibración en 
archivo del Escenario B
Guardar calibración en 
archivo del Escenario C
Fin de la subrutina
0 1 2
Calcular área del pip utilizando el diámetro obtenido
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9.8.3 Subrutina CalibrarAncho 
Esta subrutina permitirá calibrar el ancho de la ficha. Este resultado, junto con el 
obtenido en la subrutina CalibrarAlto (Véase apartado 9.8.4), permitirá obtener el área 
de las fichas. 
Siguiendo el mismo procedimiento de calibración utilizado hasta ahora, se cogen los dos 





Ilustración 9.65: Calibración del ancho de una ficha 
Del mismo modo que en la subrutina anterior, se calculará la distancia entre los puntos 
de calibración mediante la siguiente fórmula:  
      √(         )  (         )  
Ecuación 9.6: Cálculo del ancho de una ficha mediante Pitágoras 
 
 





Calcular distancia entre puntos de calibración (ancho)
¿ Index ?
Guardar ancho en 
archivo del Escenario C
Fin de la subrutina
=1
≠1





9.8.4 Subrutina CalibrarAlto  
Una vez calibrado el ancho, si se desea obtener el área de la ficha,  se deberá calibrar el 
alto. 
De la misma forma que en la subrutina CalibrarAncho se tomarán los dos puntos de 
calibración y se llamará a la subrutina correspondiente, en este caso, la subrutina 
CalibrarAlto. 





Ilustración 9.66: Calibración del alto de una ficha 
Del mismo modo que en la subrutina anterior, se calculará la distancia entre los puntos 
de calibración mediante la siguiente fórmula:  
     √(         )  (         )  
Ecuación 9.7: Cálculo del alto de una ficha mediante Pitágoras 
Una vez se tiene el ancho y el alto de la ficha se podrá calcular su área, mediante la 
fórmula del área de un rectángulo: 
                               
Ecuación 9.8: Cálculo del área de una ficha 
Finalmente se guardarán los parámetros calibrados en la correspondiente base de datos. 
 
Figura 9.20: Diagrama de flujo de la subrutina CalibrarAncho 
CalibrarAlto (Index)
Calcular distancia entre puntos de calibración (alto)
¿ Index ?
Guardar area en
archivo del Escenario B 
Fin de la subrutina
Guardar alto y área en 
archivo del Escenario C
0 1
Calcular área de la ficha utilizando el ancho y alto obtenido
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9.8.5 Subrutina CalibrarPosicion 
Esta subrutina permitirá calibrar los márgenes necesarios para recortar una región 
determinada. Hay que recordar que la subrutina pintarBordes necesitaba cuatro 
parámetros de entrada para determinar las dimensiones de los márgenes a aplicar. 
(Véase apartado 9.5.1.4) 
Para obtener los cuatro márgenes a aplicar se realizará el mismo procedimiento que en 








Ilustración 9.67: Calibración del área a recortar 
Una vez se han marcado los puntos y se ha llamado a la función CalibrarPosicion, esta 
calculará los cuatro márgenes que necesita la función pintarBordes (izq, der, sup e inf). 
Para asegurar un correcto resultado sin importar el orden en el que se han marcado los 
puntos se deberán tratar los distintos casos posibles. Hay que tener en cuenta que los 
puntos están en coordenadas imagen (no matriz), por lo que el origen está en la esquina 
superior izquierda. Esto condicionará el cálculo de los márgenes. 
 




archivo del Escenario A 
Guardar calibración en 
archivo del Escenario B
Guardar calibración en 
archivo del Escenario C

























10 ALGORITMOS DE GESTIÓN Y RESOLUCIÓN DEL JUEGO 
DEL DOMINÓ 
El objetivo de este capítulo es presentar los algoritmos y técnicas implementadas que 
proporcionan al jugador robot las herramientas necesarias para poder jugar al dominó.  
Para que el robot pueda jugar al dominó es necesario que disponga de la información 
suficiente del entorno y de la partida en juego. Para recolectar la información de la 
partida se dispone de los datos recibidos vía visión artificial, sin embargo estos datos no 
proporcionan toda la información necesaria si se tratan individualmente. 
Consecuentemente, se deberán crear unas estructuras con mayor valor semántico, las 
cuales permitan desarrollar los algoritmos de estrategias de juego y de interacción con el 
entorno. 
10.1 ALGORITMOS DE CONSTRUCCIÓN DE LA CADENA DEL 
DOMINÓ 
 
Esta sección tiene el objetivo de guardar y estructurar los datos obtenidos por visión 
artificial en nuevos tipos de datos y de estructuras de más alto nivel20, que 
proporcionarán un mejor entendimiento del desarrollo de la partida. 
Los nuevos tipos de datos creados son: 
 Tipo ficha: 
 numA: número izquierda de la ficha 
 numB: número derecha de la ficha 
 cent:  coordenadas del centroide de la ficha 
 ang: ángulo de la ficha 
 iPlaza: número que identifica la posición que ocupará la ficha en el 
almacén de fichas del robot 
 idConf: Identificador de la configuración de la ficha 
 Tipo cadena: 
 Vector de fichas  
 Tipo cabeza: 
 Último número de una cadena 
  
                                          
20 Un lenguaje de alto nivel se caracteriza por expresar los algoritmos de una manera adecuada a la capacidad 
cognitiva humana, en lugar de la capacidad ejecutora de las máquinas. 
(http://es.wikipedia.org/wiki/Lenguaje_de_alto_nivel) 
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El primer paso para construir una cadena fichas es guardar los datos de las fichas a 
medida que van entrando en juego, es decir, cada vez que se identifica una ficha del 
Escenario C. Primero se incrementará la variable iFicha, la cual mantiene la cuenta de las 
fichas que hay en el tablero de juego, después, se guardará en el vector cadenaFichas el 
centroide, el ángulo y los números de cada lado de la ficha. Este proceso queda reflejado 
en el siguiente fragmento de código: 
'Guardar datos de la ficha 
iFicha = iFicha + 1 
ReDim Preserve cadenaFichas(iFicha) 
cadenaFichas(iFicha).cent = centroide(1) 
cadenaFichas(iFicha).ang = theta(1) 
… 
cadenaFichas(iFicha).numA = numA 
cadenaFichas(iFicha).numB = numB 
 
La primera parte de este código se ejecuta en mitad de la identificación de la ficha 
del escenario C; antes de la identificación de los pips de la ficha. (Véase apartado 
9.7.1.3). La segunda parte se ejecuta una vez se ha completado el escenario C. 
En resumen, tal y como se puede ver en la Tabla 10.1, el vector cadenaFichas almacena 
las fichas según el orden en que se juegan, sin importar su orden físico en la mesa ni su 
coherencia numérica.   
 
Ilustración 10.1: Ejemplo de cadena de dominó 
 
Tabla 10.1: Ejemplo del vector cadenaFichas para la Ilustración 10.2: Ejemplo de cadenaA (en rojo) 
y cadenaB (en azul)  
Para poder disponer de toda la información deseada se han creado dos cadenas nuevas: 
la cadenaA y la cadenaB. Estos dos vectores guardarán las fichas manteniendo su 
coherencia espacial, es decir, dichas cadenas guardan la información de la colocación de 
las fichas sobre la mesa de manera inequívoca.  
Las fichas aparecen en el vector de la misma forma que si se leyera de manera continua 
desde la ficha inicial hasta una ficha final. A continuación se expone un ejemplo de este 
concepto. 
  
cadenaFichas 6|6 5|6 6|2 2|2 2|3 3|3 3|0 4|5 4|4 2|4 1|2 1|4 0|1 3|1 











cadenaA cadena B 
 
 
Ilustración 10.3: Ejemplo de cadenaA y cadenaB de la Ilustración 10.2 
 
Como se puede observar en la Ilustración 10.2 la cadenaA es el vector de fichas a la 
izquierda de la ficha inicial (incluida) y la cadenaB es el vector de fichas a la derecha de 
la ficha inicial (incluida). 
En estas cadenas no solamente se guardaran las fichas sino que también su 
configuración, es decir, si la ficha va hacia la derecha, hacia la izquierda, si gira arriba, si 
gira abajo, si la ficha es doble, etc. Esto permitirá mantener una coherencia de conexión 
de fichas y también permitirá determinar cómo se debe colocar la siguiente ficha.  
Para la construcción de los vectores cadenaA y cadenaB se ha implementado el 
procedimiento ActualizarCadena, el cual, utilizará la subrutina ActualizarIdConf para 
determinar la configuración de las fichas. Además, para poder controlar la cantidad de 
fichas que hay en los vectores cadenaA y cadenaB se han creado los punteros iFichaA e 
iFichaB respectivamente. 
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10.1.1 Subrutina ActualizarCadena 
Esta rutina se divide en diferentes escenarios; cada escenario es una sección de código 
que se ejecutará dependiendo de una condición determinada, en este caso del número de 
fichas que hay en la cadena. 
 
Figura 10.1: Diagrama de flujo general de la subrutina ActualizarCadena 
El primer paso a realizar en esta rutina es inicializar las cadenas si aún no lo están; esto 
es solamente necesario la primera ejecución, cuando las cadenaA o cadenaB están vacias 
(iFichaA o iFichaB valen 0). La inicialización consiste en guardar la ficha inicial en la 
primera posición del vector correspondiente. Además, se establecerá la configuración de 









Fin de la subrutina
¿ iFichaA=0 ?























Una vez se ha inicializado el vector, para construir las cadenas, se han diferenciado tres 
casos: 
 Ficha inicial 
 Segunda ficha en juego 
 Resto de fichas 
 
En el primer escenario solamente se actualizan las cabezas A y B, ya que en la fase de 
inicialización ya se insertado la primera ficha en los vectores. 
If iFicha = 1 Then 'Si la ficha es la ficha inicial 
     
    CabezaA = cadenaFichas(1).numA 
    CabezaB = cadenaFichas(1).numB 
… 
 
Para un mejor entendimiento del escenario 2 se realizará previamente la explicación del 
escenario 3. 
El escenario 3 será el principal responsable de la construcción de la cadena de dominó, 
en éste se tratarán todas las fichas exceptuando las dos primeras en jugarse. 
Para determinar a que cadena pertenecen las fichas a medida que entran en juego puede 
parecer lógico aplicar un criterio según la definición de estas cadenas: cadenaA a la 
izquierda de la ficha inicial, cadenaB a la derecha de la ficha inicial. Sin embargo, si se 
realizara la criba según este criterio no se obtendría un resultado correcto cuando el 
dominó cambie de dirección y llegue otra vez a la ficha inicial. (Véase Ilustración 10.4) 
 
Ilustración 10.4: Ejemplo de dominó dando la vuelta 
En consecuencia, se ha implementado otro método para poder discernir si la última ficha 
jugada se ha tirado en la cadenaA o en la B. Este se basa en calcular la distancia entre 
los centroides de última ficha tirada (ficha verde) y la última ficha de las cadenas A y B 
(ficha roja y azul respectivamente); se determinará que la ficha jugada pertenecerá a la 
cadena que más próxima esté. (Véase Ilustración 10.5) 
 
Ilustración 10.5: Ejemplo de elección de cadena 
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      √(     )  (     ) 
      √(     )  (     ) 
 
Ecuación 10.1: Cálculo de distancias entre fichas mediante Pitágoras 
 
Una vez es posible discernir si la ficha está en una cadena u otra se añade la ficha al 
vector correspondiente: 
 Más cerca de A que de B  Añadir ficha al vector cadenaA 
ElseIf dConA < dConB Then  
iFichaA = iFichaA + 1 
ReDim Preserve cadenaA(iFichaA) 
cadenaA(iFichaA) = cadenaFichas(iFicha) 
… 
 
 Más cerca de B que de A  Añadir ficha al vector cadenaB 
Else  
iFichaB = iFichaB + 1 
ReDim Preserve cadenaB(iFichaB) 
cadenaB(iFichaB) = cadenaFichas(iFicha) 
… 
 
Después se verifica si la ficha añadida tiene coherencia numérica, es decir, que el 
número coincida con la ficha adyacente. En el caso que los números de la ficha no estén 
bien orientados se deberá girar la ficha de la cadena. 
 Si la ficha se ha guardado en la cadena A mirar que el número B de la ficha 
(derecha) coincida con el último número de la cadena A. 
If cadenaA(iFichaA).numB <> CabezaA Then 
If cadenaA(iFichaA).numA <> CabezaA Then 
       MsgBox ("TRAMPAS !!!") 'No coincide ningún núm. 
      End If 
 
o Si no coinciden se intercambiarán los números 
aux = cadenaA(iFichaA).numA  
cadenaA(iFichaA).numA = cadenaA(iFichaA).numB  
cadenaA(iFichaA).numB = aux 
 
 
 Si la ficha se ha guardado en la cadena B mirar que el número A (izquierda) de la 
ficha coincida con el último número de la cadena B.  
If cadenaB(iFichaB).numA <> CabezaB Then 
     If cadenaB(iFichaB).numB <> CabezaB Then 
         MsgBox ("TRAMPAS !!!") 'No coincide ningún núm. 
     End If 
 
o Si no coinciden se intercambiarán los números 
aux = cadenaB(iFichaB).numA 
cadenaB(iFichaB).numA = cadenaB(iFichaB).numB  
cadenaB(iFichaB).numB = aux 
 







     
 
 
Ilustración 10.6: Ejemplo del proceso para mantener la coherencia 
numérica 
 
 A continuación se guarda el valor de las nuevas cabezas de la cadena. Por ejemplo: si la 
última ficha añadida de la Ilustración 10.6 fuera la 1|3 la CabezaB pasaría a ser 3. 
Por último se llama a la función ActualizarIdConf, la cual proporcionará una identificación 
que indicará cómo está situada la ficha; siguiendo el ejemplo anterior la idConf que 
recibirá la ficha 1|3 será la “GiroArribaB”. Esta función se explicará en la sección 10.1.2. 
 
 
Figura 10.3: Diagrama de flujo del escenario 3 de la subrutina ActualizarCadena 
dConA>dConB
ESCENARIO 3 (iFicha>2)
Calcular distancia de la última
ficha a CabezaA y CabezaB
FIN ESCENARIO 3 





ActualizarIdConf () ActualizarIdConf ()
Añadir ficha a la 
cadenaA
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Hay que tener en cuenta que existe la posibilidad de que dConA=dConB, es decir, que la 
distancia a la cadena A sea la misma que a la cadena B. Este fenómeno sólo ocurre en 
dos ocasiones: cuando se juega la ficha inicial ya que la distancia será 0 para ambas 
cadenas. Este caso se ha tratado por separado al inicio de esta sección. 
El segundo caso ocurre cuando se juega la segunda ficha. Esto es debido a que sólo hay 
la ficha inicial sobre la mesa, por lo tanto, ésta será la última ficha de cada cadena. Tal y 
como se ve en la Ilustración 10.7 la distancia será la misma sin importar en que cadena 
esté la ficha. Este caso se trata en el escenario 2, el cual se explicará a continuación. 
  
 
Ilustración 10.7: Caso donde la distancia entre la última ficha y la cadena A y B es la misma 
El escenario 2 es prácticamente igual al escenario 3, la única diferencia es el criterio 
utilizado para determinar en que cadena está la ficha que se ha jugado. Como se acaba 
de comentar, el criterio de distancia no funciona en este caso, por lo que se deberá 
buscar una alternativa.  
Al principio de esta sección se ha planteado el método de discernir entre cadenas según 
la posición relativa de la ficha jugada con la ficha inicial (Véase la explicación de la 
Ilustración 10.4). Esta estrategia se descartó debido a que no funcionaba correctamente 
con las fichas que daban la vuelta al dominó, sin embargo, esta solución es totalmente 
correcta para el caso especial de la segunda ficha jugada. 
El algoritmo utilizado en el escenario 2 es una copia del algoritmo del escenario 3 
cambiando lo siguiente: 
En vez de comparar con dConA y dConB en este escenario se comparará verificando si la 
ficha está a la izquierda o a la derecha de la ficha inicial. 
 Ficha a la izquierda de la incial 
If cadenaFichas(iFicha).cent.X < cadenaFichas(1).cent.X Then 
 
 Ficha a la derecha de la inicial 
 
ElseIf cadenaFichas(iFicha).cent.X > cadenaFichas(1).cent.X Then 
  





10.1.2 Subrutina ActualizarIdConf 
La subrutina ActualizarIdConf tiene la función de establecer la configuración de una ficha 
de una cadena dada. Esto se hará mediante una propiedad que tienen todas las variables 
de tipo ficha, la propiedad idConf.  
Esta propiedad determina cómo está posicionada la ficha en el tablero siguiendo las 
reglas del dominó y las restricciones establecidas (Véase anexo A2). Aunque pueda 
parecer que existen pocas configuraciones posibles en el dominó, en realidad hay 














Ilustración 10.8: Ejemplo de idConf posibles 
Para determinar que la configuración de una ficha se han tenido en cuenta dos criterios. 
El primero se basa en su posición relativa a las otras fichas, ya que dependiendo de la 
configuración de una ficha, ésta estará más o menos lejos de la ficha de al lado. Por 
ejemplo no hay la misma distancia entre una ficha doble y una ficha simple que entre dos 
fichas simples. 
Por otro lado, en el segundo criterio se utiliza la configuración de la ficha anterior, 
teniendo en cuenta que cada configuración genera restricciones en las fichas adyacentes. 
Por ejemplo, si la ficha anterior es la InicialDoble la siguiente ficha solo podrá ser 
Izquierda o Derecha. En la Figura 10.4 se pueden observar las relaciones entre todas las 
configuraciones de fichas utilizadas. 
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Figura 10.4: Mapa de configuraciones compatibles entre sí 
Para que la subrutina ActualizarIdConf sepa que ficha identificar dispone de tres 
argumentos de entrada: 
 Cad(): vector cadena de fichas donde estará la ficha a actualizar. 
 i: puntero del vector Cad que indicará la ficha a actualizar. 
 CadenaAoB: es un carácter (‘A’ o ‘B’) que indica si Cad() corresponde a la cadena A 
o a la cadena B. 
El primer paso para determinar la idConf consiste en comprobar que idConf tiene la ficha 
anterior; esta ficha será el elemento previo a i del vector cadena Cad(): 
'Ficha anterior 
Dim iAnt As Long 
iAnt = i – 1 
 
Es importante recalcar que la ficha anterior dispone de la propiedad idConf debido a que 
esta subrutina se ejecuta secuencialmente, es decir, primero se actualizará la primera 
ficha, luego la segunda, etc. Hay que recordar que la idConf de la primera ficha es 
declarada en la subrutina ActualizarCadena. (Véase Figura 10.2) 























Una vez se ha determinado la configuración de la ficha anterior se acota la búsqueda de 
posibles configuraciones de la ficha. Por ejemplo, si se ha determinado que la idConf de 
la ficha anterior es GiroAbajoA la siguiente ficha deberá tener la idConf GiroAbajoB21. Sin 
embargo, existen casos que se debe elegir entre las diferentes configuraciones posibles, 
para ello, se usa el criterio de posición relativa. 
                                          












 A continuación se detallan los casos implementados; para sintetizar, sólo se explicarán 
los casos que se usan en la cadenaB, ya que los de la cadenaA son similares debido a la 
simetría entre configuraciones de cadenas. Por ejemplo, en la Ilustración 10.8 se puede 
prever que los casos 3 y 5, 4 y 6, 9 y 7, y 10 y 8 serán muy parecidos entre sí.  
En todos los casos, si no se cumplen los requisitos necesarios para discernir entre una 
configuración u otra aparecerá un error en la pantalla (MsgBox) indicando el posible 
error. Esto permitirá hacer un mejor mantenimiento de la subrutina en caso de fallo.  
 Caso InicialDoble 
En el caso de que la ficha anterior sea la InicialDoble existen dos configuraciones 
posibles: la Derecha y la Izquierda. Para discernir  entre un caso y el otro se verifica si el 
centroide de la ficha está a la izquierda o a la derecha de la ficha anterior: 
'Si el centroide de la ficha está la derecha de la ficha inicial 
If Cad(i).cent.X > Cad(iAnt).cent.X Then 
    Cad(i).idConf = "Derecha" 
Else 
    Cad(i).idConf = "Izquierda" 
End If 
 
 Caso InicialNoDoble 
Primero, al igual que en el caso anterior, se discierne si la ficha está a la izquierda o a la 
derecha. Después, independientemente de su posición se verificará si el ángulo es similar 
al de la ficha anterior; en caso negativo también se verificará si la ficha es perpendicular 
a la anterior. De este modo se podrá discernir si la idConf es Derecha, DerechaDoble, 
Izquierda o IzquierdaDoble. 
If Cad(i).cent.X > Cad(iAnt).cent.X Then 
    'Si el ángulo de la ficha es parecido al de la ficha anterior 
    If angSim(Cad(i), Cad(iAnt)) Then 
        Cad(i).idConf = "Derecha" 
   'Si la ficha es perpendicular a la anterior 
    ElseIf angPerp(Cad(i), Cad(iAnt)) Then 
        Cad(i).idConf = "DerechaDoble" 
    Else: MsgBox "Ficha demasiado torcida?" 
    End If 
Else 
    If angSim(Cad(i), Cad(iAnt)) Then 
        Cad(i).idConf = "Izquierda" 
    ElseIf angPerp(Cad(i), Cad(iAnt)) Then 
        Cad(i).idConf = "IzquierdaDoble" 
Else: MsgBox "Ficha demasiado torcida?" 
    End If 
End If 
 
 Caso Derecha 
En primer lugar se mira que el ángulo sea parecido al ángulo de la ficha anterior o 
perpendicular a éste. En caso que sea parecido idConf será Derecha, en caso contrario se 
verificará si los centroides están alineados horizontalmente; si tampoco se cumple, se 
verificará que la ficha sea GiroArribaA, para ello se comprueba que la ficha sea de la 
cadena B, que esté encima y arriba de la ficha anterior, y que haya una distancia 
determinada entre los centroides. 
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If angSim(Cad(i), Cad(iAnt)) Then 
    Cad(i).idConf = "Derecha" 
ElseIf angPerp(Cad(i), Cad(iAnt)) Then 
    'Si los centroides están alineados horizontalmente 
    If angCC(Cad(i), Cad(iAnt)) Then 
        Cad(i).idConf = "DerechaDoble" 
    Else 
        If CadenaAoB = "B" Then 
'Si la ficha está a la derecha y encima de la ficha 
'anterior y hay una determinada distancia entre 
'centroides de fichas 
If (Cad(i).cent.X > Cad(iAnt).cent.X) And (Cad(i).cent.Y > 
Cad(iAnt).cent.Y) And (Abs(disCC(Cad(i), Cad(iAnt)) - dGiro) < 
fsDimFicha) Then 
Cad(i).idConf = "GiroArribaA" 
Else: MsgBox "cabeza B y no giroarribaA" 
            End If 
        End If 
Else: MsgBox "cabeza NOT B" 
    End If 
Else: MsgBox "Ficha der torcida?" 
End If 
 
 Caso DerechaDoble 
Si la ficha está alineada horizontalmente con la ficha anterior se puede afirmar que 
idConf será Derecha. 
If angCC(Cad(i), Cad(iAnt)) Then 
    Cad(i).idConf = "Derecha" 
Else: MsgBox "DerechaDoble->NOT Derecha" 
End If 
 
 Caso GiroArribaA 
Si la ficha pertenece a la cadena B, está a la izquierda y encima de la ficha anterior, y a 
una determinada distancia idConf será GiroArribaB. 
If CadenaAoB = "B" Then 
If (Cad(i).cent.X < Cad(iAnt).cent.X) And  
   (Cad(i).cent.Y > Cad(iAnt).cent.Y) And  
   (Abs(disCC(Cad(i), Cad(iAnt)) - dGiro) < fsDimFicha) Then 
         Cad(i).idConf = "GiroArribaB" 
    Else: MsgBox "GiroArribaA->NOT GiroArribaB" 
    End If 
Else: MsgBox "GiroArribaA NOT cadenaB" 
End If 
 
 Caso GiroArribaB 
Si el ángulo de la ficha es parecido al de la ficha anterior querrá decir que la idConf es 
Izquierda.  
If CadenaAoB = "B" Then 
    If angSim(Cad(i), Cad(iAnt)) Then 
        Cad(i).idConf = "Izquierda" 
Else: MsgBox "GiroArribaB not Izquierda" 









Como se ha podido observar en los códigos presentados se han usado funciones para 
realizar algunas comparaciones específicas. Estas funciones se han implementado para 
evitar la repetición del mismo código en los diferentes casos. A continuación se detallará 
su funcionamiento. 
10.1.2.1 Función disCC 
 
La función disCC se ha utilizado para calcular la distancia entre los centroides de dos 
fichas. Su funcionamiento se basa en el teorema de Pitágoras, el cual establece que el  
cuadrado de la hipotenusa de un triángulo rectángulo es igual a la suma de los cuadrados 
de sus catetos. 
Sus argumentos de entrada son las dos fichas (f1 y f2) cuya distancia entre centroides se 
quiere determinar y la salida será la distancia calculada (discCC). 
      √(                   )  (                   )  
Ecuación 10.2: Cálculo de la distancia entre los centroides de las fichas f1 y f2 
 
10.1.2.2 Función angPerp 
Esta función tiene el objetivo de verificar si dos fichas son perpendiculares entre sí, lo 
cual permite determinar si la ficha es horizontal o vertical, ya que se conoce la 
orientación de la ficha anterior. 
Los argumentos serán las fichas y el valor retornado será de tipo booleano siendo True si 
se cumple la perpendicularidad entre fichas. 
Para determinar si son perpendiculares se hace la diferencia entre los ángulos de las 
fichas y se le resta π/2 radiantes; en un caso ideal, el resultado sería 0, sin embargo 
siempre hay desviaciones, aunque sean mínimas, por lo cual, se deberá flexibilizar esta 
comparación. Esto se realiza mediante un factor de seguridad fsAng.  
Dim alpha As Double 
alpha = Math.Abs(f1.ang - f2.ang) 'Diferencia absoluta 
 
If alpha - pi / 2 < fsAng Then 'Angulo similar 
    angPerp = True 
Else 
    angPerp = False 
    MsgBox "angPerpFalse" 
End If 
10.1.2.3 Función angSim 
La función angSim, de un modo parecido a la función anterior, determina si la orientación 
de dos fichas es parecida (sin tener en cuenta el sentido, sólo la dirección), es decir que 
la diferencia entre sus ángulos sea aproximadamente 0o, 180o o 360o. 
De la misma manera que en la función angPerp se realiza la operación utilizando un 
factor de seguridad que garantice el buen funcionamiento bajo desviaciones en el 
sistema. 
Pau Villegas Tres 
 
- 101 - 
 
Dim alpha As Double 
alpha = Math.Abs(f1.ang - f2.ang) 'Diferencia absoluta 
 
If (alpha < fsAng) Or 'Ángulo similar 
   (Math.Abs(alpha - pi) < fsAng) Or 
   (Abs(alpha - 2 * pi) < fsAng) Then  
        angSim = True 
Else 
    angSim = False 
End If 
 
10.1.2.4 Función angCC 
El objetivo de esta función es determinar si dos fichas están alineadas entre sí a lo largo 
del eje de alguna de las dos fichas. Esto permitirá detectar si la cadena de dominó 
mantiene su orientación o por lo contrario gira arriba o abajo. 
Como se puede observar en la Ilustración 10.9, en dos primeros casos la función angCC 
devolvería un valor True ya que los ejes de las fichas están alineados con la recta que 
une sus centroides. Por el otro lado, en la tercera imagen se puede apreciar como esto 
no se cumple. 
 
   
angCC=True angCC=True angCC=False 
 
Ilustración 10.9: Ejemplo de resultado de la función angCC  
 
En primer lugar se calcula el ángulo de la recta que une los centroides; mediante la 
función atan2D. Esta función aplica la función trigonométrica arcotangente, evita las 
divisiones por 0 y además devuelve el resultado en un rango de 0 a 2π. 
Dim difalpha As Double 
difalpha = Atan2D(f.cent.Y - fAnt.cent.Y, f.cent.X - fAnt.cent.X) 
 
A continuación se calcula la diferencia de ángulos entre las fichas; debido a que la 
función debe servir tanto si las fichas tienen un ángulo parecido como si están ubicadas 
perpendicularmente entre sí, se deberán tratar estos dos casos. 
Si las fichas tienen un ángulo parecido se hará la diferencia entre los ángulos. En cambio, 
si las fichas son perpendiculares entre sí, a la diferencia entre ángulos se le descontará 









If angSim(f, fAnt) Then 'Ángulo similar 
    alpha = Abs(fAnt.ang - difalpha) 
    alpha2 = Abs(f.ang - difalpha) 
ElseIf angPerp(f, fAnt) Then 'Ángulo perpendicular 
    alpha = Abs(Abs(fAnt.ang - difalpha) - pi / 2) 
    alpha2 = Abs(Abs(f.ang - difalpha) - pi / 2) 
Else: MsgBox "ni AngSim ni angPerp" 
End If 
 
Finalmente se comparará las diferencias calculadas previamente con el ángulo de la recta 
entre centroides. En esta función, al igual que las anteriores también se usará un factor 
de seguridad que asegure la robustez de la misma. 
'Ángulo de la recta y la ficha similares 
If (alpha < fsAng)  Or (Abs(alpha - pi) < fsAng)  
     Or (Abs(alpha - 2 * pi) < fsAng) Then  
    angCC = True 
'Ángulo de la recta y la ficha anterior similares 
ElseIf (alpha2 < fsAng) Or (Abs(alpha2 - pi) < fsAng)  
Or (Abs(alpha2 - 2 * pi) < fsAng) Then 
    angCC = True 
'Ángulo de la recta no es similar al de ninguna ficha 
Else 
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10.2 ALGORITMOS DE POSICIONADO DE LA FICHA EN LA CADENA 
DEL DOMINÓ 
Hasta ahora se han detallado los algoritmos que permitían actualizar la cadena de 
dominó a partir de la información de cada ficha jugada. En esta sección se pretende 
hacer el proceso inverso, es decir, a partir de la información de la cadena calcular la 
posición de la siguiente ficha a tirar. Para ello se ha implementado la subrutina 
PosicionarFicha, además de un conjunto de pequeñas funciones auxiliares.  
10.2.1 Subrutina PosicionarFicha 
La subrutina PosicionarFicha será utilizada desde la función TirarFicha, la cual gestionará 
todas las acciones necesarias para jugar una ficha, desde la elección de la ficha a tirar 
hasta enviar las ordenes a la controladora del robot para efectuar el movimiento. Esta 
función se verá en detalle en el apartado 11.4.1.3. 
La subrutina PosicionarFicha cuenta con dos argumentos: la ficha que se desea tirar, en 
forma de una variable tipo ficha, y un carácter que indica en qué cadena se desea situar 
la ficha. Esta información será proporcionada por los algoritmos de juego que se verán al 
final del capítulo. 
El primer paso para determinar la posición de la ficha es asignar una ficha vecina que 
actuará como referencia de la nueva ficha. Se deberá comprobar que la ficha quede bien 
orientada respecto la vecina para que los números adyacentes coincidan. 
De la misma forma que todas las variables fichas, la ficha pasada por argumento tendrá 
una propiedad numA y numB que indicará los números de la ficha. En este caso el numA 
corresponde al número de la izquierda de la ficha y numB el número de la derecha. 
El número vecino de la ficha a posicionar dependerá de la cadena donde se desea 
posicionar la ficha, es decir, si se desea tirar la ficha en la cadena A, el número vecino 
será el numA, en cambio para la cadena B, el número será el numB. 
 
Ilustración 10.10: Ejemplo de vecinos de la ficha a posicionar 
Para verificar que la ficha está correctamente orientada, es decir, que al ponerse al lado 
de la ficha vecina mantenga la coherencia numérica, se comprueba si al tirar la ficha en 
la cadena A el numB de la ficha coincide con el numA de la ficha vecina, y si se tira la 




Ilustración 10.11: Ejemplo de la orientación de la ficha a posicionar 





'Situar ficha en la cadenaA 
If CabezaAoB = "A" Then 
   FichaVecina = cadenaA(iFichaA) 
   numVecino = cadenaA(iFichaA).numA 
 
   'Detectar si la orientación de la ficha a posicionar es la correcta.  
   If f.numB = cadenaA(iFichaA).numA Then 
       orientOK = True 
   ElseIf f.numA = cadenaA(iFichaA).numA Then 
        orientOK = False 
   Else: MsgBox "error logica domino" 
   End If 
 
'Situar ficha en la cadenaB 
ElseIf CabezaAoB = "B" Then 
    FichaVecina = cadenaB(iFichaB) 
    numVecino = cadenaB(iFichaB).numB 
 
'Detectar si la orientación de la ficha a posicionar es la correcta.  
   If f.numA = cadenaB(iFichaB).numB Then 
        orientOK = True 
   ElseIf f.numB = cadenaB(iFichaB).numB Then 
        orientOK = False 
   Else: MsgBox "error logica domino" 
   End If 
End If 
 
Una vez se ha determinado en que cadena se posiciona la ficha se deberá establecer la 
configuración de ésta. Para ello se usará una estrategia similar a la utilizada en la 
subrutina ActualizarIdConf; se observa el idConf de la ficha anterior para descartar las 
configuraciones inválidas. En este caso, la ficha anterior a la ficha a posicionar será la 
ficha vecina. También se comprobará si la ficha a tirar es doble o no; ya que esto 
ayudará a la criba de configuraciones. 
'Detectar si la ficha a tirar es doble 
If f.numA = f.numB Then 




Ilustración 10.12: Ejemplo de las diferentes configuraciones del posicionado de una ficha 
 
Para la selección de la configuración de la ficha entre todas las válidas se utilizará su 
posición relativa y las restricciones impuestas, como por ejemplo los límites del área de 
juego. Con el fin de no sobrepasar los límites de juego se han establecido unos límites 
previos a éstos, que condicionarán el posicionado de las fichas. Esto permite controlar 
cuando se debe girar la ficha antes de salirse del área de juego. 
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El margen utilizado entre el límite y el pre-límite es el siguiente: 
                                 
          
 
 
Esta distancia es suficiente para poder retrasar el giro en caso de que la última ficha 
antes del pre-límite sea un doble. De esta manera el preMargenJuegoIzquierda será la 
distancia MargenJuegoIzquierda más la distancia calculada y el preMargenJuegoDerecha 
será la distancia MargenJuegoDerecha menos dicha distancia. 
Del mismo modo que en la sección anterior, para sintetizar la explicación, solamente se 
detallarán la mitad de los casos, los cuales son lo suficientemente representativos como 
para poder extrapolar el funcionamiento al resto de casos. Para el cálculo de la posición y 
ángulo de la ficha se han utilizado un conjunto de funciones que se comentarán al final 
de la sección. 
Los siguientes casos corresponden a configuraciones de la ficha vecina. 
 Caso InicialDoble 
En el caso que idConf de la ficha vecina es InicialDoble existen dos configuraciones 
válidas para la ficha a posicionar: izquierda o derecha. Esto dependerá de la cadena que 
se ha determinado con el argumento de la función CabezaAoB. En cada caso se llamarán 
a las funciones correspondientes para el cálculo de la posición y ángulo de la ficha. 
'Si la ficha vecina es la InicialDoble 
If FichaVecina.idConf = "InicialDoble" Then 
    If CabezaAoB = "A" Then 'Situar ficha a la izquierda 
        angCalc = angCalcDobleIzquierda(FichaVecina.ang, orientOK) 
        centCalc = pCalcDobleIzquierda(FichaVecina.cent, angCalc, fsEntreFicha) 
    ElseIf CabezaAoB = "B" Then 'Situar pieza a la derecha 
        angCalc = angCalcDobleDerecha(FichaVecina.ang, orientOK) 
        centCalc = pCalcDobleDerecha(FichaVecina.cent, angCalc, fsEntreFicha) 
    End If 
 
 Caso Derecha 
En este caso existen varias configuraciones entre las que elegir: poner doble, derecha o 
girarArribaA. Para decidir cuál es la correcta primero se mira si la ficha es doble, si lo es 
y no supera el pre-límite del tablero se pondrá la ficha doble.  
Si la ficha no es doble también se verificará que esté dentro de los pre-márgenes del 
tablero, si lo está la ficha se posicionará a la derecha, en caso contrario se reorientará 
para realizar el giro de la cadena. 
'Si la ficha vecina es la derecha  
ElseIf FichaVecina.idConf = "Derecha" Then 
 
'Si la ficha es doble y el centroide estᠤentro del preLimite de juego 
If FichaEsDoble And (FichaVecina.cent.X < preMargenJuegoDerechaPX) Then 
    'Poner doble 
    angCalc = angCalcDerechaDoble(FichaVecina.ang, orientOK) 
    centCalc = pCalcDerechaDoble(FichaVecina.cent, FichaVecina.ang,  
                                                   fsEntreFicha) 
Else 'Cualquier otro caso poner ficha derecha (no importa que sea doble) 
    If FichaVecina.cent.X < preMargenJuegoDerechaPX Then 
        'Poner derecha 
        If CabezaAoB = "B" Then 
            angCalc = angCalcDerechaDerecha(FichaVecina.ang, orientOK) 
        ElseIf CabezaAoB = "A" Then 





            angCalc = angCalcDerechaDerechaR(FichaVecina.ang, orientOK) 
        Else: MsgBox "error derecha-derecha" 
        End If 
        centCalc = pCalcDerechaDerecha(FichaVecina.cent, FichaVecina.ang,  
                                                         fsEntreFicha) 
    Else 
        'GirarArribaA 
        angCalc = angCalcDerechaArriba(FichaVecina.ang, orientOK) 
        centCalc = pCalcDerechaArriba(FichaVecina.cent, FichaVecina.ang, 
                                          fsEntreFicha, dGiroC, dGiroL) 
    End If 
End If 
 
 Caso DerechaDoble     
Cuando la ficha anterior tiene una idConf DerechaDoble solo hay una configuración 
posible: la derecha. (Véase Figura 10.4) 
'Si la ficha es la DerechaDoble 
ElseIf FichaVecina.idConf = "DerechaDoble" Then 
    'Poner derecha 
    angCalc = angCalcDobleDerecha(FichaVecina.ang, orientOK) 
    centCalc = pCalcDobleDerecha(FichaVecina.cent, angCalc, fsEntreFicha) 
 
 Caso DerechaNoDoble 
Este caso está dividido en dos: cuando la ficha se desea tirar en la cadena A y cuando se 
desea tirar en la cadena B. En el primer caso la actuación será equivalente a la del caso 
Derecha y en el segundo caso será igual que el caso Izquierda. 
 Caso GiroArribaA 
Tal y como se puede ver en la Figura 10.4 si la idConf de la ficha anterior es GiroArribaA, 
la siguiente ficha solo puede ser GiroArribaB. 
'Si la ficha vecina es la GiroArribaA 
ElseIf FichaVecina.idConf = "GiroArribaA" Then 
    'Poner GiroArribaB 
    angCalc = angCalcArribaIzquierda(FichaVecina.ang, orientOK) 
    centCalc = pCalcArribaIzquierda(FichaVecina.cent, angCalc,  
                                    fsEntreFicha, dGiroC, dGiroL) 
 
 Caso GiroArribaB 
En este caso, la configuración de la siguiente ficha dependerá de si la ficha es doble o no. 
Si es doble, la idConf de la ficha será Doble, en caso contrario será Izquierda. 
'Si la ficha vecina es la GiroArribaB 
ElseIf FichaVecina.idConf = "GiroArribaB" Then 
    If FichaEsDoble Then 
        'Poner Doble 
        angCalc = angCalcIzquierdaDoble(FichaVecina.ang, orientOK) 
        centCalc = pCalcIzquierdaDoble(FichaVecina.cent, FichaVecina.ang,  
                                                         fsEntreFicha) 
    Else 
        'Poner izquierda 
        angCalc = angCalcIzquierdaIzquierdaR(FichaVecina.ang, orientOK) 
        centCalc = pCalcIzquierdaIzquierda(FichaVecina.cent, FichaVecina.ang,  
                                                             fsEntreFicha) 
    End If 
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Una vez se ha determinado la configuración que tendrá la ficha a posicionar, se deberá 
calcular consecuentemente su posición y su orientación para obtener la configuración 
requerida. Para el desarrollo de los cálculos se ha implementado un conjunto de 
funciones que realizan esta tarea para cada caso; en total 22 funciones: 11 para calcular 
la posición (pCalcXX) y 11 para calcular el ángulo (angCalcXX). 
Todas estas funciones son lo suficientemente robustas como para absorber pequeñas 
desviaciones en la cadena del dominó. Es decir, en vez de tratar con distancias y ángulos 
absolutos se tiene en cuenta la dirección de la cadena para realizar los cálculos.Si no se 
hiciese así podrían ocurrir solapamientos de fichas o grandes desviaciones entre éstas. 
  
 
Ilustración 10.13: Comparación de resultados entre el uso de magnitudes absolutas (izquierda) o  
relativas (derecha) 
Para poder efectuar los cálculos con magnitudes relativas a la ficha se comprobará en 
cada función si el ángulo de la ficha horizontal está cerca de los 180º (o de los 0º) y si el 
ángulo de la ficha vertical está cerca de los 90º; por debajo (~89º) o por encima (91º~). 
Esto permitirá diferenciar las operaciones a realizar en cada caso. 
A continuación se detallarán algunas de las funciones implementadas; las cuales serán 
suficientes para comprender la metodología utilizada. De todos modos en el código 
fuente de la aplicación se pueden ver todas las funciones en detalle con su 
correspondiente explicación. 
En las siguientes funciones se han usado dos funciones auxiliares: ProX y ProY. Estas 
funciones básicamente devuelven el valor absoluto de la proyección X o Y de una recta 
según una distancia y ángulo dados.  
ProX = d * Abs(Cos(ang)) 
ProY = d * Abs(Sin(ang)) 
 
Además, como en la gran mayoría de funciones de esta aplicación, se han añadido en 
todas éstas factores de seguridad que garanticen el buen funcionamiento del algoritmo. 
En este caso el factor fsEntreFicha se utiliza para distanciar un pequeño porcentaje las 
fichas entre sí y de este modo evitar solapamientos.  
Cabe resaltar que también se han usado las siguientes constantes: 
 anchoFicha:  Ancho de la ficha de dominó 
 altoFicha: Alto de la ficha de dominó  
 dGiroC:  Distancia corta en un giro (Véase Ilustración 10.18) 
 dGiroL:  Distancia largar en un giro (Véase Ilustración 10.18) 
 
 





10.2.1.1 Funciones CalcDerechaDerecha 
Este par de funciones tiene como objetivo el cálculo de la posición y ángulo de la ficha 
jugada en el caso particular que se deba situar a la derecha de una ficha con una 
idConf=Derecha. Por tanto, la ficha tirada seguirá la orientación de la cadena de dominó. 
Función angCalcDerechaDerecha 
En primer lugar para calcular el ángulo se plantean los dos casos previamente descritos y 
se comprueba si la ficha a tirar está correctamente orientada. 
Dependiendo de los diferentes casos se mantendrá el ángulo de la ficha vecina o se le 
sumarán π radiantes para que los números adyacentes coincidan: 
'Ángulo cerca de los 0º (estará entre 0 y 90º) 
If angVecino < pi / 2 Then  
    If orientOK Then  
        angCalcDerechaDerecha = angVecino 
    Else 
        angCalcDerechaDerecha = angVecino + pi 
    End If 
'Ángulo cerca de los 180º (estará entre 90º y 180º) 
Else        
    If orientOK Then 
        angCalcDerechaDerecha = angVecino + pi 
    Else 
        angCalcDerechaDerecha = angVecino 




Para calcular la posición de la ficha a tirar también se han tenido en cuenta dos casos: 
Si el ángulo es aproximadamente 0 rad entonces la posición de la ficha será: 
{
                 (   )
                  (   )
}  {
            
            
} 
 
Ilustración 10.14: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  es próximo 
a 0 rad 
 
If angVecino < pi / 2 Then 'Si ang está entre 0 y 90 
  pCalcDerechaDerecha.X = centVecino.X + ProX(anchoFicha, angVecino) * fsEntreFicha 
  pCalcDerechaDerecha.Y = centVecino.Y + ProY(anchoFicha, angVecino) * fsEntreFicha 
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                 (   )
                  (   )
            




Ilustración 10.15: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  es próximo 
a π rad 
Else    'Si ang es más grande de 90 
  pCalcDerechaDerecha.X = centVecino.X + ProX(anchoFicha, angVecino) * fsEntreFicha 
  pCalcDerechaDerecha.Y = centVecino.Y - ProY(anchoFicha, angVecino) * fsEntreFicha 
End If 
  





10.2.1.2 Funciones CalcDerechaDoble 
Las funciones de esta sección tienen el objetivo de calcular la posición y el ángulo de una 
ficha doble que se desea posicionar a la derecha de una ficha con una configuración 
idConf=Derecha. 
Función angCalcDerechaDoble 
En este caso se deberá orientar perpendicularmente la ficha a jugar a la ficha vecina por 
lo que se sumarán o restarán π/2 rad al ángulo de ésta dependiendo del caso: 
 
'Ángulo cerca de los 0º (estará entre 0 y 90º) 
If angVecino < pi / 2 Then  
    If orientOK Then 
        angCalcDerechaArriba = angVecino + pi / 2 
    Else 
        angCalcDerechaArriba = angVecino + pi / 2 + pi 
    End If 
'Ángulo cerca de los 180º (estará entre 90º y 180º) 
Else         
    If orientOK Then 
        angCalcDerechaArriba = angVecino - pi / 2 
    Else 
        angCalcDerechaArriba = angVecino + pi / 2 




Para calcular la posición de la ficha se han tenido en cuenta los mismos dos casos: 
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Ilustración 10.16: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  es próximo 
a 0 rad y ésta es perpendicular 
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'Si ang está entre 0 y 90 
If angVecino < pi / 2 Then  
    pCalcDerechaDoble.X = centVecino.X + ProX(anchoFicha / 2 + altoFicha / 2, 
                                              angVecino) * fsEntreFicha 
    pCalcDerechaDoble.Y = centVecino.Y + ProY(anchoFicha / 2 + altoFicha / 2,  
                                              angVecino) * fsEntreFicha 
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Ilustración 10.17: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  es próximo 
a π rad y ésta es perpendicular 
'Si ang es más grande de 90 
Else     
    pCalcDerechaDoble.X = centVecino.X + ProX(anchoFicha / 2 + altoFicha / 2,  
                                              angVecino) * fsEntreFicha 
    pCalcDerechaDoble.Y = centVecino.Y - ProY(anchoFicha / 2 + altoFicha / 2,  









10.2.1.3 Funciones CalcDerechaArriba 
Este par de funciones tiene el objetivo de calcular la posición de una ficha a tirar que 
realizará un giro hacia arriba, es decir cambiará la dirección de la cadena del dominó de 
derecha a arriba. 
Función angCalcDerechaArriba 
En esta función, del mismo modo que en la anterior, se deberá posicionar la ficha 
perpendicular a la ficha vecina por lo que se sumarán o restarán π/2 rad al ángulo de 
ésta dependiendo del caso: 
'Ángulo cerca de los 0º (estará entre 0 y 90º) 
If angVecino < pi / 2 Then  
    If orientOK Then 
        angCalcDerechaArriba = angVecino + pi / 2 
    Else 
        angCalcDerechaArriba = angVecino + pi / 2 + pi 
    End If 
'Ángulo cerca de los 180º (estará entre 90º y 180º) 
Else         
    If orientOK Then 
        angCalcDerechaArriba = angVecino - pi / 2 
    Else 
        angCalcDerechaArriba = angVecino + pi / 2 




Para calcular la posición de la ficha que produce el giro, se han tenido en cuenta los 
mismos criterios que en las demás funciones.  
Tal y como se puede observar en la Ilustración 10.18 e Ilustración 10.19 el cálculo de la 
posición de la ficha a tirar (en azul) es bastante más complejo que en los casos 
anteriores ya que la ficha se desalinea de la dirección del dominó. Para calcular las 
distancias entre centroides se ha utilizado solamente las dimensiones de la ficha y el 
ángulo de la ficha anterior. Esto hace que la función sea robusta ante posibles 
variaciones en la cadena. 
Se ha denominado dCorta a la distancia entre centroides proyectada sobre el eje de la 
ficha vecina (en rojo), y se ha denominado dLarga a la distancia entre centroides 
proyectada en el eje de la ficha a tirar (en azul).  
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Ilustración 10.18: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  es próximo 
a 0 rad y se gira a arriba 
'Si ang está entre 0 y 90 
If angVecino < pi / 2 Then  
    pCalcDerechaArriba.X = centVecino.X + (-ProY(dGiroL, angVecino)  
                                        + ProX(dGiroC, angVecino)) * fsEntreFicha 
    pCalcDerechaArriba.Y = centVecino.Y + (ProX(dGiroL, angVecino)  
                                        + ProY(dGiroC, angVecino)) * fsEntreFicha 
 
 
Ilustración 10.19: Posición de la ficha (azul) cuando el  ángulo de la ficha vecina (roja)  es próximo 
a π rad y se gira a arriba 
Else  'Si ang es más grande de 90    
    pCalcDerechaArriba.X = centVecino.X + (ProY(dGiroL, angVecino)  
                                        + ProX(dGiroC, angVecino)) * fsEntreFicha 
    pCalcDerechaArriba.Y = centVecino.Y + (ProX(dGiroL, angVecino)  
                                        - ProY(dGiroC, angVecino)) * fsEntreFicha 
End If 





10.3 ALGORITMOS DE JUEGO DEL DOMINÓ 
En esta sección se recogen distintos algoritmos utilizados para simular los rasgos más 
característicos de un jugador de dominó. Esto permitirá al jugador robot tener capacidad 
de decisión para determinar la jugada a realizar en cada turno. 
La elección de la jugada dependerá del tipo de estrategia utilizada. En este proyecto se 
han desarrollado tres tipos de estrategias diferentes, cada una pretende simular el 
comportamiento básico de un tipo de jugador de dominó. 
Las estrategias son: estrategia simple, estrategia basada en la aleatoriedad y estrategia 
construida con prioridades. 
Así mismo, se han generado varias funciones auxiliares tanto para mejorar la 
organización del código como para evitar la repetición del mismo. 
A continuación se presenta la implementación de cada función en detalle:  
10.3.1 Función SeleccionarFicha 
Para seleccionar la estrategia de juego que utilizará el jugador robot  se ha desarrollado 
la función SeleccionarFicha().  
El objetivo principal de esta función es la de organizar y gestionar las llamadas a las 
diferentes funciones implementadas, según el tipo de estrategia que el usuario ha 
seleccionado. Para determinar la estrategia que se desea aplicar se deberá modificar la 
variable pública SelectorEstrategia. 
Esta función actúa como interfaz de todos los algoritmos de gestión y resolución del 
dominó con el resto de la aplicación. Además, también efectuará las peticiones 
necesarias para ordenar la ejecución de los movimientos calculados. Esto último se 
realizará mediante la funcion TirarFicha, la cual tratará en profundidad en el siguiente 
capítulo.  
Para controlar la correcta ejecución de las acciones realizadas en esta función, se 
devolverá un valor que indicará  el resultado de las operaciones.  
Este resultado es de tipo numerico y puede ser: 
 0: Si se tenían fichas pero ninguna era jugable. 
 1: Si se tenían fichas jugables y alguna de ellas se ha jugado. 
 2: Si se tenía sólo una ficha jugable y se ha podido jugar, es decir, el robot ha 
ganado la partida. 
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Figura 10.5: Diagrama de flujo de la función SeleccionarFicha 
  
SelectorEstrategia













10.3.2 Función EstrategiaSimple 
La primera función de estrategia, como su nombre sugiere, es la más sencilla de todas y 
simplemente consiste en tirar la primera ficha que vea el robot en su conjunto de fichas, 
es decir, la primera ficha válida del vector MisFichas()22. 
Este método sería el equivalente a una simplificación del comportamiento de un jugador 
principiante en sus primeras partidas. Este tipo de jugador únicamente conoce las reglas 
del dominó pero todavía no tiene experiencia con éste. Su estrategia es la misma en 
cada jugada; se basa en revisar las cabezas de la cadena del dominó y tirar la primera 
ficha que coincida con alguna de estas cabezas.  
 
 
Figura 10.6: Diagrama de flujo de la función EstrategiaSimple 
  
 
Ilustración 10.20: Ejemplos de la EstrategiaSimple 
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10.3.3 Función EstrategiaRandom 
 
Siguiendo la comparativa hecha en la estrategia anterior, esta función es parecida al 
comportamiento de otro tipo de jugador: el de un principiante que está aprendiendo. La 
principal característica de este comportamiento es que, en general, el jugador a lo largo 
de la partida, realiza tanto jugadas buenas como jugadas malas sin ser consciente de lo 
adecuadas que éstas han sido.  
En la función EstrategiaRandom() se ha implementado un simple modelado de este 
comportamiento mediante la función de generación de números aleatorios: Rnd() 
La función Rnd() devuelve un numero aleatorio entre 0 y 1, por lo tanto se tendrá que 
modificar el comportamiento de esta función para generar un numero aleatorio entre 1 y 
el número de fichas jugables que disponga el jugador.  
'Número aleatorio entre 1 y número de fichas jugables 
iFichaAtirar = Int(UBound(FichasJugables) * Rnd + 1)  
 
Para poder asegurar la aleatoriedad de la elección de ficha en cada partida se deberá 
ejecutar la función Randomize()23. Esta función inicializa la semilla que utiliza la función 
Rnd() para generar números aleatorios. Si no se cambiara la semilla, en cada partida se 
generarían los mismos números “aleatorios”. 
Hay que resaltar que el resultado será una ficha aleatoria pero siempre será jugable, es 
decir, de las fichas que dispone el jugador solo se tienen en cuenta las fichas que puede 
tirar en esa jugada. 
 
 
Figura 10.7: Diagrama de flujo de la  
     función  EstrategiaRandom 
  
 
                                          












Ilustración 10.21: Ejemplos EstrategiaRandom 
(misma jugada, distintos resultados) 
 





10.3.4 Función EstrategiaPrioridades 
A diferencia de las dos estrategias anteriores ésta ya implementa un comportamiento 
más avanzado, por ejemplo, el de un jugador humano de habilidad media-alta.  
Para ello se utilizan varias recomendaciones muy utilizadas en el dominó: 
 La primera consiste en tirar la ficha con más puntuación. En el dominó la puntuación 
máxima de una ficha es 12 (un doble 6). El objetivo de esta estrategia es intentar que 
el jugador, al terminar la partida, tenga más puntos en la mano que los propios. Por 
supuesto no siempre será posible aplicar esta regla ya que la ficha que puedas tirar 
dependerá tanto de las fichas en la mesa como de las fichas que coloque el 
adversario. 
'1.Prioridad por puntos de la ficha  
'(puntos=0->prior=0, puntos=12->prior=12/12, puntos=x->prior=x/12) 
For f = 1 To UBound(FichasJugables) 
prior1(f) =  (MisFichas(FichasJugables(f)).numA +     




Ilustración 10.22: Jugar ficha con más puntuación 
 La segunda se basa en tirar las fichas que sean dobles. Es recomendable jugar los 
dobles tan pronto como sea posible ya que éstos no dan la oportunidad de jugar un 
número en particular. Pueden servir para cerrar al adversario pero también a uno 
mismo. Los dobles tienen el problema de que se pueden matar. Se dice que un doble 
está muerto cuando las otras seis fichas de dicha pinta se han jugado, por lo que será 
imposible tirar la ficha. 
'2.Prioridad por deshacerse de los dobles 
For f = 1 To UBound(FichasJugables) 
    If MisFichas(FichasJugables(f)).numA =   
MisFichas(FichasJugables(f)).numB Then 
            prior2(f) = 1 
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         Ilustración 10.23: Jugar primero los dobles 
 La tercera se conoce popularmente como “Muchos de una Pinta”. Es una de las 
estrategias fundamentales del Dominó y consiste en jugar la pinta24 que se tengan 
más fichas. La razón de esto es debido a que si uno tiene muchas fichas de una pinta 
lógicamente el adversario tendrá pocas, además al mismo tiempo que se cierra al 
adversario se abre el juego para uno mismo ya que aumenta la probabilidad de que en 
el siguiente turno se pueda volver a tirar.  
 
'3.Prioridad por cantidad de pintas 
'A mayor nº de fichas de una pinta tenga el robot menor probabilidad tiene el 
otro jugador de tener fichas de esa pinta 
 
'Contar pintas robot 
For f = 1 To numMisFichas 
    numPintas(MisFichas(f).numA) = numPintas(MisFichas(f).numA) + 1 
    numPintas(MisFichas(f).numB) = numPintas(MisFichas(f).numB) + 1 
Next 
'Contar pintas mesa 
For f = 1 To UBound(cadenaFichas) 
    numPintas(cadenaFichas(f).numA) = numPintas(cadenaFichas(f).numA) + 1 
    numPintas(cadenaFichas(f).numB) = numPintas(cadenaFichas(f).numB) + 1 
Next 
 
'Probabilidad inversa de que el jugador adversario tenga cada pinta  
(1-P(rob+mesa)) 
For f = 1 To UBound(FichasJugables) 
    If  numPintas(MisFichas(FichasJugables(f)).numA) >  
        numPintas(MisFichas(FichasJugables(f)).numB) Then 
            prior3(f) = numPintas(MisFichas(FichasJugables(f)).numA) /  
                                (numMisFichas + UBound(cadenaFichas)) 
    Else 
            prior3(f) = numPintas(MisFichas(FichasJugables(f)).numB) /  
                                (numMisFichas + UBound(cadenaFichas)) 
    End If 
Next 
 
                                          
24 Pinta: Nombre popular que reciben los posibles números que puede tener cada mitad de ficha de dominó. 
Existen 7 pintas en el dominó: del 0 al 6.  






Ilustración 10.24: Tirar con prioridad por cantidad de pintas 
 La cuarta consiste en calcular explícitamente la probabilidad de que el adversario 
pueda responder ante una ficha determinada. Para ello se hace un recuento de las 
pintas exteriores que quedarían en las cabezas, es decir, se simula que se tira una 
ficha, esta acción cambiará uno de los extremos del dominó, entonces, después de 
haber comprobado todas las fichas jugables, se cuenta cuantas veces ha aparecido 
cada pinta. Cuanto más alto sea el número menos probabilidades hay de que el 
adversario pueda responder a esa pinta. En definitiva esta técnica, al igual que la 
anterior, abre el juego de uno mismo mientras cierra el del adversario. 
 
'4.Priorizar según la probabilidad de que el adversario no tenga fichas que jugar  
For f = 1 To UBound(FichasJugables) 
    'Si se coloca el numA mirar posibilidades de numB 
    If MisFichas(f).numA = CabezaA Or MisFichas(f).numA = CabezaB Then  
        numPintasPosibles(MisFichas(FichasJugables(f)).numB) =  
        numPintasPosibles(MisFichas(FichasJugables(f)).numB) + 1 
    ElseIf MisFichas(f).numB = CabezaA Or MisFichas(f).numB = CabezaB Then 
        numPintasPosibles(MisFichas(FichasJugables(f)).numA) =  
        numPintasPosibles(MisFichas(FichasJugables(f)).numA) + 1 
    End If 
Next 
 
'Probabilidad inversa de que el adversario tenga cada pinta 
For f = 1 To UBound(FichasJugables) 
    If  numPintas(MisFichas(FichasJugables(f)).numA) >  
        numPintas(MisFichas(FichasJugables(f)).numB) Then 
            prior4(f) = numPintasPosibles(MisFichas(FichasJugables(f)).numA) / 
                                             UBound(FichasJugables) 
    Else 
        prior4(f) = numPintasPosibles(MisFichas(FichasJugables(f)).numB) /  
                                         UBound(FichasJugables) 
    End If 
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Ilustración 10.25: Probabilidad de pinta 
El uso individual de estas recomendaciones puede ocasionar grandes fallos de estrategia 
y no se obtendría el resultado esperado. Para poder integrar todas las reglas se realizará 
un proceso de selección de fichas basado en ponderaciones dinámicas:  
 Las tres primeras reglas recibirán una ponderación predefinida que variará 
dependiendo del número de fichas que tiene el robot. En el caso de la cuarta regla 
dependerá de si el robot tiene más fichas que el adversario. Si se diera el caso, se 
intensificaría la estrategia otorgando una ponderación mayor ya que se daría unas 
buenas condiciones para intentar cerrar al adversario. 
 
'Ponderación dinámica de prioridades 
If numMisFichas > 4 Then 
    peso(1) = 8     'Deshacerse de los dobles en las primeras jugadas e  
    peso(2) = 7     'intentar tirar tantos puntos como sea posible 
    peso(3) = 5 
Else 
    peso(1) = 5 
    peso(2) = 5 
    peso(3) = 8     'Intensificar la prior3 a partir de la 3 jugada 
End If 
 
'Si se tienen menos fichas que el adversario intensificar el cierre del juego 
If numMisFichas - numFichasJugadorHumano > 1 Then 
    peso(4) = 8 
Else 




 Para calcular que ficha tirar se sumarán las puntuaciones obtenidas (debido a cada 
regla ponderada) y se jugará la ficha con puntuación más alta (ficha con más 
prioridad). Si la ficha se pudiera jugar en ambas cadenas se volvería a aplicar la regla 
4 y se tiraría en la cadena que generara la pinta que menos tiene el adversario (y que 
más tiene el jugador robot). 
 
'Suma ponderada de prioridades 
For f = 1 To UBound(FichasJugables) 
    priorT(f) =  peso(1) * prior1(f) + peso(2) * prior2(f) + 
    peso(3) * prior3(f) + peso(4) * prior4(f) 
Next 
 





 Por último se ha implementado un algoritmo que memoriza las cabezas del dominó 
cuando el adversario roba ficha o pasa el turno, esto se debe a que esas dos cabezas 
son pintas que se tiene la seguridad que no tiene el adversario. Cuando se dé el caso 
que se pueda jugar una ficha para que la cadena acabe en una pinta que el adversario 
no tiene, entonces, se pondrá sin tener en cuenta las reglas que se han explicado 
previamente. Este algoritmo es muy eficaz para cerrar al adversario. 
 
Ilustración 10.26: Ejemplo cadena de dominó durante el turno del jugador humano 
Por ejemplo, si se da el caso que el jugado humano pasa el turno o roba ficha 
mientras la cadena de dominó es como la de la Ilustración 10.26, se sabrá con 








Calcular la probabilidad de que el 
el adversario tenga una pinta concreta
getFichasJugables ()
Suma ponderada de prioridades
Calcular la probabilidad de que el
adversario pueda tirar (Prioridad de cierre)
Detectar para cada ficha
si es doble
Obtener la suma de 
puntos de cada ficha




Calcular ficha con mayor 
prioridad de ser jugada
Obtener ficha que fuerza










Ficha con más prioridad
Si
Ficha que fuerza el cierre
Si
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10.3.5 Función getFichasJugables 
 
Esta función recorre todo el vector MisFichas y compara cada una de las fichas con las 
dos cabezas del dominó, así se determina si dicha ficha puede jugarse en la cabeza en 
cuestión. Si se puede jugar se guarda el índice de esa pieza en el vector FichasJugables 













Cadena de dominó Fichas del robot FichasJugables 
 
Ilustración 10.27: Ejemplo de resultado de la función getFichasJugables 
 
¿Se ha llegado al final 
de las fichas del robot?
getFichasJugables ()
Incrementar número de fichas
jugables en 1
Guardar índice de la ficha jugable
¿La ficha tiene una pinta de mismo












10.3.6 Función queCadena 
 
La función queCadena() detecta si una ficha determinada del vector MisFichas (índice de 




Figura 10.10: Diagrama de flujo de la función queCadena 
 
 
Ilustración 10.28: Ejemplo del resultado de la función queCadena 
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11  ROBOTIZACIÓN DEL PROCESO 
El objetivo de este capítulo es presentar los elementos necesarios para robotizar el 
proceso del juego de dominó. Además se presentarán los algoritmos desarrollados que 
generarán las instrucciones necesarias para controlar los movimientos del robot.  
En primer lugar hay que tener en cuenta que tanto las posiciones como las orientaciones 
calculadas en el capítulo anterior, están referenciada a la información obtenida mediante 
visión artificial por lo que todos datos calculados deberán ser adaptados para su 
utilización en el sistema de referencia del robot. 
Una vez se han adaptado los datos para su uso en el contexto del robot, podrán ser 
transferidos a la controladora del robot. Para ello se necesitan dos partes fundamentales:  
 Un intérprete que “entienda” la información recibida de la aplicación VB6 y la 
convierta en instrucciones de movimientos del robot. En el caso de este proyecto 
se necesitará un programa en lenguaje RAPID que reciba las coordenadas y 
gestione las acciones del robot. 
 
 Un sistema de comunicación entre la aplicación VB6 y el intérprete de la 
controladora.  
Finalmente, se deberán desarrollar una serie de procedimientos para gestionar todas las 
tareas descritas anteriormente. 
11.1 ADAPTACIÓN DE LOS DATOS PARA SU USO EN EL SISTEMA 
DE REFERENCIA ROBOT 
Hasta el momento todos los datos calculados relacionados con la posición y orientación 
del robot han sido extraídos a partir de la información de la etapa de visión artificial. Hay 
que recordar que esta información únicamente proviene de las imágenes capturadas con 
la cámara, por lo que toda la información extraída estará referenciada a ésta. Es decir, 
todas las distancias estarán calculadas en pixeles y referenciadas al origen de 
coordenadas de la imagen, y todos los ángulos estarán referenciados al eje X de la 
imagen (que no tiene por que coincidir con el eje X del robot). 
El sistema de referencia de la imagen utilizado, tal como se presentó en el apartado 9.3, 
tiene su origen de coordenadas en la esquina inferior izquierda de la imagen (en forma 
de matriz). Este sistema de referencia únicamente consta de dos dimensiones: el ancho 
(coordenada X) y el alto (coordenada Y) de la imagen. 
Por otro lado, el sistema de referencia de robot, por defecto, está ubicado en la base del 
robot y sus unidades están en mm. Este sistema de referencia  tal y como se puede 
observar en la Ilustración 11.1, corresponde a un eje de coordenadas 3D: horizontal 










Ilustración 11.1: Ejes de coordenadas de la imagen (en azul) y del robot (en rojo) 
Hay que tener en cuenta que no se puede extraer la altura de la imagen, sin embargo 
ésta será constante, ya que solo dependerá de la altura de la mesa y del grosor de las 
fichas. 
Debido a que la lente de la cámara está situada paralelamente al suelo, la imagen 
generada será prácticamente en planta, por lo que se puede asumir que el plano XY del 
sistema de coordenadas imagen es paralelo al plano XY del sistema de coordenadas 
robot. Esto facilita mucho el proceso de cambio de sistema de referencia, ya que todas 
las operaciones serán planares.   
 
Ilustración 11.2: Ejes de coordenadas de la imagen y del robot en un mismo plano 
Para cambiar de sistema de referencia se deberán hacer una serie de transformaciones 
2D: escalar, trasladar y rotar.  
Antes de  poder aplicar estas operaciones a un punto es necesario tener previamente una 
serie de parámetros: la escala, la traslación X e Y y el ángulo de rotación entre ejes.  
Para obtener estos parámetros se necesitará tener un par de puntos comunes a los dos 
sistemas de referencia. Estos puntos se obtendrán en el proceso que se denomina 
calibración de los sistemas de referencia y se basa en el siguiente procedimiento: 
1. Situar la escena en una posición determinada para que todos los elementos estén 
dentro del área del robot. (Véase apartado 8.2) 
2. Situar dos fichas de dominó en las esquinas de la zona de juego de la tabla del 
siguiente modo: 
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Ilustración 11.3: Posición de las fichas de calibración 
3. Mediante la TechPendant situar el elemento terminal del robot encima de la ficha 
y guardar el RobTarget (punto en coordenadas robot). 
 
Para guardar el RobTarget se deberá crear un nuevo programa RAPID 
desde la TeachPendant (Archivo Nuevo  ”nombre”  OK.) y 
seguidamente ir a Ver  Tipos de datos  Ver todos  RobTarget  Datos 
 (no hay datos)  Nuevo  OK. Finalmente guardar el programa en 
Archivo  Guardar como  Directorio. 
 
 
Ilustración 11.4: Obtener RobTarget de un punto de calibración 
Para ahorrarse este proceso cada vez que se tenga que calibrar, se 
guardaran los puntos de calibración y mediante una rutina RAPID se 
ordenará al robot que vaya a un punto, se situará la ficha debajo del 
elemento terminal y se hará lo mismo con el otro punto de calibración.  
4. Una vez se tienen los puntos de calibración según el sistema de coordenadas 
robot se obtendrán los mismos puntos según el sistema de coordenadas imagen. 
Para ello, desde la interfaz de la aplicación se capturará una imagen de la escena 
y, de la misma forma que en la calibración del sistema de visión artificial (Véase 
apartado 9.8), se dibujará una recta que una los dos centros de las fichas de la 
imagen. A continuación, se llamará a la rutina CalibrarExtremosMesa mediante el 
botón de la interfaz gráfica. 










Ilustración 11.5: Calibrar extremos de la mesa de juego 
Todo el proceso anterior se realizará otra vez con la mesa de fichas. Este paso es 
opcional ya que con una relación Imagen-Robot es suficiente, sin embargo para 
minimizar el error debido a la distorsión de la lente de la cámara es recomendable 





Ilustración 11.6: Calibrar extremos de la mesa de fichas 
 
La subrutina CalibrarExtremosMesa agrupa todos los cálculos destinados a obtener los 
factores necesarios para pasar un punto de un sistema de coordenadas a otro. Esta 
función es válida tanto para la calibración de la mesa de juego como para la mesa de 
fichas ya que se guardarán los resultados en archivos separados. (Véase anexo A3) 
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Una vez se tengan los parámetros de calibración se podrá pasar un punto del sistema de 
coordenadas imagen al sistema de coordenadas robot. Esto se realizará mediante las 
funciones posImagenToRobot y anguloImagenToRobot que se verán más adelante. 
11.1.1 Subrutina CalibrarExtremosMesa 
En primer lugar se deberán cargar los valores de los puntos de calibración referenciados 
al sistema de coordenadas robot. Estos puntos, tal como se ha explicado anteriormente, 
solo hará falta obtenerlos una vez, por lo que se guardarán en forma de valor en el 
código. 
Dependiendo de si la subrutina se utiliza para calibrar la mesa de juego o la mesa de 
fichas, ésta cargará los valores de la mesa de juego o los de la mesa de fichas. Para 
indicar la mesa a calibrar se utilizará el argumento de la función Index de tal manera que 
Index=0  Mesa de juego e Index=1  Mesa de fichas. 
Dim p1i As punto 'Punto superior derecha mesa en imagen 
Dim p2i As punto 'Punto inferior izquierda mesa en imagen 
Dim p1r As puntoPrecision 'Punto superior derecha mesa en robot 
Dim p2r As puntoPrecision 'Punto inferior izquierda mesa en robot 
(…) 
'Puntos de calibración extremos mesa de Juego [mm] 
If Index = 0 Then 'MESA JUEGO 
    'Esquina inferior izquierda 
    p1r.X = 270 
    p1r.Y = 454.85 
    'Esquina superior derecha 
    p2r.X = 608.86 
    p2r.Y = -454.85 
(…) 
ElseIf Index = 1 Then 'MESA FICHAS 
    'Esquina inferior izquierda 
    p1r.X = -391.33 
    p1r.Y = 673.8 
    'Esquina superior derecha 
    p2r.X = 171.91 




A continuación se calcularán los puntos de la imagen obtenidos previamente con el 
cursor. Se deberá tener en cuenta que las coordenadas de la imagen no coinciden con las 
coordenadas de la matriz (Véase apartado 9.3): 
'Coordenadas imagen de los extremos de la mesa [px] 
'Esquina inferior izquierda 
p1i.X = p1.X 
p1i.Y = iHeight - p1.Y 
'Esquina superior derecha 
p2i.X = p2.X 
p2i.Y = iHeight - p2.Y 
(…) 
 
Una vez se tienen los dos puntos de en ambos sistemas de referencia se podrán calcular 
los diferentes parámetros. 
  





Diferencia de ángulo entre sistemas de referencia 
Para calcular la diferencia de ángulo entre sistemas de referencia imagen y robot se 
medirá el ángulo entre la recta formada por los puntos imagen y la recta formada por 
los puntos robot. 
 
Ilustración 11.7: Diferencia de ángulo entre sistemas de referencia 
Primero se obtendrá el ángulo de cada recta por separado: 
'Angulo imagen 
alpha = Atan2D(p2i.Y - p1i.Y, p2i.X - p1i.X) 
'Angulo robot 
beta = Atan2D(p2r.Y - p1r.Y, p2r.X - p1r.X) 
 
Seguidamente se hará la diferencia entre ambos ángulos: 
thetaDif = alpha - beta 
 
Como se puede observar en la Ilustración 11.7 el ángulo entre los diferentes ejes de 
coordenadas será aproximadamente 90º. 
Escalado entre sistemas de referencia 
Tal y como se ha comentado anteriormente, cada sistema de coordenadas utiliza unas 
unidades distintas, el de la imagen pixeles y el del robot milímetros. Para pasar de un 
sistema a otro se deberá considerar esta diferencia de escala.  
Para cuantificar este escalado se calculará la distancia entre los dos puntos según el 
sistema de referencia imagen y la distancia según el sistema de referencia robot. 
Comparando estas distancias se obtendrá cuantas veces es más grande una que otra 
(escala). El cálculo es el siguiente: 
       
      
       
 
√(           )  (           ) 
√(           )  (           ) 




Ecuación 11.1: Cálculo de la escala entre el sistemas de referencia 
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Traslación entre sistemas de referencia 
Para saber la distancia entre sistemas de referencia se necesitará un tercer sistema de 
referencia externo (sistema de referencia mundo) desde el cual se observará el sistema 
de referencia imagen y el sistema de referencia robot. Para simplificar el cálculo se 
situará el sistema de referencia mundo en el punto 1 de calibración, es decir, en la 
esquina inferior izquierda de la mesa; este sistema de referencia recibirá el nombre de 
sistema referencia mesa. 
Por lo tanto, la traslación entre el sistema de referencia imagen y el sistema de 
referencia mesa será equivalente a las coordenadas del punto 1 de calibración según el 
sistema de referencia imagen, y la traslación entre el sistema de referencia robot y el 
sistema de referencia mesa será equivalente a las coordenadas del punto 1 de calibración 
según el sistema de referencia robot. 
'Traslación entre sist. imagen y sist. imagen mesa [px] 
tImgToMesa = p1i 
'Traslación entre sist. robot y sist. robot mesa [mm] 
tRobotToMesa = p1r 
 
 
Ilustración 11.8: Sistema de referencia imagen (en azul), robot (en rojo), mesa (en naranja) 
Por último esta subrutina guardará todos los parámetros en la base de datos 
correspondiente; en el archivo calibSistRefJ.txt los parámetros de calibración de la mesa 
de juego y en el archivo calibSistRefF.txt los parámetros de calibración de la mesa de 
fichas. (Véase anexo A3) 
Una vez se tienen todos los parámetros calibrados no será necesario volver a calibrar a 









11.1.2 Función posImagenToRobot 
Una vez se han calibrado los sistemas de referencia se podrán utilizar los parámetros 
obtenidos para pasar de coordenadas Imagen a coordenadas Robot. 
En esta función se convertirán las coordenads X, Y de un punto de una imagen pasado 
por argumento en las coordenadas X,Y y Z del sistema de referencia robot.  
En primer lugar se cargan los parámetros en función de si el punto corresponde a la 
mesa Juego o a la mesa Fichas. Para elegir una mesa u otra se utilizará el argumento 
mesa de la función: 
If mesa = 0 Then 'Mesa de Juego 
    'Cargar variables locales con globales 
    escala = escalaJ 
    thetaDif = thetaDifJ 
    tImgToMesa = tImgToMesaJ 
    tRobotToMesa = tRobotToMesaJ 
    CoordenadaZ = posZmesaJuego 
ElseIf mesa = 1 Then 'Mesa de fichas 
    'Cargar variables locales con globales 
    escala = escalaF 
    thetaDif = thetaDifF 
    tImgToMesa = tImgToMesaF 
    tRobotToMesa = tRobotToMesaF 
    CoordenadaZ = posZmesaFicha 
End If 
 
A continuación se pasará el punto Imagen recibido como argumento al sistema de 
referencia mesa mediante la traslación tImgToMesa: 
'Punto en ejes mesa imagen [px] 
pA.X = puntoImagen.X - tImgToMesa.X 
pA.Y = puntoImagen.Y - tImgToMesa.Y 
 
Seguidamente, para pasar el punto obtenido al sistema de coordenadas robot se deberá 
realizar una rotación del punto respecto el origen de coordenadas mesa. Para ello, se 
multiplicará la matriz de rotación 2D con el punto a rotar. 
[
    
    
]  [
         
          
   
]  [
    
    
 
]  [ 
                   
                   
 
] 
Ecuación 11.2: Rotación de un punto en 2D 
pB.X = pA.X * Cos(thetaDif) + pA.Y * Sin(thetaDif) 
pB.Y = -pA.X * Sin(thetaDif) + pA.Y * Cos(thetaDif) 
 
Entonces, se aplicará el escalado entre ejes de coordenadas. Hay que recordar que escala 
tenía un factor de unidades [mm/px]. De esta manera el punto quedará en milímetros. 
pC.X = escala * pB.X 
pC.Y = escala * pB.Y 
 
La última transformación a realizar es la traslación del punto referenciado en el sistema 
de coordenadas mesa al sistema de coordenadas robot. 
'Punto en ejes robot [mm] 
pD.X = pC.X + tRobotToMesa.X 
pD.Y = pC.Y + tRobotToMesa.Y 
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Por último, la función devolverá las coordenadas X e Y calculadas en la última operación 
y además devolverá la coordenada Z que será una constante en el código. 
Para devolverlo se utilizará el tipo de dato Robtarget_pos que imita la estructura que 
utiliza RAPID para representar la posición de un punto. 
'Devolver posición en el RobTarget_pos 
posImagenToRobot.X = pD.X 
posImagenToRobot.Y = pD.Y 
posImagenToRobot.Z = CoordenadaZ 
11.1.3 Función anguloImagenToRobot 
El objetivo de esta función es convertir el ángulo de la ficha que se ha calculado 
anteriormente en la orientación que deberá tomar el elemento terminal del robot.  
En RAPID la orientación se describe en forma de cuatro cuaterniones: q1, q2, q3 y q4. 
Un cuaternión es una manera concisa de describir una matriz rotacional, la cual describe 
la rotación a aplicar a un sistema de cordenadas X,Y,Z. Para una explicación detallada de 
estos elementos se recomienda la lectura del manual de referencia RAPID. [12, p. 258] 
 
Ilustración 11.9: Sistema de referencia robot (en azul) y sistema de referencia del elemento 
terminal (en rojo) 
El ángulo de la ficha, obtenido por visión artificial, está en un plano paralelo al XY del 
robot, ya que la lente de la cámara está situada paralelamente al suelo, por lo tanto, 
para pasar el ángulo de la ficha del sistema de coordenadas imagen al sistema de 
coordenadas robot se deberá aplicar la diferencia de ángulo entre sistemas de 
coordenadas: 
'Pasar de angulo imagen a angulo en coordenadas robot 
anguloPiezaRobot = anguloImagen - thetaDif 
 
Una vez se tiene el ángulo en sistema de referencia robot, para transformarlo en una 
orientación del elemento terminal se deberá determinar la matriz rotacional que dará 
lugar a los diferentes cuaterniones: 
 






      
      
      
]  [
           
          
    
]  donde γ es anguloPiezaRobot 
Ecuación 11.3: Matriz rotacional entre el sistema de referencia robot y el sistema de referencia 
elemento terminal 
Las fórmulas de los cuaterniones, obtenidas de la bibliografía, permiten calcular el valor 
de éstos a partir de los elementos de la matriz rotacional. [12, p. 259]  
   




   
√          
 
                  (     ) 
   
√          
 
                  (     ) 
   
√          
 
                  (     ) 
Ecuación 11.4: Fórmulas de los cuaterniones 
 
Siguiendo la representación que utiliza RAPID esta función devolverá un tipo de dato 
denominado RobTarget_orient que contiene q1, q2, q3 y q4. 
11.1.4 Función obtenerRobTarget 
El objetivo de esta función es agrupar la información calculada en un solo tipo de dato: el 
RobTarget. Este tipo de dato es originario de RAPID y contiene varias estructuras: 
 Pos: posición del elemento terminal del robo en coordenadas del sistema de 
referencia robot y en milímetros. Se compone de las coordenadas X,Y y Z. 
 Orient: tipo de dato utilizado para representar la orientación del elemento 
terminal del robot mediante cuaterniones. Se compone de q1, q2, q3, q4. 
 ConfData: tipo de dato que de determina la posición de los ejes del robot. Se 
configurará desde RAPID. 
 Extjoint: posición de los ejes externos. Se dejará por defecto. 
En VB6 se ha creado un dato también denominado RobTarget que contiene Pos y Orient, 
este dato se obtendrá mediante la función obtenerRobTarget: 
Public Function obtenerRobTarget(ficha As ficha, mesa As Long) As robtarget 
    obtenerRobTarget.pos = posImagenToRobot(ficha.cent, mesa) 





Pau Villegas Tres 
 
- 135 - 
 
11.2 SISTEMA DE COMUNICACIÓN ENTRE VB6 Y LA 
CONTROLADORA DEL ROBOT 
Como ya se ha comentado anteriormente, la cámara es la única fuente de información 
del proceso y su tratamiento en VB6 genera las instrucciones necesarias para que el 
robot interactúe correctamente con el entorno.  
Para asegurar que estas instrucciones lleguen al robot se debe establecer un sistema de 
comunicación entre el ordenador, donde reside la aplicación VB6, y la controladora, que 
ejecutará la aplicación RAPID, capaz de interpretar los algoritmos de manipulación del 
robot. 
Para la comunicación entre estos dos sistemas se utilizará una red LAN Ethernet y el 
paquete WebWare SDK que suministra el propio fabricante del robot.  
Este paquete proporciona un conjunto de herramientas que simplifican la comunicación 
entre un PC y la controladora del robot ABB. Consta de un conjunto de controles ActiveX 
que soportan las aplicaciones Windows creadas con el lenguaje Visual Basic entre otros.  
Uno de los controles que incorpora WebWare SDK es Helper Control. Este control consta 
de una serie de métodos, propiedades y eventos para comunicarse con la controladora 
del robot desde la aplicación VB6. 
Por otro lado, también se puede realizar la comunicación mediante el uso de un servidor 
OPC.  
OPC es un estándar de comunicación en el campo del control y supervisión de procesos 
industriales. Su comunicación se realiza mediante una arquitectura cliente-servidor. En el 
caso de este proyecto el cliente y el servidor están alojados en el mismo ordenador, el 
cual está conectado, vía Ethernet, a la controladora del robot.  
A continuación se expondrá el desarrollo de los métodos utilizados para garantizar la 
comunicación tanto con control Helper como con el uso del protocolo OPC. En particular 
se desarrollarán los procedimientos necesarios para realizar las siguientes operaciones en 
el programa RAPID de la controladora: 
Escritura de valores numéricos Lectura de valores numéricos 
 Coordenadas X,Y,Z a la que posicionarse el elemento 
terminal del robot 
 Orientación q1,q2,q3,q4 del elemento terminal del robot 
 Variable de selección de rutinas de RAPID 
 Variable de control del flujo del programa 
 Ubicación de las fichas en el paletizado 
 Variable de control de flujo del 
programa 
 Errores de comunicación 
 
 
Tabla 11.1: Datos transferidos por comunicación Ethernet 
11.2.1 Helper Control 
El objetivo de esta sección es presentar los métodos y procedimientos necesarios para 
establecer la comunicación entre la aplicación y la controladora del robot mediante el uso 
del control ActiveX Helper. 
Para poder utilizar el Helper, una vez se ha instalado el paquete de software WebWare 
SDK, se deberá añadir el componente al proyecto de la aplicación. Además, se deberá 
conectar con el robot deseado especificándolo las propiedades del objeto.  






Ilustración 11.10: Propiedades del objeto Helper antes y después de la conexión 
El objeto Helper incorpora un conjunto de métodos que permitirán realizar diferentes 
acciones sobre las variables del programa RAPID. [13] 
Para escribir un valor entero dentro de una variable RAPID de tipo num se usará la 
función S4ProgramNumVarWrite.  
Esta función tiene los siguientes argumentos: 
 Nombre de la variable RAPID num que debe ser escrita 
 Número de programa RAPID que contiene la variable que debe ser escrita (por 
defecto 0) 
 Valor numérico que se debe ser escrito en la variable RAPID num 
 Valor entero que especifica cómo debería ser retornado el resultado 
 ResutltID: Valor de tipo long donde se retorna el identificaror de la función result 
 
Una vez realizada la comunicación esta función devolverá un valor que indicará el estado 
de la operación. Para asegurar la correcta escritura se deberá verificar que el valor 
retornado sea menor a 0. 
Dim ResultID As Long 
Dim estado As Long 
 
estado = Helper1.S4ProgramNumVarWrite(nombreVariable, 0, CSng(valor), 1, ResultID) 
 
Para leer un variable RAPID tipo numérica se utilizará la función S4ProgramNumVarRead. 
Esta función tiene los siguientes argumentos: 
 Variable numérica del programa RAPID a ser leída 
 Número de programa RAPID que contiene la variable a ser leída (por defecto 0) 
 Variable donde se retornará el valor leído. 
 
Tras completarse la operación de lectura la función devolverá un valor indicando el 
estado de la operación. Si el estado es un número menor a 0 querrá decir que la variable 
se ha leído correctamente. 
Dim ResultID As Long 
Dim estado As Long 
 
estado = Helper1.S4ProgramNumVarRead("variableRAPID", 0, variableVB) 
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11.2.1.1 Subrutina numToAsterixHelper 
Para facilitar el uso de los métodos del objeto Helper se ha desarrollado la subrutina 
numToAsterixHelper. 
Este procedimiento escribe un valor numérico en una variable del programa RAPID y 
además incorpora un tratamiento de errores de comunicación.  
La subrutina realiza la comunicación entre VB6 y RAPID, si hay un error se avisará por 
pantalla y se incrementará un contador de errores. Se volverá a intentar la comunicación 
hasta tres veces, entonces se avisará de que no se ha podido transferir el dato y se 
saldrá de la subrutina. 
 
 
Figura 11.1: Diagrama de flujo de la subrutina numToAsterix 
 
11.2.1.2 Subrutina RobTargetToAsterixHelper 
El objetivo de esta función es facilitar la transferencia de un dato de tipo RobTarget 
mediante los métodos del Helper.  
El funcionamiento de esta subrutina es muy parecido al de la anterior, ya que realiza el 
mismo tratamiento de errores. Sin embargo, esta función en vez de transferir solamente 
un dato realiza todas las transferencias necesarias para pasar el RobTarget de VB6 a 
RAPID. 
estado = Helper1.S4ProgramNumVarWrite("xRT", 0, CSng(robtarget.pos.X), 1, ResultID) 
estado = Helper1.S4ProgramNumVarWrite("yRT", 0, CSng(robtarget.pos.Y), 1, ResultID) 
estado = Helper1.S4ProgramNumVarWrite("zRT", 0, CSng(robtarget.pos.Z), 1, ResultID) 
estado = Helper1.S4ProgramNumVarWrite("q1RT", 0, CSng(robtarget.orient.q1*1000), 1, ResultID) 
estado = Helper1.S4ProgramNumVarWrite("q2RT", 0, CSng(robtarget.orient.q2*1000), 1, ResultID) 
estado = Helper1.S4ProgramNumVarWrite("q3RT", 0, CSng(robtarget.orient.q3*1000), 1, ResultID) 
estado = Helper1.S4ProgramNumVarWrite("q4RT", 0, CSng(robtarget.orient.q4*1000), 1, ResultID) 
 
numToAsterixHelper (nombreVariables, valor)
¿ contErrores <=3 ?
Helper1.S4ProgramNumVarWrite(nombreVariable, 0, CSng(valor), 1, ResultID
¿ estado < 0 ?
Aviso por pantalla










Hay que recordar que los métodos utilizados sólo permiten transferir datos enteros, por 
lo que para enviar un número decimal se deberá convertir previamente. 
Uno de los datos que se desean transferir son los cuaterniones (q1, q2, q3 y q4), sus 
valores están comprendidos entre 0 y 1. Para evitar perder la información de estos datos 
durante la conversión de Double a Integer se multiplicarán sus valores por 1000, de esta 
manera se transferirán los primeros 3 decimales del dato. En el programa RAPID se 
deberá deshacer esta operación dividiendo el dato recibido por 1000. 
11.2.2 Servidor OPC 
Para la implementación del cliente OPC en la aplicación VB6 se ha utilizado, en gran 
parte, el código proporcionado por el equipo de soporte de la empresa Kepware, este 
código es gratuito y de libre descarga desde la página web oficial25.  
El código VB6 que proporciona Kepware incluye todos los métodos necesarios para 
establecer una comunicación con cualquier servidor OPC. Entre otras funcionalidades, 
este programa permite conectarse a un servidor OPC, leer y escribir variables de dicho 
servidor. Estas opciones son accesibles mediante la interfaz gráfica de la aplicación. 
Para la utilización de este cliente OPC se deberá añadir la referencia OPC DA Automation 
Wrapper 2.02 en el proyecto de la aplicación. 
 
Ilustración 11.11: Interfaz gráfica de la aplicación cliente OPC desarrollada por Kepware 
El problema de esta aplicación es que se deban introducir los datos y realizar las acciones 
manualmente, ya que esto imposibilita su uso para un proceso automatizado. 
Para solventar este problema, se ha estudiado el código original y, una vez comprendido 
su funcionamiento, se ha modificado para que tenga las características deseadas. 
                                          
25 http://www.kepware.com/Support_Center/app_vb_example.asp 
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La primera modificación que se ha realizado ha sido en el sistema de acceso a la 
información de entrada. Esta modificación consiste en cambiar algunas variables de 
objetos, como por ejemplo los campos de texto, por variables públicas que puedan ser 
manipuladas desde otro módulo de la aplicación principal. Además, se han desarrollado 
los métodos suficientes para poder realizar acciones sobre el código sin tener que pulsar 
los botones de la interfaz manualmente. 
Con estas modificaciones ya no se requieren los objetos de la interfaz gráfica, sin 
embargo, se han decidido mantener con el fin de poder supervisar el valor de las 
variables y forzar su contenido en el momento que se crea oportuno.  
Otra modificación realizada ha sido la eliminación de la restricción de 10 OPC Items que 
se había impuesto en el código original. Esta limitación estaba impuesta simplemente por 
cuestión de espacio en la interfaz gráfica; tal como se ve en la Ilustración 11.11, se 
requiere una fila de cajas de texto y controles por cada Item a utilizar. 
Para mantener la visualización del estado de las variables se ha remplazado este sistema 
de 1liniea-1variable por una lista donde se pueden añadir tantas variables como se 
desee, ya que al completar la lista visible en pantalla se podrán utilizar los botones de 
navegación para recorrerlas todas. 
 
Ilustración 11.12: Interfaz gráfica de la aplicación cliente OPC modificada 
 
Finalmente, se deberá realizar la configuración del servidor OPC mediante la herramienta 
Interlink Module Configuration Utility y establecer comunicación con éste. 
La configuración que se debe hacer se basa en establecer el alias del robot. El alias es un 
nombre que permite referenciar la información de un dispositivo y que utilizaran las 
aplicaciones cliente que deseen interactuar con el dispositivo. Una vez se ha configurado 
el alias del robot será necesario añadir el dispositivo OPC que se desee usar, en este caso 
el servidor OPC de la controladora del robot. [14, pp. 41, Cap. 8] 
Finalmente cuando se haya configurado tanto el cliente como el servidor se podrá 
establecer una comunicación entre la aplicación VB6 y la controladora del robot. 





Para la transferencia de datos via OPC se han desarrollado unas subrutinas que 
simplifican  la tarea. Estas subrutinas cumplen con la misma funcionalidad que las 
desarrolladas en la sección anterior, pero con la particularidad de la sintaxis OPC. 
Un ejemplo de la sintaxis utilizada es: 
Call OPCInterface.EscribirItemOPC(numeroItem, CInt(valorAEscribir)) 
 
Donde la función EscribirItemOPC es una de las funciones añadidas en el código de la 
aplicación cliente OPC modificada. Esta función sustituye el uso del botón Write Value26 




                                          
26 Véase Ilustración 11.11 
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11.3 GESTIÓN DE LAS FICHAS DEL ROBOT 
Para que el robot pueda jugar autónomamente al dominó deberá ser capaz de gestionar 
sus propias fichas, es decir, guardar las fichas que coge y posicionar en la mesa de juego 
las fichas que tiene guardadas. Para ello se deberá crear algún sistema de almacenaje 
para las fichas del robot. 
El primer modelo factible que se diseñó se basa en un soporte de madera donde el robot 
puede dejar las fichas verticalmente desde un lado del soporte y recogerlas por el otro 
lado, de esta manera la ficha ya estaría preparada para ser posicionada correctamente 
en la mesa de juego. 
  
Ilustración 11.13: Diseño del soporte de 
fichas del robot 
 
Ilustración 11.14: Soporte de fichas del robot 
 
El problema de este soporte aparece cuando se intenta situar en el área de juego del 
robot. Debido a las características intrínsecas el robot, éste no dispone de la accesibilidad 
necesaria para acceder tanto al frontal como al dorsal de todas las fichas del soporte. 
Esta limitación del robot restringe el uso de este tipo de soportes. Por lo tanto, se ha 
desarrollado otra alternativa de almacenado de fichas, la cual consiste en el paletizado de 
las fichas, es decir, cada vez que el robot coja una ficha la dejará cara abajo en una 




Ilustración 11.15: Paletizado de las fichas del robot 





Para jugar una ficha el robot deberá cogerla de la posición correspondiente del paletizado 
y, teniendo en cuenta que la ficha seguirá cara abajo, se le dará la vuelta antes de 
posicionarla en la mesa de juego.  










Ilustración 11.16: Rampa para voltear las fichas 
Como se puede observar en la anterior ilustración, se deja caer la ficha sobre la rampa 
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11.4 ALGORITMOS DE CONTROL DEL ROBOT 
Tal como se presentaba en el capítulo de visión artificial, se han diferenciado claramente 
tres escenarios de juego: 
 Escenario A:  el robot enseña la ficha a la cámara y la guarda en el paletizado. 
 Escenario B:  el robot coge una ficha cualquiera de la mesa de fichas. 
 Escenario C:  el robot recoge la ficha del paletizado, la voltea en la rampa y la 
  sitúa en la posición correspondiente de la cadena de dominó. 
En esta sección se detallarán los algoritmos de control del robot para cada uno de los 
escenarios. Estos algoritmos están divididos en dos grupos, los algoritmos de la 
aplicación VB6, los cuales enviarán la información de la posición y orientación que debe 
tomar el elemento terminal del robot, y por otro lado, los algoritmos del programa RAPID 
que hay en la controladora. Estos últimos ejecutarán los movimientos del robot 
necesarios para cumplir las órdenes de VB6.  
Para coordinar el flujo de ejecución de las funciones de ambas partes se ha 
implementado un sistema de comunicación por turnos basado en un token. 
El token será representado por un valor; si el valor es 0 representa que el token lo tiene 
la aplicación VB6, si por lo contrario vale 1, lo tendrá la aplicación RAPID. 
Cada parte del código quedará en espera si no dispone del token. De esta manera se 
evita que el robot ejecute las órdenes de movimiento antes de recibir la información 
necesaria, y que la aplicación VB6 ejecute los algoritmos de visión antes de que el robot 
haya llegado a su posición final.  
Para la implementación del token se han implementado dos funciones en cada una de las 
partes: la función leerToken y la función enviarToken. Estas funciones se explicarán en 
las siguientes secciones. 
11.4.1 Algoritmos implementados en VB6 
Los algoritmos que se presentarán en esta sección serán los encargados de enviar toda la 
información procesada que se ha obtenido de la etapa de visión artificial y cálculos de 
estrategias. Por lo tanto, las siguientes subrutinas se ejecutarán inmediatamente 
después de haber ejecutado los algoritmos de visión y, en el caso del escenario C, 
después de los algoritmos de construcción de la cadena y resolución del dominó.  
Toda la información se enviará utilizando el servidor OPC, pero se podría enviar del 
mismo modo a través del control Helper. (Véase apartado 11.2) 
  





11.4.1.1 Escenario A: Subrutina GuardarEnMisFichas 
El objetivo de esta subrutina es añadir el número de ficha, identificado por visión 
artificial, al vector de fichas del robot. A continuación se asignará a la ficha un valor 
identificativo de la plaza que ocupará en el paletizado (también denominado almacén). 
Para ello deberá revisar previamente que plazas hay libres. 
Por último se enviarán dos datos a la controladora: un número que identifica el tipo de 
mensaje a enviar, en este caso será el número 2 para identificar el escenarioA, y el 
segundo dato será el número que identifica la plaza que ocupará la ficha. 
 
 








Incrementar el número de fichas del vector de fichas  del robot
numMisFichas=numMisFichas+1





¿ Alguna de las demás fichas del vector





Fin de la subrutina
No
Si
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11.4.1.2 Escenario B: Subrutina CogerFichaRandom 
Para la ejecución de esta subrutina se deberá haber ejecutado previamente las funciones 
de visión artificial que identifican las fichas que hay en el escenario B. 
La subrutina CogerFichaRandom tiene la finalidad de obtener la posición y orientación del 
elemento terminal de robot para coger una ficha aleatoria de la mesa de fichas.  
Para elegir una ficha aleatoria se usará la función de VB6 Rnd, por lo que si se desea 
asegurar la aleatoriedad del resultado en cada ejecución se deberá restablecer la semilla 
utilizada para calcular los números. Esto se hará al iniciar la aplicación, con el comando 
Randomize. 
Del mismo modo que en la subrutina anterior, primero se enviará un número que 
identifica el mensaje y seguidamente se enviará el dato en cuestión; el robtarget al que 
debe ir el robot. 
Para enviar el robTarget se utilizará la subrutina RobTargetToAsterix la cual agrupa los 
envíos de las coordenadas y orientación del elemento terminal del robot. (Véase apartado 
11.2.1.2) 
 






Obtener datos de la ficha elegida
fichaAcoger.cent=centroide(indiceFichaAcoger)
fichaAcoger.ang=theta(indiceFichaAcoger)









11.4.1.3 Escenario C: Subrutina TirarFicha 
Esta subrutina enviará a la controladora del robot la información necesaria para que el 
robot recoja una ficha del paletizado y pueda colocarla en la cadena de dominó con la 
ayuda de la función PosicionarFicha. 
El procedimiento TirarFicha tiene dos argumentos, el primero, mediante el índice del 
vector MisFichas, indica que ficha se deberá jugar. El segundo argumento sirve para 
especificar en que cadena se debe tirar. 
 
Figura 11.4: Diagrama de flujo de la subrutina TirarFicha 
 
Se ha implementado una función adicional denominada TirarFichaInicial, esta solamente 
se usará si el robot tiene que tirar la primera ficha de la partida. La subrutina sigue el 
mismo procedimiento que la TirarFicha, pero en vez de llamar a la función 
PosicionarFicha para calcular la posición a la que se debe situar la ficha, directamente se 
le asigna la posición y orientación correspondiente al centro de la mesa. 
'Ángulo de la ficha a tirar 
If fichaAtirar.numA = fichaAtirar.numB Then 'Si la ficha es doble 
    fichaAtirar.ang = pi / 2 
Else 
    fichaAtirar.ang = 0 
End If 
'Posicion de la ficha a tirar (centro de la mesa) 
RTfichaAtirar = obtenerRobTarget(fichaAtirar, 0) 
RTfichaAtirar.pos = centroMesaJuego  
 
TirarFicha (indiceFichaAtirar, cabezaAtirar)
Guardar información de la ficha a tirar
fichaAtirar=MisFichas(indiceFichaAtirar)




Reordenar vector MisFichas (eliminar huecos)




Fin de la subrutina
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11.4.1.4 Función leerToken 
Desde VB6 para consultar el estado del token se ha implementado la función leerToken. 
Esta función devuelve un valor booleano indicando si lo tiene la aplicación VB6 (False) o 
lo tiene la aplicación RAPID (True). 
Esta función lee el valor de la variable token del programa RAPID mediante la consulta 
del ítem correspondiente del servidor OPC. 
Public Function leerToken() As Boolean   
    Dim token As String 
    'Consultar el estado del Item token del servidor OPC 
    token = CInt(OPCItemValue(opc_Token)) 
     
    'token=0 (lo tiene VB) 
    If token = "0" Then 
        leerToken = False 
    'token=1 (lo tiene RAPID) 
    ElseIf token = "1" Then 
        leerToken = True 
    Else 
        MsgBox "Valor token erroneo" 
    End If 
End Function 
 
11.4.1.5 Subrutina enviarToken 
Para indicar a la aplicación RAPID que ya puede seguir con la ejecución se le enviará el 
token, o lo que es lo mismo, se cambiará a 1 el valor del ítem token. 
'Entregar el Token a la aplicación RAPID 
Public Sub enviarToken()  











11.4.2 Algoritmos implementados en RAPID 
Los diferentes procedimientos creados en RAPID se han organizado del mismo modo que 
en VB6, un procedimiento por escenario. Además, tal como se ha comentado en el 
apartado 11.4, se han creado dos procedimientos para la gestión del token de 
comunicación y un algoritmo que calcula las coordenadas de las fichas del almacén a 
partir del número de plaza que ocupan.  
Por último, también se han implementado unos procedimientos auxiliares que ayudan a 
mantener el orden del código y evitar repeticiones del mismo. 
11.4.2.1 Configuración de ejes del robot 
En algunos procedimientos se han usado los comandos ConfJ\ y ConfL\. Estas 
instrucciones permiten especificar si se tendrá en cuenta la configuración de ejes durante 
el movimiento del robot; ConfJ para movimientos articulares y ConfL para movimientos 
lineales. 
Si se desactiva la configuración de ejes el robot buscará la mejor configuración 
manteniendo la configuración de los ejes principales constante; modificará los ejes 4 y 6. 
Esto resulta de gran utilidad cuando no se puede calcular de manera sencilla la 
configuración que tendrá el robot en una posición calculada.  
En el caso de este proyecto, muchas de las posiciones a las que irá el robot no son 
fácilmente predecibles ya que dependerá del transcurso del juego y de cómo se 
construya la cadena de dominó. De la misma manera ocurre cuando el robot se sitúa 
para coger las fichas de la mesa de fichas, ya que éstas no tendrán una posición 
predefinida. 
Por otro lado, si la configuración de ejes del robot está siempre desactivada, ocurrirán 
errores por sobrepasar el rango de los ejes, ya que se deberán hacer movimientos en los 
que intervienen los ejes principales.  
Para solucionar esta dicotomía se han utilizados unos puntos guías, de los cuales se 
sabrá la configuración de ejes. Habrá un punto guía de cada escenario y uno para el 
paletizado. Estos puntos han sido determinados manualmente mediante la 
TeachPendant. 
Antes de moverse a un punto sin configuración de ejes se deberá ordenar al robot que se 
sitúe en el punto guía, entonces se desactivará la configuración de los ejes y se ordenará 
al robot que vaya a la posición calculada. 
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11.4.2.2 Procedimiento leerToken 
Este procedimiento creará una espera que se alargará hasta que el token valga 1, es 
decir que lo tenga la aplicación RAPID. 
    
Figura 11.5: Código y diagrama de flujo del procedimiento leerToken 
11.4.2.3 Procedimiento enviarToken 
El procedimiento enviarToken simplemente pone a 0 la variable token. Esto se servirá 
para liberar el token y devolvérselo a la aplicación VB6. 
      
Figura 11.6: Código y diagrama de flujo del procedimiento enviarToken 
11.4.2.4 Procedimiento RobotGoHomeFront 
En primer lugar, cuando se llama a la función RobotGoHomeFront se mirará si la 
aplicación RAPID tiene el token, si no lo tiene se esperará hasta que lo tenga. Una vez 
tiene el token se situa el robot en la posición HomeFront, esta posición es la inicial del 
robot; en la cual se tendrán los contadores de los ejes a cero. 
Cuando el robot llega a dicha posición devolverá el token a la aplicación VB6 y el hilo de 
























    leerToken; 
    MoveJ homeFront,v200,fine,tool0; 
    enviarToken; 
    escenario:=0; 
ENDPROC 
 
Figura 11.7: Código del procedimiento 
RobotGoHomeFront 
 
Ilustración 11.17: Imagen del 
robot en la posición HomeFront 





11.4.2.5 Procedimiento RobotGoHomeBack  
Este procedimiento, del mismo modo que el anterior, espera a tener el token para enviar 
el robot a la posición deseada. Una vez ha llegado, devuelve el token a la aplicación VB6. 
Cuando el robot está en la posición HomeBack, no interfiere en la visión de ninguna de 
las mesas para que la cámara pueda tomar las fotos sin problema.  
 
 
11.4.2.6 Procedimiento main 
Este procedimiento será el primero a ejecutarse al iniciar el programa RAPID. En primer 
lugar situará el robot en la posición HomeBack donde se mantendrá a la espera hasta 
que reciba información de VB6 indicando las órdenes a ejecutar.  
Las órdenes se reciben mediante un cambio de la variable escenario, la cual determinará 
el procedimiento que se debe ejecutar. 
 
 
Figura 11.9: Diagrama de flujo del procedimiento main 
main ()
RobotGoHomeBack

















    leerToken; 
    MoveJ homeBack,v200,fine,tool0; 
    enviarToken; 
    escenario:=0; 
ENDPROC 




Ilustración 11.18: Imagen del 
robot en la posición HomeBack 
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11.4.2.7 Procedimiento calcPlaza 
Hay que recordar que desde VB6 en la subrutina GuardarEnMisFichas (Véase apartado 
11.4.1.1) se enviaba únicamente el número de la plaza que ocupa la ficha en el 
paletizado de fichas. Tal como se presentó en el apartado 11.3, el almacén de fichas 
consta de 18 plazas organizadas en 3 filas de 6 columnas. 
 
Ilustración 11.19: Almacén de fichas 
Este procedimiento calculará la fila y columna de una plaza determinada. 
!Calcular la fila y columna del almacén a partir del número de plaza 
PROC calcPlaza() 
    !Variables locales 
    VAR NUM fil:=1; 
    VAR NUM col:=1; 
    VAR NUM punteroFila:=1; 
    VAR bool seguir:=TRUE; 
 
    WHILE(punteroFila <= nFilas) AND seguir=TRUE DO 
        IF iPlaza<=nColumnas*punteroFila THEN 
            col:=iPlaza-nColumnas*(punteroFila-1); 
            fil:=punteroFila; 
            seguir:=FALSE; 
        ENDIF 
        punteroFila:=punteroFila+1; 
    ENDWHILE 
 
    !Pasar de variable local a global 
    filAlmacen:=fil; 
    colAlmacen:=col; 
ENDPROC  
  





11.4.2.8 Procedimiento escB 
Este procedimiento se ejecutará cuando en la aplicación VB6 se ejecute la subrutina 
CogerFichaRandom, la cual hay que recordar servía para coger una ficha aleatoria de la 
mesa de fichas. 
En primer lugar el procedimiento esperará a recibir el token desde VB6. Una vez se haya 
recibido se activará la configuración de ejes para que el robot pueda posicionarse sobre 
la mesa de fichas sin problemas. Una vez haya llegado se desactivará la configuración de 
ejes.  
Seguidamente el robot hará una aproximación a la posición recibida de VB6 y finalmente 
se posicionará encima de la ficha, se activará el aire comprimido del elemento terminal 
para succionar la ficha, se volverán a activar la configuración de ejes y se llevará la ficha 
a la posición guía del escenario A, donde ésta quedará preparada para ser fotografiada 
por la cámara web. 
Por último se devolverá el token a la aplicación VB6 y se retornará a la rutina main del 
RAPID. 
                         





















Ilustración 11.20: Posición calculada 
 
Ilustración 11.21: Posición guiaEscA 
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11.4.2.9 Procedimiento escA 
El procedimiento escA se ejecuta una vez se ha capturado la imagen de la ficha mostrada 
a la cámara y tiene el objetivo de guardar la ficha en el almacén de fichas del robot. 
En este procedimiento se deberá calcular las coordenadas de una determinada plaza del 
almacén, esto se hará mediante la instrucción Offs, la cual calcula un desplazamiento 
desde una posición inicial, en este caso, de la posición pAlamcen0, la cual determina la 
posición de la ficha de la primera plaza. Para calcular el offset se usará la distancia entre 
filas y columnas del almacén, la cual debe estar predefinida en el programa RAPID, y el 
número de fila y columna calculados en el procedimiento calcPlaza. 
MoveL Offs(pAlmacen0,-(colAlmacen-1)*dEntreColumnas, 
                     -(filAlmacen-1)*dEntreFilas,0),v50,fine,tool0; 
 
Figura 11.11: Código para posicionar el robot en una ficha del almacén 
 
             























(asegurar que ha soltado la ficha)
    
  
Ilustración 11.22: Posición 




Ilustración 11.23: Aproximación 





Ilustración 11.24: Dejar ficha en 

















11.4.2.10 Procedimiento escC 
En este procedimiento se coordinan los movimientos necesarios para jugar una ficha, es 
decir, coger una ficha de una plaza determinada del almacén, voltearla en la rampa y 
finalmente posicionarla en la cadena del dominó. 
 
Figura 11.13: Diagrama de flujo general del procedimiento escC 
 




Figura 11.14: Diagrama de flujo del fragmento Extraer ficha del procedimiento escC 
  
escC () leerToken Fin del procedimientoExtraer ficha del almacén Voltear ficha Situar ficha
ConfJ\ ON
Posicionar en guiaAlmacen













Fin fragmento de código
Extraer ficha del almacén     
  
Ilustración 11.26: Posición 




Ilustración 11.27: Aproximación 





Ilustración 11.28: Coger ficha 





Ilustración 11.29: Alejarse del 
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Figura 11.15: Diagrama de flujo del fragmento voltear ficha del procedimiento escC 
 
Aproximación rampa
Alejarse de la rampa
Voltear ficha
ConfJ\ ON & ConfL\ ON
Posicionar en rampa
Esperar 0.5 segundos






(asegurar que ha soltado la ficha)
Posicionar en guiaAlmacen
Aproximación 1 punto de recogida
Posicionar en punto de recogida
Esperar 0.5 segundos
(asegurar que ha llegado)
Aproximación 2 punto de recogida
Esperar 0.5 segundos
(asegurar que ha llegado)
Esperar 1 segundo
(asegurar que ha cogido la ficha)
Retirar ficha del soporte
Alejarse de la rampa
Fin fragmento de código
Apartarse de la rampa
Esperar 0.5 segundos
(asegurar que ha llegado)
    
  
























Ilustración 11.35: Separar ficha 












11.4.2.10.3 Fragmento Situar ficha 
 
 





Situar en posición calculada
Esperar 1 segundo
(asegurar que ha llegado)
Fin fragmento de código











Volver a la subrutina main
(escenario=0)
    
   





Ilustración 11.37: Aproximación 
a la posición calculada  
 
 
   
 





Ilustración 11.39: Alejarse de la 
ficha 
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12 SUPERVISIÓN DEL PROCESO 
En este capítulo se presentan los procedimientos necesarios para supervisar y gestionar 
el desarrollo de la partida de dominó en su totalidad, es decir, desde que el jugador inicia 
la partida hasta que ésta se termina mostrando el resultado del jugador ganador. 
Toda la coordinación de la partida se realiza desde una subrutina principal denominada 
EmpezarProceso, la cual es llamada desde la interfaz gráfica cuando se desea empezar la 
partida. Además se han implementado una serie de subrutinas y funciones que ayudan a 
la subrutina principal. 
12.1 PROCEDIMIENTOS AUXILIARES 
12.1.1 Subrutina idle 
Esta subrutina tiene el objetivo de retener la ejecución del código hasta que no se tiene 
el token. Ésta se ejecutará cuando se pase el token a la aplicación RAPID, por lo tanto, 
mientras el robot se esté moviendo, el hilo de ejecución de la aplicación VB6 estará en 
esta subrutina. 
 
Figura 12.1: Diagrama de flujo de la subrutina idle 
12.1.2 Subrutina contarPuntosRobot 
El fin de esta subrutina, tal como indica su nombre, es el de contar los puntos que tiene 
el robot. Esto será necesario hacerlo si se acaba la partida debido a que ningún jugador 
puede tirar, entonces se contarán los puntos de cada jugador y ganará el que tenga 
menos puntos. 
Para contar los puntos del robot se recorrerán todas las fichas que tenga al acabar la 







Fin de la subrutina
Si
No







Figura 12.2: Diagrama de flujo de la subrutina contarPuntosRobot 
12.1.3 Función QuienEmpieza 
Al iniciar la partida se deberá determinar que jugador tira la primera ficha. Según las 
normas del dominó (Véase apartado 7), deberá empezar el jugado que tenga la ficha 
doble más alta o en caso de que ninguno de los dos jugadores tenga una ficha doble, 
empezará el que tenga la ficha más alta. 
Hay que tener en cuenta que ningún jugador puede conocer las fichas del adversario, por 
lo que para saber quién tiene la ficha más alta se deberá implementar un sistema de 
pregunta-respuesta. En este sistema el jugador robot comprobará si tiene una ficha 
determinada, en caso negativo,  se le preguntará al jugador humano mediante un 
mensaje en la aplicación gráfica (Véase Ilustración 12.1), si éste tampoco la tiene se 
comprobará la siguiente ficha. En caso de que algún jugador la tenga no hará falta seguir 
la búsqueda. 
 
Ilustración 12.1: Pregunta al jugador humano 
La función QuienEmpieza devolverá un número indicando que jugador empieza, un cero 
quiere decir que empieza el jugador humano y un valor diferente a cero significa que 
empieza el robot. Si empieza el robot, el valor que se devuelve será el índice de la ficha 
del vector de fichas del robot, la cual deberá tirar en la primera jugada. 
contarPuntosRobot
¿ Se han recorrido 
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Figura 12.3: Diagrama de flujo de la subrutina QuienEmpieza 
12.1.4 Función esperarJugador 
Tal como se ha comentado en las consideraciones, por razones de seguridad será 
necesario implementar un sistema que evite que el robot se mueva mientras el jugador 
aún está en su área de trabajo. Esto ocurre principalmente cuando es el turno del 
jugador y tiene que jugar una ficha. 
Para asegurarse que el jugador ha terminado de jugar se ha implementado una función 
que le pedirá, mediante la interfaz gráfica, que notifique cuando haya terminado su 
turno. 
 
Ilustración 12.2: Interfaz gráfica para notificar del fin de turno del jugador humano 
La función esperarJugador, además de esperar a que el jugador haya jugado, monitoriza 
las fichas de la mesa de fichas, de esta manera se puede controlar el número de fichas 
del adversario sin tener que verlas directamente.  
¿ Se han comprobado
 todos los dobles?
¿ El robot tiene la 
ficha doble? 
Siguiente doble alto 
(6|6,5|5,...,0|0)
Preguntar al jugador humano
(msgBox "No tengo la ficha...)
return indice de




¿ Se han comprobado
 todos las fichas ?
¿ El robot tiene la ficha?
Siguiente ficha alta 
(6|4,6|3,...,1|0)
Preguntar al jugador humano
(msgBox "No tengo la ficha...)
return indice de



















Mientras el jugador no pulse el botón “Ya he tirado”, cada segundo se capturará una 
imagen del escenario B (mesa de fichas) y se realizarán las operaciones de visión 
artificial correspondientes para contar las fichas que hay en la mesa. Se guardará este 
número y se comparará con las fichas detectadas en la siguiente imagen. Si ha variado la 
cantidad significará que el jugador ha robado una ficha. Esta información es vital y aporta 
una gran ventaja al jugador robot, ya que una vez se sabe que el jugador ha robado 
ficha, se guardarán los números de los extremos de la cadena de dominó, con la 
seguridad de que el adversario no dispone de fichas con esos números. 
Por último se actualizará el contador de fichas del jugador humano (el cual es 
inicialmente 7 y se ha ido modificando mediante la monitorización del robo de fichas) y 
se comprobará que éste sea distinto de 0 ya que eso significaría que el jugador humano 
ha ganado la partida. 
Esta función devolverá un valor indicando el estado de la partida después de que el 
jugador haya acabado su turno: 
 0: El jugador ha pasado 
 1: El jugado ha tirado 
 2: El jugador ha tirado su última ficha y por lo tanto ha ganado la partida 
 
 
Figura 12.4: Diagrama de flujo de la subrutina esperarJugador 
  
Inicializar contador de fichas anteriores
¿ Jugador ha pulsado el botón?
Contar fichas de la mesa de fichas 
(Visión artificial)
¿ FichasEscB = FichasAntEscB ?
Guardar extremos de la cadena
(números que el adversario no tiene)
Actualizar fichas del adversario
sumando el nº de fichas que ha robado
Esperar hasta un segundo 
si aun no ha transcurrido 
return 0
¿ Fichasdel EscB = 0 ?
El jugador ha tirado: Restarle una ficha 
al contador de sus fichas
¿ Fichasdel jugador
humano = 0 ?
return 2 return 1
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12.2 PROCEDIMIENTO COORDINADOR DEL PROCESO 
12.2.1 Subrutina EmpezarProceso 
Tal y como se ha comentado en el inicio del capítulo, se ha desarrollado una subrutina 
que engloba todas las tareas que se deben llevar a cabo durante el transcurso de una 
partida. Esta subrutina se denomina EmpezarProceso. 
Debido a la extensión de esta subrutina se dividirá la explicación en diversas fases. 
 
 





Inicio de la partida
¿ finalPartida=0 ?
¿ turno=0?





























12.2.2 Fase Coger 7 fichas 
La primera tarea a realizar en el inicio de una partida de dominó es que cada jugador 
coja 7 fichas. Se supondrá que el jugador humano ya ha cogido sus 7 fichas y ahora es el 
turno del robot. Cada ficha que coja el robot la deberá enseñar a la cámara para 
registrarla y posteriormente guardarla en el paletizado de fichas. 
 
 




¿ El robot ha cogido
las 7 fichas?
CogerFichaRandom
(Coger una ficha aleatoria de la mesa de fichas)
idle
(Pausar la ejecución del programa VB6 mientras
el robot va a coger la ficha)
enviarToken
(Reanudar ejecución del programa RAPID)
EscenarioA
(Procesar imagen de la ficha cogida)
GuardarEnMisFichas
(Enviar número de la plaza que ocupará la ficha
en el almacén de fichas del robot)
idle
(Pausar la ejecución del programa VB6 mientras
el robot guarda la ficha en el almacén)
enviarToken
(Reanudar ejecución del programa RAPID)
Fin de la fase No
Si
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12.2.3 Fase Inicio de la partida 
Para poder empezar la partida primero se deberá determinar que jugador tira la ficha 
inicial. Para ello se utilizará la función QuienEmpieza (Véase apartado 12.1.3). Esta 




Figura 12.7: Diagrama de flujo de la fase “Inicio de la partida” de la subrutina EmpezarProceso 
  
Inicio de la partida
QuienEmpieza
(Determinar quien tiene el doble más alto o en su 




(Turno del jugador humano)
turno=True
(Turno del jugador robot)
TirarFichaInicial (resQuienEmpieza)
(Tirar la ficha más alta)
idle
(Pausar la ejecución del programa VB6 mientras
el robot va a coger la ficha en el paletizado y la
sitúa en la cadena de dominó)
enviarToken
(Reanudar ejecución del programa RAPID)
turno=False
(Turno del jugador humano)
Final de la fase





12.2.4 Fase Turno de la persona 
Durante el turno de la persona, el robot, para no molestar ni al jugador ni interferir en la 
visión de la cámara, se retirará a la posición HomeBack. A continuación, mientras el 
jugador no notifique que ha terminado su turno, se realizará la monitorización de las 
fichas de la mesa de fichas, con el objetivo de controlar las fichas que roba el adversario 
durante su turno.  
Cuando el jugador termine su turno, dependiendo de las acciones que haya hecho (tirar, 
pasar o tirar y ganar), se realizarán unas tareas u otras. 
 
Figura 12.8: Diagrama de flujo de la fase “Turno de la persona” de la subrutina EmpezarProceso 
 
Turno de la persona
RobotGoHomeBack
(Ordenar al robot que se aparte 
de la escena de juego)
enviarToken
(Reanudar ejecución del programa RAPID)
Contar fichas de la mesa de ficha 
(Visión artificial)
esperarJugador
(Esperar a que el jugador haya tirado y mientras
controlar si roba alguna ficha)
¿ accionJugador?
idle
(Pausar la ejecución del programa VB6 mientras
el robot llega a la posicion HomeBack)
EscenarioC
(Detectar última ficha tirada en la cadena
de dominó)
ActualizarCadena
(Actualizar la cadena de fichas simulada)
turno=True
(Turno del jugador robot)
finalPartida=2
(Ha ganado el jugadorHumano)






(jugador ha tirado y 
no le quedan fichas)
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12.2.5 Fase Turno del robot 
Esta fase agrupa una serie de tareas que se realizarán durante el turno del robot. En 
primer lugar se deberá determinar la ficha a jugar, esto se realizará mediante la función 
SeleccionarFicha, la cual elige la ficha dependiendo de la estrategia utilizada. Durante la 
ejecución de esta función pueden ocurrir varios escenarios; que el robot tenga fichas que 
tirar, que el robot no pueda tirar pero aún tenga fichas y por último, que el robot 
después de tirar no le queden fichas y por lo tanto se proclame ganador de la partida. 
 
 
Figura 12.9: Diagrama de flujo de la fase “Turno del robot” de la subrutina EmpezarProceso 
Turno del robot
Fin de la fase
SeleccionarFicha
(Ejecutar algoritmos de resolución del dominó
y enviar la información de la ficha al RAPID)
¿ resSeleccionarFicha ?
enviarToken
(Reanudar ejecución del programa RAPID)
idle
(Pausar la ejecución del programa VB6 
mientras el robot coge la ficha del paletizado 
y la situa en la cadena de dominó)
EscenarioC
(Detectar última ficha tirada en la cadena
de dominó)
ActualizarCadena
(Actualizar la cadena de fichas simulada)
¿ resSeleccionarFicha ?
finalPartida=1
(Ha ganado el robot)
turno=False
(Turno del jugador humano)
EscenarioB
(Detectar fichas de la mesa de fichas)
CogerFichaRandom
(Coger una ficha aleatoria de la mesa de fichas)
idle
(Pausar la ejecución del programa VB6 mientras
el robot va a coger la ficha)
enviarToken
(Reanudar ejecución del programa RAPID)
EscenarioA
(Procesar imagen de la ficha cogida)
GuardarEnMisFichas
(Enviar número de la plaza que ocupará la ficha
en el almacén de fichas del robot)
idle
(Pausar la ejecución del programa VB6 mientras
el robot guarda la ficha en el almacén)
enviarToken
(Reanudar ejecución del programa RAPID)
¿Quedan fichas?
turno=False
(Turno del jugador humano)





(Turno del jugador robot)
1 o 2 (robot tiene 
ficha que tirar)
2 1










13 PRUEBAS Y RESULTADOS 
Todas las pruebas efectuadas se han incorporado en las secciones correspondientes de la 
memoria. Como se ha podido comprobar, las diferentes pruebas de visión artificial han 
resultado exitosas obteniendo, por lo tanto, las características deseadas de la imagen: la 
posición, la orientación y el número de la ficha. 
Posteriormente, mediante los algoritmos de construcción de la cadena, se ha obtenido 
una representación de la cadena de fichas sobre la mesa, esto ha permitido desarrollar 
más intuitivamente los algoritmos de resolución del dominó, los cuales, aun sin ser 
infalibles, a largo plazo, han dado buenos resultados. 
Por otra parte, se ha demostrado que el robot es capaz de posicionar y orientar su 
elemento terminal para situarlo encima de la ficha deseada, cogerla, mostrarla a la 
cámara, reconocer la ficha, asignarle una plaza en el paletizado de fichas y guardarla 
correctamente.  
A continuación, si el robot debe realizar una jugada, extraerá la ficha del paletizado, la 
volteará utilizando la rampa diseñada y la colocará en la cadena de dominó. 
Todas las pruebas individuales han resultado un éxito, sin embargo, lamentablemente, 
en ninguna ocasión se ha tenido la oportunidad de ejecutar la puesta en marcha del 
proceso en su conjunto debido a una avería en los drivers de comunicación de la 
controladora con el ordenador. Pese a los esfuerzos de los técnicos responsables para 
subsanar esta grave incidencia, hasta el día de hoy la avería no se ha resuelto. 
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14 CONCLUSIONES 
El proyecto, en conjunto, resuelve el problema planteado en base a las especificaciones 
definidas. A pesar de los problemas técnicos ocurridos, ajenos a la elaboración de este 
proyecto, se ha realizado una configuración temporal para que el robot pueda jugar al 
dominó contra una persona, mediante la transferencia manual de datos. Por lo tanto, se 
da por cumplido el objetivo del proyecto. 
La realización de este proyecto ha permitido desarrollar diversos campos estudiados en el 
grado de Ingeniería Electrónica y Automática Industrial y profundizar en otros que se 
conocían superficialmente. Además, ha presentado muchas oportunidades de aprender 
nuevos conceptos y adquirir nuevas habilidades. 
Una de las primeras dificultades que se asumió al inicio del proyecto fue el aprendizaje, 
desde cero,  de un lenguaje de programación, con el cual, pocas semanas después, se 
implementó una librería de visión propia. Éste ha sido uno de los desafíos más 
estimulantes y su cumplimiento ha supuesto una satisfacción doble; por una parte al 
comprobar los buenos resultados que ofrece y por otra al permitirme profundizar mucho 
más en el funcionamiento de los distintos módulos de un sistema de visión artificial. 
Este proyecto se presentó como un reto desde el inicio, lo cual lo hizo mucho más 
interesante. El hecho de poder interrelacionar distintas áreas, como son la robótica, la 
visión artificial y el estudio de algoritmos de toma de decisiones basadas en el 
razonamiento humano, ha aportado un plus de motivación. 
Además, el hecho de que el hilo conductor sea el juego del dominó ha amenizado la 
explicación del proceso, sin embargo, gran parte de la aplicación, tiene un homólogo en 
el ámbito industrial. 
Finalmente quiero dar las gracias a la directora del proyecto Rita Maria Planas, quien me 
ha contagiado su entusiasmo y me ha transmitido la pasión por la robótica. Le agradezco 
sus esfuerzos y la ilusión con la que ha llevado a cabo la tutorización de este proyecto.  
 
  





15 PROPUESTAS DE MEJORA 
Como todo proyecto, éste se enmarca dentro de un alcance concreto debido a las 
limitaciones de recursos y tiempo existentes.  
En este capítulo se proponen una serie de mejoras que permitirían seguir con el 
desarrollo del proceso estudiado. 
En primer lugar, se propone la reparación del driver de comunicación entre el ordenador 
y la controladora del robot. Esto permitirá realizar la puesta en marcha de la solución 
implementada en su totalidad. 
Por otro lado, es recomendable llevar a cabo una mejora en los algoritmos de resolución 
del dominó mediante técnicas avanzadas de inteligencia artificial, un ejemplo de ello 
sería la implementación del algoritmo de selección de ficha mediante técnicas de lógica 
difusa. Esto incrementaría significativamente la habilidad del robot en el juego de dominó 
y le habilitaría para jugar contra jugadores más avanzados. 
Otra propuesta a tener en cuenta es la incorporación de un segundo robot en la partida 
del dominó, lo cual permitiría realizar partidas de cuatro jugadores. Esto abriría un 
enorme abanico de posibilidades: nuevas  estrategias de resolución del dominó, 
desarrollo de estrategias de equipo robot-robot, donde ambos equipos deben estar 
coordinados para ganar a los adversarios humanos, o por otro lado, el desarrollo de 
estrategias de cooperación robot-persona, donde se pondría de manifiesto las ventajas 
de un sistema mixto, debido a la cooperación del razonamiento humano y la memoria y 
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A1. PRESUPUESTO 
Al tratarse de un proyecto académico este presupuesto tiene en cuenta únicamente los 
gastos en recursos humanos equivalentes a pagar a un ingeniero por el tiempo dedicado. 
Se supone que el proyecto es un pedido único de un cliente que desea implementar la 
solución desarrollada para un sistema ya existente.  
Hay que tener en cuenta que es un proyecto realizado desde cero y a medida, por lo que 
aparte de las horas de desarrollo e implementación, también se tienen en cuenta las 
horas de estudio y análisis del problema. Además, se incluyen las horas de redacción de 
este documento. 
Para el cómputo total se ha tenido en cuenta que el precio del trabajo realizado es de 
30€/hora. El tiempo requerido ha sido de 750 horas aproximadamente; por lo que el 
precio total asciende a 22.500€. 
  





A2. ESTUDIO DEL CONVENIO DE GIRO DE LA CADENA DE 
DOMINÓ ÓPTIMO 
Para poder asegurar que el proceso sea robusto se deberá tener en cuenta los diferentes 
aspectos que puedan comprometer el desarrollo de una partida con normalidad. 
Normalmente en las partidas profesionales de dominó la cadena de dominó puede 
adoptar casi cualquier forma, siguiendo unas reglas muy básicas. Sin embargo en el caso 
de este proyecto, se dispone de una zona de juego relativamente pequeña, debido a las 
limitaciones del área de trabajo del robot. Por tanto, se deberá establecer un convenio de 
giro de la cadena de dominó que evite que las fichas puedan estar fuera del alcance del 
robot. Hay que recordar que se dispone de un área de juego rectangular de 91 x 34 cm 
(Véase apartado 8.2). 
A continuación se mostrarán distintos ejemplos de giros de cadenas. 
Ejemplo 1 
En este caso la zona de juego es casi cuadrada y la configuración del giro se basa en dos 
fichas de giro y una entremedia, esta configuración de giro en forma de “L” es bastante 
común, sin embargo, se necesita un ancho de juego de 47,5 cm y solo se dispone de 34 
cm.  
 
Ilustración A - 1: Ejemplo 1 de convenio de giro de la cadena de dominó 
 
Ejemplo 2 
A partir del ejemplo anterior puede parecer lógico quitar la ficha intermedia de giro, 
reduciendo drásticamente el ancho, pero como se puede apreciar en la siguiente 
ilustración, al quitar la ficha se reduce demasiado el espacio entre ramas del dominó 
hasta el punto de que pueden ocurrir colisiones de fichas. 
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Ilustración A - 2: Ejemplo 2 de convenio de giro de la cadena de dominó 
 
Solución 
Se ha determinado que el mejor convenio de giro de la cadena de dominó es el siguiente: 
 
Ilustración A - 3: Convenio de giro de la cadena de dominó utilizado en el proyecto 
Este convenio establece un giro alternativo al típico giro en forma de L, de esta manera 
se puede aprovechar mucho mejor el espacio y se mantendrá una distancia entre 
cadenas constante a lo largo de la partida. El ancho que ocupa esta configuración es de 
30 cm por lo que se asegura el acceso a cualquier ficha por parte del robot. 
En el caso que coincida el giro con la jugada de una ficha doble ésta no se colocará 
perpendicular: 
 
Ilustración 16.1: Caso de giro con ficha doble 
  





A3. GESTIÓN DE ARCHIVOS .TXT 
Al reiniciar la aplicación VB6 se pierden todos los valores almacenados en las variables, si 
se desea mantener alguna información durante más tiempo se deberá guardar en el 
exterior de la aplicación. 
Para poder almacenar todas los datos de las calibraciones se ha desarrollado una base de 
datos que consiste en archivos de texto .txt donde se guardarán los valores deseados.  
 
Ilustración A - 4: Ejemplo de archivos con calibraciones guardadas 
Para la gestión de estos archivos .txt se han creado dos subrutinas: una para guardar 
datos en los archivos de texto y otra para cargarlos. 
Para poder almacenar datos con decimales se han usado funciones que tengan en cuenta 
la configuración regional del ordenador, y de esta manera determinar si el separador 
decimal será la coma o el punto. Algunas de estas funciones son CDbl o CStr. [15] 
Subrutina SaveTxt (valor, indice, ruta, nombre) 
Esta subrutina guardará en la línea índice del archivo ruta.txt un valor con un nombre 
determinado. 
Public Sub SaveTxt(ByVal valor As Variant, ByVal indice As Long,  
                   ByVal ruta As String, Optional ByVal nombre As String = "") 
 
Dim Linea As String 
Dim puntero As Long 
Dim formato As String 
 
'Dar formato a Linea 
If Len(nombre) < 8 Then 
    formato = nombre & vbTab & vbTab & vbTab  'Insertar 3 tabulaciones 
ElseIf Len(nombre) < 16 Then 
    formato = nombre & vbTab & vbTab          'Insertar 2 tabulaciones 
ElseIf Len(nombre) < 24 Then 
    formato = nombre & vbTab                  'Insertar 1 tabulaciones 
Else 
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puntero = -1 
'Abrir fichero de texto 
Open ruta & ".txt" For Input As #1  
'Si el archivo está vacío escribir cabecera 
If FileLen(ruta & ".txt") = 0 Then  
    Close #1 
    Open ruta & ".txt" For Output As #1 
        'Insertar fecha y hora actual en la cabecera 
        Print #1, "NOMBRE VARIABLE         VALOR"  
    Close #1 
    Open ruta & ".txt" For Input As #1 
End If 
'Crear archivo temporal donde copiar el archivo .txt 
Open ruta & ".tmp" For Output As #2  
'Actualizar archivo 
While (Not EOF(1) Or puntero < indice)  
    puntero = puntero + 1 
    If Not EOF(1) Then 
      Line Input #1, Linea 
          'Cambiar el valor de una sola línea 
          If puntero = indice Then   
            Linea = formato & CStr(valor) 
          End If 
      Print #2, Linea 
    Else 
        If puntero < indice Then 
            Print #2, Empty 
        Else 
            Print #2, formato & CStr(valor) 
        End If 
    End If 
     
Wend 
Close #1, #2 
'Elimina archivo original 
Kill (ruta & ".txt")        
'Cambia el nombre del nuevo archivo 




Función LoadTxt (indice, ruta) 
Esta función devolverá el valor de la línea índice del archivo ruta.txt. 
Public Function LoadTxt(ByVal indice As Long, ByVal ruta As String) As Variant 
 
Dim Linea As String 
Dim lineaCortada() As String 
Dim puntero As Long 
puntero = -1 
 
'Cierra el archivo (evita errores si previamente no se ha cerrado correctamente) 
Close #1, #2  
Open ruta & ".txt" For Input As #1 
'Si el archivo está vacío 
If (FileLen(ruta & ".txt") <> 0) Then  
    Do While Not EOF(1) 
    puntero = puntero + 1 





        Line Input #1, Linea 
        'Cargar posición determinada del archivo .txt 
        If (puntero = indice) And (Linea <> vbNullString) Then  
            lineaCortada = Split(Linea, vbTab) 
            'CDbl soporta diferentes configuraciones regionales (.) y (,) 
            LoadTxt = CDbl(lineaCortada(UBound(lineaCortada)))  
            Exit Do 
        End If 
    Loop 
End If 
Close #1 
   
End Function 
 
Función revisarCalibración (rutaArevisar) 
Devuelve un valor boleano que notificará si existen los archivos que almacenan los datos 
de calibraciones y si existe la carpeta donde se alojan. Si no existe la carpeta se creará 
una automáticamente y si no existen los archivos se crearán unos en blanco en la 
carpeta.  
Private Function revisarCalibracion(rutaArevisar As String) As Boolean 
 
Dim crearArchivoNuevo As Byte 
Dim crearCarpetaNueva As Byte 
Dim nombreArchivo As String 
    
'Mirar si existe la carpeta de calibraciones 
If Dir(rutaCalibraciones, vbDirectory) = "" Then 
    crearCarpetaNueva = MsgBox("No se encuentra la carpeta de calibraciones. " & _ 
                                "Se generarán automáticamente en la ruta por             
defecto", vbOKCancel + vbInformation, "Error al cargar archivo") 
     
    If crearCarpetaNueva = 1 Then 
        MkDir (rutaCalibraciones) 'Si no existe la carpeta crearla 
    Else 
        End 'Salir del programa 
    End If 
End If 
     
'Gestionar errores en el acceso de un archivo 
On Error GoTo err_handler 
 
'Cargar primera linia del archivo de calibraciones (para ver si existe el archivo) 
Call LoadTxt(1, rutaArevisar) 
Exit Function 'Evitar el tratamiento de errores si no los hay 
     
err_handler:         'Gestionar errores 
    Select Case Err.Number 
    Case 13: MsgBox "Type Mismatch" 
    Case 53: 'No se encuentra archivo .txt 
        'Obtener nombre del archivo 
        nombreArchivo = Mid(rutaArevisar, InStrRev(rutaArevisar, "\") + 1) 
        crearArchivoNuevo = MsgBox("No se encuentra el archivo " & nombreArchivo & 
_ ". Se generará automáticamente uno vacío en la ruta por defecto", vbOKCancel + 
vbInformation, "Error al cargar archivo") 
       'Si no existe el archivo lo crea automaticamente 
       If (crearArchivoNuevo = 1) Then  
             Open rutaArevisar & ".txt" For Output As #1 
             Close #1 
        Else 
Pau Villegas Tres 
 
- 177 - 
 
             End 'Salir del programa 
        End If 
         
    Case 55: MsgBox "Archivo abierto" 
    Case 71: MsgBox "Disco no preparado" 
 
    End Select 





Ilustración A - 5: Aviso de carpeta no encontrada de la función revisarCalibración 
 
Ilustración A - 6: Aviso de archivo no encontrado de la función revisarCalibración 
Función variablesOK 
Esta función devuelve un valor booleano indicando si todas las variables están calibradas 
o falta alguna por calibrar. 
Public Function variablesOK(ByVal ruta As String) As Boolean 
 
Dim Linea As String 
 
'Mirar si el archivo estᠶac 
If FileLen(ruta & ".txt") = 0 Then 
    variablesOK = False 
    Exit Function 
End If 
 
variablesOK = True 
'Cierra el archivo (evita errores si previamente no se ha cerrado correctamente) 
Close #1, #2  
Open ruta & ".txt" For Input As #1 
 
'Mirar si las linias están en blanco 
Do While Not EOF(1) 
    Line Input #1, Linea 
    If Linea = vbNullString Then 
        variablesOK = False 
        Exit Do 












Función RutaSinExt (FilePath) 
Esta función devuelve la ruta pasada por argumento sin la extensión del fichero. 
Ejemplo: “C:\ruta.txt” -> “C:\ruta” 
Public Function RutaSinExt(FilePath As String) As String 
    
   Dim r() As String 
   'Dividir string por los puntos 
   r = Split(FilePath, ".") 
   'Devolver primer trozo del string cortado 
   RutaSinExt = r(LBound(r))  





Esta subrutina se encarga de pasar todas las calibraciones de la base de datos a las 
variables del programa. Se ejecuta solamente al arrancar la aplicación. 
Public Sub cargarDatosCalibracion() 
     
    'Inicializar numero aleatorio con el temporizador del sistema como semilla 
    Randomize 
 
    'Ruta por defecto de la carpeta de calibraciones 
    rutaCalibraciones = App.Path & "\DatosCalibraciones" 
    'Ruta por defecto de los archivos .txt de calibraciones 
    calibEscA = rutaCalibraciones & "\calibEscA" 
    calibEscB = rutaCalibraciones & "\calibEscB" 
    calibEscC = rutaCalibraciones & "\calibEscC" 
    calibSistRefJ = rutaCalibraciones & "\calibSistRefJ" 
    calibSistRefF = rutaCalibraciones & "\calibSistRefF" 
     
    'Revisar archivos de calibración     
    calibOK_A = revisarCalibracion(calibEscA) 
    calibOK_B = revisarCalibracion(calibEscB) 
    calibOK_C = revisarCalibracion(calibEscC) 
    calibOK_refJ = revisarCalibracion(calibSistRefJ) 
    calibOK_refF = revisarCalibracion(calibSistRefF) 
     
    'EscenarioA 
    umbral_A = LoadTxt(1, calibEscA) 
    canalBGR_A = LoadTxt(2, calibEscA) 
    areaPip_A = LoadTxt(3, calibEscA) 
    izq_A = LoadTxt(4, calibEscA) 
    der_A = LoadTxt(5, calibEscA) 
    sup_A = LoadTxt(6, calibEscA) 
    inf_A = LoadTxt(7, calibEscA) 
     
    'EscenarioB 
    umbral_B = LoadTxt(1, calibEscB) 
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    canalBGR_B = LoadTxt(2, calibEscB) 
    areaFicha_B = LoadTxt(3, calibEscB) 
    izq_B = LoadTxt(4, calibEscB) 
    der_B = LoadTxt(5, calibEscB) 
    sup_B = LoadTxt(6, calibEscB) 
    inf_B = LoadTxt(7, calibEscB) 
     
    'EscenarioC 
    umbral_C = LoadTxt(1, calibEscC) 
    canalBGR_C = LoadTxt(2, calibEscC) 
    areaPip_C = LoadTxt(3, calibEscC) 
    diamPip = LoadTxt(4, calibEscC) 
    anchoFicha = LoadTxt(5, calibEscC) 
    altoFicha = LoadTxt(6, calibEscC) 
    areaFicha_C = LoadTxt(7, calibEscC) 
    izq_C = LoadTxt(8, calibEscC) 
    der_C = LoadTxt(9, calibEscC) 
    sup_C = LoadTxt(10, calibEscC) 
    inf_C = LoadTxt(11, calibEscC) 
     
    'Sistema de referencia mesaJuego 
    escalaJ = LoadTxt(1, calibSistRefJ) 
    thetaDifJ = LoadTxt(2, calibSistRefJ) 
    tImgToMesaJ.X = LoadTxt(3, calibSistRefJ) 
    tImgToMesaJ.Y = LoadTxt(4, calibSistRefJ) 
    tRobotToMesaJ.X = LoadTxt(5, calibSistRefJ) 
    tRobotToMesaJ.Y = LoadTxt(6, calibSistRefJ) 
    MargenJuegoIzquierdaPX = LoadTxt(7, calibSistRefJ) 
    MargenJuegoDerechaPX = LoadTxt(8, calibSistRefJ) 
    centroMesaJuego.X = LoadTxt(9, calibSistRefJ) 
    centroMesaJuego.Y = LoadTxt(10, calibSistRefJ) 
     
    'Sistema de referencia mesaFichas 
    escalaF = LoadTxt(1, calibSistRefF) 
    thetaDifF = LoadTxt(2, calibSistRefF) 
    tImgToMesaF.X = LoadTxt(3, calibSistRefF) 
    tImgToMesaF.Y = LoadTxt(4, calibSistRefF) 
    tRobotToMesaF.X = LoadTxt(5, calibSistRefF) 
    tRobotToMesaF.Y = LoadTxt(6, calibSistRefF) 










A4. CÓDIGO APLICACIÓN VB6 
m01_TiposYVariablesGlobales 








Public Type punto 
    X As Long 
    Y As Long 
End Type 
 
Public Type puntoPrecision 
    X As Double 
    Y As Double 
End Type 
 
Public Type ficha 
    numA        As Long 
    numB        As Long 
    cent        As punto 
    ang         As Double 
'Numero que identifica la posición de la ficha en el almacen de fichas 
    iPlaza    As Long  
'Identificador de la configuración de la ficha (Derecha,Izquierda,DerechaDoble...)   





Public Type RobTarget_pos 
    X   As Double 
    Y   As Double 
    Z   As Double 
End Type 
 
Public Type RobTarget_orient 
    q1  As Double 
    q2  As Double 
    q3  As Double 
    q4  As Double 
End Type 
 
Public Type RobTarget_confdata 
    cf1 As Long 
    cf4 As Long 
    cf6 As Long 
    cfx As Long 
End Type 
 
Public Type robtarget 
    pos As RobTarget_pos 
    orient As RobTarget_orient 
    confdata As RobTarget_confdata 
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'                DECLARACIÓN DE VARIABLES GLOBALES DEL GUI 
'-------------------------------------------------------------------------- 
Public p1  As punto 'Punto 1 click 
Public p2  As punto 'Punto 2 click 
 
Public indexImagen As Long 'Indice de la imagen escenario C 
 
'-------------------------------------------------------------------------- 




'Resetea valores de variables globales para poder ejecutar otra vez sin reiniciar 
Public Sub Reset() 
     
    etiquetarEjecutado = False 
    'Redefinir matrices 
    ReDim fichasAeliminar(UBound(fichasAeliminar, 1), UBound(fichasAeliminar, 2)) 
    ReDim cadenaFichas(UBound(cadenaFichas)) 
    ReDim cadenaA(UBound(cadenaA)) 
    ReDim cadenaB(UBound(cadenaB)) 
     
    iFicha = 0 
    iFichaA = 0 
    iFichaB = 0 
    CabezaA = 0 
    CabezaB = 0 
     
    indexImagen = 0 
     
    GUI.Picture1 = Nothing 
    GUI.L_CadenaA.Caption = "" 
    GUI.L_CadenaB.Caption = "" 
    GUI.L_FichaIni.Caption = "" 
    GUI.VScroll1.Visible = False 





Attribute VB_Name = "m02_LibreriaFastDrawing" 
'-------------------------------------------------------------------------- 
' 





'Real-time drawing class for VB6 
'Published in 2011 by Tanner Helland 
' 
'This class is every graphics programmers dream - it does all the dirty API work 
required for real-time 
' graphics, and all you have to do is call a few very simple routines.  The format 
is simple; the only 
' variables required are the picture boxes you want to process, and an array to 
hold the DIB information. 
' Many comments are included, though the routines should be self-explanatory. 
' 
'This source code has been released under a BSD license. You may read more about 





this license at: 
' http://creativecommons.org/licenses/BSD/ 
' 
'If you would like to make a donation to help offset the cost of maintaining this 
code and the site on which it resides, please visit: 
' http://www.tannerhelland.com/donate/ 
' 
'While no payment will ever be required to use or distribute this source code, 
donations are GREATLY appreciated. 
' 







'Stripped down bitmap information 
Private Type Bitmap 
    bmType As Long 
    bmWidth As Long 
    bmHeight As Long 
    bmWidthBytes As Long 
    bmPlanes As Integer 
    bmBitsPixel As Integer 
    bmBits As Long 
End Type 
 
'Call to transfer an object's properties into a custom variable 
Private Declare Function GetObject Lib "gdi32" Alias "GetObjectA" (ByVal hObject As 
Long, ByVal nCount As Long, ByRef lpObject As Any) As Long 
 
'Standard pixel data 
Private Type RGBQUAD 
        rgbBlue As Byte 
        rgbGreen As Byte 
        rgbRed As Byte 
        rgbAlpha As Byte 
End Type 
 
'Full-size bitmap header 
Private Type BITMAPINFOHEADER 
        bmSize As Long 
        bmWidth As Long 
        bmHeight As Long 
        bmPlanes As Integer 
        bmBitCount As Integer 
        bmCompression As Long 
        bmSizeImage As Long 
        bmXPelsPerMeter As Long 
        bmYPelsPerMeter As Long 
        bmClrUsed As Long 
        bmClrImportant As Long 
End Type 
 
'Extended header for 8-bit images 
Private Type BITMAPINFO 
        bmHeader As BITMAPINFOHEADER 
        bmColors(0 To 255) As RGBQUAD 
End Type 
 
'Used to ensure quality stretching of color images 
Private Declare Function SetStretchBltMode Lib "gdi32" (ByVal hdc As Long, ByVal 
nStretchMode As Long) As Long 
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'DIB section interfaces 
Private Declare Function GetDIBits Lib "gdi32" (ByVal hdc As Long, ByVal hBitmap As 
Long, ByVal nStartScan As Long, ByVal nNumScans As Long, lpBits As Any, lpBI As 
BITMAPINFO, ByVal wUsage As Long) As Long 
Private Declare Function StretchDIBits Lib "gdi32" (ByVal hdc As Long, ByVal X As 
Long, ByVal Y As Long, ByVal dX As Long, ByVal dy As Long, ByVal SrcX As Long, 
ByVal SrcY As Long, ByVal SrcWidth As Long, ByVal SrcHeight As Long, lpBits As Any, 
lpBitsInfo As BITMAPINFO, ByVal wUsage As Long, ByVal dwRop As Long) As Long 
 
'Get the image width (via API - always accurate, unlike PictureBox.ScaleWidth) 
Public Function GetImageWidth(SrcPictureBox As PictureBox) As Long 
    Dim bm As Bitmap 
    GetObject SrcPictureBox.Image, Len(bm), bm 
    GetImageWidth = bm.bmWidth 
End Function 
 
'Get the image height (via API - always accurate) 
Public Function GetImageHeight(SrcPictureBox As PictureBox) As Long 
    Dim bm As Bitmap 
    GetObject SrcPictureBox.Image, Len(bm), bm 
    GetImageHeight = bm.bmHeight 
End Function 
 
'Get an image's pixel information into an array dimensioned (r/g/b, x, y) 
Public Sub GetImageData(SrcPictureBox As PictureBox, ImageData() As Byte) 
    Dim bm As Bitmap 
    'Get the picture box information 
    GetObject SrcPictureBox.Image, Len(bm), bm 
    'Build a correctly sized array 
    Erase ImageData() 
    ReDim ImageData(0 To 2, 0 To bm.bmWidth - 1, 0 To bm.bmHeight - 1) 
    'Create a temporary header to pass to the GetDIBits call 
    Dim bmi As BITMAPINFO 
    bmi.bmHeader.bmWidth = bm.bmWidth 
    bmi.bmHeader.bmHeight = bm.bmHeight 
    bmi.bmHeader.bmSize = 40                'Size, in bytes, of the header 
    bmi.bmHeader.bmPlanes = 1      'Number of planes (always one for this instance) 
    bmi.bmHeader.bmBitCount = 24   'Bits per pixel (always 24 for this instance) 
    bmi.bmHeader.bmCompression = 0          'Compression :standard/none or RLE 
    'Get the image data into our array 
    GetDIBits SrcPictureBox.hdc, SrcPictureBox.Image, 0, bm.bmHeight, ImageData(0, 
0, 0), bmi, 0 
End Sub 
 
'Set an image's pixel information from an array dimensioned (r/g/b, x, y) 
Public Sub SetImageData(DstPictureBox As PictureBox, OriginalWidth As Long, 
OriginalHeight As Long, ImageData() As Byte) 
    Dim bm As Bitmap 
    'Get the picture box information 
    GetObject DstPictureBox.Image, Len(bm), bm 
    'Create a temporary header to pass to the StretchDIBits call 
    Dim bmi As BITMAPINFO 
    bmi.bmHeader.bmWidth = OriginalWidth 
    bmi.bmHeader.bmHeight = OriginalHeight 
    bmi.bmHeader.bmSize = 40      'Size, in bytes, of the header 
    bmi.bmHeader.bmPlanes = 1     'Number of planes (always one for this instance) 
    bmi.bmHeader.bmBitCount = 24   'Bits per pixel (always 24 for this instance) 
    bmi.bmHeader.bmCompression = 0          'Compression :standard/none or RLE 
    'Assume color images and set the corresponding best stretch mode 
    SetStretchBltMode DstPictureBox.hdc, 3& 
    'Send the array to the picture box and draw it accordingly 
    StretchDIBits DstPictureBox.hdc, 0, 0, bm.bmWidth, bm.bmHeight, 0, 0, 
OriginalWidth, OriginalHeight, ImageData(0, 0, 0), bmi, 0, vbSrcCopy 
    'Since this doesn't automatically initialize AutoRedraw, we have to do it 
manually 





    If DstPictureBox.AutoRedraw = True Then 
        DstPictureBox.Picture = DstPictureBox.Image 
        DstPictureBox.Refresh 
    End If 
    'Always good to manually halt for external processes after heavy API usage 









' Copyright ©1996-2011 VBnet/Randy Birch, All Rights Reserved. 





' Distribution: http://vbnet.mvps.org/terms/pages/terms.htm 
'************************************************************************** 
'Libreria para descargar un archivo de una URL 
Private Declare Function URLDownloadToFile Lib "urlmon" _ 
     Alias "URLDownloadToFileA" _ 
    (ByVal pCaller As Long, _ 
     ByVal szURL As String, _ 
     ByVal szFileName As String, _ 
     ByVal dwReserved As Long, _ 
     ByVal lpfnCB As Long) As Long 
   
'Libreria para limpiar el caché 
Private Declare Function DeleteUrlCacheEntry Lib "Wininet.dll" _ 
Alias "DeleteUrlCacheEntryA" _ 
(ByVal lpszUrlName As String) As Long 
    
Private Const ERROR_SUCCESS As Long = 0 
Private Const BINDF_GETNEWESTVERSION As Long = &H10 
Private Const INTERNET_FLAG_RELOAD As Long = &H80000000 
 
'Funcion que sirve de interfaz para el resto del modulo 
Private Function DownloadFile(sSourceUrl As String, sLocalFile As String) As 
Boolean 
   DownloadFile = URLDownloadToFile(0&, sSourceUrl, sLocalFile, 
BINDF_GETNEWESTVERSION, 0&) = ERROR_SUCCESS 
End Function 
 
'FUNCION que sirve de interfaz entre la libreria y el resto de la aplicación 
Public Function DescargarArchivo(rutaURL As String, Optional nombreArchivo As 
String = "", Optional ByVal carpetaDestino As String = "") As Boolean 
     
    Dim sDestPath As String 
    Dim sFileName As String 
    Dim sTmp As String 
    Dim bResult As Boolean 
     
    'NOMBRE DEL ARCHIVO 
    sFileName = nombreArchivo 
'Si no se especifica nombre dar nombre al archivo segun el archivo a descargar 
    If nombreArchivo = vbNullString Then     
        sFileName = Mid$(rutaURL, InStrRev(rutaURL, "/") + 1) 
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    End If 
         
    'PATH DE DESTINO 
    sDestPath = Trim$(carpetaDestino) 
    If sDestPath = vbNullString Then 
'Si no se especifica ruta descargar en la carpeta del programa 
        sDestPath = App.Path  
    End If 
     
    'VERIFICAR FORMATO DESTINO 
'Si la ruta no contiene '\' se le añade al final 
    If Right(sDestPath, 1) <> "\" Then  
        sDestPath = sDestPath & "\" 
    End If 
    sDestPath = sDestPath & sFileName 
     
    'LIMPIAR CACHÉ 
    Call DeleteUrlCacheEntry(rutaURL) 
     
    'DESCARGAR ARCHIVO DE LA URL 
    bResult = URLDownloadToFile(0&, rutaURL, sDestPath, BINDF_GETNEWESTVERSION, 0&) 
= ERROR_SUCCESS 
    'Devolver resultado como argumento de salida de la función 
    DescargarArchivo = bResult 










'           PROCEDIMIENTOS DE GESTION DE CARGA Y GUARDADO DE ARCHIVOS .TXT 
' 
'---------------------------------------------------------------------------------- 
   
'---------------------------------------------------------------------------------- 
'Nombre:    RutaSinExt 
'Entrada:   FilePath 
'Salida:    RutaSinExt 
'Función:   A partir de un String que contiene la ruta completa de un archivo se 
'obtiene la ruta sin la extension del fichero 
'---------------------------------------------------------------------------------- 
Public Function RutaSinExt(FilePath As String) As String 
    
   Dim r() As String 
   r = Split(FilePath, ".") 
   RutaSinExt = r(LBound(r)) 'Primer trozo del string cortado 




'Nombre:    SaveTxt 
'Entrada:   valor (valor a guardar), indice (linia donde guardar el valor) 
'           ruta (ruta de la ubicación del archivo de texto (sin extension)) 
'Salida: 
'Función:   Guarda un valor en una fila determinada de un archivo de texto sin 
modificar el resto 
'---------------------------------------------------------------------------------- 
Public Sub SaveTxt(ByVal valor As Variant, ByVal indice As Long, ByVal ruta As 





String, Optional ByVal nombre As String = "") 
 
    Dim Linea As String 
    Dim puntero As Long 
    Dim formato As String 
     
   'Dar formato a Linea 
    If Len(nombre) < 8 Then 
        formato = nombre & vbTab & vbTab & vbTab  'Insertar 3 tabulaciones 
    ElseIf Len(nombre) < 16 Then 
        formato = nombre & vbTab & vbTab  'Insertar 2 tabulaciones 
    ElseIf Len(nombre) < 24 Then 
        formato = nombre & vbTab   'Insertar 1 tabulaciones 
    Else 
        formato = nombre   'No insertar  tabulaciones 
    End If 
     
    'Inicializar puntero 
    puntero = -1 
     
    Open ruta & ".txt" For Input As #1 'Abrir fichero de texto 
     
    If FileLen(ruta & ".txt") = 0 Then 'Si el archivo está vacio escribir cabezera 
        Close #1 
        Open ruta & ".txt" For Output As #1 
            Print #1, "NOMBRE VARIABLE         VALOR" 'Insertar fecha y hora actual 
en la cabecera 
        Close #1 
        Open ruta & ".txt" For Input As #1 
    End If 
     
    Open ruta & ".tmp" For Output As #2 'Crear archivo temporal donde copiar el 
archivo .txt 
     
    While (Not EOF(1) Or puntero < indice) 'Actualizar archivo 
        puntero = puntero + 1 
        If Not EOF(1) Then 
          Line Input #1, Linea 
              If puntero = indice Then  'cambiar el valor de una sola linia 
                Linea = formato & CStr(valor) 
              End If 
          Print #2, Linea 
        Else 
            If puntero < indice Then 
                Print #2, Empty 
            Else 
                Print #2, formato & CStr(valor) 
            End If 
        End If 
         
    Wend 
    Close #1, #2 
    Kill (ruta & ".txt")       ' Elimina archivo original 







'Nombre:    LoadTxt 
'Entrada:   indice (linia donde se encuentra el valor),ruta (ruta de la ubicación 
'del archivo de texto (sin extension)), aviso (si el archivo de texto está vacio 
'devuelve un aviso), vacio (aviso deseado que se mostrará si el archivo está vacio 
'y aviso=true 
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'Salida:    LoadTxt (valor deseado) 
'Función:   Obtiene el valor de una fila desada de un archivo de texto 
'---------------------------------------------------------------------------------- 
Public Function LoadTxt(ByVal indice As Long, ByVal ruta As String) As Variant 
 
    Dim Linea As String 
    Dim lineaCortada() As String 
    Dim puntero As Long 
    puntero = -1 
 
    Close #1, #2 'Cierra el archivo (evita errores si previamente no se ha cerrado 
correctamente) 
    Open ruta & ".txt" For Input As #1 
     
    If (FileLen(ruta & ".txt") <> 0) Then 'Si archivo vacio 
        Do While Not EOF(1) 
        puntero = puntero + 1 
            Line Input #1, Linea 
            If (puntero = indice) And (Linea <> vbNullString) Then 'Cargar posición 
determinada del archivo .txt 
                lineaCortada = Split(Linea, vbTab) 
                LoadTxt = CDbl(lineaCortada(UBound(lineaCortada))) 'CDbl soporta 
diferentes configuraciones regionales (.) y (,) 
                Exit Do 
            End If 
             
        Loop 
    End If 
    Close #1 





Attribute VB_Name = "m05_GestionImg" 
Option Explicit 
 
Public PunteroImagen As Long 'Puntero que contará las imagenes descargadas y dara 
nombre a estas 
'---------------------------------------------------------------------------------- 
' 




'Nombre:   cargarImagen 
'Entrada:  nombreimagen (nombre del fichero que se encuentra en la ruta por defecto 
(sin extension) 
'Salida: 
'Función:  Gestiona la carga de la imagen que se mostrará en el GUI.Picture1 
'---------------------------------------------------------------------------------- 
Public Sub cargarImagen(Optional ByVal nombreimagen As String = "0", Optional ByVal 
ruta As String = "0") 
 
'Dim ruta As String 
 
'If (rutaDirecta = "0") Then 'Si no se ha pasado la ruta como argumento 
    'Ruta desde PORTATIL PAU 
    'ruta = "C:\Documents and Settings\Administrator\My Documents\My Pictures\" 
    'Ruta desde LABORATORI FARI 
    'ruta = "C:\Documents and Settings\robcim\Mis documentos\Mis imágenes\" 





'Else 'Si se ha pasado la ruta como argumento 
    'ruta = rutaDirecta 
'End If 
 
    'Si no existe la ruta abrir dialogo 
    If Dir(ruta, vbDirectory) = "" Then 
        'Establecer los filtros de las imagenes 
        GUI.dialogo.Filter = "All Pictures 
Files|*.bmp;*.dib;*.gif;*.jpg;*.wmf;*.emf;*.ico;*.cur" & _ 
              "|Bitmaps (*.bmp;*.dib)|*.bmp;*.dib" & _ 
              "|GIF Images (*.gif)| *.gif" & _ 
              "|JPEG (*.jpg)|*.jpg" & _ 
              "|Metafiles (*.wmf;*.emf)|*.wmf;*.emf" & _ 
              "|Icons (*.ico;*.cur)|*.ico;*.cur" 
        GUI.dialogo.FilterIndex = 4 'Formato por defecto 
        GUI.dialogo.ShowOpen 
        If GUI.dialogo.FileName <> vbNullString Then 
            GUI.Picture1.Picture = LoadPicture(GUI.dialogo.FileName) 
        Else 
            'No hacer nada si se pulsa Cancelar en el dialogo 
        End If 
 
        Exit Sub 
    End If 
    
    'Gestionar errores en el acceso de un archivo 
    On Error GoTo err_handler 
     
    GUI.Picture1.Picture = LoadPicture(ruta & nombreimagen & ".jpg") 
        
Exit Sub 'Saltarse la gestión de errores si no los hay 
'Gestionar errores en el acceso de un archivo 
err_handler: 
    Select Case Err.Number 
           Case 53: MsgBox "Archivo no encontrado" 'Si el archivo no es encontrado 
abrir explorador para encontrarlo manualmente 
         
            'Establecer los filtros de las imagenes 
            GUI.dialogo.Filter = "All Pictures 
Files|*.bmp;*.dib;*.gif;*.jpg;*.wmf;*.emf;*.ico;*.cur" & _ 
                  "|Bitmaps (*.bmp;*.dib)|*.bmp;*.dib" & _ 
                  "|GIF Images (*.gif)| *.gif" & _ 
                  "|JPEG (*.jpg)|*.jpg" & _ 
                  "|Metafiles (*.wmf;*.emf)|*.wmf;*.emf" & _ 
                  "|Icons (*.ico;*.cur)|*.ico;*.cur" 
            GUI.dialogo.FilterIndex = 4 'Formato por defecto 
            GUI.dialogo.ShowOpen 
            If GUI.dialogo.FileName <> vbNullString Then 
                GUI.Picture1.Picture = LoadPicture(GUI.dialogo.FileName) 
            Else 
                'No hacer nada si se pusla Cancelar en el dialogo 
            End If 
           Case 55: MsgBox "Archivo abierto" 
           Case 71: MsgBox "Disco no preparado" 
    End Select 






'Nombre:   cargarImagenWeb 
'Entrada:  nombreimagen (nombre del fichero que se encuentra en la ruta por defecto 
(sin extension) 
'Salida: 
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'Función:  Gestiona la carga de la imagen que se mostrará en el GUI.Picture1 
'---------------------------------------------------------------------------------- 
 
Public Sub cargarImagenWeb() 
 
Dim ruta As String 
Dim destino As String 
Dim nombre As String 
Dim crearCarpetaNueva As Byte 
 
'Mensaje información 
GUI.L_CalibInfo.Caption = "Intentando obtener la imagen de la URL. Por favor 
espere." 
GUI.Enabled = False 'Dejará de responder al usuario 
DoEvents 'Realiza los cambios 
 
'LAB 
ruta = "http://192.168.0.121/record/current.jpg" 
'OTROS 
'ruta = "http://188.20.67.226/record/current.jpg" 
'ruta = "http://83.136.192.185/record/current.jpg" 
'ruta = "http://188.20.67.226/record/current.jpg" 
 
'Incrementar puntero (será el nombre de la imagen) 
PunteroImagen = PunteroImagen + 1 
nombre = PunteroImagen & ".jpg" 
 
'Path donde se guardará la imagen 
destino = App.Path & "\SecuenciaGrabada" 
 
'Comprobar que exista la carpeta de registro de secuencia (Solo la primera 
ejecución,PunteroImagen=1) 
If (PunteroImagen = 1) And (Dir(destino, vbDirectory) = "") Then 
    crearCarpetaNueva = MsgBox("No se encuentra la carpeta de registro de 
secuencia. " & _ 
                                "Se genererá una automáticamente en la ruta por 
defecto" _ 
                                , vbOKCancel + vbInformation, "Error al cargar 
archivo") 
    If crearCarpetaNueva = 1 Then 
        MkDir (destino) 'Si no existe la carpeta crearla 
    Else 
        End 'Salir del programa 
    End If 
End If 
 
If DescargarArchivo(ruta, nombre, destino) Then 'Descargar imagen de la ruta y 
revisar si se ha realizado correctamente 
    GUI.Picture1.Picture = LoadPicture(destino & "\" & nombre) 'Cargar la imagen en 
el pictureBox 
    GUI.L_CalibInfo.Caption = "Imagen descargada correctamente." 
Else 
    GUI.L_CalibInfo.Caption = "No se ha podido descargar la imagen. Revise si puede 
acceder a la imagen desde su navegador y vuelva a intentarlo." 
End If 
 
'Para evitar encadenamientos de operaciones hay que realizarlas antes de volver a 
habilitar el formulario 
DoEvents 'Realiza todas las peticiones del usuario (clicks,movimientos,etc) 











Attribute VB_Name = "m06_FcnMath" 
Option Explicit 
 












'It returns an angle between -pi/2 to pi/2 taking into account the sign of the 
numbers 
Public Function Atan2(Y, X) As Double 
 
    'http://en.wikipedia.org/wiki/Atan2#Definition_and_computation 
     
    If X > 0 Then 
        Atan2 = Atn(Y / X) 
    ElseIf (Y >= 0 And X < 0) Then 
        Atan2 = Atn(Y / X) + pi 
    ElseIf (Y < 0 And X < 0) Then 
        Atan2 = Atn(Y / X) - pi 
    ElseIf (Y > 0 And X = 0) Then 
        Atan2 = pi / 2 
    ElseIf (Y < 0 And X = 0) Then 
        Atan2 = -pi / 2 
    ElseIf (X = 0 And Y = 0) Then 
        'atan2=UNDEFINED 
    End If 
 
'The Atn function takes the ratio of two sides of a right triangle (number) and 
returns 
'the corresponding angle in radians. 







'It returns an angle between 0 and 2pi 
Public Function Atan2D(Y, X) As Double 
      
If X = 0 Then 
    If Y = 0 Then 
    ElseIf Y > 0 Then 
        Atan2D = pi / 2 
    Else 
        Atan2D = (3 * pi / 2) 
    End If 
ElseIf X > 0 Then 
    If Y >= 0 Then 
        Atan2D = Atn(Y / X) 
    Else 
        Atan2D = Atn(Y / X) + 2 * pi 
    End If 
ElseIf X < 0 Then 
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    If Y = 0 Then 
        Atan2D = pi 
    Else 
        Atan2D = Atn(Y / X) + pi 
    End If 
End If 
 
'The Atn function takes the ratio of two sides of a right triangle (number) and 
returns 
'the corresponding angle in radians. 









Public Function RadToDeg(angulo As Double) As Double 
 





'FUNCION Pasar un angulo comprendido entre 0 y pi 
'---------------------------------------------------------------------------------- 
 
Public Function ang0ToPi(angulo As Double) As Double 
    ang0ToPi = angulo 
    Do While ang0ToPi > pi 
        ang0ToPi = ang0ToPi - pi 




'        FUNCION Devolver Proyeccion X de una distancia (Incremento en X) 
'---------------------------------------------------------------------------------- 
Public Function ProX(d As Variant, ang As Double) As Double 




'           FUNCION Devolver Proyeccion Y de una distancia (Incremento en Y) 
'---------------------------------------------------------------------------------- 
Public Function ProY(d As Variant, ang As Double) As Double 








'y = 16 + Int(65.481 * r + 128.553 * g + 24.966 * b) 
'Cb = 128 + Int(-37.797 * r - 74.203 * g + 112 * b) 




















'Nombre:   colorToGrises 
'Entrada:  imagenEntrada (imagen de entrada en color ) 
'Salida:   imagenSalida (imagen de salida en escala de grises) 
'Función:  A partir de la imagen de entrada en color aplica las ponderaciones 0.3, 
0.59 
'          y 0.11 para obtener la imagen en escala de grises 
'---------------------------------------------------------------------------------- 
 
Public Sub colorToGrises(ByVal imagenEntrada As PictureBox, imagenSalida As 
PictureBox) 
 
    'Matriz equivalente imgen RGB 
    Dim mInOut() As Byte 
    'Punteros para recorrer la matriz 
    Dim i As Long, j As Long 
    'Valores RGB y gris 
    Dim r As Byte, g As Byte, b As Byte, gris As Byte 
    'Dimensiones exactas de la imagen y la matriz equivalente 
    Dim iWidth As Long, iHeight As Long, aWidth As Long, aHeight As Long 
     
    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iWidth = GetImageWidth(imagenEntrada) 
    aWidth = iWidth - 1 
    iHeight = GetImageHeight(imagenEntrada) 
    aHeight = iHeight - 1 
       
    'Guarda la imagen de entrada en la matriz. 
    GetImageData imagenEntrada, mInOut() 
     
    'Bucle para obtener la imagen en escala de grises. Pasos de 3 
    'pues cada subconjunto de 3 conforma un único píxel 
    For i = 0 To aWidth 
        For j = 0 To aHeight 
         
            'Obtiene los colores por separado 
            b = mInOut(0, i, j) 
            g = mInOut(1, i, j) 
            r = mInOut(2, i, j) 
             
            'Calculo escala valor escala grises 
            gris = r * 0.213 + g * 0.715 + b * 0.072 
 
            'Almacena por separado cada uno de los colores que al estar 
            'en escala de grises tienen el mismo valor 
            mInOut(0, i, j) = gris 
            mInOut(1, i, j) = gris 
            mInOut(2, i, j) = gris 
             
        Next 
    Next 
     
    'Dibuja la imagen en el picturebox 
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'Nombre:    colorToBN 
'Entrada:   imagenEntrada (imagen de entrada en color) ) 
'           umbral (valor limite con el que se evaluará cada pixel) 
'           RGB (color RGB a destacar) 0=blue 1=green 2=red 
'Salida:    imagenSalida (imagen de salida en BN) 
'Función:   A partir de la imagen a color devuelve la imagen en BN aplicando el 
umbral especificado sobre el color deseado (RGB). Si el valor del pixel tratado es 
menor se devuelve pixel negro, en caso contrario se devuelve blanco 
'---------------------------------------------------------------------------------- 
 
Public Sub colorToBN(ByVal imagenEntrada As PictureBox, ByVal umbral As Byte, BGR 
As Long, imagenSalida As PictureBox) 
         
    'Matriz equivalente imgen RGB 
    Dim mInOut() As Byte 
    'Punteros para recorrer la matriz 
    Dim i As Long, j As Long 
    'Dimensiones exactas de la imagen y la matriz equivalente 
    Dim iWidth As Long, iHeight As Long, aWidth As Long, aHeight As Long 
     
    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iWidth = GetImageWidth(imagenEntrada) 
    aWidth = iWidth - 1 
    iHeight = GetImageHeight(imagenEntrada) 
    aHeight = iHeight - 1 
 
    'Guarda la imagen de entrada en la matriz. 
    GetImageData imagenEntrada, mInOut() 
 
    'Bucle para obtener la imagen en escala de grises 
    For i = 0 To aWidth 
        For j = 0 To aHeight 
         
        'Compara el color determinado con el umbral determinado 
            If mInOut(BGR, i, j) <= umbral Then 
                mInOut(0, i, j) = 0 
                mInOut(1, i, j) = 0 
                mInOut(2, i, j) = 0 
            Else 
                mInOut(0, i, j) = 255 
                mInOut(1, i, j) = 255 
                mInOut(2, i, j) = 255 
            End If 
                        
        Next 
    Next 
     
'Dibuja la imagen resultante 

















'Nombre:    invertirImagenBN 
'Entrada:   imagenEntrada (imagen de entrada BN ) 
'Salida:    imagenSalida (imagen de salida invertida en BN) 
'Función:   A partir de la imagen de entrada en BN obtiene su inversa: los pixeles 
negros pasan a ser blancos y viceversa 
'---------------------------------------------------------------------------------- 
 
Public Sub invertirImagenBN(ByVal imagenEntrada As PictureBox, imagenSalida As 
PictureBox) 
 
    'Matriz equivalente imgen 
    Dim mInOut() As Byte 
    'Punteros para recorrer la matriz 
    Dim i As Long, j As Long 
    'Dimensiones exactas de la imagen y la matriz equivalente 
    Dim iWidth As Long, iHeight As Long, aWidth As Long, aHeight As Long 
     
    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iWidth = GetImageWidth(imagenEntrada) 
    aWidth = iWidth - 1 
    iHeight = GetImageHeight(imagenEntrada) 
    aHeight = iHeight - 1 
       
    
    'Guarda la imagen de entrada en la matriz. 
    GetImageData imagenEntrada, mInOut() 
     
    'Bucle para obtener la imagen invertida 
    For i = 0 To aWidth 
        For j = 0 To aHeight 
            If mInOut(0, i, j) = 255 Then 
                mInOut(0, i, j) = 0 
                mInOut(1, i, j) = 0 
                mInOut(2, i, j) = 0 
            Else 
                mInOut(0, i, j) = 255 
                mInOut(1, i, j) = 255 
                mInOut(2, i, j) = 255 
            End If 
        Next 
    Next 
     
    'Dibuja la imagen resultante 
    SetImageData imagenSalida, iWidth, iHeight, mInOut() 




'Nombre:    pintarBordes 
'Entrada:   imagen (imagen a recortar),superior,inferior,izquierda,derecha 
(distancia de los bordes), 
'           color (color de los bordes) 
'Salida:    imagenSalida (imagen de salida invertida en BN) 
'Función:   A partir de la imagen de entrada en BN obtiene su inversa: los pixeles 
negros 
'           pasan a ser blancos y viceversa 
'---------------------------------------------------------------------------------- 
 
Public Sub pintarBordes(imagen As PictureBox, ByVal izq As Long, ByVal der As Long, 
_ 
                            ByVal sup As Long, ByVal inf As Long, Optional ByVal 
color As Long = vbWhite) 
 
    'Dimensiones exactas de la imagen y la matriz equivalente 
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    Dim iWidth As Long, iHeight As Long, aWidth As Long, aHeight As Long 
     
    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iWidth = GetImageWidth(imagen) 
    aWidth = iWidth - 1 
    iHeight = GetImageHeight(imagen) 
    aHeight = iHeight - 1 
       
    'izquierda 
    imagen.Line (0, 0)-(izq, aHeight), color, BF 'B=Rectangle F=Fill 
   
    'derecha 
    imagen.Line (aWidth, 0)-(aWidth - der, aHeight), color, BF 
       
    'superior 
    imagen.Line (0, 0)-(aWidth, sup), color, BF 
     
    'inferior 
    imagen.Line (0, aHeight)-(aWidth, aHeight - inf), color, BF 
















'Nombre:    erosionar 
'Entrada:   imagen (imagen a tratar), mascara (tamaño de la mascara cuadrada que se 
aplicará) 
'Salida:    imagen (imagen tratada) 
'Función:   Se le aplica la operación de erosion a una imagen dada con la una 
mascara cuadrada 
'           de un tamaño dado 
'----------------------------------------------------------------------------------
Public Sub erosionar(imagen As PictureBox, mascara As Integer, Optional ByVal 
repeticiones As Long = 1, _ 
                    Optional izq As Long = 0, Optional der As Long = 0, Optional 
sup As Long = 0, Optional inf As Long = 0) 
  
    'Numero de repeticiones que se realizará la erosion 
    Dim pasadas As Long 
  
    'Matriz equivalente imgen entrada 
    Dim mIn() As Byte 
    'Matriz equivalente imgen salida 
    Dim mOut()  As Byte 
    'Punteros para recorrer la matriz 
    Dim i As Long, j As Long 
    'Punteros para recorrer la mascara 
    Dim mx As Long, my As Long 
    'Dimensiones exactas de la imagen y la matriz equivalente 
    Dim iWidth As Long, iHeight As Long, aWidth As Long, aHeight As Long 
     





    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iWidth = GetImageWidth(imagen) 
    aWidth = iWidth - 1 
    iHeight = GetImageHeight(imagen) 
    aHeight = iHeight - 1 
    ReDim mOut(0 To 2, aWidth, aHeight) 
     
    Dim temp As Boolean 'Variable auxiliar (temp=1 todos los bits de la mascara a 
1, temp=0 al menos un 0) 
     
    'Coordenadas del centro de la mascara 
    Dim centrox As Integer 
    Dim centroy As Integer 
    centrox = Int(mascara / 2) 
    centroy = Int(mascara / 2) 
     
    'Punteros auxiliares mOut (optimización: no hacer tantas sumas dentro del 
bucle) 
    Dim X As Long, Y As Long 
     
    'Inicializar mOut a blanco 
    'Evita que se creen bordes negros si el fondo es blanco; esto pasa ya que la 
mascara no recorre todos los 
    'pixeles,entonces los bordes de la imagen no quedan modificados por ésta y se 
quedan con su valor por defecto que al estar vacia es 0 (Negro) 
     
    For i = 0 To aWidth 
    For j = 0 To aHeight 
        mOut(0, i, j) = 255 
        mOut(1, i, j) = 255 
        mOut(2, i, j) = 255 
    Next 
    Next 
                  
 For pasadas = 1 To repeticiones 'Veces que se realizará la erosion 
     
    GetImageData imagen, mIn() 
              
    'Recorrer matriz limite izquierda hasta limite derecha - ancho de mascara 
    For i = izq To aWidth - der - mascara  'Recorrer la matriz en x 
        For j = inf To aHeight - sup - mascara 'Recorrer la matriz en y 
            temp = True 'Resetea temp a true 
                For mx = i To i + mascara  'Recorrer la mascara en x 
                    For my = j To j + mascara 'Recorrer la mascara en y 
                        'No contar el cuadro central que será rellenado 
                        If Not (mx = centrox And my = centroy) Then 
                            temp = temp And Not mIn(0, mx, my) 'Comprueba si todos 
los pixeles son negros 
                        End If 
                          
                        If (Not temp) Then 'Si hay un pixel que no está a true no 
comprueba los otros 
                            Exit For 
                        End If 
                    Next 
                     
                    If (Not temp) Then 'Si hay un pixel que no está a true no 
comprueba los otros 
                        Exit For 
                    End If 
                Next 
     
                'Punteros auxiliares que señalan el centro de la mascara 
                X = i + centrox 
                Y = j + centroy 
Pau Villegas Tres 
 
- 197 - 
 
                                         
                If (temp) Then 'Si todo el entorno es negro -> pinta pixel negro 
                     mOut(0, X, Y) = 0 
                     mOut(1, X, Y) = 0 
                     mOut(2, X, Y) = 0 
                Else 'Si hay un pixel blanco en el entorno -> pinta pixel blanco 
                     mOut(0, X, Y) = 255 
                     mOut(1, X, Y) = 255 
                     mOut(2, X, Y) = 255 
                End If 
                DoEvents 
        Next 
        DoEvents 
    Next 
 
    SetImageData imagen, iWidth, iHeight, mOut() 
     
    'Evita que se creen bordes negros si el fondo es blanco; esto pasa ya que la 
mascara no recorre todos los 
    'pixeles,entonces los bordes de la imagen no quedan modificados por ésta y se 
quedan con su valor por defecto 
    'que al estar vacia es 0 (Negro) 
     
    'If (mIn(0, 0, 0)) = 255 Then 
     '   Call pintarBordes(imagen, repeticiones, repeticiones, repeticiones, 
repeticiones, vbWhite) 
    'End If 






'Nombre:    dilatar 
'Entrada:   imagen (imagen a tratar), mascara (tamaño de la mascara cuadrada que se 
aplicará) 
'Salida:    imagen (imagen tratada) 
'Función:   Se le aplica la operación de dilatación a una imagen dada con la una 
mascara cuadrada 
'           de un tamaño dado 
'---------------------------------------------------------------------------------- 
Public Sub dilatar(imagen As PictureBox, mascara As Integer, Optional ByVal 
repeticiones As Long = 1, _ 
                    Optional izq As Long = 0, Optional der As Long = 0, Optional 
sup As Long = 0, Optional inf As Long = 0) 
    
 'Numero de repeticiones que se realizará la dilatación 
 Dim pasadas As Long 
     
    'Matriz equivalente imgen entrada 
    Dim mIn() As Byte 
    'Matriz equivalente imgen salida 
    Dim mOut()  As Byte 
    'Punteros para recorrer la matriz 
    Dim i As Long, j As Long 
    'Punteros para recorrer la mascara 
    Dim mx As Long, my As Long 
    'Dimensiones exactas de la imagen y la matriz equivalente 
    Dim iWidth As Long, iHeight As Long, aWidth As Long, aHeight As Long 
     
    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iWidth = GetImageWidth(imagen) 
    aWidth = iWidth - 1 
    iHeight = GetImageHeight(imagen) 
    aHeight = iHeight - 1 





    ReDim mOut(0 To 2, aWidth, aHeight) 
 
    Dim temp As Boolean 'Variable auxiliar (temp=1 todos los bits de la mascara a 
1, temp=0 al menos un 0) 
     
    'Coordenadas del centro de la mascara (Elemento estructurante) 
    Dim centrox As Integer 
    Dim centroy As Integer 
    centrox = Int(mascara / 2) 
    centroy = Int(mascara / 2) 
     
    'Punteros auxiliares mOut (optimización: no hacer tantas sumas dentro del 
bucle) 
    Dim X As Long, Y As Long 
     
     
    'Inicializar mOut a blanco 
    'Evita que se creen bordes negros si el fondo es blanco; esto pasa ya que la 
mascara no recorre todos los 
    'pixeles,entonces los bordes de la imagen no quedan modificados por ésta y se 
quedan con su valor por defecto 
    'que al estar vacia es 0 (Negro) 
     
    For i = 0 To aWidth 
    For j = 0 To aHeight 
        mOut(0, i, j) = 255 
        mOut(1, i, j) = 255 
        mOut(2, i, j) = 255 
    Next 
    Next 
 
                         
For pasadas = 1 To repeticiones 'Veces que se realizará la dilatación 
 
    GetImageData imagen, mIn() 
     
    'Recorrer matriz limite izquierda hasta limite derecha - ancho de mascara 
    For i = izq To aWidth - der - mascara  'Recorrer la matriz en x 
        For j = inf To aHeight - sup - mascara 'Recorrer la matriz en y 
            temp = True 'Resetea temp a true 
                For mx = i To i + mascara  'Recorrer la mascara en x 
                    For my = j To j + mascara 'Recorirer la mascara en y 
                        'No contar el cuadro central que será rellenado 
                        If Not (mx = centrox And my = centroy) Then 
                            temp = temp And mIn(0, mx, my) 'Comprueba si todos los 
pixeles son blancos 
                        End If 
                          
                        If (Not temp) Then 'Si hay un pixel que no está a true no 
comprueba los otros 
                            Exit For 
                        End If 
                    Next 
                     
                    If (Not temp) Then 'Si hay un pixel que no está a true no 
comprueba los otros 
                        Exit For 
                    End If 
                Next 
 
                'Punteros auxiliares que señalan el centro de la mascara 
                X = i + centrox 
                Y = j + centroy 
 
                If (temp) Then 'Si todo el entorno es blanco->pinta pixel blanco 
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                     mOut(0, X, Y) = 255 
                     mOut(1, X, Y) = 255 
                     mOut(2, X, Y) = 255 
                Else 'Si hay un pixel negro en el entorno-> pinta pixel negro 
                     mOut(0, X, Y) = 0 
                     mOut(1, X, Y) = 0 
                     mOut(2, X, Y) = 0 
                End If 
                DoEvents 
        Next 
        DoEvents 
    Next 
 
    SetImageData imagen, iWidth, iHeight, mOut() 
     
    'Evita que se creen bordes negros si el fondo es blanco; esto pasa ya que la 
mascara no recorre todos los 
    'pixeles,entonces los bordes de la imagen no quedan modificados por ésta y se 
quedan con su valor por defecto 
    'que al estar vacia es 0 (Negro) 
     
    'If (mIn(0, 0, 0)) = 255 Then 
    '    Call pintarBordes(imagen, repeticiones, repeticiones, repeticiones, 
repeticiones, vbWhite) 
    'End If 





'Nombre:    bordear 
'Entrada:   imagen 
'Salida:    imagen 
'Función:   Se le aplica la operación de dilatación a una imagen dada y se compara 
con la original con el objetivo de obtener los bordes 
'---------------------------------------------------------------------------------- 
Public Sub bordear(imagen As PictureBox) 
     
    'Matriz equivalente a la imagen binarizada 
    Dim mBN() As Byte 
    'Matriz equivalente a la imagen dilatada 
    Dim mDilatada()  As Byte 
    'Matriz equivalente imgen salida 
    Dim mOut()  As Byte 
    'Punteros para recorrer la matriz 
    Dim i As Long, j As Long 
    'Dimensiones exactas de la imagen y la matriz equivalente 
    Dim iWidth As Long, iHeight As Long, aWidth As Long, aHeight As Long 
     
    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iWidth = GetImageWidth(imagen) 
    aWidth = iWidth - 1 
    iHeight = GetImageHeight(imagen) 
    aHeight = iHeight - 1 
    ReDim mOut(0 To 2, aWidth, aHeight) 
     
    'Guarda la imagen de entrada en la matriz. 
    GetImageData imagen, mBN() 
       
    Call dilatar(imagen, 3) 
     
    GetImageData imagen, mDilatada() 
     
    'Recorrer matriz limite izquierda hasta limite derecha - ancho de mascara 
    For i = 0 To aWidth 'Recorrer la matriz en x 





        For j = 0 To aHeight 'Recorrer la matriz en y 
            mOut(0, i, j) = (mBN(0, i, j) And Not mDilatada(0, i, j)) 
            mOut(1, i, j) = mOut(0, i, j) 
            mOut(2, i, j) = mOut(0, i, j) 
            DoEvents 
        Next 
        DoEvents 
    Next 
     









'                        DECLARACIÓN DE VARIABLES GLOBALES 
'---------------------------------------------------------------------------------- 
 
'Rectas eje minima inercia y su perpendicular 
Public rectA() As puntoPrecision 
Public rectB() As puntoPrecision 
Public rectAperp() As puntoPrecision 
Public rectBperp() As puntoPrecision 
 
'Numero de regiones detectadas (fichas o pips segun el caso) 
Public nRegiones As Long 
'Array donde se guardaran los centroides de las regiones 
Public centroide() As punto 
'Matriz que representará la imagen original (copia de respaldo) 
Public mBackUp() As Byte 
'Contador de pips de cada mitad de ficha (Escenario A) 
Public anumA As Long                    'Numero izquierda ficha 
Public anumB As Long                    'Numero derecha ficha 
 
'Contador de pips de cada mitad de ficha (Escenario C) 
Public numA As Long                    'Numero izquierda ficha 
Public numB As Long                    'Numero derecha ficha 
 
'Area preCalibrada de la region que se tratará 
Public areaRegion As Long 
 
'Matriz donde se guardaran las etiquetas (identificativo de una region para cada 
pixel) 
Public etiquetas() As Long 
'Matriz donde se guardará la región de la ultima detección 
Public fichasAeliminar() As Long 
'Area de las regiones 
Public area() As Long 
'Array de angulos eje de minima inercia 
Public theta() As Double 
'Coeficientes de la recta de minima inercia 
Public a() As Double 
Public b() As Double 
Public C() As Double 
'Variable que indica si se ha ejecutado la función etiquetar 
Public etiquetarEjecutado As Boolean 
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'Factor de seguridad en la detección del area 
Dim fs As Long 
 
'Inicializar 
Dim i As Long, j As Long            'Punteros para recorrer la matriz 
Dim mx As Long, my As Long          'Punteros para recorrer la mascara 
Dim mInOut()  As Byte                   'Matriz de entrada/salida 
Dim iWidth As Long, iHeight As Long     'Dimensiones exactas de la imagen 
Dim aWidth As Long, aHeight As Long     'Dimensiones exactas de la matriz 
equivalente 
 
Dim izq As Long     'Bounds de actuacion 
Dim der As Long 
Dim sup As Long 
Dim inf As Long 
 
Dim InicializacionEjecutada As Boolean 'Indica si se ha ejecutado Incialización 
anteriormente 
 
      
'---------------------------------------------------------------------------------- 
'    FUNCION IDENTIFICAR: INTERFICIE DE ESTE MODULO CON EL RESTO DEL PROYECTO 
'---------------------------------------------------------------------------------- 
 
Public Sub identificar(izquierda As Long, derecha As Long, superior As Long, 
inferior As Long,areaRegionCal As Long, factorSeguridad As Long, escenario As 
String) 
                                                 
'Pasar parametros a las variables locales del modulo 
izq = izquierda 
der = derecha 
sup = superior 
inf = inferior 
areaRegion = areaRegionCal 
fs = factorSeguridad 
 
'Ejecución secuencial del las subrutinas que forman la subrutina identificar 
Call Inicializar 
Select Case escenario 
Case "A"  'Lectura de la pieza que le enseña el robot (posición fija) 
    If Etiquetar() Then 'Si la fucnión Etiquetar() funciona correctamente Then ... 
        Call Centroides 
        Call LocPipBasic 
    Else 
        GUI.L_CalibInfo.Caption = "ATENCIÓN: No se ha detectado ningun pip. Vuelva 
a calibrar e intentelo de nuevo." 
    End If 
Case "B"  'Lectura piezas boca abajo inicio del juego 
    If Etiquetar() Then 
        Call Centroides 
        Call EjeMinInercia 
    Else 
        GUI.L_CalibInfo.Caption = "ATENCIÓN: No se ha detectado ninguna ficha. 
Vuelva a calibrar e intentelo de nuevo." 
    End If 
Case "C" 'Lectura piezas boca arriba 
    If etiquetarEjecutado Then 
        Call EliminarFichas 





    End If 
    If Etiquetar() Then 
        etiquetarEjecutado = True 
        Call ActualizarFichasAeliminar 
        Call Centroides 
        Call EjeMinInercia 
    Else 
        GUI.L_CalibInfo.Caption = "ATENCIÓN: No se ha detectado ninguna ficha. 
Vuelva a calibrar e intentelo de nuevo." 
    End If 
 
Case "C2" 'Lectura de una pieza boca arriba en juego (Requiere C) 
    'Guardar datos de la ficha 
    iFicha = iFicha + 1 
    ReDim Preserve cadenaFichas(iFicha) 
    cadenaFichas(iFicha).cent = centroide(1) 
    cadenaFichas(iFicha).ang = theta(1) 
 
    If Etiquetar() Then 
        Call Centroides 
        Call LocPipAvanzado45 
         
        'Cadena Secuencial 
        cadenaFichas(iFicha).numA = numA 
        cadenaFichas(iFicha).numB = numB 
 
    Else 
        GUI.L_CalibInfo.Caption = "ATENCIÓN: No se ha detectado ningun pip. Vuelva 
a calibrar e intentelo de nuevo." 
    End If 






'                                       INICIALIZACIÓN 
'---------------------------------------------------------------------------------- 
Private Sub Inicializar() 
     
    'Resetear variables globales 
    nRegiones = 0 
    numA = 0 
    numB = 0 
    anumA = 0 
    anumB = 0 
     
    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iWidth = GetImageWidth(GUI.Picture1) 
    aWidth = iWidth - 1 
    iHeight = GetImageHeight(GUI.Picture1) 
    aHeight = iHeight - 1 
           
    'Instrucciones que solo se realizarán una vez 
    If Not InicializacionEjecutada Then 'Si no se ha ejecutado la inicializacion 
        ReDim fichasAeliminar(aWidth, aHeight)    'Mismo tamaño que mInOut 
        InicializacionEjecutada = True 
    End If 
           
    GetImageData GUI.Picture1, mInOut() 
         
    GUI.B_ResetEscC.Visible = True 
 
     
End Sub 
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'Guardar las areas de las fichas que han salido para eliminarlas posteriormente 
Private Sub ActualizarFichasAeliminar() 
 
For i = izq To aWidth - der 
    For j = inf To aHeight - sup 
            fichasAeliminar(i, j) = fichasAeliminar(i, j) + etiquetas(i, j) 
            'Test seccion 
           'GUI.Picture1.DrawWidth = 1 
            'GUI.Picture1.PSet (i, 479 - j), Not fichasAeliminar(i, j) 





'Eliminar de la matriz que representa la nueva imagen la ficha anterior 
Private Sub EliminarFichas() 
 
For i = izq To aWidth - der 
    For j = inf To aHeight - sup 
        If fichasAeliminar(i, j) <> 0 Then 
            mInOut(0, i, j) = 255 'Poner el pixel que estaba negro a blanco (ficha) 
            mInOut(1, i, j) = 255 
            mInOut(2, i, j) = 255 
            mBackUp(0, i, j) = 0  'Poner el pixel que estaba blanco a negro (pip) 
            mBackUp(1, i, j) = 0 
            mBackUp(2, i, j) = 0 
            'Test seccion 
'            GUI.Picture1.DrawWidth = 1 
'            GUI.Picture1.PSet (i, 479 - j), vbBlue 
        End If 
    Next 
Next 
 
SetImageData GUI.Picture1, iWidth, iHeight, mInOut() 
End Sub 
 
'Etiquetar pixeles segun su pertencia a una region 
Private Function Etiquetar() As Boolean 
 
    ReDim etiquetas(aWidth, aHeight)    'Mismo tamaño que mInOut 
     
    'FASE1 
    Dim netiq As Long                   'Contador etiquetas 
    ReDim area(aWidth * aHeight)        'ESTIMACION,VALOR MAXIMO 
     
    Dim pila() As punto                 'Pila de datos FIFO 
    ReDim pila(aWidth * aHeight)        'ESTIMACIÓN, VALOR MAXIMO 
    Dim p As Long                       'Puntero de pila 
    Dim aux As punto                    'Auxiliar de pila 
     
    'FASE2 
    Dim etiqSupr() As Boolean           'Cumple o no cumple con area criterion 
    Dim nSupr() As Long                 'Etiquetas a suprimir 
    Dim n As Long                       'Puntero de nSupr 
     
    'FASE3 
    Dim HayCeros As Boolean             'Avisador de que hay ceros en el vector 
area() 
     
    'FASE4 
    Dim contSupr As Long                'Contador de compensación de etiquetas 
(cuanto debo restarle a la etiqueta) 
 
     





'FASE1: Numerar todos los bits negros : Algoritmo recursivo de etiquetado 
For i = izq To aWidth - der 
    For j = inf To aHeight - sup 
        If mInOut(0, i, j) = 0 Then                 'Numerar pixeles negros 
            netiq = netiq + 1                       'Nueva etiqueta 
            area(netiq) = 0                         'Inicializa area objeto 
            p = p + 1                               'Incrementa puntero de pila 
            pila(p).X = i                           'Guarda coordenadas en la pila 
            pila(p).Y = j 
            mInOut(0, i, j) = 255                   'Desactiva el pixel 
                             
            Do While p > 0                  'Mientras hayan coordenadas en la pila 
                aux = pila(p)               'Extraer coordenada de la pila 
                p = p - 1                   'Descontar coordenada de la pila 
                                 
                etiquetas(aux.X, aux.Y) = netiq     'Guarda id. en la matriz de 
etiquetas 
 
''               'Testear area detectada 
'               'If (netiq = 1) Then 
'                    GUI.Picture1.DrawWidth = 1 
'                    GUI.Picture1.PSet (aux.X, 479 - aux.Y), vbBlue 
'               'End If 
                 
                area(netiq) = area(netiq) + 1           'Cuenta pixeles asignados a 
la etiqueta netiq 
                 
                If mInOut(0, aux.X, aux.Y - 1) = 0 Then 'Vecindad abajo 
                    p = p + 1 
                    pila(p).X = aux.X 
                    pila(p).Y = aux.Y - 1 
                    mInOut(0, aux.X, aux.Y - 1) = 255 
                End If 
                If mInOut(0, aux.X, aux.Y + 1) = 0 Then 'Vecindad arriba 
                    p = p + 1 
                    pila(p).X = aux.X 
                    pila(p).Y = aux.Y + 1 
                    mInOut(0, aux.X, aux.Y + 1) = 255 
                End If 
                If mInOut(0, aux.X - 1, aux.Y) = 0 Then 'Vecindad izquierda 
                    p = p + 1 
                    pila(p).X = aux.X - 1 
                    pila(p).Y = aux.Y 
                    mInOut(0, aux.X - 1, aux.Y) = 255 
                End If 
                If mInOut(0, aux.X + 1, aux.Y) = 0 Then 'Vecindad derecha 
                    p = p + 1 
                    pila(p).X = aux.X + 1 
                    pila(p).Y = aux.Y 
                    mInOut(0, aux.X + 1, aux.Y) = 255 
                End If 
                'DoEvents 
            Loop 
        End If 
        'DoEvents 
    Next 
    'DoEvents 
Next 
     
'FASE2: Revisar el etiquetado segun Area criterion (las etiquetas que no lo cumplan 
se eliminarán) 
    ReDim etiqSupr(netiq)           'Indicador de si la etiqueta se eliminara o no 
    ReDim nSupr(netiq)              'Numero de las etiquetas a eliminar 
 
For i = 1 To netiq                  'Si el area está dentro un % del area calibrada 
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    If (CDbl(area(i)) > areaRegion * (1 - fs / 100) And CDbl(area(i)) < areaRegion 
* (1 + fs / 100)) Then 
        nRegiones = nRegiones + 1   'Contador de regiones 
        etiqSupr(i) = False         'Indica que la etiqueta i no se eliminará 
    Else 
        area(i) = 0 
        etiqSupr(i) = True          'Indica que la etiqueta i se eliminará 
        n = n + 1 
        nSupr(n) = i                'Guardar netiq de la etiqueta a eliminar 
    End If 
     
Next 
 
'FASE3: Corregir vector area 
'Reorganizar areas para no dejar huecos en el vector: si es area(i) no cumple con 
'el area criterion copiar el valor de la derecha en area(i) y poner a cero el valor 
'de la derecha(en la siguiente iteración dicho valor no cumplira el area criterion 
'y volverá a hacer lo mismo consiguiendo ordenar el vector 
 
HayCeros = True 
Do While (HayCeros)                 'Mientras hayan ceros en el vector area 
    HayCeros = False                'suponemos que no hay ceros, si no se modifica 
el valor se podrá salir del while 
    For i = 1 To netiq              'Reorganizar vector area 
        If (area(i) = 0) Then       'Si hay un 0 mueves el valor de i+1 hasta i 
            area(i) = area(i + 1) 
            area(i + 1) = 0 
        End If 
        If i <= nRegiones Then        'Comprobar que todas las regiones detectadas 
tengan area diferente a 0 
            If (area(i) = 0) Then   'Esto nos permitirá salir del bucle cuando las 
primeras nRegiones del 
                HayCeros = True     'vector area sean diferente a cero 
            End If 
        End If 
    Next 
    'DoEvents 
Loop 
 
'REVISAR RESULTADO OPERACION 
If nRegiones = 0 Then 'Operación fallida (no se ha detectado ninguna región valida 
    Etiquetar = False 
    Exit Function 
End If 
 
ReDim Preserve nSupr(netiq - nRegiones) 'Nº de etiquetas a eliminar=numero 
etiquetas totales-numero de regiones 
 
 
'FASE4:Eliminar regiones que no cumplen con el area criterion (y resaltar regiones 
con colores) 
 
For i = izq To aWidth - der 
    For j = inf To aHeight - sup 
        If (etiquetas(i, j) = 0) Then 
            'GUI.Picture1.PSet (i, aHeight - j), vbWhite 'negro 'Pintar de negro 
(fondo) 
        Else 
            If etiqSupr(etiquetas(i, j)) = True Then 'Mirar si se tiene que 
eliminar la etiqueta de ese pixel 
                'GUI.Picture1.PSet (i, aHeight - j), vbWhite 'Pintar de negro 
(fondo) 
                etiquetas(i, j) = 0                   'Desactiva pixel 
            Else 
                contSupr = 0                          'Resetear contador 





                For n = 1 To netiq - nRegiones 
                    If etiquetas(i, j) > nSupr(n) Then 
                        contSupr = contSupr + 1        'Contar cuanto debo reducir 
la etiqueta(i,j) 
                    Else 
                        Exit For 'el valor de nSupr está en orden ascendente (si no 
se cumple el if se puede parar) 
                    End If 
                Next 
                    etiquetas(i, j) = etiquetas(i, j) - contSupr 'Reducir el numero 
de la etiqueta segun etiquetas eliminadas 
                     
                'Label1.Caption = etiquetas(i, j) 
            End If 
        End If 
    Next 
    DoEvents 
Next 
                                       
GUI.L_CalibInfo.Caption = "Objetos identificados: " & nRegiones 
'SetImageData GUI.Picture1, iWidth, iHeight, etiquetas() 
 
'Devolver resultado si ha llegado hasta aqui 








'Sumar coordenadas x,y de los pixeles 
For i = izq To aWidth - der           'Recorremos la matriz a lo ancho 
    For j = inf To aHeight - sup      'Recorremos la matriz a lo alto 
        If etiquetas(i, j) <> 0 Then 
            centroide(etiquetas(i, j)).X = centroide(etiquetas(i, j)).X + i 'Sumar 
coordenadas x de cada region 
            centroide(etiquetas(i, j)).Y = centroide(etiquetas(i, j)).Y + j 'Sumar 
coordenadas y de cada region 
        End If 
    Next 
Next 
GUI.ListResultados.AddItem ("Coordenadas de los centroides:") 
GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
 
GUI.Picture1.DrawWidth = 3 
'Dividir suma de coordenadas entre el area de la ficha 
For i = 1 To nRegiones 
    centroide(i).X = centroide(i).X / area(i) 
    centroide(i).Y = centroide(i).Y / area(i) 
    GUI.ListResultados.AddItem ("Región " & i & ": " & centroide(i).X & " | " & 
centroide(i).Y) 
    GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
     
    GUI.Picture1.PSet (centroide(i).X, aHeight - centroide(i).Y), vbRed 'Para 
apreciar los cambios en el color: i * 100 
Next 
GUI.Picture1.DrawWidth = 1 
     
End Sub 
     
Private Sub LocPipBasic() 'Localizar pips usando los bounds de actuación (Escenario 
A) 
 
For i = 1 To nRegiones 
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    If centroide(i).X < (aWidth - der + izq) / 2 Then 'izquierda del centroide 
            anumA = anumA + 1 
    Else 'derecha del centroide 
            anumB = anumB + 1 
    End If 
Next 
     
GUI.ListResultados.AddItem "La ficha es la " & anumA & " | " & anumB 
GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
 
End Sub 
'Localizar pips usando contorno y eje minima inercia con unos ejes nuevos (45º) 
Private Sub LocPipAvanzado45() 
'(ATENCIÓN AL CRITERIO DE SIGNOS) 
 
Dim distCentPip As Long 'Distancia entre centroide de la ficha y centroide del pip 
GUI.Picture1.DrawWidth = 6 
For i = 1 To nRegiones 'nRegiones se refiere a los pips 
 
distCentPip = Math.Sqr((centroide(i).X - cadenaFichas(iFicha).cent.X) ^ 2 _ 
            + (centroide(i).Y - cadenaFichas(iFicha).cent.Y) ^ 2) 
 
'No contar el centroide que detecta (o puede detectar) de la linia que hay en medio 
de la ficha: 
'Lo evitamos forzando que los centroides de los pips estén alejados del centroide 
de la ficha 
    If distCentPip > diamPip Then 
        If (theta(1) > pi / 4 And theta(1) <= 3 * pi / 4) Then 'angulo entre 45 y 
135 
            If a(1) * centroide(i).X + b(1) * centroide(i).Y + C(1) <= 0 Then 
'Ax+By+C<0 
                numA = numA + 1 
            Else 'Ax+By+C>0 
                numB = numB + 1 
            End If 
     
        Else 
            If theta(1) < pi / 2 Then 
                If a(1) * centroide(i).X + b(1) * centroide(i).Y + C(1) <= 0 Then 
'Ax+By+C<0 
                    numA = numA + 1 
                Else 'Ax+By+C>0 
                    numB = numB + 1 
                End If 
            Else 
                If a(1) * centroide(i).X + b(1) * centroide(i).Y + C(1) <= 0 Then 
'Ax+By+C<0 
                    numB = numB + 1 
                Else 'Ax+By+C>0 
                    numA = numA + 1 
                End If 
            End If 
        End If 
    Else 'Borrar centroide (solo visualmente) 
        GUI.Picture1.PSet (centroide(i).X, aHeight - centroide(i).Y), vbWhite 
    End If 
     
Next 
GUI.Picture1.DrawWidth = 1 
GUI.ListResultados.AddItem "La ficha es la " & numA & " | " & numB 
GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
 
End Sub 
     





Private Sub EjeMinInercia() 
 
     
Dim Ixx() As Long                   'Momentos para calcular ejes de minima inercia 
Dim Ixy() As Long 






     












'Calcular momentos de segundo orden 
For i = izq To aWidth - der 
    For j = inf To aHeight - sup 
        If etiquetas(i, j) <> 0 Then 
            Ixx(etiquetas(i, j)) = Ixx(etiquetas(i, j)) + (i - 
centroide(etiquetas(i, j)).X) ^ 2 
            Iyy(etiquetas(i, j)) = Iyy(etiquetas(i, j)) + (j - 
centroide(etiquetas(i, j)).Y) ^ 2 
            Ixy(etiquetas(i, j)) = Ixy(etiquetas(i, j)) + (j - 
centroide(etiquetas(i, j)).Y) * (i - centroide(etiquetas(i, j)).X) 
        End If 
    Next 
Next 
     
'Calcular angulos eje de minima inercia, los coeficientes de la recta, la recta 
principal y su perpendicular 
GUI.ListResultados.AddItem ("Angulo del eje de minima inercia:") 
GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
 
For i = 1 To nRegiones 
 
    theta(i) = 0.5 * Atan2D(Ixy(i) * 2, (Ixx(i) - Iyy(i))) 
     
    GUI.ListResultados.AddItem "Región " & i & ": " & RadToDeg(theta(i)) 'Mostrar 
los angulos en grados sexagesimales 
    GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
     
    'Ax+By+C=0 
    'y=(-C-Ax)/B 
    a(i) = Cos(theta(i)) 
    b(i) = Sin(theta(i)) 
    C(i) = -a(i) * centroide(i).X - b(i) * centroide(i).Y 
 
     
    rectA(i).X = centroide(i).X - 500 
    rectB(i).X = centroide(i).X + 500 
    If b(i) <> 0 Then 
        rectA(i).Y = (-C(i) - a(i) * rectA(i).X) / b(i) 
        rectB(i).Y = (-C(i) - a(i) * rectB(i).X) / b(i) 
    Else 
        rectA(i).Y = 1000 'Moderadamente superior al ancho de imagen (representa 
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infinito) 
        rectB(i).Y = 1000 
    End If 
         
    'Ay+Bx+K=0 (perpendicular que pase por el centroide) pg 11b 
    'y=( B(x-xg)+A*yg ) / A 
     
    rectAperp(i).X = centroide(i).X - 500 
    rectBperp(i).X = centroide(i).X + 500 
    If a(i) <> 0 Then 
        rectAperp(i).Y = (b(i) * (rectAperp(i).X - centroide(i).X) + a(i) * 
centroide(i).Y) / a(i) 
        rectBperp(i).Y = (b(i) * (rectBperp(i).X - centroide(i).X) + a(i) * 
centroide(i).Y) / a(i) 
    Else 
        rectAperp(i).Y = 1000 
        rectBperp(i).Y = 1000 
    End If 











'                                 DECLARACIÓN DE VARIABLES GLOBALES 
'---------------------------------------------------------------------------------- 
 
'Ruta de los archivos .txt de calibraciones 
Public rutaCalibraciones As String 
Public calibEscA As String 
Public calibEscB As String 
Public calibEscC As String 
Public calibSistRefJ As String 
Public calibSistRefF As String 
 
'Estado de los archivos revisados 
Public calibOK_A As Boolean 
Public calibOK_B As Boolean 
Public calibOK_C As Boolean 
Public calibOK_refJ As Boolean 
Public calibOK_refF As Boolean 
 
'EscenarioA 
Public umbral_A As Long 
Public canalBGR_A As Long 
Public areaPip_A As Long 
Public izq_A As Long 
Public der_A As Long 
Public sup_A As Long 
Public inf_A As Long 
 
'EscenarioB 
Public umbral_B As Long 
Public canalBGR_B As Long 
Public areaFicha_B As Long 
Public izq_B As Long 
Public der_B As Long 





Public sup_B As Long 
Public inf_B As Long 
 
'EscenarioC 
Public umbral_C As Long 
Public canalBGR_C As Long 
Public areaPip_C As Long 
Public diamPip As Long 
Public anchoFicha As Long 
Public altoFicha As Long 
Public areaFicha_C As Long 
Public izq_C As Long 
Public der_C As Long 
Public sup_C As Long 
Public inf_C As Long 
 
'Sistema de referencia mesaJuego 
Public escalaJ As Double 
Public thetaDifJ As Double 
Public tImgToMesaJ As punto 
Public tRobotToMesaJ As puntoPrecision 
Public MargenJuegoIzquierdaPX As Long 
Public MargenJuegoDerechaPX As Long 
Public centroMesaJuego As puntoPrecision 
 
'Sistema de referencia mesaFichas 
Public escalaF As Double 
Public thetaDifF As Double 
Public tImgToMesaF As punto 
Public tRobotToMesaF As puntoPrecision 
 
'Variables de control 









'Nombre:    calibrarUmbralBin 
'Entrada: 
'Salida: 
'Función:   A partir de las coordenadas del ratón al dibujar una recta obtiene el 
color del canal predominante 
'           de la area dibujada y su intensidad media, el umbral será el valor de 
ese color predominante 
            'modificado por un margen de seguridad 
'---------------------------------------------------------------------------------- 
Public Sub CalibrarUmbralBin(Index As Integer) 
 
    'Matriz equivalente imgen entrada 
    Dim mIn() As Byte 
     
    'Punteros para recorrer la matriz 
    Dim i As Long, j As Long 
    'Valores RGB de cada pixel 
    Dim r As Long, g As Long, b As Long 
    'Valores RGB medios del area seleccionada 
    Dim rMed As Long, gMed As Long, bMed As Long, n As Long 
    'Intensidad máxima del pixel 
    Dim max As Long 
    'Umbral de binarización 
    Dim umbral As Long 
Pau Villegas Tres 
 
- 211 - 
 
    'Canal BGR de binarización 
    Dim canalBGR As Long 
    'Nivel de gris equivalente en ese pixel 
    Dim gris As Long 
    'Dimensiones exactas de la imagen y la matriz equivalente 
    Dim iHeight As Long, aHeight As Long 
    'Puntos de calibracion 
    Dim pCal1 As punto 
    Dim pCal2 As punto 
     
    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iHeight = GetImageHeight(GUI.Picture1) 
    aHeight = iHeight - 1 
 
    GetImageData GUI.Picture1, mIn() 
           
           
    'Definir puntos (hacer que sea indiferente como se obtengan los puntos) 
    If p1.X < p2.X Then 
        pCal1.X = p1.X 
        pCal2.X = p2.X 
    Else 
        pCal1.X = p2.X 
        pCal2.X = p1.X 
    End If 
 
    If p1.Y < p2.Y Then 
        pCal1.Y = p1.Y 
        pCal2.Y = p2.Y 
    Else 
        pCal1.Y = p2.Y 
        pCal2.Y = p1.Y 
    End If 
           
    
   'Media de los colores del area seleccionada 
   For i = pCal1.X To pCal2.X 
        For j = pCal1.Y To pCal2.Y 
            rMed = rMed + mIn(2, i, aHeight - j) 'Se usa aHeight porque j son 
coordenadas imagen 
            gMed = gMed + mIn(1, i, aHeight - j) 
            bMed = bMed + mIn(0, i, aHeight - j) 
            n = n + 1 
        Next 
    Next 
 
  If n <> 0 Then 
    r = rMed / n 
    g = gMed / n 
    b = bMed / n 
  End If 
 
    'Binarización según el canal predominante del area seleccionada 
    If (r >= g) And (r >= b) Then 
        max = r 
        canalBGR = 2 
    ElseIf (g >= r) And (g >= b) Then 
        max = g 
        canalBGR = 1 
    ElseIf (b >= r) And (b >= g) Then 
        max = b 
        canalBGR = 0 
    End If 
     
    gris = r * 0.213 + g * 0.715 + b * 0.072 





     
    umbral = Int(max * (1 - 0.1)) 'Aplicarle un margen de seguridad del 10% 
     
    'GUI.L_CalibInfo.Caption = "Calibración con exito: " & canal & "(" & max & ")" 
    GUI.L_CalibInfo.Caption = "Calibración del umbral de binarización con exito." 
    GUI.ListResultados.AddItem "R:" & r & " G:" & g & " B:" & b & " Gris: " & gris 
& " Max:" & max & " (BGR: " & canalBGR & ")" 
    GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
     
    'Discernir entre que boton de la array ha sido pulsado 
    Select Case Index 
    Case 0 'Escenario A 
        umbral_A = umbral 
        Call SaveTxt(umbral, 1, calibEscA, "umbral_A") 
        canalBGR_A = canalBGR 
        Call SaveTxt(canalBGR, 2, calibEscA, "canalBGR_A") 
    Case 1 'Escenario B 
        umbral_B = umbral 
        Call SaveTxt(umbral, 1, calibEscB, "umbral_B") 
        canalBGR_B = canalBGR 
        Call SaveTxt(canalBGR, 2, calibEscB, "canalBGR_B") 
    Case 2 'Escenario C 
        umbral_C = umbral 
        Call SaveTxt(umbral, 1, calibEscC, "umbral_C") 
        canalBGR_C = canalBGR 
        Call SaveTxt(canalBGR, 2, calibEscC, "canalBGR_C") 
    End Select 





'EVENTO BOTON CALIBRAR (TAMAÑO LADO PIPS) 
'---------------------------------------------------------------------------------- 
Public Sub CalibrarPip(Index As Integer) 
    Dim areaPip As Long 
    diamPip = Math.Sqr((p2.X - p1.X) ^ 2 + (p2.Y - p1.Y) ^ 2) 
    areaPip = (pi * diamPip ^ 2 / 4) 
     
    GUI.L_CalibInfo.Caption = "Calibración del tamaño de pips con exito." 
    GUI.ListResultados.AddItem "Diametro: " & diamPip & " px.  Area: " & areaPip 
    GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
     
    'Discernir entre que boton de la array ha sido pulsado 
    If (Index = 0) Then 'Escenario A 
        areaPip_A = areaPip 
        Call SaveTxt(areaPip, 3, calibEscA, "areaPip_A") 
    ElseIf (Index = 1) Then 'Escenario C 
        areaPip_C = areaPip 
        Call SaveTxt(areaPip, 3, calibEscC, "areaPip_C") 
        Call SaveTxt(diamPip, 4, calibEscC, "diamPip") 





'CALIBRAR AREA FICHA RECTANGULO 
'---------------------------------------------------------------------------------- 
'CALIBRAR ANCHO 
Public Sub CalibrarAncho(Index As Integer) 
     
    anchoFicha = Math.Sqr((p2.X - p1.X) ^ 2 + (p2.Y - p1.Y) ^ 2) 
    GUI.L_CalibInfo.Caption = "Ancho de la ficha calibrado correctamente. Ahora 
calibre el alto." 
    GUI.ListResultados.AddItem "Ancho de la ficha: " & anchoFicha 
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    GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
     
    AnchoCalibrado = True 
    If (Index = 1) Then 'Escenario C 
        Call SaveTxt(anchoFicha, 5, calibEscC, "anchoFicha") 





Public Sub CalibrarAlto(Index As Integer) 
    Dim areaFicha As Long 
 
    altoFicha = Math.Sqr((p2.X - p1.X) ^ 2 + (p2.Y - p1.Y) ^ 2) 
    areaFicha = anchoFicha * altoFicha 
 
    If AnchoCalibrado Then 
        GUI.L_CalibInfo.Caption = "Calibración del ancho y alto de la ficha con 
exito" 
        GUI.ListResultados.AddItem "Alto de la ficha: " & altoFicha 
        GUI.ListResultados.TopIndex = GUI.ListResultados.NewIndex 
     
    Else 
        GUI.L_CalibInfo.Caption = "Antes de calibrar el alto de la ficha debe 
calibrar su ancho." 
    End If 
    AnchoCalibrado = False 
     
    'Discernir entre que boton de la array ha sido pulsado 
    If (Index = 0) Then 'Escenario B 
        areaFicha_B = areaFicha 
        Call SaveTxt(areaFicha, 3, calibEscB, "areaFicha_B") 
    ElseIf (Index = 1) Then 'Escenario C 
        Call SaveTxt(altoFicha, 6, calibEscC, "altoFicha") 
        areaFicha_C = areaFicha 
        Call SaveTxt(areaFicha, 7, calibEscC, "areaFicha_C") 





'CALIBRAR POSICION FICHA (ESCENARIO A) 
'---------------------------------------------------------------------------------- 
Public Sub CalibrarPosicion(Index As Integer) 
 
    'Dimensiones exactas de la imagen 
    Dim iWidth As Long, iHeight As Long 
     
    'Obtiene dimensiones reales de la imagen 
    iWidth = GetImageWidth(GUI.Picture1) 
    iHeight = GetImageHeight(GUI.Picture1) 
     
    Dim izq As Long 
    Dim der As Long 
    Dim sup As Long 
    Dim inf As Long 
     
If p1.X < p2.X Then 
    izq = p1.X 
    der = iWidth - p2.X 
Else 
    izq = p2.X 
    der = iWidth - p1.X 
End If 
 





If p1.Y < p2.Y Then 
    sup = p1.Y 
    inf = iHeight - p2.Y 
Else 
    sup = p2.Y 
    inf = iHeight - p1.Y 
End If 
' 
'    izq = p1.X 
'    der = iWidth - p2.X 
'    sup = p1.Y 
'    inf = iHeight - p2.Y 
 
Select Case Index 
Case 0 'Escenario A 
    izq_A = izq 
    Call SaveTxt(izq, 4, calibEscA, "izq_A") 
    der_A = der 
    Call SaveTxt(der, 5, calibEscA, "der_A") 
    sup_A = sup 
    Call SaveTxt(sup, 6, calibEscA, "sup_A") 
    inf_A = inf 
    Call SaveTxt(inf, 7, calibEscA, "inf_A") 
Case 1 'Escenario B 
    izq_B = izq 
    Call SaveTxt(izq, 4, calibEscB, "izq_B") 
    der_B = der 
    Call SaveTxt(der, 5, calibEscB, "der_B") 
    sup_B = sup 
    Call SaveTxt(sup, 6, calibEscB, "sup_B") 
    inf_B = inf 
    Call SaveTxt(inf, 7, calibEscB, "inf_B") 
Case 2 'Escenario C 
    izq_C = inf 
    Call SaveTxt(izq, 8, calibEscC, "izq_C") 
    der_C = der 
    Call SaveTxt(der, 9, calibEscC, "der_C") 
    sup_C = sup 
    Call SaveTxt(sup, 10, calibEscC, "sup_C") 
    inf_C = inf 
    Call SaveTxt(inf, 11, calibEscC, "inf_C") 
End Select 




'CARGAR PARAMETROS DE CALIBRACION 
'---------------------------------------------------------------------------------- 
Public Sub cargarDatosCalibracion() 
     
    'Inicializar numero aleatorio con el temporizador del sistema como semilla 
    Randomize 
     
    'Ruta por defecto de la carpeta de calibraciones 
    rutaCalibraciones = App.Path & "\DatosCalibraciones" 
    'Ruta por defecto de los archivos .txt de calibraciones 
    calibEscA = rutaCalibraciones & "\calibEscA" 
    calibEscB = rutaCalibraciones & "\calibEscB" 
    calibEscC = rutaCalibraciones & "\calibEscC" 
    calibSistRefJ = rutaCalibraciones & "\calibSistRefJ" 
    calibSistRefF = rutaCalibraciones & "\calibSistRefF" 
     
    'Revisar archivos de calibración 
    calibOK_A = revisarCalibracion(calibEscA) 
    calibOK_B = revisarCalibracion(calibEscB) 
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    calibOK_C = revisarCalibracion(calibEscC) 
    calibOK_refJ = revisarCalibracion(calibSistRefJ) 
    calibOK_refF = revisarCalibracion(calibSistRefF) 
     
    'EscenarioA 
    umbral_A = LoadTxt(1, calibEscA) 
    canalBGR_A = LoadTxt(2, calibEscA) 
    areaPip_A = LoadTxt(3, calibEscA) 
    izq_A = LoadTxt(4, calibEscA) 
    der_A = LoadTxt(5, calibEscA) 
    sup_A = LoadTxt(6, calibEscA) 
    inf_A = LoadTxt(7, calibEscA) 
     
    'EscenarioB 
    umbral_B = LoadTxt(1, calibEscB) 
    canalBGR_B = LoadTxt(2, calibEscB) 
    areaFicha_B = LoadTxt(3, calibEscB) 
    izq_B = LoadTxt(4, calibEscB) 
    der_B = LoadTxt(5, calibEscB) 
    sup_B = LoadTxt(6, calibEscB) 
    inf_B = LoadTxt(7, calibEscB) 
     
    'EscenarioC 
    umbral_C = LoadTxt(1, calibEscC) 
    canalBGR_C = LoadTxt(2, calibEscC) 
    areaPip_C = LoadTxt(3, calibEscC) 
    diamPip = LoadTxt(4, calibEscC) 
    anchoFicha = LoadTxt(5, calibEscC) 
    altoFicha = LoadTxt(6, calibEscC) 
    areaFicha_C = LoadTxt(7, calibEscC) 
    izq_C = LoadTxt(8, calibEscC) 
    der_C = LoadTxt(9, calibEscC) 
    sup_C = LoadTxt(10, calibEscC) 
    inf_C = LoadTxt(11, calibEscC) 
     
    'Sistema de referencia mesaJuego 
    escalaJ = LoadTxt(1, calibSistRefJ) 
    thetaDifJ = LoadTxt(2, calibSistRefJ) 
    tImgToMesaJ.X = LoadTxt(3, calibSistRefJ) 
    tImgToMesaJ.Y = LoadTxt(4, calibSistRefJ) 
    tRobotToMesaJ.X = LoadTxt(5, calibSistRefJ) 
    tRobotToMesaJ.Y = LoadTxt(6, calibSistRefJ) 
    MargenJuegoIzquierdaPX = LoadTxt(7, calibSistRefJ) 
    MargenJuegoDerechaPX = LoadTxt(8, calibSistRefJ) 
    centroMesaJuego.X = LoadTxt(9, calibSistRefJ) 
    centroMesaJuego.Y = LoadTxt(10, calibSistRefJ) 
     
    'Sistema de referencia mesaFichas 
    escalaF = LoadTxt(1, calibSistRefF) 
    thetaDifF = LoadTxt(2, calibSistRefF) 
    tImgToMesaF.X = LoadTxt(3, calibSistRefF) 
    tImgToMesaF.Y = LoadTxt(4, calibSistRefF) 
    tRobotToMesaF.X = LoadTxt(5, calibSistRefF) 
    tRobotToMesaF.Y = LoadTxt(6, calibSistRefF) 
     
End Sub 















'Nombre:   revisaCalibracion 
'Función:  Revisa si existe el archivo DatosCalibraciones.txt que almacena los 
datos de calibracion 
'---------------------------------------------------------------------------------- 
Private Function revisarCalibracion(rutaArevisar As String) As Boolean 
 
    Dim crearArchivoNuevo As Byte 
    Dim crearCarpetaNueva As Byte 
    Dim nombreArchivo As String 
        
    'Mirar si existe la carpeta de calibraciones 
    If Dir(rutaCalibraciones, vbDirectory) = "" Then 
        crearCarpetaNueva = MsgBox("No se encuentra la carpeta de calibraciones. " 
& _ 
                                    "Se genererá una automáticamente en la ruta por 
defecto" _ 
                                    , vbOKCancel + vbInformation, "Error al cargar 
archivo") 
        If crearCarpetaNueva = 1 Then 
            MkDir (rutaCalibraciones) 'Si no existe la carpeta crearla 
        Else 
            End 'Salir del programa 
        End If 
    End If 
     
     
    'Gestionar errores en el acceso de un archivo 
    On Error GoTo err_handler 
     
    'Cargar primera linia del archivo de calibraciones (para ver si existe el 
archivo) 
    Call LoadTxt(1, rutaArevisar) 
    Exit Function 'Evitar el tratamiento de errores si no los hay 
     
err_handler:         'gestionar errores 
    Select Case Err.Number 
    Case 13: MsgBox "Type Mismatch" 
    Case 53: 'no se encuentra archivo DatosCalibraciones.txt 
        'Obtener nombre del archivo 
        nombreArchivo = Mid(rutaArevisar, InStrRev(rutaArevisar, "\") + 1) 
        crearArchivoNuevo = MsgBox("No se encuentra el archivo " & nombreArchivo & 
_ 
                                    ". Se genererá automáticamente uno vacio " & _ 
                                    "en la ruta por defecto", vbOKCancel + 
vbInformation, _ 
                                    "Error al cargar archivo") 
        If (crearArchivoNuevo = 1) Then 'Si no hay archivo DatosCalibraciones lo 
crea 
             Open rutaArevisar & ".txt" For Output As #1 
             Close #1 
        Else 
             End 'Salir del programa 
        End If 
         
    Case 55: MsgBox "Archivo abierto" 
    Case 71: MsgBox "Disco no preparado" 
 
    End Select 
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'---------------------------------------------------------------------------------- 
'Nombre:   variablesOK 
'Función:  Revisa si todas las variables están calibradas 
'---------------------------------------------------------------------------------- 
Public Function variablesOK(ByVal ruta As String) As Boolean 
 
    Dim Linea As String 
     
    If FileLen(ruta & ".txt") = 0 Then 
        variablesOK = False 
        Exit Function 
    End If 
     
    variablesOK = True 
     
    Close #1, #2 'Cierra el archivo (evita errores si previamente no se ha cerrado 
correctamente) 
    Open ruta & ".txt" For Input As #1 
     
    Do While Not EOF(1) 
        Line Input #1, Linea 
        If Linea = vbNullString Then 
            variablesOK = False 
            Exit Do 
        End If 
    Loop 
     





'Nombre:   calibClickOK 
'Entrada: 
'Salida: 
'Función:  Revisa que no se haya hecho click involuntariamente en el momento de la 
calibracion 
'---------------------------------------------------------------------------------- 
Public Function calibClickOK() As Boolean 
    calibClickOK = True 
    If p1.X = p2.X And p1.Y = p2.Y Then 'Revisa que el punto a usar para la 
calibración no se haya obtenido involutariamente 
        calibClickOK = False 
        'MsgBox "Calibracion fallida" 
        GUI.L_CalibInfo.Caption = "ATENCIÓN: Calibración fallida." 




'Nombre:   calibResetClick 
'Entrada: 
'Salida: 
'Función:  Resetea las coordenadas usadas para la calibracion 
'---------------------------------------------------------------------------------- 
Public Function calibResetClick() 
    p1.X = 0 
    p1.Y = 0 
    p2.X = 0 
    p2.Y = 0 










Attribute VB_Name = "m11_EscenariosABC" 
Option Explicit 
 
'Numero máximo de veces que se repetirá la función Escenario C en caso de fallo 
Private contErrores As Long 
'Especifica si el está activo el modo seguro 
Public modoSeguro As Boolean 
 
'---------------------------------------------------------------------------------- 
'Nombre:    EscenarioA: contarPips de una pieza cuando el robo la enseña 
'Función:   Cuenta los pips siguiendo el metodo de etiquetar: area criterion 
'----------------------------------------------------------------------------------
Public Sub EscenarioA(Optional modoCargaImagen As Long = 0) 
     
    'Revisa si todas las variables están calibradas 
    If Not variablesOK(calibEscA) Then 
        MsgBox "Faltan parametros por calibrar" 
        Exit Sub 
    End If 
     
    '0=cargarImagenWeb 1=cargarImagen 2=No hacer nada (la imagen ya estará cargada) 
    Select Case modoCargaImagen 
        Case 0: cargarImagenWeb 
        Case 1: Call cargarImagen("2", "Z:\Dropbox\UPC\PFG\Vision\1_Imatges 
fichas\EscenarioA\") 
    End Select 
     
    'PRETRATAMIENTOS 
     
    Call colorToBN(GUI.Picture1, umbral_A, canalBGR_A, GUI.Picture1)    'Binarizar 
la imagen 
    Call pintarBordes(GUI.Picture1, izq_A, der_A, sup_A, inf_A, vbWhite) 
     
    'Hacemos una apertura para eliminar pixeles sueltos 
    Call erosionar(GUI.Picture1, 5, 1, izq_A, der_A, sup_A, inf_A) 
    Call dilatar(GUI.Picture1, 5, 1, izq_A, der_A, sup_A, inf_A) 
     
           
    Call identificar(izq_A, der_A, sup_A, inf_A, areaPip_A, 25, "A") 





'Nombre:    EscenarioB: detectar e identificar piezas boca abajo encima del tablero 
'---------------------------------------------------------------------------------- 
Public Function EscenarioB(Optional modoCargaImagen As Long = 0, Optional 
modoRepetir As Boolean = True) As Long 
        
    'Revisa si todas las variables están calibradas 
    If Not variablesOK(calibEscB) Then 
        MsgBox "Faltan parametros por calibrar" 
        Exit Function 
    End If 
      
    'Registros de resultados (numero de regiones) 
    Dim reg1 As Long, reg2 As Long, reg3 As Long 
    'Vigilar que no esté demasiado tiempo en el bucle 
    Dim watchdog As Long 
        
    '0=cargarImagenWeb 1=cargarImagen 2=No hacer nada (la imagen ya estará cargada) 
    Select Case modoCargaImagen 
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        Case 0: cargarImagenWeb 
        Case 1: Call cargarImagen("escenario B2", 
"Z:\Dropbox\UPC\PFG\Vision\1_Imatges fichas\EscenarioB\") 
    End Select 
     
    'PRETRATAMIENTOS 
    Call colorToBN(GUI.Picture1, umbral_B, canalBGR_B, GUI.Picture1)    'Binarizar 
la imagen 
    Call invertirImagenBN(GUI.Picture1, GUI.Picture1) 
     
    'Hacemos una apertura para eliminar pixeles sueltos 
    Call erosionar(GUI.Picture1, 5, 1, izq_B, der_B, sup_B, inf_B) 
    Call dilatar(GUI.Picture1, 5, 1, izq_B, der_B, sup_B, inf_B) 
            
    'Inicializar registros con valores diferentes 
    reg1 = -1 
    reg2 = -2 
    reg3 = -3 
     
 'Hacer la identificación hasta que de 3 veces consecutivas el mismo resultado 
(evitar errores debidos a transitorios) 
    Do While (reg1 <> reg2 And reg1 <> reg3) And watchdog <= 20 
        Call identificar(izq_B, der_B, sup_B, inf_B, areaFicha_B, 25, "B") 
        reg1 = nRegiones 
        If modoRepetir = False Then 
            EscenarioB = nRegiones 
            Exit Do 'Solo hacer una repetición 
        End If 
        Call identificar(izq_B, der_B, sup_B, inf_B, areaFicha_B, 25, "B") 
        reg2 = nRegiones 
        Call identificar(izq_B, der_B, sup_B, inf_B, areaFicha_B, 25, "B") 
        reg3 = nRegiones 
        watchdog = watchdog + 1 
    Loop 
        EscenarioB = nRegiones 









'Función escenario C pero sin el bucle, para poder llamarla manualmente con 
imagenes individualmente 
Public Sub EscenarioC(Optional modoCargaImagen As Long = 0) 
 
Dim ErrorEscC As Boolean 
Dim ErrorEscC2 As Boolean 
ErrorEscC = True 
ErrorEscC2 = True 
Do While ErrorEscC2 'Repetir hasta que se haga TODO(escC+escC2) sin errores 
Do While ErrorEscC 'Repetir hasta que se haga el escC sin errores 
     
    'Revisa si todas las variables están calibradas 
    If Not variablesOK(calibEscC) Then 
        MsgBox "Faltan parametros por calibrar" 
        Exit Sub 
    End If 
     
    'Registros de resultados (numero de regiones) 
    Dim reg1 As Long, reg2 As Long, reg3 As Long 
    'Vigilar que no esté demasiado tiempo en el bucle 
    Dim watchdog As Long 





    'Respuesta del mensaje de error 
    Dim respErr As Long 
    'Respuesta del mensaje de consulta 
    Dim respAceptRes As Long 
     
    '0=cargarImagenWeb 1=cargarImagen 2=No hacer nada (la imagen ya estará cargada) 
    Select Case modoCargaImagen 
        Case 0: cargarImagenWeb 
        Case 1 
            indexImagen = indexImagen + 1 
            Call cargarImagen(indexImagen, "Z:\Dropbox\UPC\PFG\Vision\1_Imatges 
fichas\EscenarioC\SecuenciaGrabada3\") 
    End Select 
 
    'Margenes recortar ficha 
    Dim izq As Long 
    Dim der As Long 
    Dim sup As Long 
    Dim inf As Long 
        
    Dim iWidth As Long, iHeight As Long     'Dimensiones exactas de la imagen 
    Dim aWidth As Long, aHeight As Long     'Dimensiones exactas de la matriz 
equivalente 
     
    'Obtiene dimensiones reales de la imagen de entrada y de la array equivalente 
    iWidth = GetImageWidth(GUI.Picture1) 
    aWidth = iWidth - 1 
    iHeight = GetImageHeight(GUI.Picture1) 
    aHeight = iHeight - 1 
     
    'PRETRATAMIENTOS 
    Call colorToBN(GUI.Picture1, umbral_C, canalBGR_C, GUI.Picture1)    'Binarizar 
la imagen 
     
    'Guardar imagen binarizada antes de retocarla y recortarla 
    GetImageData GUI.Picture1, mBackUp() 
     
    'PRETRATAMIENTOS 
    'Invertir color imagen 
    Call invertirImagenBN(GUI.Picture1, GUI.Picture1) 
     
    'Eliminar margenes 
    Call pintarBordes(GUI.Picture1, izq_C, der_C, sup_C, inf_C, vbWhite) 
               
    'Hacemos un cierre para eliminar los pips 
    'Call dilatar(GUI.Picture1, 5, 1, izq_C, der_C, sup_C, inf_C) 
    'Call erosionar(GUI.Picture1, 5, 1, izq_C, der_C, sup_C, inf_C) 
     
     
    'IDENTIFICAR PIEZAS 
    Call identificar(izq_C, der_C, sup_C, inf_C, areaFicha_C, 50, "C") 
     
    'Carga la imagen inicial (en la cual están los pins sin borrar) 
    SetImageData GUI.Picture1, iWidth, iHeight, mBackUp() 
                                     
    'Eliminar margenes 
    Call pintarBordes(GUI.Picture1, izq_C, der_C, sup_C, inf_C, vbBlack) 
                   
    'Modo seguro: comprobar cada iteración si la ficha es correcta 
    If modoSeguro Then 
        respAceptRes = MsgBox("Si la ficha se ha detectado correctamente pulse Si. 
En caso contrario pulse No." _ 
                    , vbYesNoCancel + vbQuestion, "MODO SEGURO ON: Comprobación 
resultado") 
        If respAceptRes = vbYes Then 
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            'No hacer nada 
        ElseIf respAceptRes = vbNo Then 
            ErrorEscC = True 
            indexImagen = indexImagen - 1 'Compensar bucle 
        Else 
            Exit Sub 
        End If 
             
    Else 'Modo seguro=False-> algoritmos de comprobación automatica (puede fallar) 
        'Si no se ha detectado una región valida (previene crasheos) 
        If nRegiones <> 1 Then 'Si no se ha encontrado una región valida 
            If contErrores = 3 Then  'Si han ocurrido 3 errores consecutivos sacar 
error por pantalla 
                respErr = MsgBox("Error en la detección de la ficha." & _ 
                                   "Solucione el error y pulse OK para continuar. 
Para salir pulse Cancel." _ 
                                    , vbOKCancel + vbCritical, "Error en la 
detección de la ficha.") 
                If respErr = vbOK Then 
                    'No hacer nada, se acabará el bucle y se empezará otro 
                    indexImagen = indexImagen - 1 'Compensar bucle 
                Else 
                    Exit Sub 
                End If 
            Else 
                contErrores = contErrores + 1 
                indexImagen = indexImagen - 1 'Compensar bucle 
            End If 
        Else 
            contErrores = 0 
            ErrorEscC = False 'Escenario C sin errores-> se puede continuar a C2 
        End If 
    End If 
     
Loop 
                         
    'Recortar ficha aproximadamente 
    izq = centroide(1).X - Int(0.85 * anchoFicha) 
    der = aWidth - (centroide(1).X + Int(0.85 * anchoFicha)) 
    sup = aHeight - (centroide(1).Y + Int(0.85 * anchoFicha)) 
    inf = centroide(1).Y - Int(0.85 * anchoFicha) 
    Call pintarBordes(GUI.Picture1, izq, der, sup, inf) 
              
    'Ver centroide ficha 
    GUI.Picture1.PSet (centroide(1).X, aHeight - centroide(1).Y), vbBlue 
    'IDENTIFICAR PIPS 
     
    Call identificar(izq, der, sup, inf, areaPip_C, 400, "C2") 
     
     
    'Modo seguro: comprobar cada iteración si la ficha es correcta 
    If modoSeguro Then 
        respAceptRes = MsgBox("Si la ficha se ha detectado correctamente pulse Si. 
En caso contrario pulse No." _ 
                    , vbYesNoCancel + vbQuestion, "MODO SEGURO ON: Comprobación 
resultado") 
        If respAceptRes = vbYes Then 
            'No hacer nada 
        ElseIf respAceptRes = vbNo Then 
            ErrorEscC2 = True 
            indexImagen = indexImagen - 1 'Compensar bucle 
        Else 
            Exit Sub 
        End If 
             





    Else 'Modo seguro=False-> algoritmos sin comprovación (puede fallar) 
         ErrorEscC2 = False 'Se puede acabar la rutina 
    End If 
Loop 
 





Attribute VB_Name = "m12_GestionFichas" 
Option Explicit 
 
Public MisFichas() As ficha 'Vector donde se guardan las fichas que tiene el Robot 
Public numMisFichas As Long 'Contador/Puntero de MisFichas 
 
Public cadenaFichas() As ficha 'Cadena secuencial de fichas obtenidas 
Public iFicha As Long 'Puntero de cadenaFichas() 
 
Public cadenaA() As ficha 'Cadena absoluta izquierda (ordenadas segun mesa) 
Public iFichaA As Long 'Puntero de cadenaA 
Public cadenaB() As ficha 'Cadena absoluta derecha (ordenadas segun mesa 
Public iFichaB As Long 'Puntero de cadenaB 
 
Public CabezaA As Long 'Ultimo numero del vector cadenaA 
Public CabezaB As Long 'Ultimo numero del vector cadenaB 
 
'Factor de seguridad angulo [rad] 
Private Const fsAng As Double = 0.17 '10º aprox 
 
'Características del almacen (Si se modifican también se deberá modificar en el 
RAPID) 




'                       COGER FICHA ALEATORIAMENTE (ESCENARIO B) 
'----------------------------------------------------------------------------------
--------------------- 
Public Sub CogerFichaRandom() 
 
Dim fichaAcoger As ficha 
Dim RTfichaAcoger As robtarget 
Dim indiceFichaAcoger As Long 'Numero de ficha a coger (indice del vector 
centroides,theta...) 
    
indiceFichaAcoger = Int(nRegiones * Rnd + 1) 'Numero aleatorio entre 1 y 
nRegiones(fichas) 
 
fichaAcoger.cent = centroide(indiceFichaAcoger) 
fichaAcoger.ang = theta(indiceFichaAcoger) 
 
'Pintar diferente el centroide de la ficha elegida 
GUI.Picture1.DrawWidth = 3 
GUI.Picture1.PSet (fichaAcoger.cent.X, 479 - fichaAcoger.cent.Y), vbBlue 
GUI.Picture1.DrawWidth = 1 
 
'RTfichaAcoger = obtenerRobTarget(fichaAcoger, 0) 'Con calibracion mesa Juego 
RTfichaAcoger = obtenerRobTarget(fichaAcoger, 1) 'Con calibracion mesa fichas 
 
'Ir a coger ficha 
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Call OPCInterface.EscribirItemOPC(opc_Escenario, 1) 'Ir a la rutina escB en el 
RAPID 
Call RobTargetToAsterix(RTfichaAcoger) 'Enviar información del punto al que ir 
 
'Presentar robTarget (Se usa Str en vez de CStr para que salga el . como separador 
decimal en vez de la , 
GUI.Text1.Text = ImprimirRobTarget(RTfichaAcoger) 
 










'                    GUARDAR VALORES FICHAS DETECTADAS (ESCENARIO A) 
'----------------------------------------------------------------------------------
--------------------- 
Public Sub GuardarEnMisFichas() 
 
'Incrementar el numero de fichas 
numMisFichas = numMisFichas + 1 
ReDim Preserve MisFichas(numMisFichas) 
 
MisFichas(numMisFichas).numA = anumA 
MisFichas(numMisFichas).numB = anumB 
 
GUI.Label4.Caption = numMisFichas & ": " & anumA & "|" & anumB 
 
'Provar funcion PosicionarFicha con el boton ValidarFicha (COMENTAR CUANDO NO SE 
TESTEE) 
'Call PosicionarFicha(MisFichas(numMisFichas), "A") 
 
'Asignar plaza del almacen de fichas 
Dim iPlazaLibre As Long 
Dim iPlaza As Long 
Dim numFicha As Long 
 
For iPlaza = 1 To numPlazasAlmacen 
    iPlazaLibre = iPlaza 'Asignar plaza (suponemos que está libre) 
    For numFicha = 1 To UBound(MisFichas()) 'Recorrer todas las fichas mirando si 
alguna está en esa plaza 
        If MisFichas(numFicha).iPlaza = iPlaza Then 'Si alguna ficha está en la 
plaza mirada se ignora la plaza 
            iPlazaLibre = 0 'Plaza ocupada 
            Exit For 'Saltar a la siguiente plaza 
        End If 
    Next 
     
    If iPlazaLibre <> 0 Then 
        Exit For 'Ya se ha encontrado una plaza libre 




MisFichas(numMisFichas).iPlaza = iPlazaLibre 
 
'Guardar ficha en el soporte 
Call OPCInterface.EscribirItemOPC(opc_Escenario, 2) 'Ir a la rutina guardarFicha en 
el RAPID 
Call OPCInterface.EscribirItemOPC(opc_plaza, CInt(MisFichas(numMisFichas).iPlaza)) 
'Enviar numero de la plaza que ocupará en el soporte 










'                             TIRAR FICHA DE MIS FICHAS 
'---------------------------------------------------------------------------------- 
Public Sub TirarFicha(indiceFichaAtirar As Long, cabezaAtirar As String) 
 
Dim i As Long 
Dim fichaAtirar As ficha 
Dim RTfichaAtirar As robtarget 
Dim vectorFichaNulo As ficha 'Se usará para borrar ficha del vector MisFichas 
vectorFichaNulo.idConf = "BORRAR" 'Se usará para determinar si hay que borrar la 
ficha 
 
'Copiar ficha a tirar 
fichaAtirar = MisFichas(indiceFichaAtirar) 
'Borrar ficha de MisFichas (rellanando con una 'ficha' vacia) 
MisFichas(indiceFichaAtirar) = vectorFichaNulo 
 
'Ordenar vector MisFichas (eliminar ceros) 
Dim HayCeros As Boolean 
HayCeros = True 
Do While (HayCeros)      'Mientras hayan ceros en el vector MisFichas 
    HayCeros = False     'suponemos que no hay ceros, si no se modifica el valor 
podrá salir del while 
    For i = 1 To numMisFichas - 1 'El '-1' es porque dentro del bucle se accede al 
elemento i+1 
        If (MisFichas(i).idConf = "BORRAR") Then    'Si se cumple querrá decir que 
la ficha está vacia 
            MisFichas(i) = MisFichas(i + 1)         'Se intercambia con la 
siguiente ficha (SWAP) hasta que llegue al final 
            MisFichas(i + 1) = vectorFichaNulo 
            HayCeros = True 
        End If 
    Next 
    DoEvents 
Loop 
 
'Decrementar numero de MisFichas 
numMisFichas = numMisFichas - 1 
ReDim Preserve MisFichas(numMisFichas) 
 
'CALCULAR POSICIÓN FICHA 
Call PosicionarFicha(fichaAtirar, cabezaAtirar) 
'Obtener RobTarget de la ficha a tirar 
RTfichaAtirar = obtenerRobTarget(fichaAtirar, 0) 
 
'Ir a coger ficha 
Call OPCInterface.EscribirItemOPC(opc_Escenario, 3) 'Ir a la rutina escC en el 
RAPID (coger ficha del soporte + ponerla en la cadena) 
Call OPCInterface.EscribirItemOPC(opc_iPlaza, fichaAtirar.iPlaza) 'Enviar posicion 
de la ficha en el soporte 
Call RobTargetToAsterix(RTfichaAtirar) 'Pasar RobTarget por el helper 
 
'Presentar robTarget (Se usa Str en vez de CStr para que salga el . como separador 
decimal en vez de la , 
GUI.Text1.Text = ImprimirRobTarget(RTfichaAtirar) 
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Public Sub TirarFichaInicial(indiceFichaAtirar As Long) 
 
Dim fichaAtirar As ficha 
Dim RTfichaAtirar As robtarget 
 
 
'Copiar ficha a tirar 
fichaAtirar = MisFichas(indiceFichaAtirar) 
'Borrar ficha de MisFichas 
MisFichas(indiceFichaAtirar) = 0 
 
'Ordenar vector MisFichas (eliminar ceros) 
Dim HayCeros As Boolean 
Do While (HayCeros)      'Mientras hayan ceros en el vector MisFichas 
    HayCeros = False     'suponemos que no hay ceros, si no se modifica el valor 
podrá salir del while 
    For i = 1 To numMisFichas - 1 
        If (MisFichas(i) = 0) Then       'Si hay un 0 intercambias el con la 
siguiente ficha (SWAP) 
            MisFichas(i) = MisFichas(i + 1) 
            MisFichas(i + 1) = 0 
            lleno = False 
        End If 
    Next 
    DoEvents 
Loop 
 
'Decrementar numero de MisFichas 
numMisFichas = numMisFichas - 1 
 
'Angulo de la ficha a tirar 
If fichaAtirar.numA = fichaAtirar.numB Then 'Si la ficha es doble 
    fichaAtirar.ang = pi / 2 
Else 
    fichaAtirar.ang = 0 
End If 
 
'Posicion de la ficha a tirar (centro de la mesa) 
RTfichaAtirar = obtenerRobTarget(fichaAtirar, 0) 
RTfichaAtirar.pos = centroMesaJuego 'Modifica la posicion del robtarget creado 
(centroMesaJuego está en coordenadas Robot) 
 
'Ir a coger ficha 
Call OPCInterface.EscribirItemOPC(opc_Escenario, 3) 'Ir a la rutina escC en el 
RAPID (coger ficha del soporte + ponerla en la cadena) 
Call OPCInterface.EscribirItemOPC(opc_iPlaza, f.iPlaza) 'Enviar posicion de la 
ficha en el soporte 
Call RobTargetToAsterix(RTfichaAtirar) 'Pasar RobTarget por el helper 
 
'Presentar robTarget (Se usa Str en vez de CStr para que salga el . como separador 
decimal en vez de la , 
GUI.Text1.Text = ImprimirRobTarget(RTfichaAtirar) 
 






















Public Sub ActualizarCadena() 
 
Dim aux As Long 
Dim dConA As Double 'Distancia hasta el ultimo centroide de A 
Dim dConB As Double 'Distancia hasta el ultimo centroide de B 
 
'Cadena Absoluta 
'Si no hay fichas en la cadena A o B que la posición 0 sea la ficha inicial 
If iFichaA = 0 Then 
    ReDim cadenaA(0) 
    cadenaA(0) = cadenaFichas(1) 
    'Actualizar idConf 
    If cadenaFichas(1).numA = cadenaFichas(1).numB Then 
        cadenaA(0).idConf = "InicialDoble" 
    Else 
        cadenaA(0).idConf = "InicialNoDoble" 
    End If 
    GUI.L_idConf.Caption = cadenaA(iFichaA).idConf 
End If 
If iFichaB = 0 Then 
    ReDim cadenaB(0) 
    cadenaB(0) = cadenaFichas(1) 
    'Actualizar idConf 
    If cadenaFichas(1).numA = cadenaFichas(1).numB Then 
        cadenaB(0).idConf = "InicialDoble" 
    Else 
        cadenaB(0).idConf = "InicialNoDoble" 
    End If 




If iFicha = 1 Then 'Si la ficha es la ficha inicial 
     
    CabezaA = cadenaFichas(1).numA 
    CabezaB = cadenaFichas(1).numB 
 
ElseIf iFicha = 2 Then 'Primera ficha no inicial 
     
    'Si la ficha está a la izquierda de la anterior(inicial) 
    If cadenaFichas(iFicha).cent.X < cadenaFichas(1).cent.X Then 
                
        iFichaA = iFichaA + 1 
        ReDim Preserve cadenaA(iFichaA) 
        cadenaA(iFichaA) = cadenaFichas(iFicha) 
        'Situar la ficha correctamente 
        If cadenaA(iFichaA).numB <> CabezaA Then 
            If cadenaA(iFichaA).numA <> CabezaA Then 
                MsgBox ("TRAMPAS !!!") 'Si no es igual da error 
            End If 
        aux = cadenaA(iFichaA).numA 'guardar copia 
        cadenaA(iFichaA).numA = cadenaA(iFichaA).numB 'SWAP entre numA i numB 
        cadenaA(iFichaA).numB = aux 
        End If 
        'Guardar nueva ficha anterior 
        CabezaA = cadenaA(iFichaA).numA 
         
        'Actualizar idConf 
        cadenaA(iFichaA).idConf = "Izquierda" 
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        GUI.L_idConf.Caption = cadenaA(iFichaA).idConf 
               
    'Si la ficha está a la derecha de la anterior 
    ElseIf cadenaFichas(iFicha).cent.X > cadenaFichas(1).cent.X Then 
            
        iFichaB = iFichaB + 1 
        ReDim Preserve cadenaB(iFichaB) 
        cadenaB(iFichaB) = cadenaFichas(iFicha) 
         
        'Situar la ficha correctamente 
        If cadenaB(iFichaB).numA <> CabezaB Then 
            If cadenaB(iFichaB).numB <> CabezaB Then 
                MsgBox ("TRAMPAS !!!") 'Si no es igual da error 
            End If 
        aux = cadenaB(iFichaB).numA 'guardar copia 
        cadenaB(iFichaB).numA = cadenaB(iFichaB).numB 'SWAP entre numA i numB 
        cadenaB(iFichaB).numB = aux 
        End If 
        'Guardar nueva ficha anterior 
        CabezaB = cadenaB(iFichaB).numB 
         
        'Actualizar idConf 
        cadenaB(iFichaB).idConf = "Derecha" 
        GUI.L_idConf.Caption = cadenaB(iFichaB).idConf 
         
    End If 
     
Else 'Ficha no inicial ni segunda ficha 
 
    'Distancia de la ficha hasta la ultima ficha del vector A y B 
    dConA = Math.Sqr((cadenaFichas(iFicha).cent.X - cadenaA(iFichaA).cent.X) ^ 2 _ 
            + (cadenaFichas(iFicha).cent.Y - cadenaA(iFichaA).cent.Y) ^ 2) 
    dConB = Math.Sqr((cadenaFichas(iFicha).cent.X - cadenaB(iFichaB).cent.X) ^ 2 _ 
            + (cadenaFichas(iFicha).cent.Y - cadenaB(iFichaB).cent.Y) ^ 2) 
         
    If dConA = dConB Then 
        MsgBox "dConA=dConB" 
    ElseIf dConA < dConB Then 'Si la ficha está más cerca de A que de B 
            iFichaA = iFichaA + 1 
            ReDim Preserve cadenaA(iFichaA) 
            cadenaA(iFichaA) = cadenaFichas(iFicha) 
             
            'Situar la ficha correctamente 
            If cadenaA(iFichaA).numB <> CabezaA Then 
                If cadenaA(iFichaA).numA <> CabezaA Then 
                    MsgBox ("TRAMPAS !!!") 'Si no es igual da error 
                End If 
            aux = cadenaA(iFichaA).numA 'guardar copia 
            cadenaA(iFichaA).numA = cadenaA(iFichaA).numB 'SWAP entre numA i numB 
            cadenaA(iFichaA).numB = aux 
            End If 
            'Guardar nueva ficha anterior 
            CabezaA = cadenaA(iFichaA).numA 
             
            'Actualizar idConf 
            Call ActualizarIdConf(iFichaA, cadenaA, "A") 
            GUI.L_idConf.Caption = cadenaA(iFichaA).idConf 
             
    Else 'Si la ficha está más cerca de B que de A 
            iFichaB = iFichaB + 1 
            ReDim Preserve cadenaB(iFichaB) 
            cadenaB(iFichaB) = cadenaFichas(iFicha) 
             
            'Situar la ficha correctamente 
            If cadenaB(iFichaB).numA <> CabezaB Then 





                If cadenaB(iFichaB).numB <> CabezaB Then 
                    MsgBox ("TRAMPAS !!!") 'Si no es igual da error 
                End If 
            aux = cadenaB(iFichaB).numA 'guardar copia 
            cadenaB(iFichaB).numA = cadenaB(iFichaB).numB 'SWAP entre numA i numB 
            cadenaB(iFichaB).numB = aux 
            End If 
            'Guardar nueva ficha anterior 
            CabezaB = cadenaB(iFichaB).numB 
             
            'Actualizar idConf 
            Call ActualizarIdConf(iFichaB, cadenaB, "B") 
            GUI.L_idConf.Caption = cadenaB(iFichaB).idConf 









'                           IMPRIMIR VALORES CADENA ABSOLUTA 
'---------------------------------------------------------------------------------- 
 
Private Sub imprimirCadenaAbs() 
 
Dim a As Long 
Dim b As Long 
Dim cadenaAtext As String 
Dim cadenaBtext As String 
 
For a = UBound(cadenaA) To 1 Step -1 
    cadenaAtext = cadenaAtext & "   " & cadenaA(a).numA & "|" & cadenaA(a).numB 
Next 
For b = 1 To UBound(cadenaB) 
    cadenaBtext = cadenaBtext & cadenaB(b).numA & "|" & cadenaB(b).numB & "   " 
Next 
     
GUI.L_CadenaA.Caption = cadenaAtext 
GUI.L_CadenaB.Caption = cadenaBtext 





'                           ACTUALIZAR IDCONF DE LA FICHA 
'---------------------------------------------------------------------------------- 
 
Private Sub ActualizarIdConf(ByVal i As Long, ByRef Cad() As ficha, CadenaAoB As 
String) 
 
'Factor de seguridad tamaño ficha [mm] 
Dim fsDimFicha As Double 
fsDimFicha = anchoFicha / 4 
Dim dGiro As Double 
dGiro = Sqr((anchoFicha / 2 - altoFicha / 2) ^ 2 + (altoFicha / 2 + anchoFicha / 2) 
^ 2) 'pg25 
 
'Ficha anterior 
Dim iAnt As Long 
iAnt = i - 1 
 
Select Case Cad(iAnt).idConf 
'Si la ficha anterior es la InicialDoble 
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Case "InicialDoble" 
    'Si el centroide de la ficha está a la derecha de la ficha inicial 
    If Cad(i).cent.X > Cad(iAnt).cent.X Then 
        Cad(i).idConf = "Derecha" 
    Else 
        Cad(i).idConf = "Izquierda" 
    End If 
    
'Si la ficha anterior es la InicialNoDoble 
Case "InicialNoDoble" 
    If Cad(i).cent.X > Cad(iAnt).cent.X Then 
        'Si el angulo de la ficha es parecido al de la ficha anterior 
        If angSim(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "Derecha" 
        'Si la ficha es perpendicular a la anterior 
        ElseIf angPerp(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "DerechaDoble" 
        Else: MsgBox "Ficha demasiado torcida?" 
        End If 
    Else 
        'Si el angulo de la ficha es parecido al de la ficha anterior 
        If angSim(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "Izquierda" 
     
        'Si el angulo de la ficha perpendicular a la anterior querrá decir que la 
ficha está en vertical 
        ElseIf angPerp(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "IzquierdaDoble" 
        Else: MsgBox "Ficha demasiado torcida?" 
        End If 
    End If 
    
'Si la ficha anterior va hacia la derecha 
Case "Derecha" 
    'Si el angulo de la ficha es parecido al de la ficha anterior 
    If angSim(Cad(i), Cad(iAnt)) Then 
        Cad(i).idConf = "Derecha" 
     
    'Si la ficha es perpendicular a la anterior 
    ElseIf angPerp(Cad(i), Cad(iAnt)) Then 
        'Si los centroides están alineados horizontalmente 
        If angCC(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "DerechaDoble" 
        'Si no están alineadas horizontalemente 
        Else 
            If CadenaAoB = "B" Then 
                'Si la ficha está a la derecha y encima de la ficha anterior 
                If (Cad(i).cent.X > Cad(iAnt).cent.X) And (Cad(i).cent.Y > 
Cad(iAnt).cent.Y) And (Abs(disCC(Cad(i), Cad(iAnt)) - dGiro) < fsDimFicha) Then 
                    Cad(i).idConf = "GiroArribaA" 
                Else: MsgBox "cabeza B y no giroarribaA" 
                End If 
            Else: MsgBox "cabeza NOT B" 
            End If 
        End If 
    Else: MsgBox "Ficha der torcida?" 
    End If 
             
Case "DerechaDoble" 
    'Si ambas fichas están alineadas horizontalmente 
        If angCC(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "Derecha" 
        Else: MsgBox "DerechaDoble->NOT Derecha" 
        End If 
         






    If CadenaAoB = "B" Then 
        'Si la ficha está a la izquierda y encima de la ficha anterior 
        If (Cad(i).cent.X < Cad(iAnt).cent.X) And (Cad(i).cent.Y > 
Cad(iAnt).cent.Y) And (Abs(disCC(Cad(i), Cad(iAnt)) - dGiro) < fsDimFicha) Then 
            Cad(i).idConf = "GiroArribaB" 
        Else: MsgBox "GiroArribaA->NOT GiroArribaB" 
        End If 
    Else: MsgBox "GiroArribaA NOT cadenaB" 
    End If 
     
Case "GiroArribaB" 
    If CadenaAoB = "B" Then 
        'Si el angulo de la ficha es parecido al de la ficha anterior 
        If angSim(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "Izquierda" 
        Else: MsgBox "GiroArribaB not Izquierda" 
        End If 
    Else: MsgBox "GiroArribaB not cadenaB" 
    End If 
             
Case "Izquierda" 
    'Si el angulo de la ficha es parecido al de la ficha anterior 
    If angSim(Cad(i), Cad(iAnt)) Then 
        Cad(i).idConf = "Izquierda" 
     
    'Si el angulo de la ficha perpendicular a la anterior querrá decir que la ficha 
está en vertical 
    ElseIf angPerp(Cad(i), Cad(iAnt)) Then 
        'Si ambas fichas están alineadas horizontalmente 
        If angCC(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "IzquierdaDoble" 
        'Si no están alineadas horizontalemente 
        Else 
            If CadenaAoB = "A" Then 
                'Si la ficha está a la Izquierda y debajo de la ficha anterior 
                If (Cad(i).cent.X < Cad(iAnt).cent.X) And (Cad(i).cent.Y < 
Cad(iAnt).cent.Y) And (Abs(disCC(Cad(i), Cad(iAnt)) - dGiro) < fsDimFicha) Then 
                    Cad(i).idConf = "GiroAbajoA" 
                Else: MsgBox "cabeza A y no giroabajoA" 
                End If 
            Else: MsgBox "cabeza NOT A" 
            End If 
        End If 
    Else: MsgBox "Ficha izq torcida?" 
    End If 
         
 
Case "IzquierdaDoble" 
    'Si ambas fichas están alineadas horizontalmente 
        If angCC(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "Izquierda" 
        Else: MsgBox "IzquierdaDoble->NOT Izquierda" 
        End If 
         
Case "GiroAbajoA" 
    If CadenaAoB = "A" Then 
        'Si la ficha está a la derecha y debajo de la ficha anterior 
        If (Cad(i).cent.X > Cad(iAnt).cent.X) And (Cad(i).cent.Y < 
Cad(iAnt).cent.Y) And (Abs(disCC(Cad(i), Cad(iAnt)) - dGiro) < fsDimFicha) Then 
            Cad(i).idConf = "GiroAbajoB" 
        Else: MsgBox "GiroAbajoA->NOT GiroAbajoB" 
        End If 
    Else: MsgBox "GiroAbajoA NOT cadenaA" 
    End If 
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Case "GiroAbajoB" 
    If CadenaAoB = "A" Then 
        'Si el angulo de la ficha es parecido al de la ficha anterior 
        If angSim(Cad(i), Cad(iAnt)) Then 
            Cad(i).idConf = "Derecha" 
        Else: MsgBox "GiroAbajoB not Derecha" 
        End If 
    Else: MsgBox "giroabajoB not cadenaA" 
    End If 
     
End Select 





'               FUNCION Devolver distancia entre centroides de las fichas 
'---------------------------------------------------------------------------------- 
Private Function disCC(f1 As ficha, f2 As ficha) As Double 
 






'  FUNCION Devolver TRUE si hay 90º entre los dos angulos que estan entre 0 y 180º 
'---------------------------------------------------------------------------------- 
Private Function angPerp(f1 As ficha, f2 As ficha) As Boolean 
 
Dim alpha As Double 
alpha = Math.Abs(f1.ang - f2.ang) 
 
If alpha - pi / 2 < fsAng Then 'Angulo similar 
    angPerp = True 
Else 
    angPerp = False 






'    FUNCION Devolver TRUE si hay 0º entre los dos angulos que estan entre 0 y 180º 
'---------------------------------------------------------------------------------- 
Private Function angSim(f1 As ficha, f2 As ficha) As Boolean 
 
Dim alpha As Double 
alpha = Math.Abs(f1.ang - f2.ang) 
 
If (alpha < fsAng) Or (Math.Abs(alpha - pi) < fsAng) Or (Abs(alpha - 2 * pi) < 
fsAng) Then 'Angulo similar 
    angSim = True 
Else 






' FUNCION Devolver TRUE si las fichas estan alineadas en el eje largo de la ficha 
'---------------------------------------------------------------------------------- 
Private Function angCC(f As ficha, fAnt As ficha) As Boolean 
 





Dim alpha As Double 
Dim alpha2 As Double 
Dim difalpha As Double 
 
difalpha = Atan2D(f.cent.Y - fAnt.cent.Y, f.cent.X - fAnt.cent.X) 
 
If angSim(f, fAnt) Then 
    alpha = Abs(fAnt.ang - difalpha) 
    alpha2 = Abs(f.ang - difalpha) 
ElseIf angPerp(f, fAnt) Then 
    alpha = Abs(Abs(fAnt.ang - difalpha) - pi / 2) 
    alpha2 = Abs(Abs(f.ang - difalpha) - pi / 2) 
Else: MsgBox "ni AngSim ni angPerp" 
End If 
 
'Dos posiblidades, alineada con f o con fAnt (no importa que la ficha esté a 0 o 
90º) 
If (alpha < fsAng) Or (Abs(alpha - pi) < fsAng) Or (Abs(alpha - 2 * pi) < fsAng) 
Then 'Angulo similar 
    angCC = True 
ElseIf (alpha2 < fsAng) Or (Abs(alpha2 - pi) < fsAng) Or (Abs(alpha2 - 2 * pi) < 
fsAng) Then 
    angCC = True 
Else 
    angCC = False 
End If 
 







'                     DETERMINAR IDCONF Y POSICION DE LA FICHA A PONER 
' 
'---------------------------------------------------------------------------------- 
Private Sub PosicionarFicha(f As ficha, CabezaAoB As String) 
 
'Factor de seguridad tamaño ficha [px] 
Dim fsDimFicha As Double 
fsDimFicha = anchoFicha / 4 
'Factor de seguridad distancia entre fichas [px] (Asegurar que la pieza no tropieze 
con la de al lado) 
Dim fsEntreFicha As Double 
fsEntreFicha = 1 
'Distancia entre centroides en un giro [px] 
Dim dGiroC As Double 'Proyeccion corta entre centroides 
Dim dGiroL As Double 'Proyeccion larga entre centroides 
dGiroC = anchoFicha / 2 - altoFicha / 2 'pg 25 
dGiroL = anchoFicha / 2 + altoFicha / 2 
 
'Prelimite de tablero (determina cuando girar la ficha) 
Dim preMargenJuegoIzquierdaPX As Double 
Dim preMargenJuegoDerechaPX As Double 
preMargenJuegoIzquierdaPX = MargenJuegoIzquierdaPX + (anchoFicha + altoFicha + 
anchoFicha / 2) 
preMargenJuegoDerechaPX = MargenJuegoDerechaPX - (anchoFicha + altoFicha + 
anchoFicha / 2) 
 
    'TEST LIMITES 
    GUI.Picture1.DrawWidth = 5 
    GUI.Picture1.PSet (MargenJuegoIzquierdaPX, 240), vbRed 
    GUI.Picture1.PSet (MargenJuegoDerechaPX, 240), vbRed 
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    GUI.Picture1.PSet (244, 240), vbBlue 
    GUI.Picture1.PSet (444, 240), vbBlue 
     
'Parametros de ficha a colocar 
Dim centCalc As punto 
Dim angCalc As Double 
 
'Ficha vecina de la a situar 
Dim FichaVecina As ficha 
Dim numVecino As Long 
'Orientacion correcta ficha a situar 
Dim orientOK As Boolean 
'Ficha es doble? 
Dim FichaEsDoble As Boolean 
 
'Calcular numero a situar 
If CabezaAoB = "A" Then 
    FichaVecina = cadenaA(iFichaA) 
    numVecino = cadenaA(iFichaA).numA 
    'Detectar si la orientación de la ficha a poner es la correcta. f llega como 
A|B 
    If f.numB = cadenaA(iFichaA).numA Then 
        orientOK = True 
    ElseIf f.numA = cadenaA(iFichaA).numA Then 
        orientOK = False 
    Else: MsgBox "error logica domino" 
    End If 
         
ElseIf CabezaAoB = "B" Then 
    FichaVecina = cadenaB(iFichaB) 
    numVecino = cadenaB(iFichaB).numB 
    'Detectar si la orientación de la ficha a poner es la correcta. f llega como 
A|B 
    If f.numA = cadenaB(iFichaB).numB Then 
        orientOK = True 
    ElseIf f.numB = cadenaB(iFichaB).numB Then 
        orientOK = False 
    Else: MsgBox "error logica domino" 
    End If 
End If 
 
'Detectar si la ficha a tirar es doble 
If f.numA = f.numB Then 
    FichaEsDoble = True 
End If 
 
'Si la ficha vecina es la InicialDoble 
If FichaVecina.idConf = "InicialDoble" Then 
    If CabezaAoB = "A" Then 'Situar ficha a la izquierda 
        angCalc = angCalcDobleIzquierda(FichaVecina.ang, orientOK) 
        centCalc = pCalcDobleIzquierda(FichaVecina.cent, angCalc, fsEntreFicha) 
    ElseIf CabezaAoB = "B" Then 'Situar pieza a la derecha 
        angCalc = angCalcDobleDerecha(FichaVecina.ang, orientOK) 
        centCalc = pCalcDobleDerecha(FichaVecina.cent, angCalc, fsEntreFicha) 
    End If 
     
'Si la ficha vecina es la derecha o (la ficha InicialNoDoble y CabezaB) 
ElseIf FichaVecina.idConf = "Derecha" Or (FichaVecina.idConf = "InicialNoDoble" And 
CabezaAoB = "B") Then 
        'Si la ficha es doble y el centroide está dentro del preLimite de juego 
        If FichaEsDoble And (FichaVecina.cent.X < preMargenJuegoDerechaPX) Then 
            'Poner doble 
            angCalc = angCalcDerechaDoble(FichaVecina.ang, orientOK) 
            centCalc = pCalcDerechaDoble(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha) 





        Else 'Cualquier otro caso poner ficha derecha (no importa que sea doble) 
            If FichaVecina.cent.X < preMargenJuegoDerechaPX Then 
                'Poner derecha 
                If CabezaAoB = "B" Then 
                    angCalc = angCalcDerechaDerecha(FichaVecina.ang, orientOK) 
                ElseIf CabezaAoB = "A" Then 
                    angCalc = angCalcDerechaDerechaR(FichaVecina.ang, orientOK) 
                Else: MsgBox "error derecha-derecha" 
                End If 
                centCalc = pCalcDerechaDerecha(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha) 
            Else 
                'GirarArribaA 
                angCalc = angCalcDerechaArriba(FichaVecina.ang, orientOK) 
                centCalc = pCalcDerechaArriba(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha, dGiroC, dGiroL) 
            End If 
        End If 
     
'Si la ficha es la DerechaDoble 
ElseIf FichaVecina.idConf = "DerechaDoble" Then 
    'Poner derecha 
    angCalc = angCalcDobleDerecha(FichaVecina.ang, orientOK) 
    centCalc = pCalcDobleDerecha(FichaVecina.cent, angCalc, fsEntreFicha) 
 
'Si la ficha vecina es la izquierda 
ElseIf FichaVecina.idConf = "Izquierda" Or (FichaVecina.idConf = "InicialNoDoble" 
And CabezaAoB = "A") Then 
    If FichaEsDoble And (FichaVecina.cent.X > preMargenJuegoIzquierdaPX) Then 
        'Poner doble 
        angCalc = angCalcIzquierdaDoble(FichaVecina.ang, orientOK) 
        centCalc = pCalcIzquierdaDoble(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha) 
    Else 
        If FichaVecina.cent.X > preMargenJuegoIzquierdaPX Then 'Si el centroide 
está dentro del preLimite de juego 
            'Poner izquierda 
            If CabezaAoB = "A" Then 
                angCalc = angCalcIzquierdaIzquierda(FichaVecina.ang, orientOK) 
            ElseIf CabezaAoB = "B" Then 
                angCalc = angCalcIzquierdaIzquierdaR(FichaVecina.ang, orientOK) 
            End If 
            centCalc = pCalcIzquierdaIzquierda(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha) 
        Else 'Si el centroide está fuera del preLimite de juego 
            'GirarAbajoA 
            angCalc = angCalcIzquierdaAbajo(FichaVecina.ang, orientOK) 
            centCalc = pCalcIzquierdaAbajo(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha, dGiroC, dGiroL) 
        End If 
    End If 
 
'Si la ficha vecina es la izquierdaDoble 
ElseIf FichaVecina.idConf = "IzquierdaDoble" Then 
        'Poner izquierda 
        angCalc = angCalcDobleIzquierda(FichaVecina.ang, orientOK) 
        centCalc = pCalcDobleIzquierda(FichaVecina.cent, angCalc, fsEntreFicha) 
         
'Si la ficha vecina es la GiroArribaA 
ElseIf FichaVecina.idConf = "GiroArribaA" Then 
    'Poner GiroArribaB 
    angCalc = angCalcArribaIzquierda(FichaVecina.ang, orientOK) 
    centCalc = pCalcArribaIzquierda(FichaVecina.cent, angCalc, fsEntreFicha, 
dGiroC, dGiroL) 
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'Si la ficha vecina es la GiroArribaB 
ElseIf FichaVecina.idConf = "GiroArribaB" Then 
    If FichaEsDoble Then 
        'Poner Doble 
        angCalc = angCalcIzquierdaDoble(FichaVecina.ang, orientOK) 
        centCalc = pCalcIzquierdaDoble(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha) 
    Else 
        'Poner izquierda 
        angCalc = angCalcIzquierdaIzquierdaR(FichaVecina.ang, orientOK) 
        centCalc = pCalcIzquierdaIzquierda(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha) 
    End If 
 
'Si la ficha vecina es la GiroAbajoA 
ElseIf FichaVecina.idConf = "GiroAbajoA" Then 
    'Poner GiroAbajoB 
    angCalc = angCalcAbajoDerecha(FichaVecina.ang, orientOK) 
    centCalc = pCalcAbajoDerecha(FichaVecina.cent, angCalc, fsEntreFicha, dGiroC, 
dGiroL) 
 
'Si la ficha vecina es la GiroAbajoB 
ElseIf FichaVecina.idConf = "GiroAbajoB" Then 
    If FichaEsDoble Then 
        'Poner Doble 
            angCalc = angCalcDerechaDoble(FichaVecina.ang, orientOK) 
            centCalc = pCalcDerechaDoble(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha) 
    Else 
        'Poner derecha 
        angCalc = angCalcDerechaDerechaR(FichaVecina.ang, orientOK) 
        centCalc = pCalcDerechaDerecha(FichaVecina.cent, FichaVecina.ang, 
fsEntreFicha) 




GUI.Picture1.DrawWidth = 5 
GUI.Picture1.PSet (centCalc.X, 480 - centCalc.Y), vbGreen 
GUI.Picture1.DrawWidth = 1 
 
GUI.Label7.Caption = RadToDeg(angCalc) 
 
'Modificar parametros de la ficha pasada por argumento 
f.ang = angCalc 





'                           SUB CALCULAR DOBLE-Derecha 
'---------------------------------------------------------------------------------- 
Private Function angCalcDobleDerecha(angVecino As Double, orientOK As Boolean) As 
Double 
    If angVecino < pi / 2 Then 'Mirar si son ~90º desde la izquierda (ang<90) 
        If orientOK Then 
            angCalcDobleDerecha = angVecino + pi / 2 + pi 
        Else 
            angCalcDobleDerecha = angVecino + pi / 2 
        End If 
    Else        'Si son ~90º desde la derecha (ang>90) 
        If orientOK Then 
            angCalcDobleDerecha = angVecino - pi / 2 
        Else 
            angCalcDobleDerecha = angVecino + pi / 2 





        End If 
    End If 
End Function 
 
Private Function pCalcDobleDerecha(centVecino As punto, angCalc As Double, 
fsEntreFicha As Double) As punto 
    If ang0ToPi(angCalc) < pi / 2 Then 'Si ang está entre 0 y 90º 
        pCalcDobleDerecha.X = centVecino.X + ProX(anchoFicha / 2 + altoFicha / 2, 
angCalc) * fsEntreFicha 
        pCalcDobleDerecha.Y = centVecino.Y + ProY(anchoFicha / 2 + altoFicha / 2, 
angCalc) * fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcDobleDerecha.X = centVecino.X + ProX(anchoFicha / 2 + altoFicha / 2, 
angCalc) * fsEntreFicha 
        pCalcDobleDerecha.Y = centVecino.Y - ProY(anchoFicha / 2 + altoFicha / 2, 
angCalc) * fsEntreFicha 




'                           SUB CALCULAR DOBLE-Izquierda 
'---------------------------------------------------------------------------------- 
Private Function angCalcDobleIzquierda(angVecino As Double, orientOK As Boolean) As 
Double 
    angCalcDobleIzquierda = angCalcDobleDerecha(angVecino, orientOK) 
End Function 
 
Private Function pCalcDobleIzquierda(centVecino As punto, angCalc As Double, 
fsEntreFicha As Double) As punto 
    If ang0ToPi(angCalc) < pi / 2 Then 'Si ang está entre 0 y 90º 
        pCalcDobleIzquierda.X = centVecino.X - ProX(anchoFicha / 2 + altoFicha / 2, 
angCalc) * fsEntreFicha 
        pCalcDobleIzquierda.Y = centVecino.Y - ProY(anchoFicha / 2 + altoFicha / 2, 
angCalc) * fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcDobleIzquierda.X = centVecino.X - ProX(anchoFicha / 2 + altoFicha / 2, 
angCalc) * fsEntreFicha 
        pCalcDobleIzquierda.Y = centVecino.Y + ProY(anchoFicha / 2 + altoFicha / 2, 
angCalc) * fsEntreFicha 




'                           SUB CALCULAR ARRIBA-IZQUIERDA 
'---------------------------------------------------------------------------------- 
Private Function angCalcArribaIzquierda(angVecino As Double, orientOK As Boolean) 
As Double 
 
    If angVecino < pi / 2 Then 'Mirar si son ~90º desde la izquierda (ang<90) 
        If orientOK Then 
            angCalcArribaIzquierda = angVecino + pi / 2 
        Else 
            angCalcArribaIzquierda = angVecino + pi / 2 + pi 
        End If 
    Else        'Si son ~90º desde la derecha (ang>90) 
        If orientOK Then 
            angCalcArribaIzquierda = angVecino + pi / 2 
        Else 
            angCalcArribaIzquierda = angVecino - pi / 2 
        End If 
    End If 
    
End Function 
 
Private Function pCalcArribaIzquierda(centVecino As punto, angCalc As Double, 
Pau Villegas Tres 
 
- 237 - 
 
fsEntreFicha As Double, dGiroC As Double, dGiroL As Double) As punto 
    If ang0ToPi(angCalc) < pi / 2 Then 'Si ang está entre 0 y 90º 
        pCalcArribaIzquierda.X = centVecino.X - (ProY(dGiroL, angCalc) + 
ProX(dGiroC, angCalc)) * fsEntreFicha 
        pCalcArribaIzquierda.Y = centVecino.Y + (ProX(dGiroL, angCalc) - 
ProY(dGiroC, angCalc)) * fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcArribaIzquierda.X = centVecino.X - (-ProY(dGiroL, angCalc) + 
ProX(dGiroC, angCalc)) * fsEntreFicha 
        pCalcArribaIzquierda.Y = centVecino.Y + (ProX(dGiroL, angCalc) + 
ProY(dGiroC, angCalc)) * fsEntreFicha 




'                           SUB CALCULAR ABAJO-DERECHA 
'---------------------------------------------------------------------------------- 
Private Function angCalcAbajoDerecha(angVecino As Double, orientOK As Boolean) As 
Double 
 
    If angVecino < pi / 2 Then 'Mirar si son ~90º desde la izquierda (ang<90) 
        If orientOK Then 
            angCalcAbajoDerecha = angVecino + pi / 2 
        Else 
            angCalcAbajoDerecha = angVecino + pi / 2 + pi 
        End If 
    Else        'Si son ~90º desde la derecha (ang>90) 
        If orientOK Then 
            angCalcAbajoDerecha = angVecino + pi / 2 
        Else 
            angCalcAbajoDerecha = angVecino - pi / 2 
        End If 




Private Function pCalcAbajoDerecha(centVecino As punto, angCalc As Double, 
fsEntreFicha As Double, dGiroC As Double, dGiroL As Double) As punto 
    If ang0ToPi(angCalc) < pi / 2 Then 'Si ang está entre 0 y 90º 
        pCalcAbajoDerecha.X = centVecino.X + (ProY(dGiroL, angCalc) + ProX(dGiroC, 
angCalc)) * fsEntreFicha 
        pCalcAbajoDerecha.Y = centVecino.Y - (ProX(dGiroL, angCalc) - ProY(dGiroC, 
angCalc)) * fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcAbajoDerecha.X = centVecino.X + (-ProY(dGiroL, angCalc) + ProX(dGiroC, 
angCalc)) * fsEntreFicha 
        pCalcAbajoDerecha.Y = centVecino.Y - (ProX(dGiroL, angCalc) + ProY(dGiroC, 
angCalc)) * fsEntreFicha 




'                           SUB CALCULAR IZQUIERDA-ABAJO 
'---------------------------------------------------------------------------------- 
Private Function angCalcIzquierdaAbajo(angVecino As Double, orientOK As Boolean) As 
Double 
 
    If angVecino < pi / 2 Then 'Mirar si son ~90º desde la izquierda (ang<90) 
        If orientOK Then 
            angCalcIzquierdaAbajo = angVecino + pi / 2 + pi 
        Else 
            angCalcIzquierdaAbajo = angVecino + pi / 2 
        End If 
    Else        'Si son ~90º desde la derecha (ang>90) 
        If orientOK Then 





            angCalcIzquierdaAbajo = angVecino + pi / 2 
        Else 
            angCalcIzquierdaAbajo = angVecino - pi / 2 
        End If 




Private Function pCalcIzquierdaAbajo(centVecino As punto, angVecino As Double, 
fsEntreFicha As Double, dGiroC As Double, dGiroL As Double) As punto 
    If angVecino < pi / 2 Then 'Si ang está entre 0 y 90º 
        pCalcIzquierdaAbajo.X = centVecino.X - (-ProY(dGiroL, angVecino) + 
ProX(dGiroC, angVecino)) * fsEntreFicha 
        pCalcIzquierdaAbajo.Y = centVecino.Y - (ProX(dGiroL, angVecino) + 
ProY(dGiroC, angVecino)) * fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcIzquierdaAbajo.X = centVecino.X - (ProY(dGiroL, angVecino) + 
ProX(dGiroC, angVecino)) * fsEntreFicha 
        pCalcIzquierdaAbajo.Y = centVecino.Y - (ProX(dGiroL, angVecino) - 
ProY(dGiroC, angVecino)) * fsEntreFicha 




'                           SUB CALCULAR DERECHA-ARRIBA 
'---------------------------------------------------------------------------------- 
Private Function angCalcDerechaArriba(angVecino As Double, orientOK As Boolean) As 
Double 
 
    If angVecino < pi / 2 Then 'Mirar si son ~90º desde la izquierda (ang<90) 
        If orientOK Then 
            angCalcDerechaArriba = angVecino + pi / 2 
        Else 
            angCalcDerechaArriba = angVecino + pi / 2 + pi 
        End If 
    Else        'Si son ~90º desde la derecha (ang>90) 
        If orientOK Then 
            angCalcDerechaArriba = angVecino - pi / 2 
        Else 
            angCalcDerechaArriba = angVecino + pi / 2 
        End If 




Private Function pCalcDerechaArriba(centVecino As punto, angVecino As Double, 
fsEntreFicha As Double, dGiroC As Double, dGiroL As Double) As punto 
    If angVecino < pi / 2 Then 'Si ang está entre 0 y 90º 
        pCalcDerechaArriba.X = centVecino.X + (-ProY(dGiroL, angVecino) + 
ProX(dGiroC, angVecino)) * fsEntreFicha 
        pCalcDerechaArriba.Y = centVecino.Y + (ProX(dGiroL, angVecino) + 
ProY(dGiroC, angVecino)) * fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcDerechaArriba.X = centVecino.X + (ProY(dGiroL, angVecino) + 
ProX(dGiroC, angVecino)) * fsEntreFicha 
        pCalcDerechaArriba.Y = centVecino.Y + (ProX(dGiroL, angVecino) - 
ProY(dGiroC, angVecino)) * fsEntreFicha 




'                           SUB CALCULAR DERECHA-DERECHA NORMAL 
'---------------------------------------------------------------------------------- 
Private Function angCalcDerechaDerecha(angVecino As Double, orientOK As Boolean) As 
Double 
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    If angVecino < pi / 2 Then 'Mirar si son ~0º 
        If orientOK Then 
            angCalcDerechaDerecha = angVecino 
        Else 
            angCalcDerechaDerecha = angVecino + pi 
        End If 
    Else        'Si son ~180º 
        If orientOK Then 
            angCalcDerechaDerecha = angVecino + pi 
        Else 
            angCalcDerechaDerecha = angVecino 
        End If 




Private Function pCalcDerechaDerecha(centVecino As punto, angVecino As Double, 
fsEntreFicha As Double) As punto 
    If angVecino < pi / 2 Then 'Si ang está entre 0 y 90º 
        pCalcDerechaDerecha.X = centVecino.X + ProX(anchoFicha, angVecino) * 
fsEntreFicha 
        pCalcDerechaDerecha.Y = centVecino.Y + ProY(anchoFicha, angVecino) * 
fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcDerechaDerecha.X = centVecino.X + ProX(anchoFicha, angVecino) * 
fsEntreFicha 
        pCalcDerechaDerecha.Y = centVecino.Y - ProY(anchoFicha, angVecino) * 
fsEntreFicha 




'                           SUB CALCULAR ANGULO DERECHA-DERECHA REVERSO 
'---------------------------------------------------------------------------------- 
Private Function angCalcDerechaDerechaR(angVecino As Double, orientOK As Boolean) 
As Double 
 
    If angVecino < pi / 2 Then 'Mirar si son ~0º 
        If orientOK Then 
            angCalcDerechaDerechaR = angVecino + pi 
        Else 
            angCalcDerechaDerechaR = angVecino 
        End If 
    Else        'Si son ~180º 
        If orientOK Then 
            angCalcDerechaDerechaR = angVecino 
        Else 
            angCalcDerechaDerechaR = angVecino + pi 
        End If 





'                           SUB CALCULAR IZQUIERDA-IZQUIERDA NORMAL 
'---------------------------------------------------------------------------------- 
Private Function angCalcIzquierdaIzquierda(angVecino As Double, orientOK As 
Boolean) As Double 
    angCalcIzquierdaIzquierda = angCalcDerechaDerecha(angVecino, orientOK) 
End Function 
 
Private Function pCalcIzquierdaIzquierda(centVecino As punto, angVecino As Double, 
fsEntreFicha As Double) As punto 
    If angVecino < pi / 2 Then 'Si ang está entre 0 y 90º 





        pCalcIzquierdaIzquierda.X = centVecino.X - ProX(anchoFicha, angVecino) * 
fsEntreFicha 
        pCalcIzquierdaIzquierda.Y = centVecino.Y - ProY(anchoFicha, angVecino) * 
fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcIzquierdaIzquierda.X = centVecino.X - ProX(anchoFicha, angVecino) * 
fsEntreFicha 
        pCalcIzquierdaIzquierda.Y = centVecino.Y + ProY(anchoFicha, angVecino) * 
fsEntreFicha 
    End If 
End Function 
'---------------------------------------------------------------------------------- 
'                           SUB CALCULAR IZQUIERDA-IZQUIERDA REVERSO 
'---------------------------------------------------------------------------------- 
Private Function angCalcIzquierdaIzquierdaR(angVecino As Double, orientOK As 
Boolean) As Double 




'                           SUB CALCULAR Derecha-DOBLE 
'---------------------------------------------------------------------------------- 
Private Function angCalcDerechaDoble(angVecino As Double, orientOK As Boolean) As 
Double 
    angCalcDerechaDoble = angCalcDerechaArriba(angVecino, orientOK) 
End Function 
 
Private Function pCalcDerechaDoble(centVecino As punto, angVecino As Double, 
fsEntreFicha As Double) As punto 
    If angVecino < pi / 2 Then 'Si ang está entre 0 y 90º 
        pCalcDerechaDoble.X = centVecino.X + ProX(anchoFicha / 2 + altoFicha / 2, 
angVecino) * fsEntreFicha 
        pCalcDerechaDoble.Y = centVecino.Y + ProY(anchoFicha / 2 + altoFicha / 2, 
angVecino) * fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcDerechaDoble.X = centVecino.X + ProX(anchoFicha / 2 + altoFicha / 2, 
angVecino) * fsEntreFicha 
        pCalcDerechaDoble.Y = centVecino.Y - ProY(anchoFicha / 2 + altoFicha / 2, 
angVecino) * fsEntreFicha 
    End If 
End Function 
'---------------------------------------------------------------------------------- 
'                           SUB CALCULAR Izquierda-DOBLE 
'---------------------------------------------------------------------------------- 
Private Function angCalcIzquierdaDoble(angVecino As Double, orientOK As Boolean) As 
Double 
    angCalcIzquierdaDoble = angCalcIzquierdaAbajo(angVecino, orientOK) 
End Function 
 
Private Function pCalcIzquierdaDoble(centVecino As punto, angVecino As Double, 
fsEntreFicha As Double) As punto 
    If angVecino < pi / 2 Then 'Si ang está entre 0 y 90º 
        pCalcIzquierdaDoble.X = centVecino.X - ProX(anchoFicha / 2 + altoFicha / 2, 
angVecino) * fsEntreFicha 
        pCalcIzquierdaDoble.Y = centVecino.Y - ProY(anchoFicha / 2 + altoFicha / 2, 
angVecino) * fsEntreFicha 
    Else    'Si ang es más grande de 90º 
        pCalcIzquierdaDoble.X = centVecino.X - ProX(anchoFicha / 2 + altoFicha / 2, 
angVecino) * fsEntreFicha 
        pCalcIzquierdaDoble.Y = centVecino.Y + ProY(anchoFicha / 2 + altoFicha / 2, 
angVecino) * fsEntreFicha 
    End If 
End Function 
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Attribute VB_Name = "m13_LogicaDomino" 
Option Explicit 
 
Public Const vbFichasIniciales As Long = 7 'Numero de fichas con las que empiza 
cada jugador 
Public SelectorEstrategia As Long 'Determinar tipo estrategia robot 
Public numFichasJugadorHumano As Long 'Contador de fichas del jugador humano 
Public PintasJugadorPasa(7) As Long 'Registro de pintas en las que ha pasado el 
jugador humano 
 
'Selector de estrategias 
Public Function SeleccionarFicha() As Long 'Devuelve 0 si pasa, 1 si tira, 2 si ha 
ganado (ya no le quedan fichas) 
    Select Case SelectorEstrategia 
        Case 1 
            SeleccionarFicha = EstrategiaSimple 
        Case 2 
            SeleccionarFicha = EstrategiaRandom 
        Case 3 
            SeleccionarFicha = EstrategiaPrioridades 
    End Select 
     
    'Mirar las fichas que le quedan despues de tirar (se actualiza el numero en 
TirarFicha()) 
    If numMisFichas = 0 Then 'Si ya no le quedan fichas ha ganado 
        SeleccionarFicha = 2 
    End If 
     
    'Si no ha entrado en ningun IF el resultado será 0 (Robar ficha/Pasar) 
     
End Function 
 
'Estrategia selecccionar la primera ficha posible 
Public Function EstrategiaSimple() As Long 'Devuelve 0 si pasa, 1 si tira 
 
    Dim f As Long 'Indice de ficha 
    Dim iFichaAtirar As Long 'Indice de la ficha que se tirará 
    Dim cabezaAtirar As String 'Indice de en que cabeza se tirará 
     
    For f = 1 To numMisFichas 'Tirar la primera ficha posible 
        If MisFichas(f).numA = CabezaA Or MisFichas(f).numB = CabezaA Then 
            Call TirarFicha(f, "A") 
            EstrategiaSimple = 1 
            Exit Function 
        ElseIf MisFichas(f).numA = CabezaB Or MisFichas(f).numB = CabezaB Then 
            Call TirarFicha(f, "B") 
            EstrategiaSimple = 1 
            Exit Function 
        End If 




'Estrategia selecccionar una ficha aleatoria entre las posibles 
Private Function EstrategiaRandom() As Long 'Devuelve 0 si pasa, 1 si tira 
 
    Dim iFichaAtirar As Long 'Indice de la ficha que se tirará 
    Dim cabezaAtirar As String 'Indice de en que cabeza se tirará 
    Dim FichasJugables() As Long 'Indices de fichas que el robot podría tirar 
    Dim CabezaRandom As Long 'Indice aleatorio de cadena (si se pueden las dos) 






    'Obtener fichas jugables 
    FichasJugables = getFichasJugables() 
     
    If UBound(FichasJugables) > 0 Then 'Mirar si tiene fichas Jugables 
        iFichaAtirar = Int(UBound(FichasJugables) * Rnd + 1) 'Numero aleatorio 
entre 1 y numero de fichas jugables 
        cabezaAtirar = queCadena(FichasJugables(iFichaAtirar)) 
     
     'Si la ficha puede ser tirada en ambas cadenas tirarla en una aleatoriamente 
        If cabezaAtirar = "AB" Then 
            CabezaRandom = Int(Rnd) 
            If CabezaRandom = 0 Then 
                cabezaAtirar = "A" 
            Else 
                cabezaAtirar = "B" 
            End If 
        End If 
        Call TirarFicha(FichasJugables(iFichaAtirar), cabezaAtirar) 
        'Devolver resultado 
        EstrategiaRandom = 1 'Se ha tirado una ficha, en SeleccionarFicha() se 
verificará si le quedan más fichas 
    End If 




'Estrategia por prioridades 
Public Function EstrategiaPrioridades() As Long 'Devuelve 0 si pasa, 1 si tira 
     
    Dim f As Long 'Puntero bucles 
    Dim iFichaAtirar As Long 'Indice de la ficha que se tirará 
    Dim cabezaAtirar As String 'Indice de en que cabeza se tirará 
    Dim FichasJugables() As Long 'Indices de fichas que el robot podría tirar 
    Dim numPintas(6) As Long 'Numero de fichas de cada pinta 
    Dim numPintasPosibles(6) As Long 'Numero de fichas cuya pinta libre se podría 
quedar como cabeza después de tirar 
         
    'Obtener fichas jugables 
    FichasJugables = getFichasJugables() 
 
    'Vectores de prioridades parciales 
    Dim prior1() As Double: ReDim prior1(UBound(FichasJugables)) 
    Dim prior2() As Double: ReDim prior2(UBound(FichasJugables)) 
    Dim prior3() As Double: ReDim prior3(UBound(FichasJugables)) 
    Dim prior4() As Double: ReDim prior4(UBound(FichasJugables)) 
    Dim priorT() As Double: ReDim priorT(UBound(FichasJugables)) 
    Dim peso(4) As Double 'Vector que determina el peso de cada prioridad 
     
     
     
    'TODAS LAS PRIORIDADES estan normalizadas (valor entre 0 y 1) luego se 
ponderarán estas prioridades 
     
'1.Prioridad por puntos de la ficha (puntos=0->prior=0, puntos=12->prior=12/12, 
puntos=x->prior=puntos/12 
'Interesa deshacerse de los más puntos posibles para que cuando acabe la partida 
sumes los minimos puntos posibles 
    For f = 1 To UBound(FichasJugables) 
        prior1(f) = (MisFichas(FichasJugables(f)).numA + 
MisFichas(FichasJugables(f)).numB) / 12 
    Next 
'2.Prioridad por deshacerse de los dobles 
'Evitar que posteriormente no pueda jugarlos (dobles 'muertos') 
    For f = 1 To UBound(FichasJugables) 
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        If MisFichas(FichasJugables(f)).numA = MisFichas(FichasJugables(f)).numB 
Then 
            prior2(f) = 1 
        End If 
    Next 
'3.Prioridad por cantidad de pintas (numero de una ficha) 
'Priorizar según la probabilidad que el adversario tenga pocas fichas de una 
pinta=Prioriorizar según pintas propias y que ya han salido 
'A mayor nº de pintas tengas menor probabilidad tiene el otro jugador de tenerla 
    'Contar pintas robot 
    For f = 1 To numMisFichas 
        numPintas(MisFichas(f).numA) = numPintas(MisFichas(f).numA) + 1 
        numPintas(MisFichas(f).numB) = numPintas(MisFichas(f).numB) + 1 
    Next 
    'Contar pintas mesa 
    For f = 1 To UBound(cadenaFichas) 
        numPintas(cadenaFichas(f).numA) = numPintas(cadenaFichas(f).numA) + 1 
        numPintas(cadenaFichas(f).numB) = numPintas(cadenaFichas(f).numB) + 1 
    Next 
     
    'Probabilidad inversa de que el jugador adversario tenga cada pinta (1-
P(rob+mesa)) 
    For f = 1 To UBound(FichasJugables) 'Cada ficha tendrá la maxima prioridad de 
sus pintas 
        If numPintas(MisFichas(FichasJugables(f)).numA) > 
numPintas(MisFichas(FichasJugables(f)).numB) Then 
            prior3(f) = numPintas(MisFichas(FichasJugables(f)).numA) / 
(numMisFichas + UBound(cadenaFichas)) 
        Else 
            prior3(f) = numPintas(MisFichas(FichasJugables(f)).numB) / 
(numMisFichas + UBound(cadenaFichas)) 
        End If 
    Next 
     
'4.Priorizar segun la probabilidad de que el adversario no tenga fichas que poner 
(cerrar al adversario siempre que no te perjudique a ti mismo) 
    'Guardar la nueva Cabeza. si pusieramos la ficha ej: 2-3, ponemos la 3-1 pues 
se sacará la probabilidad de que el adversario tenga un 1 
    For f = 1 To UBound(FichasJugables) 
        If MisFichas(f).numA = CabezaA Or MisFichas(f).numA = CabezaB Then 'Si se 
coloca el numA mirar posibilidades de numB 
            numPintasPosibles(MisFichas(FichasJugables(f)).numB) = 
numPintasPosibles(MisFichas(FichasJugables(f)).numB) + 1 
        ElseIf MisFichas(f).numB = CabezaA Or MisFichas(f).numB = CabezaB Then 
            numPintasPosibles(MisFichas(FichasJugables(f)).numA) = 
numPintasPosibles(MisFichas(FichasJugables(f)).numA) + 1 
        End If 
    Next 
     
    'Probabilidad inversa de que el adversario tenga cada pinta 
    For f = 1 To UBound(FichasJugables) 
        If numPintas(MisFichas(FichasJugables(f)).numA) > 
numPintas(MisFichas(FichasJugables(f)).numB) Then 
            prior4(f) = numPintasPosibles(MisFichas(FichasJugables(f)).numA) / 
UBound(FichasJugables) 
        Else 
            prior4(f) = numPintasPosibles(MisFichas(FichasJugables(f)).numB) / 
UBound(FichasJugables) 
        End If 
    Next 
     
     
'Ponderación de prioridades dinamica 
If numMisFichas > 4 Then 
    peso(1) = 8 'Deshacerse de los dobles en las primeras jugadas e intentar tirar 





tantos puntos como sea posible 
    peso(2) = 7 
    peso(3) = 5 
Else 
    peso(1) = 5 
    peso(2) = 5 
    peso(3) = 8 'Intensificar la prior3 a partir de la 3 jugada 
End If 
 
'Si se tienen menos fichas que el adversario intensificar el cierre del juego 
If numMisFichas - numFichasJugadorHumano > 1 Then 
    peso(4) = 8 
Else 
    peso(4) = 5 
End If 
 
'Suma ponderada de prioridades 
For f = 1 To UBound(FichasJugables) 
    priorT(f) = peso(1) * prior1(f) + peso(2) * prior2(f) + peso(3) * prior3(f) + 
peso(4) * prior4(f) 
Next 
 
'Condiciones extraordinarias 'cerrar al adversario' 
'Por pintas que no ha tenido el adversario (las que no tiene o tiene pocas en el 
caso que haya robado) 
Dim cond1 As Boolean 
Dim cond2 As Boolean 
Dim condAA As Boolean 
Dim condAB As Boolean 
Dim condBA As Boolean 
Dim condBB As Boolean 
 
For f = 1 To UBound(FichasJugables) 
         
    cond1 = PintasJugadorPasa(MisFichas(FichasJugables(f)).numA) > 0 
    cond2 = PintasJugadorPasa(MisFichas(FichasJugables(f)).numB) > 0 
    condAA = MisFichas(FichasJugables(f)).numA = CabezaA 
    condAB = MisFichas(FichasJugables(f)).numA = CabezaB 
    condBA = MisFichas(FichasJugables(f)).numB = CabezaA 
    condBB = MisFichas(FichasJugables(f)).numB = CabezaB 
     
     
    If cond1 Then 'Si el jugador no tiene el numA intentar tirar X|numA para que 
quede el numero que no tiene como cabeza 
        If condBA Then 
            Call TirarFicha(FichasJugables(f), "A") 
            EstrategiaPrioridades = 1 
            Exit For 
        ElseIf condBB Then 
            Call TirarFicha(FichasJugables(f), "B") 
            EstrategiaPrioridades = 1 
            Exit For 
        End If 
    ElseIf cond2 Then 'Idem pero con numB 
        If condAA Then 
            Call TirarFicha(FichasJugables(f), "A") 
            EstrategiaPrioridades = 1 
            Exit For 
        ElseIf condAB Then 
            Call TirarFicha(FichasJugables(f), "B") 
            EstrategiaPrioridades = 1 
            Exit For 
        End If 
    End If 
Next 
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'Si no se ha podido 'cerrar' y aun no se ha tirado tirar segun prioridades 
calculadas 
If EstrategiaPrioridades <> 1 Then 
     
    'Obtener ficha con mayor puntuacion de prioridad 
    Dim fpriorMax As Long 'indice 
    Dim vpriorMax As Double 'valor 
    For f = 1 To UBound(FichasJugables) 
        If priorT(f) > vpriorMax Then 
            vpriorMax = priorT(f) 
            fpriorMax = f 
        End If 
    Next 
     
    If queCadena(FichasJugables(fpriorMax)) = "A" Then 'Si la ficha a tirar va en 
la cadena A 
        Call TirarFicha(FichasJugables(fpriorMax), "A") 
        EstrategiaPrioridades = 1 
    ElseIf queCadena(FichasJugables(fpriorMax)) = "B" Then 'Si la ficha a tirar va 
en la cadena B 
        Call TirarFicha(FichasJugables(fpriorMax), "B") 
        EstrategiaPrioridades = 1 
    ElseIf queCadena(FichasJugables(fpriorMax)) = "AB" Then 'Si la ficha a tirar 
puede ir en ambas cadenas 
        If numPintasPosibles(MisFichas(FichasJugables(fpriorMax)).numA) _ 
            > numPintasPosibles(MisFichas(FichasJugables(fpriorMax)).numB) Then 
'Decidir segun la probabilidad del adversario que no tenga ficha (prior4) 
            If MisFichas(FichasJugables(fpriorMax)).numA = CabezaA Then 
                Call TirarFicha(FichasJugables(fpriorMax), "A") 'numA quedará en el 
exterior 
                EstrategiaPrioridades = 1 
            Else 
                Call TirarFicha(FichasJugables(fpriorMax), "B") 'numB quedará en el 
exterior 
                EstrategiaPrioridades = 1 
        Else 
            If MisFichas(FichasJugables(fpriorMax)).numA = CabezaB Then 
                Call TirarFicha(FichasJugables(fpriorMax), "B") 'numB quedará en el 
exterior 
                EstrategiaPrioridades = 1 
            Else 
                Call TirarFicha(FichasJugables(fpriorMax), "A") 'numA quedará en el 
exterior 
                EstrategiaPrioridades = 1 
             
            End If 
        End If 
    End If 
End If 









'Devuelve indices de fichas que el robot podría tirar (Indice de MisFichas() ) 
Private Function getFichasJugables() As Long() 
 
    Dim iJugables As Long 'Indice de ficha 
    Dim FichasJugables() As Long 'Vector local de fichas jugables 
    'Redimensionar array a un numero suficientemente alto como para almacenar todas 





las fichas validas 
    ReDim FichasJugables(28) 
     
    Dim f As Long 
    For f = 1 To numMisFichas 
        If MisFichas(f).numA = CabezaA Or MisFichas(f).numB = CabezaA Or _ 
           MisFichas(f).numA = CabezaB Or MisFichas(f).numB = CabezaB Then 
                iJugables = iJugables + 1 
                FichasJugables(iJugables) = f 
        End If 
    Next 
     
    'Redimensionar array para eliminar los huecos que tenga 
    ReDim Preserve FichasJugables(iJugables) 
     
    'Devolver vector 
    getFichasJugables = FichasJugables 
     
End Function 
 
'Devuelve en que cadena se puede tirar una determinada ficha 
Private Function queCadena(f As Long) As String 
    Dim cA As Boolean 
    Dim cB As Boolean 
     
        If MisFichas(f).numA = CabezaA Or MisFichas(f).numB = CabezaA Then 
            cA = True 
        End If 
         
        If MisFichas(f).numA = CabezaB Or MisFichas(f).numB = CabezaB Then 
            cB = True 
        End If 
         
        If cA And cB Then 
            queCadena = "AB" 
        ElseIf cA Then 
            queCadena = "A" 
        ElseIf cB Then 
            queCadena = "B" 
        End If 








'                                 DECLARACIÓN DE VARIABLES GLOBALES 
'---------------------------------------------------------------------------------- 
'Coordenada Z de los RobTarget (Margen para ficha) 
Private Const posZmesaJuego As Long = 105 
Private Const posZmesaFicha As Long = 115 
Private CoordenadaZ As Long 
'---------------------------------------------------------------------------------- 
'                        CALIBRAR EXTREMOS MESA (CAMBIO SIST. REFERENCIA) 
'---------------------------------------------------------------------------------- 
Public Sub CalibrarExtremosMesa(Index As Integer) 
     
    'Variables locales 
    Dim escala As Double 
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    Dim thetaDif As Double 
    Dim tImgToMesa As punto 
    Dim tRobotToMesa As puntoPrecision 
 
    Dim alpha As Double 'Angulo imagen 
    Dim beta As Double 'Angulo robot 
     
    Dim p1i As punto 'Punto superior derecha mesa en imagen 
    Dim p2i As punto 'Punto inferior izquierda mesa en imagen 
    Dim p1r As puntoPrecision 'Punto superior derecha robot en mesa 
    Dim p2r As puntoPrecision 'Punto inferior izquierda robot en mesa 
     
     
    'Altura exacta de la imagen 
    Dim iHeight As Long 
    'Obtiene la altura exacta de la imagen 
    iHeight = GetImageHeight(GUI.Picture1) 
     
    If Index = 0 Then 'MESA JUEGO 
     
        'Puntos de calibracion extremos mesa de Juego [mm] 
        'Coordenadas robot de los extremos de la mesa (Obtenidos manualmente con la 
TeachPendant) [mm] 
        'CONST robtarget 
pCalib1:=[[270,454.85,110],[0,1,0,0],[0,0,0,0],[9E+09,9E+09,9E+09,9E+09,9E+09,9E+09
]]; 
        'CONST robtarget pCalib2:=[[608.86,-
454.85,110],[0,1,0,0],[0,0,0,0],[9E+09,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
     
        'Esquina inferior izquierda 
        p1r.X = 270 
        p1r.Y = 454.85 
         
        'Esquina superior derecha 
        p2r.X = 608.86 
        p2r.Y = -454.85 
         
        'Centro mesa de juego 
        centroMesaJuego.X = (p1r.X + p2r.X) / 2 
        centroMesaJuego.Y = (p1r.Y + p2r.Y) / 2 
     
    ElseIf Index = 1 Then 'MESA FICHAS 
        
        'Puntos de calibracion extremos mesa de Juego [mm] 
        'Coordenadas robot de los extremos de la mesa (Obtenidos manualmente con la 
TeachPendant) [mm] 
        'CONST robtarget pF1:=[[-391.33,673.8,112.17],[0.030073,-0.998518,-
0.03305,0.031073],[1,0,-1,0],[9E+09,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
         'CONST robtarget pF2:=[[171.91,263.67,99.53],[0.003333,0.999273,0.015255,-
0.034776],[0,1,-4,0],[9E+09,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
         
        'Esquina inferior izquierda 
        p1r.X = -391.33 
        p1r.Y = 673.8 
         
        'Esquina superior derecha 
        p2r.X = 171.91 
        p2r.Y = 263.67 
         
    End If 
     
    'Coordenadas imagen de los extremos de la mesa (Obtenidos con las coordenadas 
del mouse) [px] 
    'Esquina inferior izquierda 
    p1i.X = p1.X 





    p1i.Y = iHeight - p1.Y 
    'Esquina superior derecha 
    p2i.X = p2.X 
    p2i.Y = iHeight - p2.Y 
     
    'Guardar limites del juego en PX 
    MargenJuegoIzquierdaPX = p1i.X 
    MargenJuegoDerechaPX = p2i.X 
     
    'Calculo de la diferencia de angulo entre sistema de referencia imagen y sist. 
robot 
    'Diferencia de angulo=angulo sistema imagen-angulo sistema robot [rad] 
    alpha = Atan2D(p2i.Y - p1i.Y, p2i.X - p1i.X) 
    beta = Atan2D(p2r.Y - p1r.Y, p2r.X - p1r.X) 
    thetaDif = alpha - beta 
    
    'Calculo del escalado entre sist.imagen y sist.robot [mm/px] 
    escala = Math.Sqr((p2r.X - p1r.X) ^ 2 + (p2r.Y - p1r.Y) ^ 2) / Math.Sqr((p2i.X 
- p1i.X) ^ 2 + (p2i.Y - p1i.Y) ^ 2) 
 
    'Traslación entre sist. imagen y sist.imagen mesa [px] 
    tImgToMesa = p1i 
     
    'Traslación entre sist. robot y sist. robot mesa [mm] 
    tRobotToMesa = p1r 
     
    'Guardar calibración 
    If Index = 0 Then 'Mesa de juego 
        'Cargar variables globales con locales 
        escalaJ = escala 
        thetaDifJ = thetaDif 
        tImgToMesaJ = tImgToMesa 
        tRobotToMesaJ = tRobotToMesa 
         
        Call SaveTxt(escala, 1, calibSistRefJ, "escala") 
        Call SaveTxt(thetaDif, 2, calibSistRefJ, "thetaDif") 
        Call SaveTxt(tImgToMesa.X, 3, calibSistRefJ, "tImgToRobotX") 
        Call SaveTxt(tImgToMesa.Y, 4, calibSistRefJ, "tImgToRobotY") 
        Call SaveTxt(tRobotToMesa.X, 5, calibSistRefJ, "tRobotToMesaX") 
        Call SaveTxt(tRobotToMesa.Y, 6, calibSistRefJ, "tRobotToMesaY") 
        Call SaveTxt(MargenJuegoIzquierdaPX, 7, calibSistRefJ, 
"MargenJuegoIzquierdaPX") 
        Call SaveTxt(MargenJuegoDerechaPX, 8, calibSistRefJ, 
"MargenJuegoDerechaPX") 
        Call SaveTxt(centroMesaJuego.X, 9, calibSistRefJ, "centroMesaJuegoX") 
        Call SaveTxt(centroMesaJuego.Y, 10, calibSistRefJ, "centroMesaJuegoY") 
         
    ElseIf Index = 1 Then 'Mesa de fichas 
        'Cargar variables locales con globales 
        escalaF = escala 
        thetaDifF = thetaDif 
        tImgToMesaF = tImgToMesa 
        tRobotToMesaF = tRobotToMesa 
         
        Call SaveTxt(escala, 1, calibSistRefF, "escala") 
        Call SaveTxt(thetaDif, 2, calibSistRefF, "thetaDif") 
        Call SaveTxt(tImgToMesa.X, 3, calibSistRefF, "tImgToRobotX") 
        Call SaveTxt(tImgToMesa.Y, 4, calibSistRefF, "tImgToRobotY") 
        Call SaveTxt(tRobotToMesa.X, 5, calibSistRefF, "tRobotToMesaX") 
        Call SaveTxt(tRobotToMesa.Y, 6, calibSistRefF, "tRobotToMesaY") 
    End If 
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'---------------------------------------------------------------------------------- 
'                         OBTENER UN ROBTARGET A PARTIR DE UNA FICHA 
'---------------------------------------------------------------------------------- 
Public Function obtenerRobTarget(ficha As ficha, mesa As Long) As robtarget 
    obtenerRobTarget.pos = posImagenToRobot(ficha.cent, mesa) 






'                              PASAR PUNTO IMAGEN A PUNTO ROBOT 
'---------------------------------------------------------------------------------- 
Private Function posImagenToRobot(puntoImagen As punto, mesa As Long) As 
RobTarget_pos 
     
    'Variables locales 
    Dim escala As Double 
    Dim thetaDif As Double 
    Dim tImgToMesa As punto 
    Dim tRobotToMesa As puntoPrecision 
     
    If mesa = 0 Then 'Mesa de Juego 
        'Cargar variables locales con globales 
        escala = escalaJ 
        thetaDif = thetaDifJ 
        tImgToMesa = tImgToMesaJ 
        tRobotToMesa = tRobotToMesaJ 
        CoordenadaZ = posZmesaJuego 
    ElseIf mesa = 1 Then 'Mesa de fichas 
        'Cargar variables locales con globales 
        escala = escalaF 
        thetaDif = thetaDifF 
        tImgToMesa = tImgToMesaF 
        tRobotToMesa = tRobotToMesaF 
        CoordenadaZ = posZmesaFicha 
    End If 
         
    'Puntos parciales 
    Dim pA As puntoPrecision 
    Dim pB As puntoPrecision 
    Dim pC As puntoPrecision 
    Dim pD As puntoPrecision 
     
    'Punto de la imagen a convertir [px] 
    'puntoImagen.X = p1.X 
    'puntoImagen.Y = iHeight - p1.Y 
     
    'Punto en ejes mesa imagen [px] 
    pA.X = puntoImagen.X - tImgToMesa.X 
    pA.Y = puntoImagen.Y - tImgToMesa.Y 
     
    'Punto en ejes mesa robot [px] 
    pB.X = pA.X * Cos(thetaDif) + pA.Y * Sin(thetaDif) 
    pB.Y = -pA.X * Sin(thetaDif) + pA.Y * Cos(thetaDif) 
     
    'Punto en ejes mesa robot [mm] 
    pC.X = escala * pB.X 
    pC.Y = escala * pB.Y 
     
    'Punto en ejes robot [mm] 
    pD.X = pC.X + tRobotToMesa.X 
    pD.Y = pC.Y + tRobotToMesa.Y 
     
    'Devolver posicion en el RobTarget_pos 





    posImagenToRobot.X = pD.X 
    posImagenToRobot.Y = pD.Y 





'                       PASAR ANGULO IMAGEN A ANGULO ROBOT (CUATERNIOS) 
'---------------------------------------------------------------------------------- 
 
Private Function anguloImagenToRobot(anguloImagen As Double, mesa As Long) As 
RobTarget_orient 
 
    'Variables locales 
    Dim thetaDif As Double 
     
    'Cargar variables locales con globales 
    If mesa = 0 Then 'Mesa de Juego 
        thetaDif = thetaDifJ 
    ElseIf mesa = 1 Then 'Mesa de fichas 
        thetaDif = thetaDifF 
    End If 
 
    Dim x1 As Double, x2 As Double, x3 As Double 
    Dim y1 As Double, y2 As Double, y3 As Double 
    Dim z1 As Double, z2 As Double, z3 As Double 
     
    Dim q1 As Double, q2 As Double, q3 As Double, q4 As Double 
    Dim anguloPiezaRobot As Double 
     
    'Pasar de angulo imagen a angulo en coordenadas robot 
    anguloPiezaRobot = anguloImagen - thetaDif 
     
    'Pasar de angulo en coordenadas robot a cuaternios 
    '    v1  v2  v3 
    'X:  x1  y1  z1 
    'Y:  x2  y2  z2 
    'Z:  x3  y3  z3 
     
    'CONFIGURACIÓN FICHA HORIZONTAL 
    'x1 = 0 
    'x2 = 1 
    'x3 = 0 
    'y1 = 1 
    'y2 = 0 
    'y3 = 0 
    'z1 = 0 
    'z2 = 0 
    'z3 = -1 
     
    'CONFIGURACIÓN FICHA CON ANGULO 
    x1 = -Sin(anguloPiezaRobot) 
    x2 = -Cos(anguloPiezaRobot) 
    x3 = 0 
    y1 = -Cos(anguloPiezaRobot) 
    y2 = Sin(anguloPiezaRobot) 
    y3 = 0 
    z1 = 0 
    z2 = 0 
    z3 = -1 
     
    'Cuaternio 1 
        q1 = 0.5 * Math.Sqr(x1 + y2 + z3 + 1) 
    'Cuaternio 2 
    If (y3 - z2) >= 0 Then 
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        q2 = 0.5 * Math.Sqr(x1 - y2 - z3 + 1) 
    Else 
        q2 = -0.5 * Math.Sqr(x1 - y2 - z3 + 1) 
    End If 
    'Cuaternio 3 
    If (z1 - x3) >= 0 Then 
        q3 = 0.5 * Math.Sqr(y2 - x1 - z3 + 1) 
    Else 
        q3 = -0.5 * Math.Sqr(y2 - x1 - z3 + 1) 
    End If 
    'Cuaternio 4 
    If (x2 - y1) >= 0 Then 
        q4 = 0.5 * Math.Sqr(z3 - x1 - y2 + 1) 
    Else 
        q4 = -0.5 * Math.Sqr(z3 - x1 - y2 + 1) 
    End If 
 
    'Devolver orientación en el RobTarget_orient 
    anguloImagenToRobot.q1 = q1 
    anguloImagenToRobot.q2 = q2 
    anguloImagenToRobot.q3 = q3 





'                      IMPRIMIR ROBTARGET (Darle la sintaxis correcta) 
'---------------------------------------------------------------------------------- 
 
Public Function ImprimirRobTarget(r As robtarget) As String 
 
    'Presentar robTarget (Se usa Str en vez de CStr para que salga el . como 
separador decimal en vez de la , 
    ImprimirRobTarget = "[[" & Str(r.pos.X) & "," & Str(r.pos.Y) & "," & 
Str(r.pos.Z) & _ 
                "],[" & Str(r.orient.q1) & "," & Str(r.orient.q2) & "," & _ 
                Str(r.orient.q3) & "," & Str(r.orient.q4) & _ 
                "],[" & Str(r.confdata.cf1) & "," & Str(r.confdata.cf4) & "," & _ 
                Str(r.confdata.cf6) & "," & Str(r.confdata.cfx) & 
"],[9E9,9E9,9E9,9E9,9E9,9E9]];" 






Attribute VB_Name = "m15_InterfazAsterix" 
Option Explicit 
 
Public Const numOPCItems As Long = 9 'Num indice item max 
 
'Valores "manipulables" 
Public OPCItemNameString(numOPCItems) As String 'Aqui se escribiran los nombres de 
los items a añadir (de 0 a numOPCItems) 




Public OPCItemValue(numOPCItems) As String 
Public OPCItemQuality(numOPCItems) As String 
 
'Gestión interfaz 





Public OPCItemName(numOPCItems) As Boolean 
Public OPCItemActiveState(numOPCItems) As Boolean 
Public OPCItemWriteButton(numOPCItems) As Boolean 
Public OPCItemValueToWrite(numOPCItems) As Boolean 
Public OPCItemSyncReadButton(numOPCItems) As Boolean 
 
'Constantes de indices OPC 
Public Const opc_Token As Integer = 0 
Public Const opc_Escenario As Integer = 1 
Public Const opc_iPlaza As Integer = 2 
Public Const opc_posX As Integer = 3 
Public Const opc_posY As Integer = 4 
Public Const opc_posZ As Integer = 5 
Public Const opc_q1 As Integer = 6 
Public Const opc_q2 As Integer = 7 
Public Const opc_q3 As Integer = 8 
Public Const opc_q4 As Integer = 9 
 
Public Sub inicializarOPC() 
 
    'Cargar elementos de la lista usando OPCItemNameString 
    OPCItemNameString(opc_Token) = "Pau.Asterix.K0" 
    OPCItemNameString(opc_Escenario) = "Pau.Asterix.K1" 
    OPCItemNameString(opc_iPlaza) = "Pau.Asterix.K2" 
    OPCItemNameString(opc_posX) = "Pau.Asterix.K3" 
    OPCItemNameString(opc_posY) = "Pau.Asterix.K4" 
    OPCItemNameString(opc_posZ) = "Pau.Asterix.K5" 
    OPCItemNameString(opc_q1) = "Pau.Asterix.K6" 
    OPCItemNameString(opc_q2) = "Pau.Asterix.K7" 
    OPCItemNameString(opc_q3) = "Pau.Asterix.K8" 
    OPCItemNameString(opc_q4) = "Pau.Asterix.K9" 
 
    'Cargar formulario OPC 





Public Sub RobTargetToAsterix(robtarget As robtarget) 
 
    Call OPCInterface.EscribirItemOPC(opc_posX, CInt(robtarget.pos.X)) 
    Call OPCInterface.EscribirItemOPC(opc_posY, CInt(robtarget.pos.Y)) 
    Call OPCInterface.EscribirItemOPC(opc_posZ, CInt(robtarget.pos.Z)) 
    Call OPCInterface.EscribirItemOPC(opc_q1, CInt(robtarget.orient.q1 * 
1000)) 'Enviar decimal como un numero entero 
    Call OPCInterface.EscribirItemOPC(opc_q2, CInt(robtarget.orient.q2 * 
1000)) 
    Call OPCInterface.EscribirItemOPC(opc_q3, CInt(robtarget.orient.q3 * 
1000)) 
    Call OPCInterface.EscribirItemOPC(opc_q4, CInt(robtarget.orient.q4 * 
1000))End Sub 
 
'Consultar estado del Token en la controladora del robot 
Public Function leerToken() As Boolean 'token=0 (lo tiene VB), token=1 (lo tiene el 
robot) 
 
    Dim token As String 
    token = CInt(OPCItemValue(opc_Token)) 
     
    If token = "0" Then 
        leerToken = False 
    ElseIf token = "1" Then 
        leerToken = True 
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    Else 
        MsgBox "Valor token erroneo" 
    End If 
     
End Function 
 
'Otorgar el Token en la controladora del robot 
Public Sub enviarToken() 'token=0 (lo tiene VB), token=1 (lo tiene el robot) 






Attribute VB_Name = "m16_Supervisor" 
Option Explicit 
 
Public numFichasEscB As Long 
Public numAntFichasEscB As Long 
Public jugadorHaTirado As Boolean 
Public accionJugador As Long 'identificador accion jugador 0=pasa, 1=ha tirado, 
2=ha tirado y ha ganado 
Public cont1seg As Long 'Contador de segundos 
 
Public Sub EmpezarProceso() 
     
    Dim resQuienEmpieza As Long 
    Dim resSeleccionarFicha As Long 
    Dim turno As Boolean 'True=Robot, False=Persona 
    Dim finalPartida As Long 
    Dim puntuacionHumano As Long 
    Dim puntuacionRobot As Long 
     
    'Establecer el numero inicial de fichas del jugadorHumano 
    numFichasJugadorHumano = vbFichasIniciales 
     
    'Partimos de el robot colocado en home_back y las fichas en el escenario B 
    'Inicio partida, coger 7 fichas cada uno 
    Do While numMisFichas < vbFichasIniciales 'Se cogen 7 fichas 
        'Identificar fichas mesa fichas 
        If EscenarioB() > 0 Then 
            'Coger una ficha aleatoria 
            CogerFichaRandom 
            'El hilo del programa pasa al robot, VB se queda a la espera 
            enviarToken 
            'Esperar a que el robot hay cogido la ficha del escenario B y llevado 
al escenario A 
            idle 
            'Procesar escA y enviar infomación al robot + paletizar fichas 
            EscenarioA 
            'Guardar ficha 
            GuardarEnMisFichas 'Guarda la ficha detectada 
            'El hilo del programa pasa al robot 
            enviarToken 
            'Esperar a que el robot hay dejado la ficha en el soporte 
            idle 
        Else 
            MsgBox "Error detección fichas mesa de fichas" 
        End If 
         
    Loop 
     





    'Mirar quien empieza 
    resQuienEmpieza = QuienEmpieza() 
    'Determinar turno 
    If resQuienEmpieza = 0 Then 
        turno = False 'Turno de la persona 
    Else 
        turno = True 'Turno del robot 
        TirarFichaInicial (resQuienEmpieza) 'Tirar primera ficha 
        enviarToken 'el hilo del programa pasa al robot 
        idle 'esperar que el programa RAPID devuelva el token 
        turno = False 'Turno de la persona 
    End If 
     
Do While finalPartida = 0 
     
    'Si el turno es de la persona 
    If turno = 0 Then 
        RobotGoHomeBack 'ir al home trasero (puede que ya lo esté) (no molestar al 
jugador y no tapar el tablero a la camara) 
        enviarToken 'el hilo del programa pasa al robot 
        numAntFichasEscB = EscenarioB 'Guarda el numero de fichas detectadas antes 
de que el jugador tire 
        accionJugador = esperarJugador() '(dentro de la funcion se controlan las 
fichas del jugador) 
        Select Case accionJugador 
            Case 1      'Si el jugador ha tirado 
                idle 'robot espera a que el robot llegue a homeBack, se hace aqui 
para ahorrarse esperar que el robot llegue a su sitio 
                EscenarioC 'Leer domino una vez el jugador ha tirado 
                ActualizarCadena 
                turno = True 'Ahora es el turno del robot 
            Case 0      'Si el jugador pasa (no quedan fichas en EscB) 
                turno = True 
                 
            Case 2      'Si el jugador ha tirado y no le quedan mas fichas 
                finalPartida = 2 'Ha ganado el jugadorHumano 
            Case Else: MsgBox "error opciones finalPartida" 
        End Select 
    End If 
     
    If finalPartida <> 0 Then 
        Exit Do 
    End If 
     
    'Si el turno es del robot 
    If turno = 1 Then 
        resSeleccionarFicha = SeleccionarFicha() 'Lógica del robot + recoger pieza 
soporte + posicionar ficha 
         
        Select Case resSeleccionarFicha 
        Case 1, 2   'Si tiene ficha que tirar (haya ganado o no) 
            enviarToken 
            idle 
            EscenarioC 'Leer domino una vez el robot ha tirado 
            ActualizarCadena 
            If resSeleccionarFicha = 2 Then 
                finalPartida = 1 'Ha ganado el robot 
            Else 
                turno = False 'Si no ha ganado pasar el turno 
            End If 
         
        Case 0      'Robot no puede tirar pero tiene fichas 
            If EscenarioB() > 0 Then 
                CogerFichaRandom 
                enviarToken 
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                idle 
                EscenarioA 
                GuardarEnMisFichas 
                enviarToken 
                idle 
                turno = True 
            Else 'No quedan fichas que coger 
                turno = True 'Pasar el turno 
                If accionJugador = 0 Then 'Si el jugador también ha pasado 
                    finalPartida = 3 
                End If 
            End If 
        Case 3  'Robot sin fichas y no quedan fichas para coger 
                finalPartida = 1 'Ha ganado el robot 
        End Select 




puntuacionRobot = contarPuntosRobot() 
 
Select Case finalPartida 
    Case 1: MsgBox "Has perdido!" 
    Case 2: MsgBox "Has ganado!" 
    Case 3 
        puntuacionHumano = CLng(InputBox("Introduzca tu puntuacion", "Se ha acabado 
la partida!")) 
        If puntuacionHumano > puntuacionRobot Then MsgBox "Has perdido!" 
        ElseIf puntuacionHumano < puntuacionRobot Then MsgBox "Has ganado!" 
        Else: MsgBox "Empate!" 
        End If 
    End Select 
 
'evaluar quien ha ganado 
'en caso de que haya sido pq nadie podia tirar el jugador debe meter la puntuación 





'Rutina que se mantiene a la espera de que vuelva el token 
Private Sub idle() 
    Do While leerToken() = True 
        DoEvents 
    Loop 
End Sub 
 
'Rutina para determinar quien tira la primera ficha 
Private Function QuienEmpieza() As Long '0: el jugador, diferente a 0: el robot 
(devuelve el indice de la ficha de MisFichas() a tirar) 
    Dim valor As Long, ficha As Long 
    Dim respuesta As Integer 
     
    For valor = 6 To 0 Step -1 
        For ficha = 1 To UBound(MisFichas()) 
            If MisFichas(ficha).numA = valor And MisFichas(ficha).numB = valor Then 
                QuienEmpieza = ficha 'Empieza el robot 
                Exit Function 
            End If 
        Next 
     
        'Si el programa ha llegado hasta aqui es porque el robot no tiene ficha 
        'Preguntar si la persona tiene la ficha más alta 
         
        respuesta = MsgBox("No tengo la ficha " & valor & " doble. La tienes tu?", 






                    vbYesNo + vbQuestion, "¿Quien empieza?") 
         
        If respuesta = vbYes Then 
            'Añadir Label que indique que el jugador ya puede tirar (no seguir con 
MsgBox 
            QuienEmpieza = 0 
            Exit Function 
        End If 
     
    Next 
     
    'Nadie tiene dobles-> Tirar ficha con valor más alto 
    For valor = 11 To 6 Step -1 'Numero de pips de la ficha 
        For ficha = 1 To UBound(MisFichas()) 
            If MisFichas(ficha).numA + MisFichas(ficha).numB = valor Then 
                QuienEmpieza = ficha 
                Exit Function 
            End If 
        Next 
         
        'Si el programa ha llegado hasta aqui es porque el robot no tiene ficha 
        'Preguntar si la persona tiene la ficha más alta 
         
        respuesta = MsgBox("No tengo ninguna ficha de más de " & valor & " puntos. 
La tienes tu?", _ 
                    vbYesNo + vbQuestion, "¿Quien empieza?") 
         
        If respuesta = vbYes Then 
            'Añadir Label que indique que el jugador ya puede tirar (no machacar 
con MsgBox 
            QuienEmpieza = 0 
            Exit Function 
        End If 
    Next 
     
End Function 
 
'Esperar a que el jugador tire 
Public Function esperarJugador() As Long '0=pasa, 1=ha tirado, 2=ha tirado y ha 
ganado 
    AsistenteTurnoPersona.Show 'Muestra el formulario 
     
    numFichasEscB = EscenarioB() 
    numAntFichasEscB = numFichasEscB 
     
    Do While Not jugadorHaTirado 'Mientras el jugador no pulse el boton conforme ha 
tirado 
        If cont1seg >= 1 Then       'Controlar fichas EscenarioB cada segundo 
            numFichasEscB = EscenarioB() 'Guardar fichas actuales del escB 
            cont1seg = 0 'Resetear contador segundos 
        End If 
         
        If numFichasEscB <> numAntFichasEscB Then 'Ha robado ficha 
            PintasJugadorPasa(CabezaA) = PintasJugadorPasa(CabezaA) + 1 'Pintas que 
el jugador no ha tenido 
            PintasJugadorPasa(CabezaB) = PintasJugadorPasa(CabezaB) + 1 
         
            'Calcular fichas que ha cogido el jugador humano 
            numFichasJugadorHumano = numFichasJugadorHumano + (numAntFichasEscB - 
numFichasEscB) 
            'Actualizar numFichasEscB 
            numFichasEscB = numAntFichasEscB 
         
        End If 
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        If numFichasEscB = 0 Then   'Si no quedan fichas en el escenarioB el 
jugador deberá pasar 
            esperarJugador = 0 
            Unload AsistenteTurnoPersona 
            Exit Function 
        End If 
        DoEvents 
    Loop 
    'A partir de este punto el jugado ya ha tirado 
     
    'Como el jugador ha tirado hay que restar 1 ficha a su contador 
    numFichasJugadorHumano = numFichasJugadorHumano - 1 
    'Si al jugador no le quedan fichas 
    If numFichasJugadorHumano = 0 Then 
        esperarJugador = 2 '(Jugador ha ganado) 
        Unload AsistenteTurnoPersona 
        Exit Function 
    End If 
     
    'Si ha llegado hasta aqui es porque el jugado ha tirado y aun tiene fichas 
    esperarJugador = 1 
    Unload AsistenteTurnoPersona 
     
End Function 
 
'Puntuacio fichas robot 
Private Function contarPuntosRobot() As Long 
    Dim i As Long 
     
    For i = 1 To UBound(MisFichas()) 
        contarPuntosRobot = contarPuntosrRobot + MisFichas(i).numA + 
MisFichas(i).numB 






Option Base 1 
 
' This example attempts to demonstrate the steps required to connect 
' with and access data from and OPC server.  Using the Data Access 2.0 
' automation interface installed when you installed KEPServer, this 
' example will give you a general understanding of this powerful interface 
' and the steps required to use it.  If you have used KEPServer in your 
' Visual Basic applications as a DDE server you will be impressed with the 
' performance gains that OPC connectivity provides.  The steps required to 
' use an OPC server in your VB application is a little more involved than 
' simple TextBox DDE links but the benefits far outweigh the extra effort. 
' Hopefully this example will make even the extra effort seem trivial. 
' 
' In this example and its operation you will see that the steps of connecting 
' with, adding a group, and adding items have been purposely imposed by the 
' enabling and disabling of the controls on this form.  The goal of this hand 
' holding is to insure that your application connects with and uses OPC data in 
' the proper sequence.  That sequence being 1) Connect with the Server. 
' 2) Add group(s) 3) Add items to group(s).  The same steps should be done in 
' reverse order when disconnecting from the server.  As always VB gives you a 
' great deal of freedom, your resulting application may need to take many steps 
' to achieve its goal but you should attempt to follow these steps if possible. 
' 
' This code is provided "AS IS". KEPware makes no guarantee that this code will 





' be bug free.  The code is for demonstration purposes only.  In order to keep 
' this example reasonably clear there is not as much error handling in place. 
' Your application may need more error handling for reliable operation. 
' 
' This exmaple project has already been configured to reference the 
' 'OPC Automation 2.0' object.  When creating your own OPC applications from 
' scratch you must first add the 'OPC Automation 2.0' object to the reference 
' object list.  This can be done from the VB menu Project|References.  Once 
' the References Dialog is displayed, scroll down to the 'OPC Automation 2.0' 
' object and select it, then click the OK button.  You'll know that the 
' 'OPC Automation 2.0' object is being referenced when VB displays smart 
' object properties for the OPC related objects as you use them. 
 
'*************************************************************************** 
' 06/23/06 - Modified to refernece the OPCDAAuto.dll file rather then the 
' legacy KEPOPCDAAUTO.dll file. 
'*************************************************************************** 
' Server and group related data 
' The OPCServer objects must be declared here due to the use of WithEvents 
Dim WithEvents AnOPCServer As OPCServer 
Attribute AnOPCServer.VB_VarHelpID = -1 
Dim WithEvents ConnectedOPCServer As OPCServer 
Attribute ConnectedOPCServer.VB_VarHelpID = -1 
Dim ConnectedServerGroup As OPCGroups 
Dim WithEvents ConnectedGroup As OPCGroup 
Attribute ConnectedGroup.VB_VarHelpID = -1 
 
' OPC Item related data 
Dim OPCItemCollection As OPCItems 
Dim OneOPCItem As OPCItem 
Dim ItemCount As Long 
Dim OPCItemIDs(numOPCItems) As String 
Dim ItemServerHandles() As Long 
Dim ItemServerErrors() As Long 
Dim ClientHandles(numOPCItems) As Long 
 
'Ultimo item seleccionado de la lista 
Dim ItemSeleccionadoLista As Integer 
'Inhibir timer con el scroll 
Dim InhibirTimer As Boolean 
'Modo de escritura de datos 
Dim modoEscritura As Boolean 
 
 
' General startup initialization 
Private Sub Form_Load() 
    AvailableOPCServerList.AddItem "Click on 'List OPC Servers' to start" 
 
    Dim i As Integer 
    Dim iLista As String 
    For i = 0 To numOPCItems 
        iLista = OPCItemNameString(i) & "    (" & OPCItemValue(i) & ")"  'Elemento 
a mostrar en la lista 
        ListNameValue.AddItem iLista  'Añadir elemento 
    Next i 
     
End Sub 
 
' Make sure things get shut down properly upon closing application 
Private Sub Form_Terminate() 




' This sub handles gathering a list of available OPC Servers and displays them 
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' The OPCServer Object provides a method called 'GetOPCServers' that will allow 
' you to get a list of the OPC Servers that are installed on your machine.  The 
' list is retured as a string array. 
Private Sub ListOPCServers_Click() 
    Dim AllOPCServers As Variant 
    Dim i As Integer 
 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCGetServersError 
 
    ' Create a temporary OPCServer object and use it to get the list of 
    ' available OPC Servers 
    Set AnOPCServer = New OPCServer 
    ' Clear the list control used to display them 
    AvailableOPCServerList.Clear 
    AllOPCServers = AnOPCServer.GetOPCServers 
    ' Load the list returned into the List box for user selection 
    For i = LBound(AllOPCServers) To UBound(AllOPCServers) 
        AvailableOPCServerList.AddItem AllOPCServers(i) 
    Next i 
     
    GoTo SkipOPCGetServersError 
     
ShowOPCGetServersError: 
    Call DisplayOPC_COM_ErrorValue("Get OPC Server List", Err.Number) 
SkipOPCGetServersError: 
    ' Release the temporary OPCServer object now that we're done with it 
    Set AnOPCServer = Nothing 
     
End Sub 
 
' This sub loads the OPC Server name when selected from the list 
' and places it in the OPCServerName object 
Private Sub AvailableOPCServerList_Click() 
    ' When a user selects a server from the list box its name is placed 
    ' in the OPCServerName 





' This sub handles connecting with the selected OPC Server 
' The OPCServer Object provides a method called 'Connect' that allows you 
' to 'connect' with an OPC server.  The 'Connect' method can take two arguments, 
' a server name and a Node name.  The Node name is optional and does not have to 
' be used to connect to a local server.  When the 'Connect' method is called you 
' should see the OPC Server application start if it is not aleady running. 
' 
'Special Note: When connect remotely to another PC running the KepserverEx make 
'sure that you have properly configured DCOM on both PC's. You will find 
documentation 
'explaining exactly how to do this on your installation CD or at the Kepware web 
site. 
'The web site is www.kepware.com. 
Private Sub OPCServerConnect_Click() 
Dim ConnectedServerName As String 
Dim ConnectedNodeName As Variant 
 
 
' Test to see if the User has entered or selected an OPC server name yet if not 
post a message 
If InStr(OPCServerName.Text, "Click") = 0 Then 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCConnectError 
    ' 





    'Create a new OPC Server object 
    Set ConnectedOPCServer = New OPCServer 
    'Load the selected server name to start the interface 
    ConnectedServerName = OPCServerName.Text 
    'Load the node name of the connected server. The node name should be entered 
    'without the use of forward slashes \\. 
    ConnectedNodeName = OPCNodeName.Text 
    'Attempt to connect with the server 
    ConnectedOPCServer.Connect ConnectedServerName, ConnectedNodeName 
     
    ' Throughout this example you will see a lot of code that simply enables 
    ' and disables the various controls on the form.  The purpose of these 
    ' actions is to demonstrate and insure the proper sequence of events when 
    ' making an OPC connection. 
    ' If we successfully connect to a server allow the user to disconnect 
    DisconnectFromServer.Enabled = True 
    ' Don't allow a reconnect until the user disconnects 
    OPCServerConnect.Enabled = False 
    AvailableOPCServerList.Enabled = False 
    OPCServerName.Enabled = False 
     
    ' Enable the group controls now that we have a server connection 
    OPCGroupName.Enabled = True 
    GroupUpdateRate.Enabled = True 
    GroupDeadBand.Enabled = True 
    GroupActiveState.Enabled = True 
    AddOPCGroup.Enabled = True ' Remove group isn't enable until a group has been 
added 
     
    GoTo SkipOPCConnectError 
     
ShowOPCConnectError: 
    DisconnectFromServer.Enabled = False 
    Set ConnectedOPCServer = Nothing 
    Call DisplayOPC_COM_ErrorValue("Connect", Err.Number) 
SkipOPCConnectError: 
Else 
    ' A server name has not been selected yet post an error to the user 
    Dim Response 
    Response = MsgBox("You must first select an OPC Server, Click on the 'List OPC 




' This sub handles disconnecting from the OPC Server.  The OPCServer Object 
' provides the method 'Disconnect'.  Calling this on an active OPCSerer 
' object will release the OPC Server interface with your application.  When 
' this occurs you should see the OPC server application shut down if it started 
' automatically on the OPC connect. This step should not occur until the group 
' and items have been removed 
Private Sub DisconnectFromServer_Click() 
 
' Test to see if the OPC Server connection is currently available 
If Not ConnectedOPCServer Is Nothing Then 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCDisconnectError 
 
    'Disconnect from the server, This should only occur after the items and group 
    ' have been removed 
    ConnectedOPCServer.Disconnect 
     
    ' Release the old instance of the OPC Server object and allow the resources 
    ' to be freed 
    Set ConnectedOPCServer = Nothing 
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    ' Allow a reconnect once the disconnect completes 
    OPCServerConnect.Enabled = True 
    AvailableOPCServerList.Enabled = True 
    OPCServerName.Enabled = True 
     
    ' Don't alllow the Disconnect to be issued now that the connection is closed 
    DisconnectFromServer.Enabled = False 
     
    ' Disable the group controls now that we no longer have a server connection 
    OPCGroupName.Enabled = False 
    GroupUpdateRate.Enabled = False 
    GroupDeadBand.Enabled = False 
    GroupActiveState.Enabled = False 
    AddOPCGroup.Enabled = False 
End If 
     
    GoTo SkipDisconnectError 
 
ShowOPCDisconnectError: 




' This sub handles adding the group to the OPC server and establishing the 
' group interface.  When adding a group you can preset some of the group 
' parameters using the properties '.DefaultGroupIsActive' 
' and '.DefaultGroupDeadband'.  Set these before adding the group. Once the 
' group has been successfully added you can change these same settings 
' along with the group update rate on the fly using the properties on the 
' resulting OPCGroup object. 
Private Sub AddOPCGroup_Click() 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCGroupAddError 
 
    'Prepare to add a group to the current OPC Server 
    ' Get the group interface from the server object 
    Set ConnectedServerGroup = ConnectedOPCServer.OPCGroups 
 
    ' Set the desire active state for the group 
    ConnectedServerGroup.DefaultGroupIsActive = GroupActiveState.Value 
 
    'Set the desired percent deadband 
    ConnectedServerGroup.DefaultGroupDeadband = Val(GroupDeadBand.Text) 
 
    ' Add the group and set its update rate 
    Set ConnectedGroup = ConnectedServerGroup.Add(OPCGroupName.Text) 
    ' Set the update rate for the group 
    ConnectedGroup.UpdateRate = Val(GroupUpdateRate.Text) 
     
    ' **************************************************************** 
    ' Mark this group to receive asynchronous updates via the DataChange event. 
    ' This setting is IMPORTANT. Without setting '.IsSubcribed' to True your 
    ' VB application will not receive DataChange notifications.  This will 
    ' make it appear that you have not properly connected to the server. 
     
    ConnectedGroup.IsSubscribed = True 
     
    '***************************************************************** 
 
    ' Now that a group has been added disable the Add group Button and enable 
    ' the Remove group Button.  This demo application adds only a single group 
    AddOPCGroup.Enabled = False 
    OPCGroupName.Enabled = False 
    RemoveOPCGroup.Enabled = True 
     





    ' Enable the OPC item controls now that a group has been added 
    OPCAddItems.Enabled = True 
    Dim i As Integer 
    For i = 0 To numOPCItems - 1 
       OPCItemName(i) = True 
    Next i 
 
    ' Disable the Disconnect Server button since we now have a group that must be 
removed first 
    DisconnectFromServer.Enabled = False 
 
    GoTo SkipAddGroupError 
 
ShowOPCGroupAddError: 





' This sub handles removing a group from the OPC server, this must be done after 
' items have been removed.  The 'Remove' method allows a group to be removed 
' by name from the OPC Server.  If your application will maintains more than 
' one group you will need to keep a list of the group names for use in the 
' 'Remove' method.  In this demo there is only one group.  The name is maintained 
' in the OPCGroupName TextBox but it can not be changed once the group is added. 
Private Sub RemoveOPCGroup_Click() 
 
' Test to see if the OPC Group object is currently available 
If Not ConnectedServerGroup Is Nothing Then 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCGroupRemoveError 
 
    ' Remove the group from the server 
    ConnectedServerGroup.Remove (OPCGroupName.Text) 
    ' Release the group interface and allow the server to cleanup the resources 
used 
    Set ConnectedServerGroup = Nothing 
    Set ConnectedGroup = Nothing 
 
    ' Enable the Add group Button and disable the Remove group Button 
    AddOPCGroup.Enabled = True 
    OPCGroupName.Enabled = True 
    RemoveOPCGroup.Enabled = False 
    ' Disable the item controls now that a group has been removed. 
    ' Items can't be added without a group so prevent the user from editing them. 
    OPCAddItems.Enabled = False 
    Dim i As Integer 
    For i = 0 To numOPCItems - 1 
       OPCItemName(i) = False 
    Next i 
     
    ' Enable the Disconnect Server button since we have removed the group and can 
disconnect from the server properly 
    DisconnectFromServer.Enabled = True 
End If 
 
    GoTo SkipRemoveGroupError 
 
ShowOPCGroupRemoveError: 




' This sub allows the group's active state to be changed on the fly.  The 
' OPCGroup object provides a number of properties that can be used to control 
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' a group's operation.  The '.IsActive' property allows you to turn all of the 
' OPC items in the group On(active) and Off(inactive).  To see the effect that 
' the group's '.InActive' property has on an OPC Server run this demo and connect 
' with KEPServer, add the default group, add the default items.  Once you see 
' changing data click on the CheckBox in the Group frame.  If you watch 
' the KEPServer OPC Server you will see it's active tag count go from 10 when 
' updating to 'No Active Items' when the group is made inactive. 
' Changing the actvie state of a group can be useful in controlling how your 
' application makes use of an OPC Servers communication bandwidth.  If you don't 
' need any of the data in a given group simply set it inactive, this will allow an 
' OPC Server to gather only the data current required by your application. 
Private Sub GroupActiveState_Click() 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCGroupActiveError 
     
    ' If the group has been added and exist then change its active state 
    If Not ConnectedGroup Is Nothing Then 
        ConnectedGroup.IsActive = GroupActiveState.Value 
    End If 
 
    GoTo SkipGroupActiveError 
 
ShowOPCGroupActiveError: 
    Call DisplayOPC_COM_ErrorValue("Group Active State", Err.Number) 
SkipGroupActiveError: 
     
End Sub 
 
' This sub allows the group's deadband to be changed on the fly.  Like the 
' '.IsActive' property, the '.DeadBand' property can be changed at any time. 
' The Deadband property allows you to control how much change must occur in 
' an OPC item in this group before the value will be reported in the 'DataChange' 
' event.  The value entered for '.DeadBand' is 0 to 100 as a percentage of full 
' scale for each OPC item data type within this group.  If your OPC item is a 
' Short(VT_I2) then your full scale is -32768 to 32767 or 65535.  If you 
' enter a Deadband value of 1% then all OPC Items in this goup would need 
' to change by a value of 655 before the change would be returned in the 
' 'DataChange' event.  The '.DeadBand' property is a floating point number 
' allowing very small ranges of change to be filtered. 
Private Sub GroupDeadBand_Change() 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCGroupDeadBandError 
     
    ' If the group has been added and exist then change its dead band 
    If Not ConnectedGroup Is Nothing Then 
        ConnectedGroup.DeadBand = Val(GroupDeadBand.Text) 
    End If 
 
    GoTo SkipGroupDeadBandError 
 
ShowOPCGroupDeadBandError: 




' This sub allows the group's update rate to be changed on the fly.  The 
' '.UpdateRate' property allows you to control how often data from this 
' group will be returned to your application in the 'DataChange' event. 
' The '.UpdateRate' property can be used to control and improve the overall 
' performance of you application.  In this example you can see that the update 
' rate is set for maximum update speed.  In a demo that's OK.  In your real 
' world application, forcing the OPC Server to gather all of the OPC items in 
' a group at their fastest rate may not be ideal.  In applications where you 
' have data that needs to be acquired at different rates you can create 
' multiple groups each with its own update rate.  Using multiple groups would 





' allow you to gather time critical data in GroupA with an update rate 
' of 200 millliseconds, and gather low priority data from GroupB with an 
' update rate of 7000 milliseconds.  The lowest value for the '.UpdateRate' 
' is 0 which tells the OPC Server go as fast as possible.  The maximium is 
' 2147483647 milliseconds which is about 596 hours. 
Private Sub GroupUpdateRate_Change() 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCGroupUdateRateError 
     
    ' If the group has been added and exist then change its update rate 
    If Not ConnectedGroup Is Nothing Then 
        ConnectedGroup.UpdateRate = Val(GroupUpdateRate.Text) 
    End If 
 
    GoTo SkipGroupUdateRateError 
 
ShowOPCGroupUdateRateError: 




' This sub handles adding an OPC item to a group.  The group must be established 
first before 
' any items can be added.  Once you  have a group added to the OPC Server you 
' need to add item to the group.  The OPCItems object provides the methods and 
' properties need to add item to an estabished OPC group. 
Private Sub OPCAddItems_Click() 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCItemAddError 
     
    ' In this example we have at most 10 items that we will attempt to add 
    ' to the group. 
    ItemCount = numOPCItems 
    ' 
    ' Load the request OPC Item names and build the ClientHandles list 
    Dim i As Integer 
    For i = 0 To numOPCItems - 1 
        ' Load the name of then item to be added to this group.  You can add 
        ' as many items as you want to the group in a single call by building these 
        ' arrays as needed. 
        OPCItemIDs(i + 1) = OPCItemNameString(i) 
         
        ' The client handles are given to the OPC Server for each item you intend 
        ' to add to the group.  The OPC Server will uses these client handles 
        ' by returning them to you in the 'DataChange' event.  You can use the 
        ' client handles as a key to linking each valued returned from the Server 
        ' back to some element in your application.  In this example we are simply 
        ' placing the Index number of each control that will be used to display 
        ' data for the item.  In your application the ClientHandle value you use 
        ' can by whatever you need to best fit your program.  You will see how 
        ' these client handles are used in the 'DataChange' event handler. 
        ClientHandles(i + 1) = i 
         
        ' Make the Items active start control Active, for the demo I want all itme 
to start active 
        ' Your application may need to start the items as inactive. 
        OPCItemActiveState(i) = 1 
    Next i 
 
    ' Establish a connection to the OPC item interface of the connected group 
    Set OPCItemCollection = ConnectedGroup.OPCItems 
     
    ' Setting the '.DefaultIsActive' property forces all items we are about to 
    ' add to the group to be added in an active state.  If you want to add them 
    ' all as inactive simply set this property false, you can always make the 
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    ' items active later as needed using each item's own active state property. 
    ' One key distinction to note, the active state of an item is independent 
    ' from the group active state.  If a group is active but the item is 
    ' inactive no data will be received for the item.  Also changing the 
    ' state of the group will not change the state of an item. 
    OPCItemCollection.DefaultIsActive = True 
     
    ' Atempt to add the items,  some may fail so the ItemServerErrors will need 
    ' to be check on completion of the call.  We are adding all item using the 
    ' default data type of VT_EMPTY and letting the server pick the appropriate 
    ' data type.  The ItemServerHandles is an array that the OPC Server will 
    ' return to your application.  This array like your own ClientHandles array 
    ' is used by the server to allow you to reference individual items in an OPC 
    ' group.  When you need to perform an action on a single OPC item you will 
    ' need to use the ItemServerHandles for that item.  With this said you need to 
    ' maintain the ItemServerHandles array for use throughout your application. 
    ' Use of the ItemServerHandles will be demonstrated in other subroutines in 
    ' this example program. 
    OPCItemCollection.AddItems ItemCount, OPCItemIDs, ClientHandles, 
ItemServerHandles, ItemServerErrors 
     
    ' This next step checks the error return on each item we attempted to 
    ' register.  If an item is in error it's associated controls will be 
    ' disabled.  If all items are in error then the Add Item button will 
    ' remain active. 
    Dim AnItemIsGood As Boolean 
    AnItemIsGood = False 
    For i = 0 To numOPCItems - 1 
        If ItemServerErrors(i + 1) = 0 Then ' If the item was added successfully 
then allow it to be used. 
            OPCItemValueToWrite(i) = True 
            OPCItemWriteButton(i) = True 
            OPCItemActiveState(i) = True 
            OPCItemSyncReadButton(i) = True 
            AnItemIsGood = True 
        Else 
            ItemServerHandles(i + 1) = 0 ' If the handle was bad mark it as empty 
            OPCItemValueToWrite(i) = False 
            OPCItemWriteButton(i) = False 
            OPCItemActiveState(i) = False 
            OPCItemSyncReadButton(i) = False 
        End If 
         
    Next i 
         
    ' Disable the Add OPC item button if any item in the list was good 
    If AnItemIsGood Then 
        OPCAddItems.Enabled = False 
        For i = 0 To numOPCItems - 1 
            OPCItemName(i) = False ' Disable the Item Name cotnrols while now that 
they have been added to the group. 
        Next i 
        RemoveOPCGroup.Enabled = False  ' If an item has been don't allow the group 
to be removed until the item is removed 
        OPCRemoveItems.Enabled = True 
        ListNameValue.Selected(0) = True 'Seleccionar primer item de la lista 
        'Activar timer para empezar a refrescar la pantalla 
        Timer1.Enabled = True 
    Else 
        ' The OPC Server did not accept any of the items we attempted to enter, let 
the user know to try again. 
        Dim Response 
        Response = MsgBox("The OPC Server has not accepted any of the item you have 
enter, check your item names and try again.", vbOKOnly, "OPC Add Item") 
    End If 






    GoTo SkipOPCItemAddError 
 
ShowOPCItemAddError: 




' This sub handles removing OPC items from a group.  Like the 'AddItems' method 
' of the OPCItems object, the 'Remove' method allow us to remove item from 
' an OPC group.  In this example we are removing all item from the group. 
' In your application you may find it necessary to remove some items from 
' a group while ading others.  Normally the best practice however it to add 
' all the item you wish to use to the group and then control their active 
' states indivudually.  You can control the active state of individual items 
' in a group as shown in the 'OPCItemActiveState_Click' subroutine of this 
' module.  With that said if you intend to remove the group you 
' should first remove all its items.  The 'Remove' method uses the 
' ItemServerHandles we received from the 'AddItems' method to properly remove 
' only the items you wish.  This is an example of how ItemServerHandles are 
' used by your application and the OPC Server.  As stated above, you can 
' design your application to add and remove items as needed but that's not 
' necessarily the most effiecent operation for the OPC Server. 
Private Sub OPCRemoveItems_Click() 
    If Not OPCItemCollection Is Nothing Then 
        'Set error handling for OPC Function 
        On Error GoTo ShowOPCRemoveItemError 
     
        ItemCount = 1 
         
        ' Provide an array to contain the ItemServerHandles of the item 
        ' we intend to remove 
        Dim RemoveItemServerHandles(numOPCItems) As Long 
         
        ' Array for potential error returns.  This example doesn't 
        ' check them but yours should ultimately. 
        Dim RemoveItemServerErrors() As Long 
                 
        ' Get the Servers handle for the desired items.  The server handles 
        ' were returned in add item subroutine.  In this case we need to get 
        ' only the handles for item that are valid. 
        Dim i As Integer 
        For i = 1 To numOPCItems 
            ' In this example if the ItemServerHandle is non zero it is valid 
            If ItemServerHandles(i) <> 0 Then 
                RemoveItemServerHandles(ItemCount) = ItemServerHandles(i) 
                ItemCount = ItemCount + 1 
            End If 
        Next i 
     
        ' Item count is 1 greater than it needs to be at this point 
        ItemCount = ItemCount - 1 
         
        ' Invoke the Remove Item operation.  Remember this call will 
        ' wait until completion 
        OPCItemCollection.Remove ItemCount, RemoveItemServerHandles, 
RemoveItemServerErrors 
     
        ' Clear the ItemServerHandles and turn off the controls for interacting 
        ' with the OPC items on the form. 
        For i = 0 To numOPCItems - 1 
            ItemServerHandles(i + 1) = 0 'Mark the handle as empty 
            OPCItemValueToWrite(i) = False 
            OPCItemWriteButton(i) = False 
            OPCItemActiveState(i) = False 
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            OPCItemSyncReadButton(i) = False 
        Next i 
         
        ' Enable the Add OPC item button and Remove Group button now that the 
        ' items are released 
        OPCAddItems.Enabled = True 
        RemoveOPCGroup.Enabled = True 
        OPCRemoveItems.Enabled = False 
         
        ' Enable the OPC Item name controls to allow a new set of items 
        ' to be entered 
        For i = 0 To numOPCItems - 1 
            OPCItemName(i) = True 
        Next i 
     
        ' Release the resources by the item collection interface 
        Set OPCItemCollection = Nothing 
    
    End If 
             
        GoTo SkipOPCRemoveItemError 
 
ShowOPCRemoveItemError: 





' This sub handles writing a single value to the server using the 
' 'SyncWrite' write method.  The 'SyncWrite' method provides a 
' quick(programming wise) means to send a value to an OPC Server.  The item 
' you intend to write must already be part of an OPC group you have added 
' and you must have the ItemServerHandle for the item.  This is another example 
' of how the ItemServerHandle is used and why it is important to properly 
' store and track these handles.  The 'SyncWrite' method while quick and easy 
' will wait for the OPC Server to complete the operation.  Once you invoke 
' the 'SyncWrite' method it could take a moment for the OPC Server to return 
' control to your application.  For this example that's OK.  If your application 
' can't tolerate a pause you can use the 'AsyncWrite' and its associated 
' 'AsyncWriteComplete' call back event instead.  In this sub we are only 
' writing one value at a time.  The 'SyncWrite' mehtod can take a list of 
' writes to be performed allow you to write entire recipes to the server 
' in one shot.  If you are going to write more than one item, the 
' ItemServerHandles for each item must be from the same OPC Group. 
 
Private Sub F_OPCItemWriteButton_Click() 
     
    modoEscritura = True 
    CheckForzarValorItem.Value = 1 
     
    'Mirar si la primera palabra es Click (para ver si alguien ha pulsado sobre la 
lista) 
    If Not InStr(F_OPCItemName.Text, "Click") = 0 Then 
        Dim Response 
        Response = MsgBox("No ha seleccionado ningún item de la lista", vbOKOnly, 
"OPC Function Error") 
    Else 
        Call EscribirItemOPC(0, 0) 'No importa el indice aqui (será modificado 
dentro de la función) 
    End If 
     
End Sub 
Public Sub EscribirItemOPC(ByVal Index As Integer, ByVal Valor As Integer) 
 
    'Set error handling for OPC Function 





    On Error GoTo ShowOPCSyncWriteError 
   
    ' Write only 1 item 
    ItemCount = 1 
    ' Create some local scope variables to hold the value to be sent. 
    ' These arrays could just as easily contain all of the item we have added. 
    Dim SyncItemValues(1) As Variant 
    Dim SyncItemServerHandles(1) As Long 
    Dim SyncItemServerErrors() As Long 
     
    ' Load the value to be written 
    If modoEscritura = False Then 'Escritura desde fuera 
        ' Get the Servers handle for the desired item.  The server handles 
        ' were returned in add item subroutine. 
        SyncItemServerHandles(1) = ItemServerHandles(Index + 1) 
        SyncItemValues(1) = Valor 
    Else 'Valor forzado desde el campo 
        SyncItemServerHandles(1) = ItemServerHandles(ItemSeleccionadoLista + 1) 
        SyncItemValues(1) = CInt(F_OPCItemValueToWrite.Text) 
    End If 
     
    ' Invoke the SyncWrite operation.  Remember this call will wait until 
completion 
    ConnectedGroup.SyncWrite ItemCount, SyncItemServerHandles, SyncItemValues, 
SyncItemServerErrors 
             
    GoTo SkipOPCSyncWriteError 
 
ShowOPCSyncWriteError: 





' This sub handles performing a single synchronous read from a single item 
' using the 'SyncRead' method.  The 'SyncRead' method like the 'SyncWrite', 
' will wait for comletion from the server before returning to your application. 
' There are two sources for data an OPC Server can return to your application. 
' The first source is from 'Cache' the other is from 'Device'.  The 'SyncRead' 
' method allows you to choose where you want to get the data.  If you choose 
' 'Cache' the data has the potential to be old data which you can determine by 
' looking at the time stamp on the data.  If you know that the data you are 
' requesting is actively being scanned by the OPC Server you should be able to 
' invoke the 'SyncRead' method using the mode selection of 'OPCCache'.  If your 
' not sure if the data you desire is being scanned by the server or its out of 
' date, you can use the mode selection of 'OPCDevice'.  The 'OPCDevice' mode 
' commands the OPC Server to go and get this item directly from the device and 
' 'DO IT NOW'.  This pretty much insures that you will receive the most recent 
' value for the itme your are requesting.  The downside, when reading from the 
' device directly the 'SyncRead' method will wait for the device to complete 
' that read operation which could include mire time, modem time, or any other 
' factor that is required to gather data from the actual device.  There are some 
' benefits to using a 'SyncRead'  in the 'OPCDevice' mode.  If you want to 
' completely control the data acquisition cycle from your application you can 
' add your groups, add your items, make the items inactive, then use the 'SyncRead' 
' mehtod to forcibly make the server perform read operations when you want. 
' Using this scheme the server would only talk to the the device when you invoke 
' either a 'SyncRead' or 'SyncWrite' method.  In this example using the KEPServer 
' simulator you can see this effect by connecting with KEPServer, adding the 
' default group, adding the default items, and then clicking on the group active 
' control.  With the data updates stopped you can now click on the SyncRead button 
' for each item and see a single read occur.  If you look at the active tag count 
' KEPServer you will see it momentarily increase each time you press the SyncRead 
' button. 
Private Sub F_OPCItemSyncReadButton_Click() 
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    'Indice de la lista 
    Dim Index As Integer 
    'Comprovar el indice 
    Index = ListNameValue.ListIndex 'Index será el valor seleccionado de la lista 
de nodos 
    'Mirar si la primera palabra es Click (para ver si alguien ha pulsado sobre la 
lista) 
    If Not InStr(F_OPCItemName.Text, "Click") = 0 Then 
        Dim Response 
        Response = MsgBox("No ha seleccionado ningún item de la lista", vbOKOnly, 
"OPC Function Error") 
        Exit Sub 
    End If 
     
     
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCSyncReadError 
   
    ' Read only 1 item 
    ItemCount = 1 
     
    ' Provide storage the arrays returned by the 'SyncRead' method 
    Dim SyncItemValues() As Variant 
    Dim SyncItemServerHandles(1) As Long 
    Dim SyncItemServerErrors() As Long 
     
    ' Get the Servers handle for the desired item.  The server handles were 
    ' returned in add item subroutine. 
    SyncItemServerHandles(1) = ItemServerHandles(Index + 1) 
     
    ' Invoke the SyncRead operation.  Remember this call will wait until 
    ' completion. The source flag in this case, 'OPCDevice' , is set to 
    ' read from device which may take some time. 
    ConnectedGroup.SyncRead OPCDevice, ItemCount, SyncItemServerHandles, 
SyncItemValues, SyncItemServerErrors 
     
    ' Save off the value returned after checking for error 
    If SyncItemServerErrors(1) = 0 Then 
        OPCItemValue(Index) = SyncItemValues(1) 
    End If 
         
    GoTo SkipOPCSyncReadError 
 
ShowOPCSyncReadError: 




' This Sub sets the active state of an individual item.  Like the other methods 
' that perform operation on either a single item of list of items, the 
' 'SetActive' method requires the ItemServerHandle of the item to be modified. 
' Using the active state of an item allows you to control the amount of work 
' the OPC Server is doing when communicating with a device.  You could add all 
' the item you desire to read in an Active state but if some of those items are 
' not currently in use you can improve the performance of the OPC Server by making 
' those items inactive.  We suggest that you make the items not currently be used 
' inactive instead of removing them from the group.  Watch the KEPServer 
' active item count at the bottom of its windows as you change the state of 
' items. 
Private Sub F_OPCItemActiveState_Click() 
 
    'Indice de la lista 
    Dim Index As Integer 
    'Comprovar el indice 





    Index = ListNameValue.ListIndex 'Index será el valor seleccionado de la lista 
de nodos 
    'Mirar si la primera palabra es Click (para ver si alguien ha pulsado sobre la 
lista) 
    If Not InStr(F_OPCItemName.Text, "Click") = 0 Then 
        Dim Response 
        Response = MsgBox("No ha seleccionado ningún item de la lista", vbOKOnly, 
"OPC Function Error") 
        Exit Sub 
    End If 
 
 
    'Set error handling for OPC Function 
    On Error GoTo ShowOPCItemActiveStateError 
   
    ' Change only 1 item 
    ItemCount = 1 
    ' Dim local arrays to pass desired item for state change 
    Dim ActiveItemServerHandles(1) As Long 
    Dim ActiveItemErrors() As Long 
    Dim ActiveState As Boolean 
     
    ' Get the desired state from the control. 
    ActiveState = OPCItemActiveState(Index) 
    ' Get the Servers handle for the desired item.  The server handles 
    ' were returned in add item subroutine. 
    ActiveItemServerHandles(1) = ItemServerHandles(Index + 1) 
     
    ' Invoke the SetActive operation on the OPC item collection interface 
    OPCItemCollection.SetActive ItemCount, ActiveItemServerHandles, ActiveState, 
ActiveItemErrors 
     
    ' Your application should check for errors here. 
           
    GoTo SkipOPCItemActiveStateError 
 
ShowOPCItemActiveStateError: 
    Call DisplayOPC_COM_ErrorValue("OPC Item Active State", Err.Number) 
SkipOPCItemActiveStateError: 
     
End Sub 
 
' This sub handles the 'DataChange' call back event which returns data that has 
' been detected as changed within the OPC Server.  This call back should be 
' used primarily to receive the data.  Do not make any other calls back into 
' the OPC server from this call back.  The other item related functions covered 
' in this example have shown how the ItemServerHandle is used to control and 
' manipulate individual items in the OPC server.  The 'DataChange' event allows 
' us to see how the 'ClientHandles we gave the OPC Server when adding items are 
' used.  As you can see here the server returns the 'ClientHandles' as an array. 
' The number of item returned in this event can change from trigger to trigger 
' so don't count on always getting a 1 to 1 match with the number of items 
' you have registered.  That where the 'ClientHandles' come into play.  Using 
' the 'ClientHandles' returned here you can determine what data has changed and 
' where in your application the data should go.  In this example the 
' 'ClientHandles' were the Index number of each item we added to the group. 
' Using this returned index number the 'DataChange' handler shown here knows 
' what controls need to be updated with new data.  In your application you can 
' make the client handles anything you like as long as they allow you to 
' uniquely identify each item as it returned in this event. 
Sub ConnectedGroup_DataChange(ByVal TransactionID As Long, ByVal numItems As Long, 
ClientHandles() As Long, ItemValues() As Variant, Qualities() As Long, TimeStamps() 
As Date) 
    ' We don't have error handling here since this is an event called from the OPC 
interface 
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    Dim i As Integer 
    For i = 1 To numItems 
        ' Use the 'Clienthandles' array returned by the server to pull out the 
        ' index number of the control to update and load the value. 
        OPCItemValue(ClientHandles(i)) = ItemValues(i) 
         
        ' Check the Qualties for each item retured here.  The actual contents of 
the 
        ' quality field can contain bit field data which can provide specific 
        ' error conditions.  Normally if everything is OK then the quality will 
        ' contain the 0xC0 
        If Qualities(i) And &HC0 Then 
            OPCItemQuality(ClientHandles(i)) = "Good" 
        Else 
            OPCItemQuality(ClientHandles(i)) = Qualities(i) 
        End If 
    Next i 
End Sub 
 
' Handles displaying any OPC/COM/VB errors that are caught by the exception handler 
Sub DisplayOPC_COM_ErrorValue(OPC_Function As String, ErrorCode As Long) 
    Dim Response 
    Dim ErrorDisplay As String 
    ErrorDisplay = "The OPC function '" + OPC_Function + "' has returned an error 
of " + Str(ErrorCode) + " or Hex 0x" + Hex(ErrorCode) 
    Response = MsgBox(ErrorDisplay, vbOKOnly, "OPC Function Error") 
End Sub 
 
' This sub handles exiting the example and properly disconnecting 
' from the OPC server in an orderly fashion.  Like the force order 
' of the controls on this form, the exit attempts to remove the Items 
' from the group, then the group from the server and finally disconnect 
' from the server.  This is also why each of the subroutines had the test 
' to see if the Object to be removed was already set to 'Nothing'. 
Private Sub ExitExample_Click() 
    ' These calls will remove the OPC items, Group, and Disconnect in the proper 
order 
    Call OPCRemoveItems_Click 
    Call RemoveOPCGroup_Click 







Private Sub ListNameValue_Click() 
    ' When a user selects a node from the list box its name is placed 
    ' in the OPCServerName 
    ItemSeleccionadoLista = ListNameValue.ListIndex 
     
    F_OPCItemName = ListNameValue.List(ItemSeleccionadoLista) 
     
    'Actualizar estado de los botones dependiendo del elemento de la lista 
seleccionado 
    F_OPCItemValueToWrite.Enabled = OPCItemValueToWrite(ListNameValue.ListIndex) 
    F_OPCItemWriteButton.Enabled = OPCItemWriteButton(ListNameValue.ListIndex) 
    F_OPCItemActiveState.Enabled = OPCItemActiveState(ListNameValue.ListIndex) 
    F_OPCItemSyncReadButton.Enabled = 
OPCItemSyncReadButton(ListNameValue.ListIndex) 
     
End Sub 
Private Sub CheckRefrescoLista_Click() 'inicialmente InhibirTimer=0 
    Timer1.Enabled = CheckRefrescoLista.Value 






Private Sub CheckForzarValorItem_Click() 'inicialmente modoEscritura=0 (no forzado) 
    modoEscritura = CheckForzarValorItem.Value 
End Sub 
 
Private Sub Timer1_Timer() 'Refrescar datos pantalla 250 ms 
    ListNameValue.Clear 
    Dim i As Integer 
    Dim iLista As String 
    For i = 0 To numOPCItems 
        iLista = OPCItemNameString(i) & "    (" & OPCItemValue(i) & ")"  'Elemento 
a mostrar en la lista 
        ListNameValue.AddItem iLista  'Añadir elemento 
    Next i 
     
    F_OPCItemValue.Text = OPCItemValue(ItemSeleccionadoLista) 
    F_OPCItemQuality.Text = OPCItemQuality(ItemSeleccionadoLista) 
     






Private Const mensajeAyuda As String = "Para calibrar primero cargue la imagen, 
después pulse y mantenga pulsado el botón izquierdo del ratón en el primero punto 
de calibración y suelte el botón encima del segundo punto de calibración. Después 
pulse en el botón correspondiente para guardar la calibración." 
Private modoCargarImagen As Long 'ID que determina como se carga la imagen 
 
'Resetear valores guardados 
Private Sub B_ResetEscC_Click() 
    Reset 
    B_ResetEscC.Visible = False 
End Sub 
 
Private Sub Check_ModoSeguro_Click() 
    If Check_ModoSeguro.Value = 1 Then 
        modoSeguro = True 
    Else 
        modoSeguro = False 
    End If 
End Sub 
 
Private Sub HScroll1_Change() 
    Call cargarImagen("orig2", "Z:\Dropbox\UPC\PFG\Proceso\Operaciones 
morfologicas\") 
    Call colorToBN(GUI.Picture1, HScroll1.Value, 2, GUI.Picture1) 'Binarización del 
canal predominante (Calibrado) 






Private Sub Form_Load() 
    'Inicializar parametros formulario 
    Call reiniciar 
     
    'L_CalibInfo.Caption = mensajeAyuda 
    L_CalibInfo.Caption = mensajeAyuda 
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    'Cargar parametros de calibración 
    cargarDatosCalibracion 
    'Cargar modoCargarImagern por defecto 
    modoCargarImagen = 1 '(Debe coincidir con la opción activada por defecto en el 
formulario) 
     
    'Cargar formulario OPC 
    inicializarOPC 'Muestra el formulario 
     
End Sub 
 
Private Sub Opt_modoCargarImagen0_Click() 
    modoCargarImagen = 0 
End Sub 
Private Sub Opt_modoCargarImagen1_Click() 
    modoCargarImagen = 1 
End Sub 
Private Sub Opt_modoCargarImagen2_Click() 




'EVENTO BOTON CARGAR IMAGEN 1 
'---------------------------------------------------------------------------------- 
Private Sub B_CalibCargar_Click() 
    Call reiniciar 
    modoCargarImagen = 2 
    Opt_modoCargarImagen2 = True 
    Call cargarImagen 




'EVENTO BOTON CARGAR2 IMAGEN 
'---------------------------------------------------------------------------------- 
Private Sub B_CalibCargarWEB_Click() 'Boton 2 
    Call reiniciar 
    modoCargarImagen = 2 
    Opt_modoCargarImagen2 = True 




'EVENTO BOTON AYUDA: Mostrar ayuda en el panel de información 
'---------------------------------------------------------------------------------- 
Private Sub B_CalibHelp_Click() 
    L_CalibInfo.Caption = mensajeAyuda 
End Sub 
 
Private Sub B_ModoSeguroHelp_Click() 
    L_CalibInfo.Caption = "Cuando el modo seguro está activado en cada iteración 
del escenario C se lanzará un mensaje para verificar si se el resultado de la 
operación de visión es correcto." 
End Sub 
'---------------------------------------------------------------------------------- 
'EVENTO BOTON CALIBRAR DIAMETRO PIPS 
'---------------------------------------------------------------------------------- 
Private Sub B_CalibrarDiamPips_Click(Index As Integer) 
    If calibClickOK() Then 
        CalibrarPip (Index) 











'CALIBRAR POSICION FICHA (ESCENARIO A) y CALIBRAR MARGENES (ESCENARIO B-C) 
'---------------------------------------------------------------------------------- 
Private Sub B_CalibrarPosicion_Click(Index As Integer) 
    If calibClickOK() Then 
        CalibrarPosicion (Index) 
        If Index = 0 Then L_CalibInfo.Caption = "Posicion de la ficha calibrada 
correctamente." 
        If Index = 1 Or Index = 2 Then L_CalibInfo.Caption = "Margenes del tablero 
calibrados correctamente." 





'CALIBRAR ANCHO FICHA 
'---------------------------------------------------------------------------------- 
Private Sub B_CalibrarAncho_Click(Index As Integer) 
    If calibClickOK() Then 
        CalibrarAncho (Index) 





'CALIBRAR ALTO FICHA 
'---------------------------------------------------------------------------------- 
Private Sub B_CalibrarAlto_Click(Index As Integer) 
    If calibClickOK() Then 
        CalibrarAlto (Index) 





'EVENTO CALIBRAR UMBRAL BINARIZACIÓN (COLOR FONDO) 
'---------------------------------------------------------------------------------- 
Private Sub B_CalibrarColor_Click(Index As Integer) 
    If calibClickOK() Then 
        CalibrarUmbralBin (Index) 
    End If 






'EVENTO PULSAR (MANTENER PULSADO) RATON 
'---------------------------------------------------------------------------------- 
Private Sub Picture1_MouseDown(Button As Integer, Shift As Integer, X As Single, Y 
As Single) 
    p1.X = X 
    p1.Y = Y 




'EVENTO MOVER RATON 
'---------------------------------------------------------------------------------- 
Private Sub Picture1_MouseMove(Button As Integer, Shift As Integer, X As Single, Y 
As Single) 
    Line_calib.x1 = p1.X 
    Line_calib.y1 = p1.Y 
    Line_calib.x2 = p2.X 
    Line_calib.y2 = p2.Y 
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    If OptCoordImagenPX.Value Then 
        L_CalibCoordPX.Caption = "px: " & X & "," & Y 
    ElseIf OptCoordMatrizPX.Value Then 
        L_CalibCoordPX.Caption = "px: " & X & "," & 479 - Y 
    End If 





'EVENTO SOLTAR RATON 
'---------------------------------------------------------------------------------- 
Private Sub Picture1_MouseUp(Button As Integer, Shift As Integer, X As Single, Y As 
Single) 
     
    p2.X = X 
    p2.Y = Y 
    Dim dist As Integer 
    dist = Int(Math.Sqr((p2.X - p1.X) ^ 2 + (p2.Y - p1.Y) ^ 2)) 
    Line_calib.Visible = True 
    L_CalibdPX.Caption = "d=" & dist & " px" 
    If dist > 0 Then 
        L_CalibInfo.Caption = " Pulse el botón correspondiente para guardar la 
calibración." 
    Else: L_CalibInfo.Caption = mensajeAyuda 
    End If 
    'L_CalibInfo.Caption = p1.X & "," & p1.Y & " | " & p2.X & "," & p2.Y & " = " & 




'LIMPIAR LISTA RESULTADOS 
'---------------------------------------------------------------------------------- 
 
Private Sub B_LimpiarListaResultados_Click() 




'Nombre:    reiniciar 
'Entrada: 
'Salida: 
'Función:  Restablece los parametros del formulario, tales como las linias 
dibujadas o los textos mostrados 
'---------------------------------------------------------------------------------- 
Public Sub reiniciar() 
         
    'Ocultar linias anteriormente graficadas 
    Line_calib.Visible = False 
    'Line2.Visible = False 
    'Line3.Visible = False 
     
    'List1.Clear 
         
    'Configurar GUI.Picture1 
    With GUI.Picture1 
        .DrawStyle = 0 
        .DrawWidth = 1 
        .AutoRedraw = True 
        .ScaleMode = vbPixels 
    End With 
    Me.ScaleMode = vbPixels 
     
End Sub 










Private Sub B_CalibTestEscA_Click() 
    reiniciar 'Restablece los parametros del formulario 




Private Sub B_CalibTestEscB_Click() 
    reiniciar 'Restablece los parametros del formulario 
    VScroll1.Visible = True 
    EscenarioB (modoCargarImagen) 
End Sub 
 
Private Sub B_CalibTestEscC_Click() 
    reiniciar 
    Call EscenarioC(modoCargarImagen) 







Private Sub VScroll1_Change() 
     
    Dim iHeight As Long     'Altura imagen 
    Dim aHeight As Long     'Altura matriz 
     
    iHeight = GetImageHeight(GUI.Picture1) 
    aHeight = iHeight - 1 
     
    VScroll1.mIn = 0 
    VScroll1.max = nRegiones 
     
    Line2.Visible = True 
    Line3.Visible = True 
      
    Line2.x1 = Int(rectA(VScroll1.Value).X) 
    Line2.y1 = Int(aHeight - rectA(VScroll1.Value).Y) 
    Line2.x2 = Int(rectB(VScroll1.Value).X) 
    Line2.y2 = Int(aHeight - rectB(VScroll1.Value).Y) 
     
    Line3.x1 = Int(rectAperp(VScroll1.Value).X) 
    Line3.y1 = Int(aHeight - rectAperp(VScroll1.Value).Y) 
    Line3.x2 = Int(rectBperp(VScroll1.Value).X) 
    Line3.y2 = Int(aHeight - rectBperp(VScroll1.Value).Y) 
         
    If VScroll1.Value <> 0 Then 
        L_ejeFicha.Visible = True 
        L_ejeFicha = "Ejes ficha " & VScroll1.Value 
    Else 
        L_ejeFicha = "Ejes ficha nº" 
        Line2.Visible = False 
        Line3.Visible = False 
    End If 
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CONST num nFilas:=3; 
CONST num nColumnas:=6; 
CONST num dEntreColumnas:=60; 
CONST num dEntreFilas:=120; 
PERS num iPlaza; 
VAR num filAlmacen; 
VAR num colAlmacen; 
 
 





















!Variables construir el robtarget   
PERS NUM xRT:=0; 
PERS NUM yRT:=0; 
PERS NUM zRT:=0; 
PERS NUM q1RT:=0; 
PERS NUM q2RT:=0; 
PERS NUM q3RT:=0; 
PERS NUM q4RT:=0; 
CONST CONFDATA confdataRT:=[0,0,0,0]; 
CONST EXTJOINT extjointRT:=[9E+09,9E+09,9E+09,9E+09,9E+09,9E+09]; 
VAR ROBTARGET 
RTcalc:=[[xRT,yRT,zRT],[q1RT/1000,q2RT/1000,q3RT/1000,q4RT/1000],confdataRT,extjointRT]; 
! /1000 para recuperar decimales 
 
!Variables para controlar el flujo del programa 
PERS NUM token:=0; 
 
!Variables para seleccionar rutinas del RAPID desde el VB 
PERS NUM Escenario:=0; 
PERS NUM Stop:=0; 
 
!***************************************************************************************
!                          RUTINAS CONTROLAR FLUJO DE EJECUCIÓN     
!*************************************************************************************** 
 
PROC leerToken() !Permite controlar el flujo del programa entre el RAPID y el 
VisualBasic 
WHILE token=0 DO  



























!                            RUTINAS GESTIONAR ALMACEN FICHAS    
!*************************************************************************************** 
 
!Calcular la fila y columna del almacen a partir del numero de plaza 
PROC calcPlaza() 
!Variables locales 
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VAR NUM fil:=1; 
VAR NUM col:=1; 
VAR NUM punteroFila:=1; 
VAR bool seguir:=TRUE; 
 
WHILE(punteroFila <= nFilas) AND seguir=TRUE DO 
    IF iPlaza<=nColumnas*punteroFila THEN 
        col:=iPlaza-nColumnas*(punteroFila-1); 
        fil:=punteroFila; 
        seguir:=FALSE; 
    ENDIF 
    punteroFila:=punteroFila+1; 
ENDWHILE 
 




ENDPROC      




!Calcular coordenadas almacen de fichas 
calcPlaza; 
ConfJ\ On; 
MoveJ guiaAlmacen,v300,fine,tool0; !Ir al punto guia del almacen 
ConfJ\ OFF; 




1)*dEntreFilas,0),v50,fine,tool0;  !Ir hasta ficha 
WaitTime 1; 
SetDO DO10_1,0; !Soltar ficha 











!                            RUTINAS DIFERENTES ESCENARIOS    
!***************************************************************************************  
PROC escB() 
leerToken; !Obtener control del flujo de ejecución 
ConfJ\ ON; 
MoveJ guiaEscB,v300,fine,tool0; !Ir al punto guia de Escenario B 
ConfJ\ OFF; 
MoveJ Offs(RTcalc, 0, 0, 30), v200, fine, tool0; !Aproximacion 
MoveJ RTcalc,v100,fine,tool0; !Situarse en la ficha 
WaitTime 0.5; 
SetDO DO10_1,1; 
WaitTime 1; !Asegurar que ha cogido la ficha 
ConfJ\ON; 
MoveJ guiaEscA,v300,fine,tool0; !Ir a la posicion del escenario A (enseñar ficha a la 
cámara) 
enviarToken; !Liberar control del flujo de ejecución 
escenario:=0; !Volver al menu principal 
ENDPROC 
 






leerToken; !Obtener control del flujo de ejecución 
 
!*************************************** 
!              EXTRAER FICHA 
!*************************************** 




MoveJ guiaAlmacen,v300,fine,tool0; !Ir al punto guia del almacen 
ConfJ\ OFF; 




1)*dEntreFilas,0),v50,fine,tool0;  !Ir hasta ficha 
WaitTime 1; 





MoveJ guiaAlmacen,v300,fine,tool0; !Ir al punto guia del almacen 
 
!*************************************** 
!              VOLTEAR FICHA 
!************************************** 





SetDO DO10_1,0; !Soltar ficha 
!SetDO DO10_?,1; !Expulsar aire para despegar ficha 
WaitTime 1; 
MoveJ pRampaSeg,v50,fine,tool0; 














!              SITUAR FICHA 
!*************************************** 
 
MoveJ guiaEscC,v300,fine,tool0; !Ir al punto guia de Escenario C 
ConfJ\ OFF; 
MoveJ Offs(RTcalc, 0, 0, 30), v200, fine, tool0; !Aproximacion 
MoveJ RTcalc,v100,fine,tool0; !Situarse en la ficha 
WaitTime 1; 
SetDO DO10_1,0; !Soltar ficha 
!SetDO DO10_?,1; !Expulsar aire para despegar ficha 
WaitTime 1; 
ConfJ\ON; 
MoveJ guiaEscC,v300,fine,tool0; !Ir al punto guia de Escenario C 
RobotGoHomeBack; 
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enviarToken; !Liberar control del flujo de ejecución 









WHILE Stop =0 DO 
    If escenario=1 then 
        escB; 
    ELSEIF escenario=2 then 
        escA; 
    ELSEIF escenario=3 then 
        escC; 
    ELSEIF escenario=10 then 
        RobotGoHomeBack; 
    ELSEIF escenario=11 then 
        RobotGoHomeFront; 
    ENDIF 
ENDWHILE 
ENDPROC 
 
ENDMODULE 
 
 
 
