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分けるブロック暗号と 1bitや 1Byte毎に逐次的に暗号化するストリーム暗号の 2
種類がある．ブロック暗号には DES [2]，DESを 3回行う Tripul DES，AES [3]，
Camellia [4]，LED [5]，CLEFIA [6]，MISTY1 [7]がある．ストリーム暗号には
Trivium [8]，MUGI [9]，線形帰還シフトレジスタ（LFSR: Linear Feedback Shift
Register）に基づいたストリーム暗号 [10]，MICKEY [11]，Grain [12]，KCipher-
2 [13]がある．公開鍵暗号方式は暗号化と復号化で異なる鍵を使う．公開する鍵で
ある公開鍵，自身が持つ公開しない鍵である秘密鍵がある．メッセージを暗号化
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するは受信者の公開鍵で暗号化し，受信者は自身の秘密鍵で復号化する．公開鍵








SHA-256 [65, 66] を使うものを HMAC-SHA-256 [67] と呼ぶ．HMAC-SHA-256


















グ攻撃 [16]，故障解析攻撃 [17, 18]，キャッシュ攻撃 [19]，そして，電力差分攻





















にかかる時間が増加する可能性がある．文献 [35, 47, 48]の手法は攻撃手法が存在









































































































































種類 アルゴリズム 構造依存あり 構造依存なし 実装実験
ブロック暗号
DES [2] [25] [26,27] [42]
Triple DES [26] [43]
AES [3] [28] [27,29,30] [44]
Camellia [4] [31] [31]
LED [5] [32] [45]
CLEFIA [6] 5章
ストリーム暗号 Trivium [8] [35] [36] 2章
LFSR [10] [37] [38]
公開鍵暗号 RSA [14] [27,33]
ECC [15] [27,34]























































































である．CLEFIA は軽量暗号の国際標準規格 ISO/IEC 29192 に採択されている
アルゴリズムであり，AESと互換性がある鍵長，ブロック数を持つ．アルゴリズ
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ムをそのまま回路へ実装するだけではなく，より軽量に回路へ実装する手法も提案
されており，実装方法における脆弱性を調査するため選定した．平文を暗号化する







































*1 本章は ⟨10⟩, ⟨17⟩で発表した内容による．




2.2 節「ストリーム暗号 Trivium」では，Trivium のアルゴリズムを説明し，
今実験で使用するハードウエアアーキテクチャを説明する．Trivium 回路の内部
構造は AND演算，OR演算，シフト演算で構成されているため高速に動作する．






























本項では Triviumのアルゴリズム [8]を説明する．Triviumは Cannièreらが考
案した同期式ストリーム暗号である．暗号評価プロジェクト eSTREAM で推奨
アルゴリズムに認定されており，回路の内部構造は AND 演算，OR 演算，シフ
ト演算で構成されているため高速に動作する．Trivium のアルゴリズムは初期化










ることで暗号化する．Triviumで使用する秘密鍵と IV は 80ビットである．生成
したキーストリームを用いて 264 ビットまでの平文を暗号可能である．復号化する
際は，暗号文とキーストリームを排他的論理和する．
初期化フェーズでは 80 ビットの秘密鍵と 80 ビットの IV を用いて 288 個の
内部レジスタを初期化する．初期化フェーズのアルゴリズムを Algorithm1 に示
す．Algorithm1 では内部レジスタの各ビットを s1, . . . , s288，秘密鍵の各ビット
をK1, . . . , K80，IVの各ビットを IV1, . . . , IV80 と表し，⊕は排他的論理和，·は
論理積を表す．レジスタに秘密鍵と IV を入力後は内部レジスタの中の特定の 15
個を用いて 3個のレジスタを更新し，内部レジスタをシフトして内部レジスタの更
新を繰り返す．秘密鍵と IVを代入，for文内は 1クロックサイクルで実行される．
全部を実行するためには 1 + 4× 288 = 1153クロックサイクル必要となる．
キーストリーム生成フェーズのアルゴリズムを Algorithm2 に示す．キースト
リーム生成フェーズでは内部レジスタの中の特定の 15ビットを用いて 3個のレジ
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図 2.1: Triviumのハードウェア構造．
図 2.2: Trivium暗号回路の概略図．
2.2 ストリーム暗号 Trivium 15
Algorithm 1 初期化
(s1, s2, . . . , s93)← (K1, K2, . . . , K80, 0, . . . , 0)
(s94, s95, . . . , s177)← (IV1, IV2, . . . , IV80, 0, . . . , 0)
(s178, s179, . . . , s288)← (0, 0, . . . , 0, 1, 1, 1)
for i = 1 to 4× 288 do
t1 ← s66 ⊕ s91 · s92 ⊕ s93 ⊕ s171
t2 ← s162 ⊕ s175 · s176 ⊕ s177 ⊕ s264
t3 ← s243 ⊕ s286 · s287 ⊕ s288 ⊕ s69
(s1, s2, . . . , s93)← (t3, s1, . . . , s92)
(s94, s95, . . . , s177)← (t1, s94, . . . , s176)
(s178, s179, . . . , s288)← (t2, s178, . . . , s287)
end for
Algorithm 2 キーストリーム生成
for i = 1 to N do
t1 ← s66 ⊕ s93
t2 ← s162 ⊕ s177
t3 ← s243 ⊕ s288
zi ← t1 ⊕ t2 ⊕ t3
t1 ← t1 ⊕ s91 · s92 ⊕ s171
t2 ← t2 ⊕ s175 · s176 ⊕ s264
t3 ← t3 ⊕ s286 · s287 ⊕ s69
(s1, s2, . . . , s93)← (t3, s1, . . . , s92)
(s94, s95, . . . , s177)← (t1, s94, . . . , s176)
(s178, s179, . . . , s288)← (t2, s178, . . . , s287)
end for
スタを更新し，1ビットずつキーストリーム zi を生成する．平文 N (≤ 264)ビッ
トの数だけ内部状態レジスタを更新し，キーストリームを生成する．Algorithm2
は N クロックサイクルで実行される．1クロックサイクルで 1ビットのキースト
リーム zi が生成される．生成したキーストリームと平文の各ビットを排他的論理
和することで暗号化する．
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作の検証シミュレーションは Icarus Verilog [77]と GTKWave [78]を用いた．暗






公開されているソースコード [8] の結果を図 2.3 に示す．図 2.3 の出力値
stream[0..511] は正しい順番ではないのでエンディアン変換をする必要がある．




エンディアン変換した図 2.3 の出力値 stream[0..511] と図 2.4 の出力値 OUT
の値を比較すると同じであることがわかる．図 2.5 では CLK の立ち上がり時に
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図 2.5: 作成したソースコードのシミュレーション結果（開始時）．
図 2.6: 作成したソースコードのシミュレーション結果（終了時）．







Krdy 入力 1の時，KEY値と IV値がレジスタにセットする.
SET レジスタ 288個のレジスタ





Algorithm1の for文内を 1回実行している．図 2.6では CLKの立ち上がり時に
Algorithm2の for文内を 1回実行している．
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2.3 Trivium回路に対するスキャンベース攻撃手法
本節では攻撃の前提条件を説明し，実装実験で用いる Trivium回路に対するス













































1. 入力ペアのパターンを L個 (I1, . . .，IL)用意する
2. 各入力ペア I1, . . .，IL の Trivium の内部状態値をシミュレーションで M
サイクル分求める
3. 2 で求めたデータに対して Trivium 暗号回路のある 1 つの内部レジスタ
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図 2.8: スキャンシグネチャとスキャンデータの比較．
sk(1 ≤ k ≤ 288) のスキャンシグネチャを Esk とする．Esk のスキャンシ
グネチャを図 2.8 (a)に示す．
4. 各入力ペア I1, . . . , IL を実際の Trivium暗号回路に入力し，それぞれM サ
イクル分のスキャンデータを取得する．入力ペア Ii，サイクル数 j の時に
取得したスキャンデータを Vi,j とする．
5. スキャンデータ V1,1, . . . , VL,1 を縦に並べたものを S1 = (V1,1, . . . , VL,1)t
とする．M サイクル分 S1, . . . , SM を横に並べ，スキャンデータとする．
M サイクル分のスキャンデータを図 2.8 (b) に示す．スキャンシグネチャ
Esk をスキャンデータ S1, . . . , SM の何列目に存在するか探索する．
6. 5で Esk がスキャンデータ S1, . . . , SM の p列目のみ存在する場合，内部レ
2.3 Trivium回路に対するスキャンベース攻撃手法 21
図 2.9: スキャンシグネチャとスキャンデータの比較（発見時）．
ジスタ sk のビット位置がスキャンデータの pビット目であるとわかる．ス
キャンデータ中からビット位置が定まる様子を図 2.9に示す．













かると仮定する．時刻 T の内部レジスタを sT とする．Algorithm2より，時刻 T
と時刻 T − 1の関係を以下に示す．仮定から sT1 , . . . , sT288 は既知である．

































時刻 T − 1の内部レジスタの値は式 (2.1)，(2.2)，(2.3)より sT −193 , sT −1177 , sT −1288 を

































と表せる．式 (2.6)を sT −193 について解くと，











となる．同様に sT −1177 ，sT −1288 も以下のようになる．
































• 暗号・制御回路:SASEBO-GII用サンプルソースコード [76] +自作Trivium
ソースコード +改良した SASEBO Checker AES
• FPGA開発環境:Xilinx ISE Foundation 14.7+ChipScope Pro 14.7 [79]
• ホスト PC: Panasonic Let’s note CF-SX3，
CPU: Intel Core i5–4200U（1.6 Hz），メモリ: 4GB
SASEBO-GII に Trivium 回路をコンフィギュレーションする．SASEBO-GII
は産業技術総合研究所が開発したサイドチャネル攻撃用標準評価ボードである．
SASEBO-GII を図 2.10 を示す．SASEBO-GII には暗号回路用 FPGA と制御用







GIIクイックスタートガイド バイナリ&ソースコード” [76] で提供されているサン
プルソースコードを用いる．サンプルソースコードには制御用 FPGAにコンフィ
ギュレーションする制御回路や，ホスト PCから SASEBO-GIIを制御するための
ソースコードが含まれている．SASEBO-GII に搭載された暗号回路用 FPGA に
は FPGA開発環境 Xilinx ISE Foundationを用いて回路をコンフィギュレーショ
ンする．
ホスト PCから暗号用 FPGAを制御するために“SASEBO-GIIクイックスター
トガイド バイナリ&ソースコード” に含まれている SASEBO Checker AESを用
いる．SASEBO Checker AES の GUI は C#で記述されている．SASEBO-GII
は本来はホスト PCから AES暗号回路を制御するために使用するが，ソースコー
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図 2.10: SASEBO-GII [76]．
図 2.11: SASEBO-GIIのブロック図．
ドを改変することで Trivium回路用に変更できる．本実験では SASEBO Checker
AES のコードを改良し Trivium 回路を制御する．ホスト PC と制御用 FPGA
を USB接続し，制御回路から暗号回路を操作する．改良した SASEBO Checker
AES の GUI を図 2.12 に示す．図 2.12 の KEY には任意の秘密鍵を入力し，IV
には予め作成したファイルから数値を読み込む．これにより任意の秘密鍵と IVを
2.4 FPGAを使ったスキャンベース攻撃の実装実験 25
図 2.12: 改良した SASEBO ChipScope AES の GUI．
図 2.13: ChipScope Proによる信号観測．
回路へ送信することができる．#Tracesの数だけ秘密鍵と IVのペアを回路へ送信
する事ができる．
ホスト PC から回路を制御し任意の秘密鍵と IV を送信する．ChipScope Pro
で観察回路を挿入した回路から ChipScope Analyzer を利用してスキャンデータ
を取得し，取得したスキャンデータを藤代らの攻撃 [36]により解析し攻撃する．
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暗号処理中のテスト用スキャンデータを取得するためにロジックアナライザ

















の Trivium回路のネットリストから bitファイルを生成し，暗号用 FPGA
にコンフィギュレーションする．
2. ホスト PC から改良した SASEBO Checker AES の GUI を操作し，暗号
用 FPGA の Trivium 回路に秘密鍵と IV を入力し暗号処理させる．秘密
鍵と IV は複数ペア用意しする．同時に，GhipScope Analyzer を用いて
Trivium暗号処理中の内部信号（スキャンデータ）を取得する．今実験では
SASEBO-GII上の内，Trivium回路の内部レジスタを含む 1024bitを観測








図 2.14: ChipScope Analyzerによるレジスタ信号観測．
ログラムは pythonを用いて実装した．
2.4.3 実験結果
本項では Trivium 回路を実装した SASEBO-GII にスキャンデータ攻撃した実
験結果を示す．図 2.12の GUIを利用して任意の秘密鍵と IVを SASEBO-GIIに
入力した．本実験では秘密鍵と IVのペアを 5組用意し，Trivium暗号回路内を含
む SASEBO-GII上の内部レジスタ 1024bitを 1024サイクル分観測した．用意し








最小サイクル数をまとめた表を表 2.3 に示す．今実験では表 2.1 の Drdy が 1 に
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表 2.2: 秘密鍵と IVのペア．
ペア番号 秘密鍵 IV
P. 1 00000000000000000000 00000000000000000000
P. 2 06070809000000000000 4089D544000000000000
P. 3 FFFFFFFFFFFFFFFFFFFF FFFFFFFFFFFFFFFFFFFF
P. 4 0102030405060708090A 00000000000000000000
P. 5 199E1B8344C2AD75C5AF 0783977B8CF6CB7C4CC3









表 2.2 と表 2.3 より鍵と IV の組み合わせによって最小サイクル数が変わる．
Triviumは内部レジスタに秘密鍵と IVを入力する際，内部レジスタは以下のよう
になる．
(s1, . . . , s93)← (K1, . . . , K80, 0, . . . , 0)
(s94, . . . , s177)← (IV1, . . . , IV80, 0, . . . , 0)
(s178, . . . , s288)← (0, . . . , 0, 1, 1, 1)









Trivium は暗号評価プロジェクト eSTREAM で推奨アルゴリズムに認定されて



















2.2 節「ストリーム暗号 Trivium」では，Trivium のアルゴリズムを説明し，
今実験で使用するハードウエアアーキテクチャを説明した．Trivium 回路の内部
構造は AND演算，OR演算，シフト演算で構成されているため高速に動作する．






撃手法である藤代らの提案手法 [36] と Trivium 回路の内部状態を復元する方法









































*1 本章は ⟨2⟩, ⟨12⟩で発表した内容による．







の 1 つである HMAC-SHA-256 を説明し，攻撃対象となる HMAC-SHA-256 生
成回路を説明する．HMACは反復暗号ハッシュ関数を用いたメッセージ認証コー
ドである．ハッシュ関数を複数回適用するもので，IPsec と SSL/TLS で採用さ
れている．メッセージと秘密鍵をハッシュ関数に与えることで生成されるハッ
シュ値を認証に使用する．HMAC のハッシュ関数に SHA-256 を使ったものを
HMAC-SHA-256という．SHA-256は NISTによって標準化されたハッシュ関数
であり，CRYPTREC で電子政府推奨暗号とされている．256 ビットのハッシュ




































る．HMAC (Hash-based Message Authentication Code) は反復暗号ハッシュ関
数を用いたメッセージ認証符号の 1種である．ハッシュ関数H，メッセージM と
鍵K から認証コード値を以下の式により生成する．
HMAC(M, K) = H(K0 ⊕ opad||H(K0 ⊕ ipad||M))
HMACの概略を図 3.1に示す．図 3.1で f は圧縮関数，ipadと opadは定数，






K (L(K) = B)








Lをビット長を求める関数とし，L(H(K)) ≤ B とする．HMACではメッセージ
M を B ビットのブロックに分割しM (1), M (2), . . . , M (N) とする．B ビット長は
使われるハッシュ関数によって異なる．Kin と Kout は鍵と見なせる H ビット長
の値であり，H(i) は中間ハッシュ値と呼ばれるH ビット長の値である．H ビット
長もハッシュ関数によって異なる．図 3.1 の通り HMAC ではM を N 分割した
時，圧縮関数を N + 3回適用する．
3.2.2 SHA-256
本項ではハッシュ関数 SHA-256 [65, 66] を説明する．SHA-256 は NIST に
よって標準化されたハッシュ関数であり，CRYPTREC で電子政府推奨暗号と
されている．256 ビットのハッシュ値を出力するハッシュ関数である．SHA-
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256 ではメッセージ M をブロック長である 512 ビットに分割し，ブロック毎に
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Algorithm 3 SHA-256




1 ; b← H
(i−1)
2 ; c← H
(i−1)





5 ; f ← H
(i−1)
6 ; g ← H
(i−1)




for j = 0 to 63 do
T1 ← h ⊞ Rot2(e) ⊞ Ch(e, f, g) ⊞ Kj ⊞ Wj ;
T2 ← Rot1(a) ⊞ Maj(a, b, c);
h← g; g ← f ; f ← e;
e← d ⊞ T1;
d← c; c← b; b← a;
a← T1 ⊞ T2;
end for
{フェーズ 3: i番目の中間ハッシュ値 H(i) を計算する}
H
(i)



















































1 0 · · · 0
︸ ︷︷ ︸
423
0 · · · 011000
︸ ︷︷ ︸
64
分割した 512 ビットのメッセージに対して繰り返し圧縮関数で処理する．i 番
目の 256ビットの中間ハッシュ値 H(i) は i番目の 256ビットのブロックM (i) と
i − 1番目の 256ビットの中間ハッシュ値 H(i−1) から生成する．中間ハッシュ値
の導出を式 (3.1)に示す．
H(i) = f(M (i), H(i−1)) (3.1)
f は圧縮関数を示す．H(0) は定められている初期値を用いる．SHA-256の圧縮関
数 f のアルゴリズムを Algorithm3に示す．Algorithm3は 3フェーズから成る．
フェーズ 1では i− 1番目の中間ハッシュ値H(i−1) を 8分割し，8つの 32ビッ
トレジスタ a, b, c, d, e, f, g, h の初期値とする. H(i−1)k は 8 分割された中間ハッシュ値 H(i−1) の k 番目を表す．
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a b c d e f g h
Rot1 Rot2Maj(a, b, c) Ch(e, f, g)




Ch(e, f, g) = (e ∧ f)⊕ (ē ∧ g)










(i) (j = 0, 1, . . . , 15)
σ1(Wj−2) ⊞ Wj−7 ⊞ σ0(Wj−15) ⊞ Wj−16 (j = 16, 17, . . . , 63)








フェーズ 3では i番目の中間ハッシュ値 H(i) をレジスタを初期化した値と更新
後のレジスタの値から計算する．
3.2.3 HMAC-SHA-256生成回路のアーキテクチャ
本項では攻撃対象となる HMAC-SHA-256 回路を説明する．HMAC の各圧縮
関数について，SHA-256 の圧縮関数を用いたものを HMAC-SHA-256 という．
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HMAC-SHA-256は IPsecや SSL/TLSなどの通信で利用されている [69, 70].
本章で想定する HMAC-SHA-256回路は連続してハッシュ値を生成する回路で
ある．図 3.2で表される SHA-256回路を１つ持ち，これを繰り返し用いることで
HMAC-SHA-256 を実現する．SHA-256 回路の圧縮関数回路は 64 クロックで処
理を完了する．Algorithm3 のフェーズ 1 とフェーズ 3 の処理を 1 クロックで完
了する．つまり，SHA-256 回路は 66 クロックで処理を完了する．連続してハッ
シュ値を生成する回路は連続して SHA-256 回路が動作するため，全体としては
(N + 3)× 66クロックで処理を完了する．



























ハッシュ値を生成する．想定される，スキャンデータを図 3.3 に示す．図 3.3 で
は，1サイクル毎に得られるスキャンデータを縦に並べたものである．横はスキャ
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Scan data running 
SHA-256 circuit
Scan data running 
SHA-256 circuit
Scan data running 
SHA-256 circuit
Bit length of the scan chain














と図 3.2を見ると，レジスタ aの値がレジスタ b，c，dに順に移動していることに
気づく．同様に，レジスタ eの値がレジスタ f，g，hに順に移動していることに
気づく．つまり，これらのレジスタに対応したスキャンデータのビット値も，サイ






3.2.2項のフェーズ 2で示した圧縮関数より，レジスタ aの値はレジスタ b，c，
dの順で遷移し，レジスタ eの値はレジスタ f，g，hの順で遷移する．レジスタ x
の i番目のビットを xi としたとき，ai は bi，ci，di の順で遷移する．同様に，ei
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スキャンデータの k 番目のレジスタ値の変化が読み取れる．この k 番目のビット
値の変化列をスキャンシグネチャと呼ぶ．スキャンシグネチャを用いてスキャン
データ内を探索することで遷移グループが特定できると考える．
レジスタ a の i ビット目の遷移を探索する様子を図 3.4 に示す．図 3.4 ではス
キャンデータを縦に並べ，あるレジスタのビット値のスキャンシグネチャに着目す
る．ai は次の時刻 T + 1に bi に遷移するため，スキャンデータ中の時刻 T のある
ビットが ai であるとすれば，時刻 T のそのビット値は時刻 T + 1のどこかに存在
する．3.2.2 項のフェーズ 2 で示した圧縮関数より，この遷移は 64 回繰り返され
るため，時刻 T ∼ T + nのスキャンシグネチャは時刻 T + 1 ∼ T + n + 1のいず
れかのスキャンシグネチャと一致する．図 3.4のレジスタ aの iビット目を示す枠
で囲われた列の内，T ∼ T + 3のスキャンシグネチャはレジスタ bの iビット目を
示す T + 1 ∼ T + 4 のスキャンシグネチャと一致する．同様にして，レジスタ c
の iビット目とレジスタ dの iビット目も探索できる．このようにして，レジスタ
aの iビット目の遷移グループの特定ができる．nを適当に大きく取れば (n < 64)
こうした遷移が特定できる．時刻 T ∼ T + nのスキャンデータ中の特定の 1ビッ










遷移グループのビット位置を特定するためにメッセージm1, m2 の 2種類を用い
る．時刻 T から時刻 T + 1でレジスタ a, eが更新される際，フェーズ 2よりレジ
スタ b ∼ d，f ∼ hの値を使う．b ∼ d， f ∼ hを定数とみなすと，定数 A, E を用
いて，メッセージm1 を入力したときの時刻 T + 1のレジスタ a1，e1 は以下の式
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図 3.4: レジスタ aの iビット目の遷移の探索．
で表せる．
a1 = A ⊞ W 10 (3.2)
e1 = E ⊞ W 10 (3.3)
メッセージ m2 を入力したときの時刻 T + 1 のレジスタ a2，e2 は以下の式で表
せる．
a2 = A ⊞ W 20 (3.4)
e2 = E ⊞ W 20 (3.5)
W 1j，W 2j はメッセージに依存した 32ビットの変数である．適当な変数 αを用い
るとW 2i = W 1i + αと表せる．αのMSBが 1でその他のビットは 0であるとき,
式 (3.2)，(3.3)，(3.4)，(3.5)より, a1，e1 のMSBは a2, e2 のMSBの反転した値
になる．このような 2組のメッセージを入力した結果，反転したビットがレジスタ





ビットのアスキーコードでハミング距離が 1である例を表 3.2に示す．表 3.2では
W 1i , W
2
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ためには，2つのメッセージをW 2i = W 1i + αと表した時，αの 1番目のビットだ
けが異なるメッセージを入力することを考える．定数 Aを以下のように定義する．
A = 10001110010101000011001000010000
1番目のビット位置が異なる 2つのメッセージの例として，表 3.2から 32ビッ
トのメッセージ “qqqq”と “1qqq”を入力する．W 10 とW 20 はアスキーコードとし
て以下のように表せる．
W 10 = “qqqq”
= 01110001011100010111000101110001





式 (3.2)と (3.4)より a1 と a2 は以下のようになる．
a1 = A ⊞ W 10
= 11111111110001011010001110000001
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次に 1番目のビット位置が異なるとして，2つのメッセージ “rrrr”と “2rrr”を
入力する．
A = 10001110010101000011001000010000
W 1′0 = “rrrr”
= 01110011011100110111001101110011





式 (3.2)と (3.4)より a1 と a2 は以下のようになる．










反転する可能性がある．つまり，最大でレジスタ aと eの各々MSBと 1ビット目
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タであるレジスタ e どちらから始まるのかを求める必要がある．前半レジスタと
後半レジスタを判別するためにフェーズ 2中の式を利用する．時刻 T のレジスタ
と時刻 T + 1のレジスタの関係は以下のように表せる．
aT +1 + dT = eT +1 + Rot1(a




慮する必要があるため，LSBから順にビットを求める．レジスタ aの LSBを a31





レジスタ位置を特定した後，Kin と Kout が使われているタイミングを特定す
















し，HMAC-SHA-256 シミュレータを python を用いて実装した．ホスト PC の














































Bit length of the scan data [bits]
max min average

































Bit length of the scan data [bits]
max min average
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3.5 提案したスキャンベース攻撃手法の応用
3.5.1 SHA-2に対するスキャンベース攻撃
SHA-256 は SHA-2 ファミリーの種類の 1 種である．SHA-256 の他に SHA-
224，SHA-384，SHA-512，SHA-512/224と SHA-512/256の 6種類のハッシュ関
数が存在する [65, 66]．3.3節では HMAC-SHA-256ハッシュ回路に対するスキャ
ンベース攻撃を提案したが，その他ハッシュ関数に適応することを考える．
SHA-256ではレジスタのワード長を 32ビットとしていたが，SHA-512はレジ
スタのワード長を 64 ビットとする．初期値 IV，Kj，とラウンド数が SHA-256
とは異なるが，アルゴリズムの構造は同じである．そのため，HMAC-SHA-512
ハッシュ回路に対しても同様なスキャンベース攻撃アルゴリズムで攻撃が可能
となると考えられる．SHA-224 と SHA-384 は SHA-256 で得られるハッシュ値
と SHA-512 で得られるハッシュ値をそれぞれ 224 ビットと 384 ビットに切り詰
めたものである．アルゴリズムは同じであるが初期値が異なる．SHA-512/224





3.3 節で攻撃対象としている HMAC-SHA-256 回路は以下の 2 つの条件を満た
している．
(A) 1つの SHA-256回路を持っており，SHA-256回路を複数回使う．
(B) SHA-256のアルゴリズムで PHASE 1に 1サイクル，PHASE 2に 64サイ
クル，PHASE 3に 1サイクル，つまり SHA-256のアルゴリズムを全体で
66サイクルかけて実行する．









Basic iterative SHA-256回路 [67, 80]
SHA-256 回路の basic iterative 実装は上記条件 (B) を満たす回路である．
提案するスキャンベース攻撃はこれを対象としている．
Two-unrolled SHA-256回路 [81, 82]
SHA-256回路の 2-unrolled implementationは Algorithm 3の PHASE 2
を 64 サイクルでなく 32 サイクルかけて処理する回路である．この実装で
は，図 3.2で，1サイクル中にレジスタ aからレジスタ cへのデータ遷移，
レジスタ bからレジスタ dへのデータ遷移，レジスタ eからレジスタ g へ




Pipelining SHA-256回路 [83, 84]
SHA256 回路の pipelining implementation は Algorithm 3 の PHASE 2
をパイプライン処理する回路である．この実装では，図 3.2の左側（レジス
タ a, b, c, d から構成される部分回路）と右側（レジスタ e, f, g, h から構成
される部分回路）がパイプライン処理される．この場合，提案手法の遷移グ




Two-unrolled pipelining SHA-256回路 [85]
SHA256回路の two-unrolled pipelining SHA-256回路は 2-unrolled SHA-
256 回路の動作をパイプライン処理する回路である．上記の Two-unrolled
SHA-256 回路と Pipelining SHA-256 回路の議論を組み合わせることで，
Two-unrolled pipelining SHA256 回路も同様な手法で攻撃できると思わ
れる．
Four-unrolled pipelining SHA-256回路 [85]
SHA-256 回 路 の four-unrolled implementation は Algorithm3 の
PHASE 2 を 64 サイクルでなく 16 サイクルかけて処理し，更にこれを
2 ステージパイプライン化した回路である．この場合，Basic iterative
SHA-256回路や Two-unrolled SHA-256回路と異なり，あるレジスタの値























定すると，2つの SHA-256回路 SHAa，SHAb があるため，遷移グループは 64
個より多く特定される可能性がある．提案手法では平文を使い遷移グループから
レジスタ位置を特定する．回路 SHAa，SHAb へ独立してそれぞれ平文を挿入で
きれば，回路 SHAa の遷移グループと回路 SHAb の遷移グループは独立して考え
ることができる．そのため，SHA-256回路に平文を入力できるとすれば，提案手
法によって攻撃が可能と考えられる．
しかし，回路 SHAa と回路 SHAb に独立して平文をそれぞれ挿入できない場


































関数に SHA-256を使ったものを HMAC-SHA-256という．SHA-256は NISTに
よって標準化されたハッシュ関数であり，CRYPTRECで電子政府推奨暗号とさ
れている．256ビットのハッシュ値を出力するハッシュ関数である．ハッシュ関数
に SHA-256 [65,66]を使うものを HMAC-SHA-256と呼ぶ．




















ンチェイン長が 2048ビットの時，入力する平分を 425個使い，最大で 7.5時間程
度で攻撃が可能であることを示した.
3.5節「SHA-2へのスキャンベース攻撃手法の適応」では，3.3節で提案した






















4.2 節「連続動作しない HMAC-SHA-256 回路に対するスキャンベース攻
撃手法」では，攻撃の前提条件を説明し，HMAC-SHA-256 回路に対するスキャ
ンベース攻撃を提案する．攻撃対象となる HMAC-SHA-256回路は連続してハッ
*1 本章は ⟨9⟩, ⟨16⟩で発表した内容による．
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Scan data for preprocessing
Scan data running 
SHA-256 circuit
︙
Scan data for preprocessing
Scan data running 
SHA-256 circuit
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遷移グループが 64 個特定でき，レジスタが初期化されてから 64サイクル分の
スキャンデータが得られた．本目では，64 個の遷移グループと初期位置の特定が
できたスキャンデータから 2 グループずつペア化し，32 個のペアを作ることを考





















ルごとの SHA-256のレジスタ値 (a ∼ h) を全て観測し，スキャンデータとした．
































































対象とするブロック暗号は CLEFIA である．CLEFIA は軽量暗号の国際標準規
















*1 本章は ⟨11⟩, ⟨15⟩で発表した内容による．




5.2 節「軽量ブロック暗号 CLEFIA」では，軽量暗号 CLEFIAのアルゴリズ
ムを説明する．CLEFIA は ISO/IEC 29192 軽量暗号の国際標準規格に採択され
ているブロック暗号アルゴリズムである．暗号化ブロック長は 128 ビット，秘密






























本章では軽量暗号 CLEFIA のアルゴリズム [6] を説明する．CLEFIA は
ISO/IEC 29192 軽量暗号の国際標準規格に採択されているブロック暗号アル
ゴリズムである．暗号化ブロック長は 128 ビット，秘密鍵の鍵長は 128 ビット，








PT から 128ビットの暗号文 CT を出力する．CLEFIAの暗号アルゴリズムは 4
系列一般化 Feistel構造をしており，1ラウンドで 2つの F 関数 F0，F1 を用いる．
CLEFIAのデータ処理部の構造を図 5.1に示す．Pi (0 ≤ i ≤ 3)は 128ビットの
平文 PT を 4分割した 32ビット部分平文である．Ci (0 ≤ i ≤ 3)は 128ビットの
暗号文 CT を 4分割した 32ビット部分暗号文である．32ビットのホワイトニン
グ鍵WKi (0 ≤ i ≤ 3)と 32ビットのラウンド鍵 RKj を使い平文を暗号化する．
ラウンド鍵の個数 j は鍵長 128ビットでは j = 36，鍵長 192ビットでは j = 44，
鍵長 256ビットでは j = 52である．
F 関数 F0，F1 の構造を図 5.2 に示す．F 関数は 2 つの 32 ビットの入力 Pi，
RKj から 1 つの 32 ビットの出力を得る関数である．rki (0 ≤ i ≤ 3) はそれ
ぞれ 8 ビットであり，32 ビットのラウンド鍵 RKj を 4 分割したものである．
pi (0 ≤ i ≤ 3)はそれぞれ 8ビットであり，演算途中の 32ビットの部分平文を 4
分割したものである．F 関数の演算内容としては 2種類の入力 Pi，RKj の排他的
論理和，2種類の S-box S0，S1 による変換，1つの拡散行列M0 もしくはM1 と
の乗算の 3つで構成されている．2種類の S-box S0，S1 はそれぞれ 8ビットの入
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図 5.1: CLEFIAの 4系列一般化 Feistel構造 [6]．
(a) F0 の概略． (b) F1 の概略．
図 5.2: F 関数の概略 [6]．
力 w に対し，対応した 8ビットの出力 S0(w)，S1(w)を返す．2つの行列M0 と
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Algorithm 4 ラウンド鍵 RKj の生成（128ビット）
for j = 0 to 8 do







T ← L⊕ CON ;
L← Σ(L);
if j mod 2 = 1 then
T ← T ⊕K;
end if
RK4j |RK4j+1|RK4j+2|RK4j+3 ← T ;
end for
Algorithm 5 ラウンド鍵 RKj の生成（192，256ビット）
for j = 0 to 10 (k = 192) or 12 (k = 256) do







if j mod 4 = 0 or 1 then
T ← LL ⊕ CON ;
LL ← Σ(LL);
if j mod 2 = 1 then
T ← T ⊕KR;
end if
else
T ← LR ⊕ CON ;
LR ← Σ(LR);
if j mod 2 = 1 then
T ← T ⊕KL;
end if
end if
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加算は排他的論理和として計算され，乗算は辞書的順序で最初となる原始多項式
z8 + z4 + z3 + z2 + 1 = 0で定義されている GF (28)上の演算として計算される．
ラウンド鍵は中間鍵（Lもしくは LL，LR）から生成される．鍵長 128ビットのラ
ウンド鍵 RKj の生成アルゴリズムを Algorithm 4に示す．鍵長 192ビット，256
ビットのラウンド鍵 RKj の生成アルゴリズムを Algorithm 5に示す．Bk は鍵長
（k = 128, 192, 256）ごとに決められた定数である．Algorithm 4，Algorithm 5中
の関数 Σを式 5.1に示す．
Σ(x) = x7:63|x0:6|x121:127|x64:120 (5.1)






ホワイトニング鍵生成フェーズでは鍵長 128ビットの場合，秘密鍵 K128 を 32
ビット毎に 4分割する．
WK1|WK2|WK3|WK4 = K0|K1|K2|K3 = K
128




KL ← K0|K1|K2|K3，KR ← K4|K5|K0|K1
WK1|WK2|WK3|WK4 = KL ⊕KR




KL ← K0|K1|K2|K3，KR ← K4|K5|K6|K7
WK1|WK2|WK3|WK4 = KL ⊕KR
中間鍵生成フェーズでは鍵長 128 ビットの場合，図 5.1 のような 4 系列一般化
Feistel構造を使い 128ビットの中間鍵 Lを生成する．ラウンド数は r = 12であ
る．ラウンド鍵として 32ビットの定数 B128a (0 ≤ a ≤ 23)を入力する．鍵長 192

































図 5.3: CLEFIAの 8系列一般化 Feistel構造 [6]．
ビットと 256ビットの場合，8系列一般化 Feistel構造を使い 128ビットの 2つの
中間鍵 LL，LR を生成する．ラウンド数は r = 10である．8系列一般化 Feistel構
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図 5.5: 図 5.1の Feistel構造を使った暗号化部でレジスタに保存されている値．
アーキテクチャ 1では最初に鍵スケジュール部で秘密鍵K から中間鍵 Lを生成
する．秘密鍵を 4つに分割し入力する．ラウンド鍵を定数とし 11サイクル実行し
た後（12ラウンド後），出力される中間鍵 Lが生成される．中間鍵 Lが生成し終
えると，データ処理部で平文を暗号化する．データ処理部では，平文 P を 4分割
し Pi (0 ≤ i ≤ 3)とする．平文はホワイトニング鍵WK0, WK1 と排他的論理和
され，(P1 ⊕WK0, P3 ⊕WK1)がレジスタに保存される．暗号化中は中間鍵 Lを
更新し，ラウンド鍵 RKj (0 ≤ j ≤ 35)を生成しながら暗号化する．17サイクル
後（18ラウンド後）に暗号文を出力する．
各ラウンドにおいて，暗号化部で使われるレジスタに保存されている値を図 5.5
に示す．図 5.5 の Regi (0 ≤ i ≤ 3) はそれぞれ 32 ビットのレジスタを表してい
る．t0 では部分平文 P1, P3 はホワイトニング鍵の上位部 (WK0|WK1)と排他的
論理和される．暗号化中はラウンド鍵生成で中間鍵 Lを更新しながら暗号化する．
鍵長に応じたラウンド数後に暗号文を出力する．
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作する．図 5.6を実現する回路のデータパスを図 5.7に示す．図 5.6の回路は 1サ
イクルで図 5.7の 1ラウンドの動作をする．Ki は 128ビットの秘密鍵 K を 4分
割した 32ビットの値である．RK∗j (0 ≤ j ≤ 35)は Algorithm4中の T ← T ⊕K
を除いたアルゴリズムで生成されるラウンド鍵である．
アーキテクチャ 2 では最初に鍵スケジュール部で秘密鍵 K から中間鍵 L を生
成する．図 5.6中の Data Regには秘密鍵を格納し，Key Regを 0で初期化する．
定数をラウンド鍵とし，11サイクル実行した後（12ラウンド後），出力される中間
鍵 Lを Key Regに格納する．中間鍵 Lを生成し終えると，平文 P を暗号化する．
平文 P は秘密鍵 K の上位部 (K0|K1)と排他的論理和され (P1 ⊕K0, P3 ⊕K1)，
Data Regに格納される．暗号化中は Key Regの中間鍵 Lを更新し，ラウンド鍵
RK∗j (0 ≤ j ≤ 35) を生成しながら暗号化する．17 サイクル後（18 ラウンド後）
に暗号文を出力する．Data Reg には図 5.7 の破線のタイミングで値が保存され























C0 C1 C2 C3
図 5.7: アーキテクチャ 2のデータ処理部の概略
る．保存されるレジスタ値は図 5.4と同様である．
各ラウンドにおいて，暗号化部で使われるレジスタに保存されている値を図 5.8
に示す．図 5.8 の Regi (0 ≤ i ≤ 3) はそれぞれ 32 ビットのレジスタを表してい
る．t0 では部分平文 P1，P3 は秘密鍵 K0，K1 と排他的論理和される．暗号化中
はラウンド鍵生成で中間鍵 Lを更新しながら暗号化する．鍵長に応じたラウンド
数後に暗号文を出力する．
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図 5.9: アーキテクチャ 3の概略図．
アーキテクチャ 3
アーキテクチャ 3 は図 5.9 の構造を実現する回路である．図 5.9 はデータ処
理部と鍵スケジュール部で構成されている．回路として，データ処理部と鍵スケ
ジュール部を共有していない．鍵長は 128 ビット，196 ビット，256 ビットであ
る．データ処理部と鍵スケジュール部はレジスタを含んでおり，スキャンチェイン
が接続されている．データ処理部は暗号化部とラウンド鍵生成で構成されており，
暗号化部は図 5.1 を実現する回路である．暗号化部は図 5.1 の破線のタイミング
tn (0 ≤ n ≤ r)で値がレジスタに保存される．
各ラウンドにおいて，暗号化部で使われるレジスタに保存されている値を図 5.5
に示す．図 5.5 の Regi (0 ≤ i ≤ 3) はそれぞれ 32 ビットのレジスタを表してい
る．t0 では部分平文 P1，P3 はホワイトニング鍵の上位部 (WK0|WK1)と排他的
論理和される．暗号化中はラウンド鍵生成で中間鍵 Lを更新しながら暗号化する．
鍵長に応じたラウンド数後に暗号文を出力する．
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鍵スケジュール部はホワイトニング鍵生成と中間鍵生成から構成されており，中
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暗号化部は図 5.1の破線のタイミング tn (0 ≤ n ≤ r)で値がレジスタに保存さ
れる．図 5.5 の t0 では部分平文 P0，P2 が挿入されるレジスタ Reg0，Reg2 があ
り，t1 では部分平文 P0，P2 が挿入されるレジスタ Reg1，Reg3 がある．5.3.1 節
より，攻撃者は平文を自由に回路に入力できるので，t0 で Reg0 と Reg2 には自由
に入力できる．同様に，t1 で Reg1 と Reg3 にも自由に入力できる．しかし，周辺








平文 PT を 4分割した 1つの部分平文 P0とスキャンデータの対応付けを図 5.10
に示す．図 5.10では例としてスキャンデータを 1024ビットとした．図 5.10の上
部では平文 PT を N 個用意し，縦に並べる．図 5.10 の下部では平文に対応した
N 個の t0 時のスキャンデータ SD を縦に並べる．図 5.5より，t0 時には Reg0 に
P0 が保存されている．そのため，平文のスキャンシグネチャ psl (0 ≤ l ≤ 31)は
スキャンデータのスキャンシグネチャ ssm (0 ≤ m ≤ 1023) 中のいずれかと一致
する．図 5.10では，平文のスキャンシグネチャをスキャンデータのスキャンシグ
ネチャと比較した結果，ps6 = ss1021，ps9 = ss0，ps15 = ss55，ps29 = ss811 と
なっている．比較を繰り返すことでスキャンデータから部分平文 P0 が求まると考
えられる．つまり，スキャンデータから Reg0 のビット位置が特定できる．同様
に部分平文 P2 を使うことで，Reg2 のビット位置を求めることができる．Reg1，













図 5.8のRegi (0 ≤ i ≤ 3)はそれぞれ 32ビットのレジスタを表し，Ki (0 ≤ i ≤ 3)
は秘密鍵を 4 分割した値を表している．5.3.2 節と同様に図 5.8 のラウンド 0 で
は，部分平文 P0, P2 の値がレジスタにそのままの形で挿入される．そのため，
Reg0, Reg2 のビット位置は求めることができる．
Reg1, Reg3 のビット位置を求めるためにラウンド 0のスキャンデータとラウン
ド 1のスキャンデータの排他的論理和を取る．Reg1 に注目すると P1⊕K0⊕P2⊕
K0 = P1 ⊕ P2 と表せる．部分秘密鍵 K0 が消え部分平文のみで表せるため，平文
毎の P1 ⊕ P2 を縦に並べ，ラウンド 0のスキャンデータとラウンド 1のスキャン
データの排他的論理和を縦に並べる．このとき，P1 ⊕ P2 のスキャンシグネチャは
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Reg1 のあるビットの変化列を表している．スキャンデータの排他的論理和を取っ
たスキャンシグネチャのどこかに存在するはずである．スキャンデータのスキャ
ンシグネチャから P1 ⊕ P2 のスキャンシグネチャを特定することで，Reg1, Reg3
のビット位置を特定できる．
Regi(0 ≤ i ≤ 3)の全てのビット位置がスキャンデータから特定できるので，鍵
スケジュール部のラウンド 0のスキャンデータから秘密鍵の復元が可能である．
5.3.4 アーキテクチャ 3に対するスキャンベース攻撃手法








特定する．ラウンド鍵 RKj を特定できれば，Algorithm 4，Algorithm 5により，
2つの中間鍵と秘密鍵が復元できると考えられる．
図 5.5中の値を使ってラウンド鍵の特定を説明する．ラウンド 1の Reg0 に保存
されている値からラウンド鍵 RK0 を特定する．M0 の逆行列M−10 とラウンド 0
の Reg1 に保存されている値を用いて RK0 を求める式を式 (5.2)に示す．















rki (0 ≤ i ≤ 3)はそれぞれ 8ビットであり，32ビットのラウンド鍵 RK0 を 4分
割したものである．pi (0 ≤ i ≤ 3)はそれぞれ 8ビットであり，32ビットの部分
平文 P0 を 4分割したものである．2種類の S-box S0，S1 はそれぞれ 8ビットの
入力 w に対し，対応した 8ビットの出力 S0(w)，S1(w)を返す．そのため，2種
類の S-boxの逆関数である S−10 ，S−11 は既知である．内部レジスタの特定よりス
キャンデータから Reg1 の値も特定できているため，P1 ⊕WK0 の値も求めるこ
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とができる．ラウンド鍵 RKj を特定するためにはM−10 を使えばよい．M0 の逆
行列はM0 自身であるから，式 5.2のM−10 = M0 とすれば，RK0 を特定できる．
また，M1 の逆行列もM1 自身となるので，F1 関数に関しても式 5.2と同様の計算
ができる．
Algorithm 4より鍵長 k = 128の場合，

















となる．RK0 から RK7 まで特定すれば，中間鍵と秘密鍵を復元できる．Algo-
rithm 5より鍵長 k = 192，256の場合，









RK4|RK5|RK6|RK7 ← Σ(LL) ⊕K
k
R































となる．RK0 から RK15 まで特定すれば，中間鍵と秘密鍵を復元できる．中間鍵
からはラウンド鍵を全て生成でき，秘密鍵からはホワイトニング鍵が生成できる．
暗号文から平文の復元が可能であると考えられる．





結果を示す．評価実験では，提案手法と CLEFIA 回路のシミュレータを python














鍵を CLEFIA 回路に設定し，5.3.2 項で提案したスキャンベース攻撃を用いて秘
密鍵を復元した．
アーキテクチャ 2に対する実験





スキャンチェイン長は 256ビットから 2560ビットまで 256ビット毎変化させた．
回路以外のその他周辺回路を実現するためにランダムデータを各サイクルで得ら
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表 5.1: 鍵長ごとの特定時間と平均時間．
特定時間 [s]
Trials 128ビット 192ビット 256ビット
1 0.002879 0.002302 0.001798
2 0.000792 0.000962 0.001138
3 0.000747 0.001153 0.001041
4 0.000742 0.001003 0.001096
5 0.000751 0.000971 0.001049
6 0.000751 0.000991 0.001038
7 0.000736 0.000962 0.001048
8 0.001064 0.001025 0.001092
9 0.000746 0.000962 0.001047
10 0.000719 0.001482 0.002185
Average 0.000993 0.001181 0.013432
アーキテクチャ 3に対する実験結果
内部レジスタの特定後のスキャンデータからラウンド鍵の特定に必要な時間を
計測した．特定するラウンド鍵は鍵長が 128ビットの場合，ラウンド鍵 RK0 から






象とするブロック暗号は CLEFIA である．CLEFIA は軽量暗号の国際標準規格
に採択されているアルゴリズムである．平文を暗号化するブロック長は 128 ビッ
















5.2 節「軽量ブロック暗号 CLEFIA」では，軽量暗号 CLEFIAのアルゴリズ
ムを説明した．CLEFIA は ISO/IEC 29192 軽量暗号の国際標準規格に採択され
ているブロック暗号アルゴリズムである．暗号化ブロック長は 128 ビット，秘密
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るハッシュ回路として，メッセージ認証符号である HMAC-SHA-256 を生成す
る回路を対象とする．HMAC（Hash-based Message Authentication Code）は
反復暗号ハッシュ関数を用いたメッセージ認証コードである．ハッシュ関数を複
数回適用するもので，IPsec と SSL/TLS で採用されている．メッセージと秘密
鍵をハッシュ関数に与えることで生成されるハッシュ値を認証に使用する．本章
で攻撃対象とするハッシュ回路は SHA-256回路である．HMACのハッシュ関数
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