Abstract-The network protocols we use today have been introduced decades ago. Since then the whole Internet came to existence and with it a single protocol stack: TCP/IP. What was a good solution back then, is no longer appropriate to fulfill the emerging demands of applications. Newer protocols have been created as solutions for the problems, but replacing TCP/IP requires a complicated deployment and migration phase. The problems with the current Internet architecture and its fixed structure have triggered a discussion on a Future Internet architecture. We propose a way to dynamically select and compose protocols based on principles of service oriented architectures. The goal is a network architecture where new protocols could be easily added and are automatically and transparently used by applications. In this paper we present a way to describe protocols and their effects and dependencies between them. We also present a method to select and compose protocols.
I. Introduction
The Internet is a tremendous success story and with it the TCP/IP protocols suite, which is the core technology of the Internet. Using the Internet requires to use the TCP/IP protocols. Thus it is hard to change or even modify these protocols. Driven by the demands of ever emerging applications and the capabilities of new communication networks, many workarounds have been introduced, like sub-layer proliferation (e.g. MPLS at layer 2.5, IPsec at layer 3.5, and TLS at layer 4.5), and erosion of the end-to-end model (middle-boxes, such as firewalls, NATs, proxies, caches, etc.). This results in increasing complexity and unpredictable vulnerabilities making it even harder to introduce new technologies.
As a consequence the introduction of a Future Internet with a newly designed architecture is discussed in the research community (e.g. [1] , [2] ). One of several requirements, that should be fulfilled by a future network architecture, is the ability to evolve, i.e. to add, change and remove functionality more easily than today. Just defining a new set of protocols for a future Internet is not sufficient, because it will be impossible to take into account all future demands. In consequence even a completely new designed future Internet will be subject to ongoing evolution. This demand can not be achieved by a single component or protocol, but must be supported by a new architecture that defines the fundamental organization of a system, the relationship of components, and design and evolution principles according to [3] . Especially the definition of evolutionary principles allowing deliberate extensions and replacement of functionality are important to avoid an architectural patchwork similar to today's Internet.
In order to enable evolution of network functionality in large scale networks it must be possible to change functionality of an individual system (network node) and in addition there must be concepts and methods to handle the resulting heterogeneity. The heterogeneity will be inevitable, as in large scale networks it is not possible to synchronize changes because of technical, logistic and even political constraints. We expect that achieving both goals will be the key for a flexible network architecture that is able to evolve.
We propose a network architecture that focuses on reducing the coupling of protocols. The Internet can be considered as a large, distributed (software) system. Hence we address a new inter-network architecture by using software engineering methodology. A promising methodology is the service-oriented architecture (SOA) paradigm for organizing and utilizing distributed capabilities that may be under the control of different ownership domains [4] [5]. 1 In order to achieve loose coupling, protocols must not expose any internal mechanisms. This requires welldefined interfaces, which reflect only the service, i.e. the visible result, of a protocol. Then a higher degree of flexibility can be achieved by using micro-protocols [9] , which interact dynamically. The interaction can be supported by techniques like message passing, publish/subscribe for notifications, generative communication, which are common in the context of SOA and avoid hard coded interaction (see [6] , [7] for details). In this paper we present basic considerations on service oriented descriptions of protocols and for composing micro-protocols using such descriptions. This work is part of our ongoing research in the context of future network architectures.
The next section II provides a brief overview of related work and outlines the novelties of our approach. Section III presents specific terminology used in this work and section IV describes our approach. Section V describes elements for a service oriented description of protocols and VI describes how to combine them. Finally the planed future work is described in section VII II. Related Work Developing concepts and techniques for more flexible networks have been a research topic since many years now, but with varying focuses. In the 90's, there have been several publications about automatic protocol configuration based on micro-protocols. Examples of these are the "Dynamic Network Architecture" [9] , DaCaPo [10] and FuKSS [11] . All these approaches compose complex protocols using micro-protocols. In our approach we also use micro-protocols, but use more abstract descriptions and different methods for composing and controlling interactions of protocols.
The research field of programmable networks [12] also aims to achieve higher degrees of flexibility of networks. Especially the separation of the communication plane from the control plane is a major concern. Such a separation is difficult to realize in today's Internet. This is because the network nodes are vertically integrated and content providers have no direct access to the control plane. Our approach is based on horizontally distributed functionalities without layering (see section IV) and thus also simplifies the separation of control and data plane, but uses different concepts than programmable networks.
The current debate about a Future Internet is driven by several large initiatives world wide, like GENI [13] and FIND [14] , the Clean-Slate Program at Stanford University [15] or the European Fire initiative [16] .
Interesting clean-slate approaches which are related to the work presented here can be seen in the Role-Based Architecture (RBA) [17] , the Service Integration, controL and Optimization (SILO) [18] , the Recursive Network Architectures (RNA) [19] , the Autonomic Network Architecture (ANA) [20] and the 4WARD project [21] .
The RBA approach introduces a non-layered architecture to the design of network protocols and organizes communication in functional units referred to as roles. Roles are not hierarchically organized and thus may interact in many different ways. The main motivation for RBA is to address the frequent layer violations that occur in the current Internet architecture, the unexpected feature interactions that emerge as a result, and to accommodate middle boxes. The SILO approach also introduces a nonlayered design based on silos of services. Furthermore it offers a more flexible header structure than the RBA approach. The overall goal of the SILO architecture is to facilitate cross-layer interactions in a manner that meets the user requirements accurately and optimizes performance. The RNA approach examines the implications of using a single, tunable protocol for different layers. RNA reuses basic protocol operations across different protocol layers, avoiding redundancy of implem! entation as well as encouraging cleaner cross-layer interaction. It allows protocols and protocol stacks to adjust at runtime. This results in a more dynamic composition of services, both within stacks and in the way networks combines the stacks of individual hops into an overall network architecture. The ANA project aims to design and develop a novel autonomic network architecture. ANA tries to enable a flexible, dynamic, and fully autonomous formation of network nodes as well as whole networks, based on fine grained functional block. The approach of 4ward is to create specific networks for classes of applications or even single application. The functionality of each network is defined by so called Netlets [22] which are predefined compositions of micro-protocols. 4WARD supports the definition and deployment of netlets and fosters the reuse of micro-protocols.
All these projects are similar to our approach in respect to avoid layering and aim at defining a highly flexible architecture. The main motivation for RBA, SILO, and RNA was to address the frequent layer violations and cross-layer interactions that occur in the current Internet architecture. Whereby ANA focuses on autonomic creation of networks and 4WARD aims to support a high diversity of specific networks. Even though the overall goal of all these projects is to develop a highly flexible network architecture, the strategies are different. The specific goal of our approach is to enable networks to evolve without central coordination. Our specific approach is to achieve loose coupling between micro-protocols, which will be extended by concepts to handle heterogeneity of networks.
III. Terminology
This section provides the definitions of terms important for the understanding of the proposed approach.
A. Mechanism
A mechanism provides the description of how to achieve desired functionality. A particular mechanism can be implemented by different pieces of software. Two mechanisms are considered equivalent if they attain the same functionality and obey the same specification regardless of their implementation techniques and code intricacy. In network architecture, mechanisms are normally protocols or micro-protocols. A good example for a mechanism is the TCP protocol. It is defined by a specification that describes every detail which is necessary for two peers to communicate using the TCP protocol. But the protocol does not define a specific implementation, there exist various implementations which are all compatible because they all implement the same mechanism. Mechanisms exist at any granularity. TCP is a very complex protocol that combines a lot of different functionality. A mechanism can as well be a micro-protocol like the TTL 2 method. Such tiny mechanisms might be used to create a compound mechanism.
B. Effect
An effect describes the desired outcome of the use of a mechanism. An example of an effect is Order Preservation. There may be several different mechanisms, which produce the same effect. For example one mechanism uses sequence numbers to keep the order. Another mechanism for reliable communication could wait for an acknowledgment after sending a packet before sending the next Figure 1 . Effect, Mechanism, Implementation one and thereby providing that effect as a side-effect. A mechanism may produce several effects as does the second mechanism in the example. In general, an effect is independent of the mechanism and its implementation, i.e. it should be possible to change the mechanism without changing the effect.
The term meta-effect is introduced in order to address effects, which comprise more than one effect, i.e. a metaeffect is generated by the cooperation of several effects.
For example the meta-effect Reliability consists of the effects Data Correctness Completeness and Order Preservation.
A service is specified by a set of effects or meta-effects.
C. Correlation between Effects and Mechanisms
In this subsection the possible correlations between effects and mechanism are described.
As stated above, a single effect may be generated by different mechanisms, i.e. several mechanisms provide the same effect (see figure 2b) . Those mechanisms can differ in their implementation, and the implementations themselves can also differ in their performance. For example both Is-Alive and Heartbeat mechanisms provide the effect Status of Communication Partner. Figure 2a illustrates the case where an effect is produced by the combination of different mechanisms. The effects produced by the individual mechanisms are combined into one meta-effect. For example, the effect Order Preservation is generated by the mechanisms Reordering of Data and Detection of Duplication.
A single mechanism may also participate in the generation of more than one effect (see figure 2d) . For example the Checksum mechanism supports both Integrity and Data Correctness.
A mechanism can also rely on other mechanisms. In this case, the availability of those mechanisms is crucial for the functioning of the composite mechanism. Figure  2c shows this correlation.
Effects may be grouped into two categories -necessary and desired effects -depending on that, whether they are mandatory or optional for an application to work properly [8] . The goal of service-oriented networking is to offer finegrained functionality to applications to chose from. A way to achieve this, is to create a list of effects and a library of mechanisms which provide these effects. When the mechanisms are encapsulated and do not depend on certain internals of other mechanisms they can be nearly arbitrarily combined. For each set of requirements of an application, a matching set of mechanisms could be assembled. Those mechanisms then form a custom microprotocol stack (which is more like a mesh in fact).
To dynamically build these micro-protocol stacks mechanism will have to describe their capabilities and requirements in a way that an algorithm can predict the outcome of any combination. To achieve that each mechanism has a set of requirements, a set of provided effects, a description of the costs of the mechanism and a formula how these costs "add up" with the costs of other mechanisms. An algorithm selects mechanisms so that all requirements are met, all desired effects are provided and the combined costs are low. Section VI describes this in detail.
Inside one stack, protocols communicate using notifications and a common tuple space. Two end-points exchange TLV-headers 3 to communicate. A dispatcher manages the distribution of notifications and protocol headers to the micro-protocols. The features of the dispatcher highly depend on the requirements of the mechanisms, so identifying mechanisms and their effects is a critical task in designing the dispatcher.
A. Future Internet Architecture
In the presented approach the network architecture is not organized into layers like the architecture of the current Internet, but consists of many stand-alone, self-contained services, which communicate, cooperate, and inter-operate with each other. According to their scope, the services are conditionally grouped into three service clouds (Figure 3) . Connection Services Cloud: The connection services cloud encompasses services related to data transport. Such services are, for example, modifying network data, signaling, signaling error correction, etc.
V. Identification
In order to identify mechanisms, effects and their dependencies the TCP/IP protocol stack has been examined. It is possible to differentiate mechanisms and effects with different granularity, e.g. TCP could be one mechanism with the effect Reliable Communication. On the other hand, the Decrement of a TTL value and the packet dropping can be different mechanisms. As a general rule we select mechanisms and effects at such a granularity, so that an application could reasonably require the effect, and a mechanism uses only a few headers and could be legitimately called a micro-protocol.
The following effects have been identified mainly from the provided functionality of TCP/IP, despite the fact that to completely describe the functionality of TCP/IP it may take more than only these effects. The reason to identify those effects is to cover provided TCP/IP functionality in our approach towards novel Internet architecture.
Forwarding: Forwarding is a method to deliver data from source to destination such as, transferring data to the correct outgoing port within a node. There can be different mechanisms to achieve this effect, but it is more considerable how much effective a mechanism is with respect to various efficiency and performance parameters. In the existing Internet architecture this is obtained with the help of different identification and marking techniques. Security: Security refers to protection of information from theft or tampering. There are various ways to corrupt the data such as, appending data, alteration of existing data, or deletion of data. The meta-effect Security comprises the three effects Confidentiality, Integrity and Availability. TCP uses the checksum and sequence number fields of the TCP header to cover Integrity.
VI. Combination of mechanisms
A network architecture is described as a 5-tuple (E, M, M f , P, R).
E and M are sets of all available effects and mechanisms. For example E contains Completeness and Order Preservation and M contains Sequence Numbers, Acknowledgments and Header Checksums. M f ⊆ M is the set of mechanisms that represent lower network layers and therefore it is fixed.
P is a function P : M → 2 E that gives for each mechanism a set of effects that it provides. In the example Sequence Numbers provides Order Preservation and Acknowledgments provides both Order Preservation and Completeness.
R is a function R : M → 2 M that gives for each mechanism a set of other mechanisms that it requires. In the example both mechanisms require the mechanism Header Checksum to work properly.
For simplicity the functions
and
are defined.
A given set of mechanisms M ⊆ M is consistent iff all requirements are met:
In the example that means, that using Sequence Numbers alone is consistent since that mechanism requires the mechanism Header Checksum which is not present. Using a set of Sequence Numbers together with Header Checksum is consistent.
To compare different consistent sets of mechanisms a cost-function is used. C is a function C : 2 M → R that values the combined costs of a set of mechanisms. Since different types of costs "add up" differently (e.g. latencies sum up but loss ratios are inverse multiplicative) and the factors with which these types of costs are combined depend on the needs of the application layer, the inner workings of that function are outside of the scope of this model.
To improve the model meta-effects -effects entirely composed of other effects and meta-effects -is introduced. E M is the set of meta-effects and ComposedO f is a function ComposedO f : E M → 2 E∪E M that gives for each meta-effect a set of effects and other meta-effects that it is composed of.
ComposedO f
is defined for simplicity and
is the transitive hull of ComposedO f that only contains effects as result. With this extension to the model metaeffects like Reliability can be constructed with the effects Data Correctness, Completeness, Order Preservation.
A. Selection of Mechanisms
Given a cost-function Cost and a set of desired effects D the function
returns the best set of mechanisms to satisfy the requirements. For example if D = {OrderPreservation} is desired and M f = {Ethernet, HeaderChecksum} is given, the evaluation of the function S above returns Sequence Numbers (assumed Cost({S equenceNumbers}) < Cost({Acknowledgments})).
Calculating the result of S (D, Cost) is a task of optimization. Many optimization algorithms have been presented by different research groups and are outside the scope of this model, so only a very basic algorithm will be introduced.
The number of consistent mechanism sets will surely be very large as mechanisms are fine-grained, so an algorithm to select mechanisms must be able to handle that.
A simple approach would be: 1) Select mechanisms to provide the requested effects. The base technology already provides some mechanisms M f . This will yield a number of different premature solutions. At this step the premature solutions are not checked for consistency, they provide the requested effects, but their requirements might be missing. 2) Create consistent solutions and rate them. Mechanisms are added to the premature solutions to make them consistent. After this step a number of consistent solutions is known and compared using the cost function. 3) Improve solutions with additional mechanisms. In this final step the best solutions are improved by adding mechanisms to them. The goal is to improve the cost of the solution without losing the consistency. Another possible solution is to have a pre-calculated list of solutions and to adapt them in a predefined way. In the 4WARD project those pre-calculated solutions are called "netlets". Or maybe multiple heuristics can calculate solutions concurrently and then the best one is chosen.
B. Mechanism dependencies
While identifying mechanisms certain dependencies become obvious. Those dependencies exist when one mechanism uses a value created by another mechanism or when a mechanism relies on an effect provided by another mechanism. In those cases the dependencies also define the order in which the mechanisms handle data. Which kinds of dependencies exist and what actions and constraints they require is the scope of future research.
VII. Future Work
In this work we have presented a concept to describe protocols or micro-protocols using effects and mechanisms. Using effects allows abstract descriptions which represent the needs of users and thus are appropriate to describe services. Kinds of dependencies between effects and specific mechanisms have been outlined. Such dependencies must be taken into account for the composition of complex protocols. Several possible effects have been presented, which were derived from TCP/IP as an example. Finally a model for the composition of protocols has been presented which is only based on the description of effects and mechanisms.
The goal of this work is to foster loose coupling of micro-protocols, i.e. mechanisms. Effects allow describing mechanisms independently of internal details, implementation, and independently of other mechanisms. It has been shown that in principle it is possible to compose complex protocols based on these individual descriptions, enabling flexible network architectures.
We already have a prototype, that enables microprotocols to interact indirectly via messages, notifications and generative communication. The presented approach will be used to extend the prototype by dynamical composition of protocols. Therefore the description of mechanisms and effects will be refined and formalized. For verification purposes we aim to implement the mechanisms found in TCP/IP.
