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Abstrakt
Tato práce se zabývá implementací komunikačního klienta s názvem Makneto++, který je
založen na rozhraní Telepathy (pro určité části bylo občasně využíváno již hotového kódu z
KDE Telepathy, jež je licencován GNU LGPL). Tento klient je schopný přenosu textu a bílé
kreslící plochy mezi dvěma uživateli najednou. Tato práce popisuje, jak je možné takového
klienta implementovat s prostředími knihven Telepathy a Qt pro jazyk C++ a s využitím
systému pro meziprocesovou komunikaci D-Bus.
Abstract
This thesis contains many useful information about an implementation of a communication
client Makneto++ which is based on the Telepathy interface. Certain parts of KDE Tele-
pathy code were used in advantage to this implementation (KDE Telepathy code is spread
under GNU LGPL). This client is capable of transmitting text and of sharing a whitebo-
ard between 2 users using the Internet connection. In this thesis, you can read about the
implementation of such a client with the Telepathy and Qt frameworks using the C++
programming language. The client uses the D-Bus system as well.
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Kapitola 1
Úvod
Již od počátků sociálního života lidských jedinců v dávných dobách bylo důležité, aby si
tito lidé mezi sebou předávali informace. Ta měla z prvopočátku pouze podobu slov, která
byla jediným známým a možným způsobem komunikace. S postupem času ovšem lidstvo
pocítilo potřebu po předání znalostí tak, aby si jejich poznatky v daném oboru mohly
nepozměněny zjistit i další generace. Tímto způsobem začaly vznikat jeskynní malby. Od
té doby uplynulo několik tisícovek let, tyto cesty komunikace, byť značně zmodernizované,
se zachovávají doposud.
Výměna informací v dnešní době oproti časům dávno minulým značně nabyla na rych-
losti šíření. Lidé dnes používají emailů a různých služeb, které umožňují okamžitou výměnu
zpráv, a to i na vzdálenost přes celou zeměkouli. I přes tento fakt, přes možnost okamžitého
sdílení textu, přes možnost přenosu obrazu i zvuku, může se stát, že komunikaci něco chybí.
Proč nastává takovýto pocit? Může to být na základě kulturních nesrovnalostí, nedo-
konalé slovní zásoby nebo prostě jen neschopností vysvětlit určitou znalost pouze slovy.
V takových chvílích jistě každý zatouží svou myšlenku vystihnout jinou formou a první ta-
kovou, která napadne, je jistě obrázek, neboť ne nadarmo se říká, že jedna kresba dovede za
mnohem kratší chvíli říci více, než by dovedlo tisíce slov. Tento problém lze vyřešit sdílením
kreslící plochy mezi uživateli.
Sdílená kreslící plocha/tabule je i v češtině někdy nazývaná tzv. whiteboard, její použití
poté whiteboarding. Tento název pochází z anglického
”
whiteboard“, slovo skládající se ze
dvou částí,
”
white“ pro
”
bílý“, což je určeno nejčastější používanou barvou pro tento účel,
a
”
board“ jako
”
tabule“, což vystihuje možnost kreslit na tento prvek. Návrh, a hlavně
tvorba takovéto tabule je náplní této práce.
Mnoho současných větších instant messaging klientů, např. Pidgin, Skype, Miranda,
nabízí možnosti sdílení bílé tabule, ovšem zpravidla ve formě doplňků třetí strany. Tyto
doplňky bývají v experimentálních verzích, v kterých často i končí. Mnoho z nich 1 využívá
sdílenou úpravu XML dokumentu. To ovšem při větší aktivitě může působit nepříznivě na
zatížení sítě.
Cílem této práce je vytvořit komunikačního klienta, který by byl schopný mimo běžného
přenosu textu též přenášet bílou kreslící plochu - je možné si mezi sebou kreslit a na základě
toho tak snáze vyjádřit svou myšlenku. Taková kreslící plocha by navíc měla být přenášena
jiným způsobem, než sdílenou úpravou XML a měla by tak snížit případnou síťovou zátěž,
která by nastala při přenosu takovým způsobem.
1Např. Pidgin: http://www.sanketagarwal.com/blog/?p=116,
http://www.rohanjain.in/whiteboarding-with-xmpp-google-talk/;
Miranda: http://forums.miranda-im.org/showthread.php?8382-Whiteboard-plugin-discussion
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Druhá kapitola tohoto dokumentu je zaměřena na základní specifika protokolu XMPP,
který je velmi vhodný pro přenos libovolně rozšiřitelného typu dat mezi více uživateli.
V třetí kapitole je čtenář uveden do problematiky prostředí knihoven Qt, hlavně pak
do součásti tohoto prostředí, deklarativního jazyka pro tvorbu grafických prostředí - QML.
Další, v pořadí čtvrtá kapitola poté uvádí čtenáře do prostředí knihoven Telepathy-Qt,
to rozšiřuje dříve zmíněné Qt o funkcionalitu vedoucí směrem k instant messagingu. Pátá
kapitola poté pojednává o návrhu samotného komunikačního klienta se sdílenou tabulí,
implementace tohoto návrhu je poté rozebrána v kapitole šesté.
V poslední, tedy sedmé kapitole, bude shrnuto, co se při implementaci podařilo, co
méně, a jaké jsou další možné cesty, kterými se implementace tohoto klienta může ubírat
do budoucna.
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Kapitola 2
XMPP
Tato kapitola rozebírá komunikační protokol XMPP - Extensible Messaging and Presence
Protocol. Čtenáři je vysvětlen význam XMPP v informačních technologiích a je uveden do
síťové architektury dané tímto standardem a do adresování, které tento standard používá.
Informace jsou čerpány z knihy XMPP: The Definitive Guide [8].
První část této kapitoly vysvětluje architekturu XMPP a porovnává ji s některými
běžnými službami dostupnými na Internetu. V druhé části je rozebrán způsob adresování,
čtenář se setkává s pojmem Jabber ID. Třetí část dále uvádí základní fakta k XMPP
komunikaci, včetně názorného příkladu.
Podle [6] je XMPP je aplikační využití jazyka XML, které umožňuje výměnu strukturo-
vaných dat mezi dvěma komunikujícími stranami v téměř reálném sledu. Struktura těchto
dat může být upravována a rozšiřována. XMPP je otevřený standard, který udává stavbu
protokolů a formátů dat, které by měly být používány pro komunikaci mezi účastníky této
síťové komunikace. Původně byl vyvíjen open source vývojářskou komunitou Jabber, pro
jejíž implementaci bývá název XMPP s názvem této komunity zaměňován, existují ovšem
i další implementace mimo tuto komunitu.
V současnosti je XMPP nejčastěji používáno pro tzv. instant messaging (IM), volně
přeloženo
”
okamžité dorozumívání“, a operace s tímto spojené, jako např. přenos souborů,
obrazu a zvuku. Rozšiřitelnost přenášených dat je ovšem obrovská, takže je XMPP využí-
váno též pro geolokaci, webové služby, whiteboarding, online gaming apod. Např. současný
internetový fenomén, Facebook, využívá XMPP pro implementaci své chatové služby1.
2.1 Architektura
[8] udává, že technologie založené na XMPP využívají decentralizovanou architekturu typu
klient-server. Tato je podobná architekturám využívaným ve World Wide Web a v emai-
lových sítích. Mezi XMPP architekturou a architekturou běžně používanou na Internetu
ovšem existují určité rozdíly. Při prohlížení webu může být klient pro správné zobrazení ob-
sahu odkázán na několik různých serverů, aby získal vše potřebné. V emailové komunikaci
pro změnu zaslání zprávy může vyústit v komunikaci více serverů mezi serverem, z kterého
je zpráva zasílána, a tím, kam má dorazit.
XMPP, podobně jako email, také zahrnuje skoky mezi různými doménami, ovšem v oka-
mžiku odeslání zprávy se klient připojí na svůj domovský server, který se poté již připojí
přímo na server, na kterém se nachází adresát zprávy.
1Dokumentace k Facebook API je k nalezení na https://developers.facebook.com/docs/chat/
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Obrázek 2.1: Ukázka spojení 2 klientů při komunikaci (zdroj [8])
Na obrázku 2.1 je naznačeno, jak výše popsané funguje. Na serveru capulet.com je regis-
trovaná uživatelka juliet, která se pokouší spojit s uživatelem romeo na serveru montaque.net.
Po tom, co juliet odešle zprávu, její komunikační klient se připojí na server capulet.com,
který se dále připojí přímo na server montaque.net a zpráva od juliet může být doručena.
2.2 Adresování
XMPP používá pro adresaci každé entity tzv. Jabber ID (JID). Při adresování navíc vyu-
žívá Domain Name System (DNS), obdobně jak se tomu děje například v HTTP. Děje se
tomu tak z důvodu hlavního využití XMPP, kterým je instant messanging. Myšlenka je, že
jabberd.eu se snáze zapamatuje nežli 91.229.244.121.
Použijme pro příklad JID následující řetězec: juliet@capulet.com/balcony. V tomto
příkladu řetězec juliet reprezentuje uživatele, capulet.com server, na kterém je daný
uživatel připojen, a balcony prostředek, který uživatel používá ke komunikaci. Pro tyto
součásti jsou definována určitá pravidla.
Jméno domény v JID zpravidla bývá mapováno systémem doménových jmen do Fully
Qualified Domain Name (FQDN). Součástí JID je též uživatelské jméno. Uživatelské jméno
i jméno domény nejsou citlivá na velikost písma. Pokud ovšem obsahují znaky mimo tabulku
ASCII, platí pro tyto zvláštní pravidla popsaná v RFC 3454.
JID ve tvaru user@domain.tdl bývá označováno za bare JID (
”
holé JID“ pozn.aut.).
V našem případě by za bare JID byla označena část
”
juliet@capulet.com“.
Další částí JID je tzv. resource identifier (
”
identifikátor prostředku“ pozn. aut.).
Tento identifikátor je použit ke směrování požadavků k jednomu konkrétnímu spojení.
Umožňuje výměnu zpráv s konkrétním zařízením propojeným s XMPP účtem. Může to být
například jméno počítače či klienta použitého pro připojení k XMPP serveru, bývá zpravi-
dla generováno automaticky. Tato část JID je citlivá na velikost písmen. V našem případě
resource identifier odpovídá
”
balcony“. Celé JID skládající se z uživatelského jména, jména
domény i resource identifier bývá označováno jako full JID (
”
celé JID“, pozn. aut.).
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2.3 XMPP komunikace
Komunikace v XMPP probíhá tak, že při požadavku na sezení je otevřeno TCP spojení
s požadovaným serverem, kde jsou domluveny požadavky a je otevřen obousměrný stream,
ve kterém bude komunikováno pomocí XML.
Pro komunikaci v XML jsou využity tři základní XML elementy: <message/>, <presence/>
a <iq/> (
”
Info/Query“, pozn.aut.). Jsou nazývány XML stanzas. Každý z těchto ele-
mentů disponuje vlastní sadou typů, z nichž každý určuje bližší vlastnosti obsahu daného
elementu.
Pro uvedení příkladu <message/> může nabývat např. typu chat, což určuje, že se
bude jednat o chatovou zprávu, která je určena pro jeden konkrétní jiný kontakt. Každý
ze základních XML elementů také podle svého charakteru může obsahovat další rozšiřující
XML elementy.
Příklad 1: Ukázka získání seznamu kontaktů (zdroj [7])
1 C: <iq from=’juliet@capulet.com/balcony’
2 id=’hu2bac18’
3 type=’get’>
4 <query xmlns=’jabber:iq:roster’/>
5 </iq>
6 S: <iq id=’hu2bac18’
7 to=’juliet@capulet.com/balcony’
8 type=’result’>
9 <query xmlns=’jabber:iq:roster’ ver=’ver11’>
10 <item jid=’romeo@montague.net’
11 name=’Romeo’
12 subscription=’both’>
13 <group>Friends</group>
14 </item>
15 <item jid=’mercutio@capulet.com’
16 name=’Mercutio’
17 subscription=’from’/>
18 <item jid=’benvolio@montague.net’
19 name=’Benvolio’
20 subscription=’both’/>
21 </query>
22 </iq>
Příklad 1 ukazuje, jak může vypadat jednoduchá komunikace v rámci XMPP. Julie
nejdříve zasílá žádost o zaslání seznamu přátel, v příkladu na řádcích 1-5. Její žádost obsa-
huje informace o tom, kdo žádost zasílá – from, id identifikuje vlákno streamu určené pro
Julii serverem při zahájení komunikace, type nám udává, že Julie žádá a poskytnutí určité
informace. Element <query/> poté určuje typ žádosti, v našem případě jabber:iq:roster,
tedy žádost o zaslání seznamu přátel.
Následuje odpověď od serveru, na řádcích 6-22. Server odpovídá též za pomoci stanza
<iq/>. Nejprve opět zašle stejné id, jako v žádosti. Poté v atributu to udává, komu má být
zpráva doručena, jedná se o výsledek na žádost, tedy v type je uvedeno result. Element
<query/> opět udává, o jaký typ informací se jedná, stejně jako v žádosti jde o informace
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týkající se seznamu přátel. Atribut ver udává verzi seznamu přátel, je generován serverem.
Následuje obsah odpovědi. V tom se nalézají 3 elementy typu <item/>. U každého z nich
jsou dané 3 atributy – jid určující jejich JID (viz předchozí kapitola 2.2), name, což je
řetězec, který určuje jméno, které kontaktu nastavila Julie ve svém komunikačním klientu.
Další z atributů elementu item je subscription, ten určuje, zdali uživatel sleduje změny
stavu kontaktu. Hodnota both udává, že sledování stavů je oboustranné, from na řádku 17
že uživatel je sledován daným kontaktem, ale ne naopak.
Rozšiřitelnost XMPP tkví v tom, že libovolná XML stanza může obsahovat další XML
elementy, jako jsou například XHTML, XML-RPC apod. Je tedy klidně možné odeslat
zprávu obsahující XHTML formátovaný formulář, zpracování už ovšem vždy záleží na kli-
entské straně, která zprávy přijímá. Právě díky tomuto faktu je XMPP tak oblíbené pro
zasílání všech druhů informací, počínaje zmiňovaným instant messagingem, přes geolokaci,
whiteboarding a mnoho dalších využití, která v podstatě nejsou ničím omezena.
8
Kapitola 3
Qt
Tato kapitola pojednává o části prostředí knihoven Qt pro jazyk C++ relevantní k tématu
práce. Jsou probrány základní myšlenky tohoto prostředí, zvláštní ohled je brán na de-
klarativní jazyk QML, který je jeho součástí. V této kapitole je čerpáno z dokumentace
k prostředí Qt [3].
První část této kapitoly se zabývá uvedením do základů deklarativního programova-
cího jazyka QML. Je uveden příklad základního programu v tomto jazyce, na kterém jsou
demonstrovány některé ze specifických vlastností tohoto jazyka. Druhá a třetí část této
kapitoly se postupně zabývají technikami vytváření programů v QML, v druhé části je po-
psáno propojování s C++, třetí část poté vysvětluje, jak vytvořit vlastní třídu pro QML
elementy.
Programování Qt aplikací je založeno na principu signálů a slotů. Podstatou je, že
jednotlivé objekty aplikace (např. tlačítko v aplikaci grafické) jsou schopny generovat tento
tzv. signál. Programátorovi je umožněno vytvořit propojení tohoto signálu s určitým slo-
tem. Slot je poté určitý blok kódu (funkce), který představuje reakci na signál (např. vypnutí
aplikace při signálu generovaném tlačítkem
”
Vypnout“).
3.1 QML
V poslední době velmi diskutovaným doplněním Qt se stal jazyk QML, pro který je zároveň
s Qt rozhraním dodáván též interpret. Jedná se o deklarativní jazyk, podle autorů svou
stavbou podobný CSS a JavaScriptu, který je určený pro snadnou a velmi rychlou tvorbu
grafického rozhraní.
Příklad 2 udává, jak může vypadat jednoduchý program v QML. Interpretaci tohoto
programu zobrazuje obrázek 3.1. Na tomto příkladu je viditelná běžná syntaxe tohoto QML.
Ta je založena na jednotlivých elementech. V příkladu jsou těmito elementy Rectangle na
řádku 2, Text z řádku 8 a oblast pro zachycování událostí spojených s myší MouseArea
z řádku 13. Krom těchto disponuje QML velkou spoustou dalších zabudovaných elementů,
od zcela obecných, u nichž lze definovat v podstatě jen tvar, až po velmi specifické, jako
např. animace, zobrazení XML modelu apod.
V příkladu 2 na řádku 5 si lze též všimnout další vlastnosti typické pro QML, tzv. Pro-
perty Binding (
”
provazování vlastností“, pozn. aut.). Pomocí této praktiky je možné
propojit hodnoty dvou vlastností tak, že při změně vlastnosti, na kterou je jiná vlastnost
vázána, se zadaným způsobem změní i vlastnost vlastnosti vázané. V tomto příkladu je tedy
vlastnost color elementu Rectangle vázaná na vlastnost pressed elementu MouseArea
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Příklad 2: ”Hello World”-like program v QML
1 import QtQuick 1.1
2 Rectangle {
3 id: root
4 height: 200; width: 200
5 color: mouseArea.pressed ? "white": "lightgray"
6 border.color: "black"
7 border.width: 5
8 Text {
9 id: helloText
10 anchors.centerIn: parent
11 text: "Ahoj, já jsem QML program."
12 }
13 MouseArea {
14 id: mouseArea
15 anchors.fill: root
16 onClicked: helloText.text = "Ty jsi na mne kliknul."
17 }
18 }
z řádku 13. Vlastnost pressed udává, zdali je na daný element typu MouseArea kliknuto
myší. Při kliknutí se tedy barva elementu Rectangle z řádku 2 změní na bílou, po puštění
tlačítka myši se stane opět šedým.
Další specifickou vlastností QML je definice dědičnosti. Pokud chybí některé prvky,
které by bylo možno pro daný projekt využít opakovaně, např. tlačítko, je možné takový
prvek vytvořit ve svém vlastním QML souboru. Při vytváření vlastních QML elementů je
velké písmeno na začátku názvu souboru důležité! Prvky a jejich vlastnosti vytvořené
v tomto souboru určují podobu dědícího elementu. Pokud bychom vzali text z předchozího
příkladu a uložili jej do souboru např. MojeTlacitko.qml, bylo by ve stejné složce možné
libovolně používat v QML souborech element MojeTlacitko.
QML umožňuje vytvářet celé knihovny vlastních elementů. V takovém případě je vhodné
vytvořit pro takovou knihovnu její vlastní složku. V této složce je poté nutné vytvořit soubor
qmldir. Tento soubor slouží QML, aby dovedlo rozpoznat, které elementy se v dané složce
nachází. Jeho obsah může vypadat např. tak, jak je uveden v příkladu 3.
Příklad 3: Názorný obsah qmldir souboru
1 module MojeElementy
2 MojeTlacitko 1.0 MojeTlacitko.qml
3 MojeTlacitko 2.0 MojeTlacitko20.qml
Jak udává předchozí příklad 3, je definován modul MojeElementy, který obsahuje jeden
prvek ve dvou různých verzích. Příkazem import MojeElementy 1.0 v QML lze tedy získat
prvek MojeTlacitko tak, jak je definován v souboru MojeTlacitko.qml. Za předpokladu
importu verze např. 1.1, tedy verze, ve které se element MojeTlacitko nevyskytuje, QML
bere v potaz vždy nejbližší možnou nižší verzi, tedy v tomto případě 1.0.
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Obrázek 3.1: Ukázkový QML program
3.2 Propojení QML s C++ kódem
QML poskytuje také možnost propojení s C++ kódem. Za pomoci C++ je možné nejen
přistupovat k jednotlivým vlastnostem libovolného QML elementu, je také možné reagovat
na signály, který tento element generuje.
Pro demonstraci bude předveden přístup k elementu Text z příkladu 2. Pro tento účel
je nutné přiřadit tomuto prvku vlastnost objectName s hodnotou textového řetězce, např.
”mujText”. Nechť v C++ existuje instanciovaný objekt třídy QDeclarativeView, tedy ob-
jekt, který se stará o zobrazení QML souboru, a je nastaven tak, aby zobrazoval již zmiňo-
vaný obsah příkladu.
V tuto chvíli se naskytuje možnost zavolat metodu findChild<T>(QString) tohoto ob-
jektu. Tato metoda přijímá jako argument textový řetězec, který obsahuje název hledaného
objektu, v našem případě tedy ”mujText”. Je nutné také nastavit v argumentu T datový
typ, který je očekáván na výstupu, zde QDeclarativeItem *.
Po získání objektu již k němu lze přistupovat a číst jeho vlastnosti pomocí metody
property(const char *), která očekává v argumentu název vlastnosti a vrací QVariant
objekt s hodnotou této vlastnosti. Pro nastavení hodnoty dané vlastnosti je možné za-
volat nad získaným objektem metodu setProperty(const char *, const QVariant &).
Argumenty jsou obdobné jako u předchozí metody.
3.3 Vytváření vlastních QML elementů
Další z možností, které QML poskytuje, je tvorba vlastního prvku v C++, je-li zapotřebí
určitá funkčnost, která v QML ve výchozím stavu není.
Obecně lze rozdělit objekty, které se v QML nachází, do dvou skupin - grafické a ne-
vykreslované. Tvorba těchto objektů se liší v jediném aspektu. Při vytváření grafického
objekt je nutné nastavit v konstruktoru jeho příznak ItemHasNoContents na false. Na-
víc je nutné také reimplementovat virtuální metodu paint tohoto objektu. Tyto starosti
v případě nevykreslovaného objektu odpadají.
Samotná tvorba třídy pro nový QML element se odvíjí od toho, že je třeba dědit z třídy
QDeclarativeItem. Pro správnou funkčnost je dále třeba také uvést v definici třídy makro
Q OBJECT. Takto vytvořený objekt sám o sobě již má několik vlastností, které lze v QML
nastavovat, mezi nimi např. x, y, width, height, focus a další.
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Pro přidání určitých svých vlastnostní, které bude možno v této třídě nastavovat jak
z QML, tak z C++, a které budou např. upozorňovat na svou změnu, je třeba využít makra
Q PROPERTY(). Toto makro přijímá několik argumentů. První z nich je datový typ a název
vlastnosti. Dále následuje READ a název metody nad objektem této třídy, pomocí které bude
daná vlastnost čtena. Další parametry jsou volitelné. Jsou jimi WRITE s názvem zápisové
metody vlastnosti a NOTIFY s názvem signálu vyvolaného změnou hodnoty této vlastnosti.
Makro Q PROPERTY() přijímá i několik dalších volitelných argumentů, ty ale pro tuto práci
nejsou důležité. Všechny lze nalézt v dokumentaci [3].
Pro název vlastnosti z předchozího kroku je nutné vytvořit privátní proměnnou, která
bude figurovat v uvedených metodách. Tyto metody je nutné uvést i dále v definici třídy
jako veřejné, případně jako signály.
Příklad 4: Ukázka definice vlastního QML elementu
1 class MyItem : public QDeclarativeItem
2 Q OBJECT
3 Q PROPERTY(qreal area READ area WRITE setArea NOTIFY areaChanged)
4 public:
5 qreal area() const;
6 qreal setArea(qreal const);
7 signals:
8 void areaChanged();
9 private:
10 qreal mArea;
V příkladu 4 je ukázka toho, jak by mohla vypadat třída pro vlastní typ elementu
MyItem. Každý element tohoto typu by obsahoval vlastnost area, pro jejíž čtení nebo změnu
by QML volalo metody area či setArea, v tomto pořadí. Navíc změna této vlastnosti by
měla vyvolávat signál areaChanged, což je nutné implementovat v metodě setArea.
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Kapitola 4
Telepathy-Qt
Tato kapitola zavede čtenáře do problematiky prostředí knihoven Telepathy-Qt (dále jen
Telepathy). Jelikož toto prostředí je velmi obsáhlé, nebude rozebrán každý jeho detail, ale
pouze jeho části, které souvisí s touto prací.
V první části kapitoly je rozebrán pojem D-Bus jako komunikační prostředek mezi jed-
notlivými procesy. Je čerpáno zejména z článku Get on the D-Bus [4]. Druhá část předsta-
vuje čtenáři součásti Telepathy, v třetí části je vysvětlen pojem Telepathy Tubes a způsob,
jak se jimi dá komunikovat. Tyto dvě části čerpají z knihy The Architecture of Open Source
Applications, kapitola Telepathy [1].
Pojem Telepathy [2] bývá velmi často spojován přímo s komunikačními klienty KDE
Telepathy a Empathy, které jsou na tomto prostředí knihoven postaveny. Empathy a KDE
Telepathy jsou tedy přímou implementací Telepathy klientů.
Telepathy je modulární prostředí knihoven určené pro komunikaci v reálném čase. Za-
stiňuje všechny známé způsoby komunikace – přenos textu, hlasu, obrazu, dat a dalších. Je
postaveno na myšlence, že komunikace by měla být systémovou službou, která je dostupná
i okolnímu prostředí. Aby se tak mohlo dít, využívá hojně systému D-Bus.
4.1 D-Bus
”
D-Bus je systém pro komunikaci mezi procesy (interprocess comunication, IPC, pozn.aut.),
který poskytuje jednoduchý, ovšem velmi účinný mechanismus, jenž dovoluje aplikacím, aby
mohly mezi sebou komunikovat, vyměňovat si informace a požadovat služby“ [4]. Postupně
nahradil IPC systémy v hlavních Linuxových grafických prostředích KDE a GNOME.
Návrh D-Busu počítá s různými využitími. Krom klasického rozesílání dat mezi aplika-
cemi mohou tyto aplikace rozesílat mezi sebou též různé události a signály. Navíc, jelikož
se jedná také o systém pro práci se vzdálenými objekty, umožňuje objektu jedné aplikace
volat metody nad objektem aplikace jiné. Např. v Qt je možné propojit signál objektu jedné
aplikace se slotem objektu aplikace jiné.
Jak již bylo řečeno, aplikace se mohou připojovat na D-Bus, žádají-li od něj určité
služby. Každá aplikace na D-Busu je reprezentována svou adresou, která se vzdáleně podobá
DNS záznamu, např. org.freedesktop.Telepathy.AccountManager. Každá z aplikací může své
signály vysílat buď jedné jiné konkrétní aplikaci či vysílá jakýsi broadcast signál dostupný
všem prvkům připojeným na D-Bus.
Veškerá komunikace procesů spolu s registrací jmen ve skutečnosti probíhá v režii tzv.
D-Bus daemon. Existují knihovny, které zajišťují komunikaci s D-Busem pro některá známá
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prostředí knihoven, případně programovací jazyky. Mezi tyto knihovny patří např. libdbus,
QtDBus a python-dbus.
Na obrázku 4.1 je program qdbusviewer. Tento program slouží pro zobrazení stavu na
D-Bus. Krom tohoto účelu je také možné volat metody objektů aplikací, které jsou na této
sběrnici připojeny. Vlevo na obrázku se nachází jména registrovaných aplikací, v pravé části
okna lze nalézt objekty konkrétní zvolené aplikace a metody těchto objektů, které lze volat.
Ve spodní části okna se nachází konzole pro zobrazení reakce na vyvolané metody.
Obrázek 4.1: qdbusviewer - program zobrazující stav na D-Bus
4.2 Součásti Telepathy
V první části této kapitoly bylo uvedeno, že Telepathy je modulární. Každý modul komu-
nikuje s jiným pomocí D-Bus. Jednotlivé součásti jsou naznačeny na obrázku 4.2:
• Connection Manager poskytuje rozhraní mezi Telepathy a jednotlivými komu-
nikačními službami. Je to tedy jakási abstrakce komunikačního protokolu, existuje
Connection Manager pro XMPP, SIP, IRC atp.
• Account Manager ukládá informace o uživatelských účtech a za pomoci odpovída-
jících Connection Managerů ustavuje spojení pro tyto účty.
• Channel Dispatcher má za úkol přijímat příchozí kanály (”channels”, pozn.aut.),
které jsou signalizovány Connection Managerem. Kanálem se rozumí např. přenos
textu, hlasu, videa a především pak Telepathy Tube, které jsou důležité pro tuto
práci.
• Telepathy Clients slouží ke zpracování informací z komunikačních kanálů. Zpravi-
dla implementují uživatelská rozhraní, jako např. okno chatu, ale také některé služby,
jako např. log chatu. Klienti jsou registrovaní k Channel Dispatcheru, kterému udá-
vají, které kanály chtějí spravovat či které chtějí sledovat, případně u kterých mají
14
schvalovat přijetí. Podle toho se Telepathy Clients dělí na Handlers, Observers a Ap-
provers, v tomto pořadí.
Account Manager a Channel Dispatcher bývají implementovány jako jeden proces ozna-
čovaný Mission Control.
Obrázek 4.2: Součásti Telepathy (zdroj [5])
Krom Telepathy Clients je vhodné, aby i Account Manager měl implementované uži-
vatelské rozhraní. Pro názornost obrázek 4.3 ukazuje implementaci uživatelského rozhraní
Account Manageru KDE Telepathy. V obrázku jsou patrné možnosti přidávat účty a měnit
je, případně upravovat, zdali má být daný účet použit pro konkrétní sezení či ne.
Obrázek 4.3: KDE Accounts - Implementace GUI Telepathy Account Manageru
4.3 Telepathy Tubes
Telepathy Tubes (dále jen ”Tubes”) poskytují user-to-user nebo user-to-group síťová roz-
hraní aplikacím, které takto mohou rozesílat svá data. Jsou vysokou abstrakcí běžné síťové
komunikace, kde je potřeba znát IP adresy komunikujících stran. Komunikace pomocí Tubes
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je založena více na znalostech o komunikujících kontaktech, tedy jejich identifikaci v daném
protokolu, např. JID (viz kap. 2.2) u XMPP.
Existují 2 typy Telepathy Tubes: StreamTubes a DBusTubes.
StreamTubes umožňují sdílení běžných síťových soketů mezi klienty, ovšem nejsou pro
tuto práci velmi důležité.
DBusTubes umožňují sdílení D-Bus sběrnice mezi jednotlivými klienty. Díky tomuto
faktu je tedy možné odeslat signál z aplikace na jednom zařízení, přijmout ho na zařízení
jiném a vyvolat příslušnou reakci. V Qt to znamená možnost vzdáleného propojení signálů
a slotů.
Při tvorbě D-Bus Tube je povinností specifikovat vlastnost org.freedesktop.Tele-
pathy.Channel.Type.DBusTube.ServiceName, která je daná názvem služby D-Bus, kte-
rou nabízíme. Ovšem až do zavolání metody Offer nebude moci cílový kontakt Tube při-
jmout. Tato metoda využívá dvou parametrů - mapu parametrů, které mají být vyslány
s DBusTube, např. id kontaktu zasílající Tube, a příznak přístupových práv. Tento pří-
znak by měl být vždy nastaven na hodnotu Socket Access Control Localhost. Pokud
cílový kontakt nemá podporu DBusTubes, metoda Offer vrátí chybu NotAvailable. Jinak
vrací adresu soukromého D-Bus spojení, pomocí kterého lze po otevření D-Bus channelu
komunikovat.
Příchozí DBusTube je zaznamenána jako příchozí kanál. Má vždy alespoň dvě vlast-
nosti - ServiceName, které jí bylo zadáno při vytváření, a mapu parametrů, kterou získala
potom, co její tvůrce zavolal metodu Offer. Kanál s příchozí DBusTube se bude ovšem
nacházet ve stavu Tube Channel State Local Pending, dokud nad ní nebude zavolána
metoda Accept.
Po úspěšném spojení pomocí DBusTubes vznikne na každé z komunikujících stran pro-
pojení s D-Bus, pomocí kterého mohou obě strany vzájemně komunikovat tak, jak by
komunikovaly aplikace na stejném zařízení.
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Kapitola 5
Návrh
Tato kapitola se bude zabývat zejména návrhem grafického rozhraní výsledné aplikace. Na
tuto kapitolu navazuje kapitola následující, která uvádí, jakým způsobem byl tento návrh
realizován.
Název aplikace, tedy Makneto++, pochází z původního projektu Ing. Jaroslava Řez-
níka. Ten pojmenoval svůj komunikační klient
”
Makneto“ a tento název vysvětluje ná-
sledujícími slovy:
”
Název aplikace – Makneto – je odvozen od vzoru ve skutečném světě, tedy
magnetické bílé tabule. Stejně tak jako na skutečnou tabuli je možné přidávat magnety např.
pro přichycení vzkazu, tak i ve virtuální sdílené tabuli je možné na její plochu přidávat mak-
nety. Záměna písmena g za písmeno k je pouze symbolická a vychází ze zvyku označování
aplikací v prostředí KDE“ [9].
Makneto++ vychází z myšlenek původní aplikace Makneto, ovšem jejich implementace
se liší, Makneto++ je pomyslný nástupce,
”
++“ na konci názvu značí tento fakt. Původní
aplikace využívala pro komunikaci knihovnu Iris XMPP. Ta pro přenos zvuku a obrazu
používala externích knihoven, jejichž použití se ukázalo problémové. Telepathy-Qt je ovšem
komplexní prostředí knihoven, které tuto funkčnost zahrnuje, navíc poskytuje vhodnější
integraci do grafického prostředí KDE, které je hlavním cílovým prostředím této aplikace.
V první části této kapitoly jsou uvedeny cíle, pro které je tato aplikace navržena. V druhé
části se nachází návrh grafického rozhraní aplikace včetně ilustračních obrázků.
5.1 Cíle aplikace
Tato aplikace by měla ve své finální verzi sloužit jako dorozumívací prostředek mezi jednot-
livými uživateli, a to i ve skupinách. Měla by zvládat přenos obrazu, zvuku, dat ve formě
souborů, přenos textu a bílé tabule. Tato práce se zabývá ovšem pouze návrhem přenosu
textu a bílé tabule mezi dvěma uživateli.
Obrázek 5.1 zobrazuje diagram případů užití pro klient Makneto++ v rozsahu této
práce. Uživatel by měl mít možnost listovat svými kontakty, které má uložené na XMPP
serveru, ke kterému je připojen. Krom toho by měl též být schopen při zadávání znaků
z klávesnice zobrazit pouze určitou skupinu kontaktů, na obrázku
”
Filtruje kontakty“.
S libovolným ze svých kontaktů, který též používá Makneto++, by měl uživatel být
schopen zahájit sezení, v němž bude možné zasílat textové zprávy, na obrázku
”
Zahajuje
chat“ a
”
Chatuje s uživateli“. Měl by být též schopen s jiným ze svých kontaktů přenášet
data, která se týkají objektů na bílé tabuli. Pro tyto akce je na obrázku vyhrazena levá
strana směrem od uživatele.
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Obrázek 5.1: Diagram případů užití Makneto++
5.2 Grafické uživatelské rozhraní
Pro grafické uživatelské rozhraní se nabízejí 2 možnosti. Aplikaci by bylo možné implemen-
tovat jako jedno velké okno nebo též jako okno pro seznam kontaktů a okna pro jednotlivá
sezení. Implementace velkým oknem zpravidla nabízejí přehlednost ovládacích prvků na
jednom místě. Nabízí se též snazší přenositelnost pro mobilní platformy. Jelikož je tato
aplikace určena především pro stolní a přenosné počítače, velké okno, hlavně pak bílá ta-
bule, by mohlo zabírat poněkud mnoho místa.
Z důvodů uvedených v předchozím odstavci je aplikace navržena jako jedno oddělené
okno pro seznam kontaktů a dále vždy nové okno pro zahájenou konverzaci s každým jedním
kontaktem.
Obrázek 5.2: Návrh grafického uživatelského prostředí
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Obrázek 5.2 zobrazuje návrh grafického rozhraní pro seznam kontaktů a textovou kon-
verzaci. Po pravé straně je znázornění seznamu kontaktů. Toto okno obsahuje jednotlivé
kontakty. Text
”
Kontakt“ znázorňuje u každého kontaktu jeho jméno. Modrý kroužek na-
levo od tohoto textu poté nahrazuje stavovou ikonu. Pod všemi kontakty ve spodní straně
okna Seznam kontaktů se nachází řádek, do nějž lze zapisovat řetězec sloužící pro filtrování
kontaktů. Pro lepší pochopení tohoto prvku se nalevo od tohoto řádku nachází symbol lupy.
Na levé straně obrázku se nachází okno Konverzace s Juliet. Toto představuje jedno
konverzační okno aplikace. Vně okna se nachází několik objektů. Vrchní bílý prostor slouží
pro zobrazování zpráv od daného kontaktu, v tomto případě
”
Juliet“. Spodní bílý prostor
slouží pro vkládání textu zprávy. Hned vedle něj vpravo je k nalezení tlačítko Odeslat,
které má za účel po kliknutí odeslat text zprávy. Uživatel by měl být též schopný odeslat
zprávu pomocí klávesy Enter. V pravém horním rohu konverzačního okna je poté tlačítko
Whiteboard, jež otvírá bílou sdílenou tabuli pro tuto konverzaci.
Obrázek 5.3: Návrh grafického uživatelského prostředí okna se sdílenou tabulí
Obrázek 5.3 zobrazuje okno konverzace po rozbalení bílé sdílené tabule. Všimněme si,
že do konverzačního okna přibyla třetí bílá plocha, umístěná nejvíce nahoře. Toto je kreslící
plocha, kam uživatel smí vkládat jednotlivé objekty, které si zvolí v nabídce nástrojů, jež
se nachází v levé části okna. Stisknutím tlačítka Whiteboard uživatel vrátí stav okna tak,
jak bylo původně.
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Kapitola 6
Implementace
Tato kapitola se zabývá vlastní implementací komunikačního klienta schopného přenosu
textu a sdílené bílé tabule. Aplikace byla vytvořena v jazyce C++ v prostředí knihoven Qt
a Telepathy-Qt. Pro přenos dat mezi účastníky komunikace využívá XMPP. Z implemen-
tace komunikačního klienta KDE Telepathy byla převzata část implementace kwhiteboard-
handler.cpp a upravena tak, aby vyhovovala této konkrétní aplikaci. Jedná se o třídu
TubeHandler, která je vysvětlena v kapitole 6.4.
Výsledek implementace se dá rozdělit na pomyslné tři části – seznam kontaktů, okno
pro textovou komunikaci a bílá tabule. Tyto jednotlivé prvky a spojení jejich funkčnosti
budou rozebrány v následujících kapitolách.
6.1 Seznam kontaktů
První z rozebraných součástí aplikace bude seznam kontaktů. Obrázek 6.1 zobrazuje gra-
fický vzhled tohoto seznamu. Z tohoto obrázku si lze povšimnout, že pro každý kontakt
je vyhrazen jeden zaoblený obdélník. Ten vždy obsahuje po levé straně ikonu určující stav
kontaktu. Po pravé straně od této ikony se nachází jméno kontaktu. Na obrázku je též
znázorněno, že po najetí kurzoru myši nad určitý kontakt obdélník pod tímto kurzorem
zšedne. Dále ve spodní části je prostor pro zadávání filtrovacího řetězce.
Tento seznam kontaktů je implementovaný v třídě ContactsView. Ta je pomyslným
základem pro inicializaci veškeré další síťové komunikace. V konstruktoru jsou vytvořeny
prvky Telepathy prostředí knihoven, které umožňují aplikaci přistupovat k seznamu kon-
taktů, vytvářet spojení se serverem a vytvářet a přijímat Telepathy Tubes.
Objekt třídy ContactsView přijímá do svého konstruktoru objekt třídy QDeclarative-
View, což je objekt, který slouží pro zobrazování QML dokumentů. ContactsView ob-
jekt tomuto objektu přiřadí patřičný QML soubor. Dále je nutné také přiřadit vlastní
QDeclarativeImageProvider, neboť je potřeba zajistit, aby program vybíral statusové
ikony ze správného umístění v počítači. Jako ImageProvider tedy poslouží vlastní třída
dědící od QDeclarativeImageProvider, IconProvider.
Jelikož kontakty, které budou zobrazovány, jsou uloženy v modelu, je vhodné pro účel
jejich zobrazení využít QML elementu ListView. Tento element umožňuje zápis do vlast-
nosti model, kam bude později model s kontakty vložen. Objekt ListView též potřebuje
sdělit informaci, jak mají být jednotlivé prvky modelu zobrazovány. Pro tento účel je vyu-
žito vlastnosti delegate. Do této vlastnosti je vložen objekt Rectangle, který slouží jako
rodičovský element pro další prvky, podle obrázku 6.1 lze odvodit, že delegate obsahuje
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Obrázek 6.1: Seznam kontaktů aplikace Makneto++
prvky Image pro ikonu, Text pro název kontaktu a MouseArea pro zaznamenávání najetí
a kliknutí myší.
Vespod seznamu kontaktů si lze povšimnout bílého pole. To slouží pro vkládání textu,
chce-li uživatel nalézt pouze ty kontakty, které obsahují určitý řetězec. Tento prvek je
vlastním QML prvkem SearchField.
Při inicializaci ContactsView objektu je do root contextu QML zobrazení, tedy do
kontextu, který je přístupný všem QML objektům, vložen pod názvem baseModel mo-
del obsahující kontakty uživatele. Tento model náleží třídě ContactsModel, která dědí
od QStrandardItemModel. Do tohoto modelu je vložen Telepathy AccountManagerPtr,
z něhož model později čerpá data o kontaktech uživatele. Jelikož třída QStandardItem-
Model nepojmenovává ve výchozím chování své role, což je nutný předpoklad pro zobrazo-
vání prvků modelu v QML elementu ListView, je potřeba sestrojit při inicializaci objektu
ContactsModel QHash, který přiřadí potřebným rolím modelu řetězec, jenž tuto roli identi-
fikuje. Zde se jedná o Qt::DisplayRole a IconNameRole pro zobrazení jmen a ikon, v tomto
pořadí. Až metoda setRoleNames() zpřístupní přiřazené názvy rolí pro QML.
V QML ovšem do vlastnosti model elementu ListView přiřazujeme model třídy MSort-
FilterProxyModel. Tato třída upravuje metody běžného QSortFilterProxyModel tak,
aby bylo možné zadávat modelu filtrovací výraz přímo z QML. Navíc samozřejmě musí být
pomocí makra Q PROPERTY přidána též vlastnost sourceModel, do níž je v QML vložena
právě instance třídy ContactsModel. Tím je umožněno elementu ListView zároveň zob-
razovat kontakty uživatele, což je záležitost ContactsModel, ale též je řadit podle stavu
přítomnosti a též filtrovat tyto uživatele, což zajišťuje právě MSortFilterProxyModel.
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6.2 Okno pro textovou komunikaci
Další součástí je okno pro textovou komunikaci. Je zobrazeno na obrázku 6.2. Zde je k vi-
dění textová plocha (na obrázku obsahuje dvě zprávy), na které je vypisován text obsahu
konverzace mezi uživatelem a kontaktem. Pod touto plochou se nachází řádek pro vkládání
textu. Napravo od něj je tlačítko
”
Send“, které slouží pro odeslání textu. Text lze též ode-
slat stisknutím klávesy Enter. V horní části okna vpravo se nachází tlačítko
”
Whiteboard“,
které slouží pro přepnutí do režimu okna pro textovou komunikaci s přenosem bílé tabule.
Popis tohoto režimu bude uveden později (kap. 6.3).
Obrázek 6.2: Okno pro textovou komunikaci aplikace Makneto++
O zobrazování okna pro textovou komunikaci se stará třída ChatWindow. Tato třída
dědí od třídy QMainWindow, v případě ChatWindow se tedy na rozdíl od seznamu kontaktů
nejedná o QML zobrazení. Pro rozvržení ChatWindow objektu je využito souboru chatwin-
dow.ui navrženého v integrovaném vývojovém prostředí QtCreator. K tomuto rozvržení je
navíc při tvorbě objektu do něj vložen objekt typu QDockWidget obsahující instanci třídy
CanvasWindow, která bude rozebrána v kapitole 6.3. Tento vložený objekt je defaultně
skrytý. Princip zasílání textu po síti bude probrán v kapitole 6.4.
6.3 Bílá tabule
Tato podkapitola se zabývá implementací bílé tabule. Princip sdílení této tabule s dalšími
uživateli bude vysvětlen v kapitole 6.4.
Na obrázku 6.3 je vyobrazeno grafické rozhraní bílé tabule. Po levé straně se nachází
panel nástrojů. Z tohoto panelu má uživatel možnost vybrat jeden z nástrojů, který chce
používat pro práci s bílou tabulí. Největší bílá plocha viditelná na obrázku je plochou bílé
tabule. Na tuto tabuli může uživatel aplikovat akce podle konkrétního zvoleného nástroje.
Vespod této tabule se nachází grafické rozhraní okna pro textovou komunikaci popsané
v kapitole 6.2. Jediný rozdíl je v tom, že tlačítko
”
Whiteboard“ v tuto chvíli obstarává
skrytí bílé tabule a okno přejde zpět do režimu pouze pro textovou komunikaci.
Zobrazení okna bílé tabule obstarává třída CanvasWindow. Ta dědí od třídy QMainWindow,
mohlo by se tedy zdát, že nejde o QML aplikaci. Samotná plocha bílé tabule je ovšem za-
ložena na třídě QDeclarativeView, konkrétně na MaknetoCanvas, která od této třídy dědí.
Jde tedy o sloučení klasického grafického rozhraní s rozhraním tvořeným QML plochou.
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Obrázek 6.3: Bílá tabule aplikace Makneto++
Panel na levé straně se skládá z jednotlivých tlačítek tvořených QAction, sloučených
do jedné QActionGroup tak, aby bylo aktivní vždy jen jedno z nich. Po spuštění je aktivní
tlačítko
”
Move&draw“. Tlačítka zasílají signál triggered() kreslícímu plátnu, které podle
toho určuje, jak se zachovat.
Plátno scény je třídy MaknetoCanvas dědící od třídy QDeclarativeView. Toto plátno
je schopné při kliku myší reagovat na tuto událost podle toho, jaký nástroj je zvolen reim-
plementací funkcí reagujících na události vyvolané myší.
Při vytváření objektu plátna je nutné nastavit mu rodičovský objekt, který se shoduje
s kořenovým elementem plátna. Nejdříve je ovšem nutné tento kořenový element vytvořit.
Jeho podoba je již připravena v QML souboru, je potřeba tedy tuto podobu získat. Pro tento
účel se v této implementaci používá třída QDeclarativeComponent. Ta umožňuje vytvořit
komponentu při známé cestě k souboru, ve které se tato komponenta nachází. Při takto
vytvořené komponentě už je snadné vytvořit z ní ukazatel na QObject, který ovšem obsahuje
potřebné informace k tomu, aby mohl být dále překonvertován na ukazatel na objekt třídy
QDeclarativeItem pomocí Qt operátoru qobject cast<T>(). Takto vytvořený objekt lze
již pomocí metody setRootObject() nastavit pro plátno jako kořenový.
QML soubor definující kořenový objekt je k nalezení v adresáři s QML soubory na cestě
”
canvas/Canvas.qml“. Je to obecný element typu Item. Obsahuje mimo jiné také element
FocusScope s vlastností objectName o hodnotě
”
paintRoot“. Toto je element, do kterého
jsou vkládány další elementy z okna zobrazovaného třídou CanvasWindow, které obsahuje
toto plátno. Element FocusScope je důležitý, neboť udržuje tzv. focus pouze na jednom
z elementů, které obsahuje. To např. zaručí, že při stisku kláves na klávesnici bude psáno
jen do jednoho konkrétního textového pole ve FocusScope elementu, že bude malováno jen
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do jednoho takového elementu apod.
Při zvoleném nástroji
”
Move&draw“ je možné hýbat s elementy na bílé ploše, případně
na ně kreslit, jde-li o instanci třídy FreeHand. Jde-li o element Text, je možné s nástrojem
”
Move&draw“ po dvojkliku na plochu elementu do něj psát pomocí klávesnice. Aby bylo
s elementem možné opět hýbat, je nutné kliknout myší mimo jeho plochu, čímž ztrácí
ActiveFocus, který určuje, že do elementu mělo být zapisováno.
Nástroj
”
Line“ slouží ke kreslení čar. První kliknutí do kreslící plochy udává počáteční
bod čáry, druhé koncový. Velikost a směr výsledné čáry lze měnit za pomoci zvýrazněných
koncových bodů s nástrojem
”
Move&draw“. Stejný nástroj slouží pro pohyb celým prvkem
čáry.
Nástroj
”
Rectangle“ umožňuje vytvářet na plátně obdélníky. První kliknutí myši na
plátno s tímto nástrojem zaznamená bod kliku, při druhém kliknutí je mezi těmito dvěma
body vytvořen obdélník. Při vybraném nástroji
”
Move&draw“ lze vybrat daný obdélník,
uchytit ho za pravý spodní roh a takto ho roztahovat či zmenšovat.
Nástroj
”
Text“ slouží pro vytvoření obdélníku, do nějž bude možné za pomoci kláves
vkládat text. Pro vložení textu po vytvoření zápisového obdélníku je třeba vybrat nástroj
Move&draw a dvakrát do tohoto obdélníku kliknout. Pokud tento obdélník ztratí focus, zmizí
též jeho ohraničení. To se ovšem zachová, pokud není vložen žádný text, nedojde tak ke
zmatení z pomyslné ztráty elementu.
Nástroj
”
FreeHand“ se poněkud liší od ostatních nástrojů. Objekt vytvořený pomocí
tohoto nástroje je instancí třídy FreeHandTool. Tato třída je vlastní třídou grafických QML
elementů. Slouží pro volné malování od ruky. Nejdříve je nutné vytvořit oblast, do které
bude možno malovat. To lze provést obdobně jak u nástrojů
”
Rectangle“ a
”
Text“. Po
zvolení nástroje
”
Move&draw“ lze kliknutím do tohoto prvku tomuto předat focus a lze do
něj malovat.
Přesouvání prvku typu
”
FreeHand“ je též řešeno jiným způsobem, než u ostatních ob-
délníkových prvků. Překrytí tohoto prvku QML elementem MouseArea, který vnímá levé
kliknutí stejně jako
”
FreeHand“ způsobovalo problémy při propagaci informace o kliknutí
myši. Proto je v pravém dolním rohu tohoto prvku jiný element, než u ostatních prvků. Je
zde k nalezení kroužek, který ve výchozím stavu slouží ke změně velikosti kreslící plochy.
Dvojklikem na něj ovšem krom změny jeho barevnosti je možné tažením za něj měnit pozici
celého FreeHand prvku. Jiný tvar a barevnost tohoto zvětšovacího a tahového elementu má
upozornit uživatele, že se s tímto pracuje jiným způsobem.
Nutno dodat, že podobný nástroj jako FreeHand již existuje ve zdrojových kódech Qt
Labs1 a je později využívaný v QtQuick 2.0. Tento nástroj ovšem krom toho, že není
průhledný, implementuje též svůj vlastní kontext plátna. Implementovat tento kontext
ovšem není vhodné, neboť při jakékoli změně velikosti nástroj typu qmlcanvas začne pro-
jevovat nepříznivé chování.
6.4 Komunikace
Tato kapitola popisuje princip komunikace mezi více uživateli, která je zajištěna pomocí
Telepathy Tubes popsaných v kapitole 4.3. Popisuje také, jak jsou jednotlivé komponenty
Makneto++ propojeny, aby byla tato komunikace umožněna.
Z pohledu uživatele lze pro započetí komunikace dvakrát kliknout na jméno kontaktu
v seznamu kontaktů. Co se ale děje ve skutečnosti?
1http://qt.gitorious.org/qt-labs/qmlcanvas
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Komunikace objektů, která umožňuje vytvořit spojení mezi uživateli, je naznačena ve
schématu na obrázku 6.4. Toto schéma bude rozebráno v následujících odstavcích. Instance
tříd převzatých z Qt a Telepathy mají před názvem předponu Qt:: a Tp::, v tomto pořadí.
Obrázek 6.4: Schéma komunikace objektů
Po dvojkliku na položku modelu zobrazovaném v ListView vyvolá tato akce určitý
signál. Tento signál je zachycen objektem třídy ContactsView, která daný ListView zob-
razuje. Ten na signál reaguje tak, že získá údaje o tom, ke kterému uživatelskému účtu
náleží kontakt, pro nějž má být otevřena komunikace. Daný kontakt je reprezentován jako
instance třídy AccountPtr. Nad touto instancí je zavolána metoda createDBusTube(). Na
obrázku 6.4 je tato akce reprezentována šipkou (1).
Šipka (1) z obrázku 6.4 končí v objektu TubeHandler. Tento objekt dohlíží nad ka-
nály, které se vyskytují v klientu. Očekává příchozí nebo nabízenou DBusTube. Metoda
z šipky (1) na obrázku DBusTube vytváří, TubeHandler objekt tedy na tuto událost rea-
guje. Děje se tomu tak v reimplementaci virtuální metody handleChannels(). Tato metoda
krom odchozích reaguje též na příchozí DBusTubes. Reakce na tyto Tubes je v obrázku 6.4
naznačena šipkou (2). TubeHandler objekt zde vytváří novou instanci třídy ChatWindow.
V obrázku není naznačena kontrola, zdali již není pro daný účet a kontakt okno otevřeno.
Pakliže ne, je toto okno registrováno v tabulce s rozptýlenými položkami v objektu třídy
ContactsView, který je rodičovským objektem tohoto TubeHandleru.
Pro zajištění toho, aby DBusTube skutečně fungovala, je nutné ovšem ještě zavolat
metodu offerTube()/acceptTube(), jak je popsáno v kapitole 4.3. Tyto metody při zavo-
lání vrací ukazatel na objekt symbolizující nedokončenou operaci. Tento ukazatel je velmi
důležitý, neboť podle něj lze určit, kdy je D-Bus Tube skutečně připravena k používání. Za
takového stavu je vyslán signál finished().
Pakliže je již možné D-Bus Tube využít, vytvoří se objekt třídy QDBusConnection, jež je
za pomoci metody setConnection() přiřazen do příslušného okna pro textovou konverzaci.
Toto znázorňuje šipka (3) v obrázku 6.4.
Metoda setConnection() třídy ChatWindow umožňuje finální připojování jednotlivých
objektů k D-Bus systému. Zpočátku je důležité registrovat pro spojení s tímto systémem ob-
jekty, které budou zajišťovat síťovou komunikaci. To zajišťuje metoda registerObject(),
kterou je třeba zavolat nad příslušným objektem třídy QDBusConnection. Každý objekt
na jednom D-Bus spojení musí mít svou vlastní jedinečnou adresu. Registrace objektů tříd
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ChatWindow a MaknetoCanvas je na obrázku 6.4 zobrazena šipkami (4). Směr šipek udává,
že objekt spojení s D-Bus registruje tyto objekty.
Po registraci objektů je možné propojit signály přicházející z D-Bus se sloty v aplikaci.
To je na obrázku 6.4 znázorněno šipkami (5). Toto propojování je obdobné jako u běž-
ných QObject signálů a slotů. Znázornění v obrázku je ovšem zjednodušené, ve skutečnosti
instance těchto tříd zasílají signály rodičovskému objektu MaknetoCanvas, který vytváří
vlastní signály upravené pro účely komunikace mezi více uživateli.
Výše popsaným způsobem je řešeno zasílání textu a sdílení stavu bílé tabule. Na D-Bus
jsou registrovány pro každé okno objekty okna a bílé kreslící plochy. Signály upozorňující
na potřebu zapisovat text, vytvářet elementy na plochu bílé tabule, hýbat s nimi, měnit
jejich velikost, případně na ně kreslit, mazat je, jsou propojeny s příslušnými sloty. Tak
krom možnosti sdílet text je zajištěno sdílení stavu QML zobrazení mezi dvěma uživateli.
6.5 Zátěž sítě
Cílem této kapitoly je zhodnotit datové toky při používání bílé sdílené plochy aplikace
Makneto++.
Obrázek 6.5 ukazuje závislost počtu vyměněných Bytů na čase, obrázek 6.6 závislost
počtu přenesených na čase. V čase zobrazeném na grafech byly prováděny čtyři různé
činnosti. V části
”
Obrázek“ byl z Internetu stahován obrázek o rozměrech 2560x1600px.
V části
”
Youtube“ docházelo k stahování videa o kvalitě 360p ze serveru YouTube.com.
Část
”
Twitch.tv“ vymezuje úsek příjmu streamovaného videa o kvalitě 360p ze serveru
Twitch.tv. V poslední části
”
Makneto++“ bylo kresleno na sdílenou tabuli v implemento-
vané aplikaci.
Obrázek 6.5: Měření datových toků (Byty)
Z obrázku 6.5 si lze povšimnout, že datový objem přenášený aplikací Makneto je po
většinu času minimální. Na grafu je též znatelné zvýšení objemu přenášených dat v sekci
Makneto++ v cca 97. sekundě, toto zvýšení pokračuje zhruba do času 103 sekund. V tomto
čase byla prováděna velká zátěž kreslením do elementu
”
FreeHand“. Datový objem v této
špičce dosahuje zhruba stejných hodnot, jako u přijímání streamovaného videa v části
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Obrázek 6.6: Měření datových toků (pakety)
”
Twitch.tv“.
Podobná výchylka jako v přenášeném datovém objemu je viditelná také v přenosu pa-
ketů na obrázku 6.6. Zde je počet přenášených paketů ve špičce vzniklé kreslením v elementu
”
FreeHand“o něco vyšší než v sekcích
”
Youtube“ a
”
Twitch.tv“.
Nutno dodat, že takto zvýšené datové toky mohou nastat jen ve velmi extrémních
případech a při běžném používání aplikace jejich výskyt není příliš pravděpodobný.
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Kapitola 7
Závěr
Cílem této práce bylo vytvořit komunikačního klienta, který by umožnil dvěma uživatelům,
aby si mohli mezi sebou kreslit přes Internet. Tento cíl byl splněn. Výsledná aplikace zvládá
přenos textu, stejně tak jako přenos kreslící plochy. To se děje za využití prostředí knihoven
Qt 4 a Telepathy-Qt. Pro účely komunikace je využíván protokol XMPP.
Pro dosažení cílů práce bylo třeba splnit následující dílčí cíle. Bylo třeba prostudovat
prostředí knihoven Telepathy-Qt, které je zároveň jádrem funcionality komunikačního kli-
enta KDE Telepathy. Výsledky tohoto studia jsou obsaženy v kapitole 4. Toto prostředí je
postaveno na rozšiřitelnosti komunikačního standardu XMPP, jehož základní principy jsou
rozebrány v kapitole 2. Dalším dílčím cílem bylo prostudovat možnosti tvorby grafického
rozhraní při využití jazyků Qt a QML. Toho bylo dosaženo v kapitole 3. Bylo též třeba
vytvořit návrh aplikace, který by respektoval nabyté znalosti. Ten je popsán v kapitole 5.
Tento návrh byl implementován v kapitole 6. Implementace je k dostání na přiloženém CD.
Všechny tyto cíle byly splněny.
Aplikace, která je výsledkem této práce, byla nazvána Makneto++. Splňuje všechny
náležitosti zadání. Je ovšem pouze prvním krokem na cestě k dokonalé aplikaci, lze do ní
vložit stovky dalších funkcí. Postup implementace se bude dále ubírat směrem sdílení textu
a kreslící plochy mezi více než pouze dvěma uživateli najednou. Poté je plánován přenos
obrazu a zvuku, a to jak mezi dvěma, tak i mezi více uživateli najednou. Rozhraní Telepathy
tyto možnosti poskytuje. Z hlediska grafického uživatelského rozhraní bude implementována
možnost uživatelské úpravy tohoto rozhraní. Ta se týká především seznamu kontaktů, jenž
je vytvořen pomocí deklarativního jazyka QML, který umožňuje rychlou a snadnou úpravu
grafického rozhraní.
V rámci tohoto projektu jsem si rozšířil obzory v programování aplikací v prostředí
knihoven Qt a Telepathy-Qt. Velkým osobním přínosem bylo zvládnutí paradigmatu de-
klarativního objektového programování v jazyce QML. Krom tohoto jsem též měl možnost
poznat práci odborníků ze společnosti Red Hat a také pomocí internetových komunikačních
prostředků prodiskutovat svou práci s jednou z vedoucích osob projektu KDE Telepathy.
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Příloha A
Instalace Makneto++
CD přiložené k této bakalářské práci obsahuje krom videa zobrazujícího funkčnost Mak-
neto++ také zdrojové soubory této aplikace. Poslední verze zdrojových kódů se bude
vždy nacházet na https://bitbucket.org/StandaL/makneto/.
Funknčnost aplikace byla testována v operačním systému Fedora verze 18, 32 i 64-bit v
grafickém prostředí KDE. Byla překládána s Qt knihovnami verze 4.8.4.
Pro překlad je nejprve nutné nainstalovat potřebné balíčky. Ještě předtím je ovšem
velmi vhodné aktualizovat stav operačního systému (dále jen OS). Pro OS Fedora lze toto
provést spuštěním příkazu yum update jako uživatel root v prostředí konzole. Potřebné
balíčky zajistí příkaz yum install telepathy-qt4-devel gcc-c++. Tento příkaz by měl
mimo uvedené balíčky zajistit dostupnost též všech závislostí.
Po úspěšné instalaci potřebných balíčků a jejich závislostí a po zkopírování adresáře
makneto z CD na lokální disk je třeba v tomto adresáři spustit příkaz qmake-qt4. Tím
je vygenerován soubor Makefile. Spuštěním příkazu make je využito tohoto souboru k
překladu zdrojových kódů do spustitelné aplikace.
Po úspěšném překladu je možné spustit aplikaci z adresáře makneto příkazem ./makneto.
Ještě před spuštěním je ovšem potřeba nastavit XMPP účty, s kterými bude Makneto++
pracovat. V OS Fedora 18 s prostředím KDE lze toto provést v nástroji Accounts – KDE
Control Module, který lze mmj. naleznout s využitím klávesové zkratky Alt + F2 a ná-
sledným vepsáním řetězce
”
accounts“, bez uvozovek. Zde lze po kliknutí na tlačítko
”
Add
Account“ přidat XMPP účet z libovolného serveru.
Další krok je nastavení online stavu za předpokladu, že se tak automaticky nestane po
nastavení účtu. Pro to slouží nástroj KDE IM Contacts, který lze spustit zadáním řetězce
”
contacts“, bez uvozovek, do spouštěcí konzole obdobně jako v předchozím kroku. Zde se
pod titulkem okna nachází tlačítko pro nastavení stavu přítomnosti. To je třeba nastavit
na ”Available”.
Nyní je možné spustit Makneto++.
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