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2 var func = function(x){
3 return x + 1;
4 }
5
6 print(func (3)); // Output "4"

















SSJSVM (Server Side JavaScript Virtual Machine) [11] ??JavaScript ????????
???????????????????????????SSJSVM ? JavaScript ????
1 // JavaScript
2 var x = 10;
3 var func = function(a, b){
4 var gobj = this;
5 gobj[a] = b;
6 }
7
8 print(x); // 10;
9 func("x", "string ");
10 print(x); // string
? 2 ????????????????
4
???????????? SSJSVM????????? JavaScript???? SSJSVM???
??????????SSJSVM???????????????SSJSVM?????????







??JavaScript Code [16] ????? Web ????????? JavaScript ???????
SquirrelFish Extreme [17]????SFX?????????????????????????





























2 // ? ? ? ? ? ? ? ?
3 instruction = instructions[pc];
4 switch (getOpcode(instruction )) {
5 case add:
6 // add ? ? ? ? ?
7 pc += 8; break;
8 case sub;
9 // sub ? ? ? ? ?





1 // ? ? ? ? ? ? ? ? ? ? ? ?
2 jumpTable [] = { &&add , &&sub , ...};
3 start:
4 instruction = instructions[pc];
5 goto jumpTable[getOpcode(instruction )];
6 add:
7 // add ? ? ? ? ?
8 pc += 8;
9 instruction = instructions[pc];
10 goto jumpTable[getOpcode(instruction )];
11 sub:
12 // sub ? ? ? ? ?
13 pc += 8;
14 instruction = instructions[pc];
15 goto jumpTable[getOpcode(instruction )];
16 ...
(b)????
































1 /* C */
2 int main (){
3 int num = 3;




1 ;; LLVM -IR
2 @.str = private unnamed_addr constant [3 x i8] c"%d\00", align 1
3 declare i32 @printf(i8*, ?)
4
5 ;; int main()
6 define i32 @main() nounwind uwtable
7 ;; int num
8 %num = alloca i32 , align 4
9 ;; num = 3
10 store i32 3, i32* %num , align 4
11 ;; %1 = num
12 %1 = load i32* %num , align 4
13 ;; %2 = %1 + 1
14 %2 = add i32 %1, 1
15 ;; %3 = "%d\n"
16 %3 = getelementptr [3 x i8]* @.str , i32 0, i32 0
17 ;; %4 = printf (%3, %2)
18 %4 = call i32 (i8*, ...)* @printf(i8* %3, i32 %2)
19 ;; return 0
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1 var f = function(arg){
2 var a = arg;
3 var b = a + 2;























































1 double val1 = JSValueToDouble(jsval1 );
2 double val2 = JSValueToDouble(jsval2 );
3 double res = val1 + val2;
4 JSValue jsres = DoubleToJSValue(res);
(a)????
1 double res = val1 + val2;
? 11 ??????????
1 function(char *string ){
2 char *tmp = intToString (1);
3 char *result = concatStr(string , tmp);
4 }
(a)????
1 function(char *string ){




















1 JSValue r1 = f(context , doubleToJSValue(arg1_1 ));
2 JSValue r2 = f(context , stringToJSValue(arg1_2 ));
(a)????
1 // ? ? ? ? ? ? ? ? ? ?
2 JSValue r1 = f_d(context , doubleToJSValue(arg1_1 ));
3 // ? ? ? ? ? ? ?
4 JSValue r2 = f_s(context , stringToJSValue(arg1_2 ));
(b)????
? 13 ??????
1 // ? ? ? ? ? ? ? ? ? ?
2 JSValue argv[argc];
3 argv [0] = IntToJSValue(argv1 );
4 argv [1] = IntToJSValue(argv2 );
5 JSValue (fptr *)( Context*, JSValue *);
6 JSValue retv = fptr(context , argv);
7 int ret = JSValueToInt(retv);
8
9 // ? ? ? ? ? ?
10 int (fptr *)( Context *, int);










1 JSValue p1 = PropGet(obj , ? str? );
2 print(p);
3 JSValue p2 = PropGet(obj , ? str? );
4 char *string = JSValueToCStr(p2) + ?1 ?;
(a)????
1 JSValue p = PropGet(obj ,? str? );
2 print(p);
3 char *string = JSValueToCStr(p) + ?1 ?;
(b)????
? 15 ?????????????????
1 JSValue getprop(JSValue obj , char *str){
2 ...




1 JSValue getprop(JSValue obj , char * str , long *ver , JSValue *ptr
){
2 // ? ? ? ? ? ? ? ? ? ? ? ? ? ? ? ? ? ? ? ? ? ?
3 if(*ver == getVersion(obj )){ return *ptr; }
4 ...
5 ind = getIndex(obj ,str);
6 *ver = getVersion(obj);








































































1 var func = function(a){
2 return -a;
3 }
4 var res = 1 + func (1);
(a)????
1 var res = 1 + (-1);
(b)????
? 19 ?????????
1 ;; LLVM -IR
2 ;; ? ? ? ?
3 %3 = add i64 %1 %2 ;; $3 = $1 + $2
4 store i64 %3, i64* %a ;; a = $3
5 jump %4 ;; jmp label :%4
6 %4: ;; label :%4
7 %5 = load i64* %a ;; $5 = a
(a)????
1 %3 = add i64 %1 %2 ;; $3 = $1 + $2
2 jump %4 ;; jmp label :%4
3 %4: ;; label :%4
















1 // ? ? ? ?
2 var b = a * 1;
3 var c = b * 2;
(a)????
1 var b = a;




























1 var f = function(arg){
2 var sum = 0;
3 for(var i=0; i<arg; i++){






1 callentry 0 # ? ? ? ? ? ? ? ? ?
2 sendentry 1 # ? ? ? ? ? ? ? ? ?
3 ... (? ? ? ? ? ? ?) ...
4 fixnum 2 0 # $2 = 0
5 setlocal 0 2 2 # $local [2] = $2
6 fixnum 5 0 # $5 = 0
7 setlocal 0 3 5 # $local [3] = $5
8 jump 9 # jump after 9
9 getlocal 8 0 2 # $8 = $local [2]
10 getlocal 9 0 3 # $9 = $local [3]
11 add 10 8 9 # $10 = $8 + $9
12 setlocal 0 2 10 # $local [2] = $10
13 getlocal 11 0 3 # $11 = $local [3]
14 fixnum 13 1 # $13 = 1
15 add 12 11 13 # $12 = $11 + $13
16 setlocal 0 3 12 # $local [3] = $12
17 getlocal 16 0 3 # $16 = $local [3]
18 getarg 17 0 0 # $17 = $arg [0]
19 lessthan 18 16 17 # $18 = $16 < $17
20 jumptrue 18 -11 # if $18 jump after -11
21 getlocal 20 0 2 # $20 = $local [2]
22 seta 20 # set return val $20












1 define i64 @f4879_ (% struct.contextCell* %context , i64* %argv0) {
2 %l = alloca i64 ;; ? ? ? ? long sum
3 %l1 = alloca i64 ;; ? ? ? ? long i
4 ... (? ? ? ? ? ? ?) ...
5 %a = alloca i64 ;; ? ? ? ? long arg
6 %4 = load i64* %argv0 ;; ? ? ? ? ? ? ? ?
7 %5 = ashr i64 %4, 3 ;; ? ? ? ? ? ? ? ? ? ?
8 store i64 %5, i64* %a ;; ? ? ? ? ? ? ? ?
9 store i64 0, i64* %l ;; sum = 0
10 store i64 0, i64* %l1 ;; i = 0
11 br label %12 ;; jump %12
12
13 ; <label >:6 ; preds = %12
14 %7 = load i64* %l ;; %7 = sum
15 %8 = load i64* %l1 ;; %8 = i
16 %9 = add i64 %7, %8 ;; %9 = %7 + %8
17 store i64 %9, i64* %l ;; sum = %9
18 %10 = load i64* %l1 ;; %10 = i
19 %11 = add i64 %10, 1 ;; %11 = %10 + 1
20 store i64 %11, i64* %l1 ;; i = %11
21 br label %12 ;; jump %12
22
23 ; <label >:12 ; preds = %6, %0
24 %13 = load i64* %l1 ;; %13 = i
25 %14 = load i64* %a ;; %14 = arg
26 %15 = icmp slt i64 %13, %14 ;; %15 = %13 < %14
27 br i1 %15, label %6, label %16 ;; jump (%15)? %6 : %16
28
29 ; <label >:16 ; preds = %12
30 %17 = load i64* %l ;; %17 = sum
31 %18 = shl i64 %17, 3 ;; ? ? ? ? ? ? ? ? ?
32 %19 = add i64 %18, 7 ;; ? ? ? ? ? ? ? ? ? ?




1 define i64 @f4879_ (% struct.contextCell* %context , i64* %argv0) {
2 %1 = load i64* %argv0 ;; ? ? ? ? ? ? ? ?
3 %2 = ashr i64 %1, 3 ;; ? ? ? ? ? ? ? ? ? ?
4 br label %6 ;; jump %6
5
6 ; <label >:3 ; preds = %6
7 %4 = add i64 %l.0, %l1.0 ;; %4 = %l.0 + %l1.0
8 %5 = add i64 %l1.0, 1 ;; %5 = %l1.0 + 1
9 br label %6 ;; jump %6
10
11 ; <label >:6 ; preds = %3, %0
12 %l1.0 = phi i64 [ 0, %0 ], [ %5, %3 ] ;; %l1.0 = 0 or %5
13 %l.0 = phi i64 [ 0, %0 ], [ %4, %3 ] ;; %l.0 = 0 or %4
14 %7 = icmp slt i64 %l1.0, %2 ;; %7 = %l1.0 < %2
15 br i1 %7, label %3, label %8 ;; jump (%7)? %3 : %8
16
17 ; <label >:8 ; preds = %6
18 %9 = shl i64 %l.0, 3 ;; ? ? ? ? ? ? ? ? ?
19 %10 = or i64 %9, 7 ;; ? ? ? ? ? ? ? ? ? ?
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1 // ? ? ? ? ? ? ?
2 var rec = function(a){
3 if(a == 0) return 0;
4 return rec(a-1) + a;
5 }
6 var func = rec;
7 print(func (10)); // 55
8
9 // ? ? ? ? ? ? ? ? ? ?
10 rec = Math.abs;









































TESSA [1] ??JIT ???????? LLVM ????? ActionScript ???????Ac-
tionScript? JavaScript???? ECMAScript??????????JavaScript??????





SFX [17] ? Apple ????? JavaScript ??????????????????????
????????????? JIT ???????????????????????????
??Baseline JIT????????? JIT??????????DFG JIT?????????
??????? JIT????????????????????????????????














???????????? JavaScript?????????????asm.js [18]? JavaScript
?????????????????????????? JavaScript ??????????
asm.js ??? JavaScript ???????????????????????????????
???????????????????????????????????????asm.js?
????????????????JavaScript ????????? JavaScript ???????
????????????????????????????????????? JavaScript
??????????????????JavaScript ???? Number ???????????
??asm.js ?????????????????????????????????????
?????? a ?????a = a|0 ?????0? or???????????????????




? 30? asm.js??? JavaScript????????????????asm.js???????C?
C++ ???????????? JavaScript ????????????????Clang ???




2 function f(a, b){




7 function f(a, b){
8 "use asm";
9 a = a | 0;
10 b = b | 0;
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