Define ψ m to be the smallest strong pseudoprime to the first m prime bases. The exact value of ψ m is known for 1 ≤ m ≤ 8. Z. Zhang have found a 19-decimal-digit number Q 11 = 3825 12305 65464 13051 which is a strong pseudoprime to the first 11 prime bases and he conjectured that ψ 9 = ψ 10 = ψ 11 = Q 11 .
Introduction
If n is prime, in view of Fermat's little theorem, the congruence a n−1 ≡ 1 mod n holds for every a with gcd(a, n)=1. There are composite numbers also satisfying the congruence. Such an odd composite number n is called a pseudoprime to base a (psp(a) for short). Moreover for an odd prime n, let n − 1 = 2 s d with d odd, we have a d ≡ 1 mod n or a 2 k d ≡ −1 mod n for some k satisfying 0 ≤ k < d. If a composite number n satisfies these two equations, we call n a strong pseudoprime to baes a (spsp(a) for short). This is the basic of Rabin-Miller test [3] .
Define ψ m to be the smallest strong pseudoprime to all the first m prime bases. If n < ψ m , then only m strong pseudoprime tests are needed to find out whether n is prime or not. If we know the exact value of ψ m , then for integers n < ψ m , there is a deterministic primality testing algorithm which is easier to understand and also faster than ever known other tests. The exact value of ψ m for 1 ≤ m ≤ 8 is known [1, 2] . In paper [1] , Jaeschke also gave upper bounds for ψ 9 , ψ 10 , ψ 11 . These bounds were improved by Z. Zhang for several times and finally he conjectured that ψ 9 = ψ 10 = ψ 11 = Q 11 = 3825 12305 65464 13051 = 149491 · 747451 · 34233211
Zhang also gave upper bounds and conjectures for ψ m , with 12 ≤ m ≤ 20 (see [4, 5, 6] ).
In this paper, we develop several algorithms to get the following conclusion.
Claim 1. ψ 9 = ψ 10 = ψ 11 = Q 11 = 3825 12305 65464 13051.
This article is organized like this. In §2 we give notations and basic facts needed for our algorithms. In §3 we get the properties of primes up to √ Q 11 which give us much information to design our algorithm. Just as in [1] , we consider the number of prime divisors of the testing number. Let n = p 1 · p 2 . . . p t . In §4 we consider t ≥ 5 and t = 4 respectively, §5 for t = 3 and §6 for t = 2. In §7 we get our conclusion and give the total time we need for our algorithms.
Foundations of algorithms
In this section, we give the foundations for our algorithm. Let p be a prime, a is an integer with gcd(a, p)=1, denote the smallest positive integer e such that a e ≡ 1 mod p by Ord p (a). For example, we have Ord 5 (2) = 4. Moreover for any integer n, if n = p e n ′ with gcd(n, n ′ )=1, we denote e by V al p (n). In this article, we only use V al p (n) for p = 2, we write V al(n) by abbreviation. For v ∈ Z n , v = (a 1 , . . . , a n ) with all gcd(a i , p)=1 we define
If n is a pseudoprime (or strong pseudoprime) for all the a i s, we denote it by psp(v) (or spsp(v)).
We need to check all odd integers less than Q 11 to see if there are strong pseudoprimes to the first nine bases. First we are going to exclude the integers having square divisors. If n is a psp(a) and p 2 |n for some prime p, then we have
As gcd(p, n − 1)=1, we have
For a = 2 and 3,
These two equation do not hold simultaneously for any prime p less than 3 · 10 9 [2] , which is greater than √ Q 11 ≈ 1.9 · 10 9 , so we only need to consider squarefree integers. Now we give the following important proposition(also see [1] ).
Then n is an spsp(v) iff n is a psp(v) and
Proof. Let n − 1 = 2 s d with d odd. By Chinese Remainder Theorem
The proposition is an immediate consequence of the above argument. This is the main necessary condition that we use to find strong pseudoprimes. In our algorithm, v = (2, 3, 5, 7, 11, 13, 17, 19, 23), For a given prime p, we need to find prime q satisfying σ v p = σ v q . A problem we have to face is that there are too many candidates of q, so we need another proposition(also see [1] ).
Notice that if p ≡ q ≡ 3 mod 4 in the above proposition, the inverse is also true. This is important and then we can use Chinese Remainder Theorem to reduce candidates. We'll give details in the following sections.
Primes up to
From now on, we fix v = (2, 3, 5, 7, 11, 13, 17, 19, 23). If n is a psp(v) and prime p|n, as a n−1 ≡ 1 mod p, then
Ord p (a)|(n − 1), a = 2, 3, 5, 7, 11, 13, 17, 19, 23.
Define λ p to be the least common multiple of the nine orders, then we have
This point is helpful when designing our algorithms. Let µ p = (p−1)/λ p , we develop an algorithm to calculate µ p for p up to √ Q 11 . It takes about 15 hours and find that µ p is very small. We tabulate our results as following.
In the table, for each value of µ p , we give the first and last several primes. There are two rows with µ p = 2, one for p ≡ 3 mod 4 and the other for p ≡ 1 mod 4. The binary row is for primes p with
Since ( 2 p ) = −1 for p ≡ 5 mod 8, in the second µ p = 2 row all p are in the residue class 1 mod 8. For the same reason, in the binary row also with p ≡ 1 mod 8, as there is no prime with µ p ≥ 8, all primes in binary row are 9 mod 16 and with µ p = 4. In the last column, we give the total number of each kind of primes. 4 t ≥ 5 and t = 4
As from the above, we only need to consider squarefree integers. we always denote n = p 1 . . . p t with p 1 < · · · < p t . In this section, we are going to exclude the two cases when t ≥ 5 and t = 4.
t ≥ 5
For p up to [
It takes less than 22 seconds and puts out six sequences. We give our result in the following table.
sequence
At first glance we know t > 5 is impossible, Then we check these six sequences if they can make up an spsp(v) with 5 prime divisors. The last column is the number of integers with t = 5 and less than Q 11 in each sequence. Our checking algorithm terminates in less than 0.1 second and finds no strong pseudoprime.
There are details about our algorithm needing to explain. Notice that when p 1 ≡ 3 mod 4, and finding q with σ v p 1 = σ v q , as the least binary prime is 120543721. In fact we only need to check q ≡ 3 mod 4. by proposition 2, consider
we only need to check q ≡ p 1 mod 24. also in p 1 ≡ 3 mod 4 case, we calculate the Lengedre symbol (
t=4
For t = 4, we first define (p 1 , p 2 , p 3 ) to be a feasible 3-tuple if it satisfies
Our algorithm goes like this: for each p 1 up to [ 4 √ Q 11 ] = 44224, find feasible 3-tuples (p 1 , p 2 , p 3 ). As λ p i |n − 1, for i = 1, 2, 3. let λ be the least common multiple of these three numbers, and b = p 1 p 2 p 3 , then we have
If gcd(b, λ) = 1, it is impossible to have such n. If gcd(b, λ) = 1, we need to check all p 4 with
Our algorithm takes about 15 minutes, finding 88729 feasible 3-tuples and no spsp(v) with t = 4. As for t = 5, when p 1 ≡ 3 mod 4, we use Legendre symbol and q ≡ p 1 mod 24 to shorten our running time.
t = 3
As above, we define feasible 2-tuple (p 1 , p 2 ) with
Our algorithm is just as t = 4 case, for each p 1 up to [ 
We divide our algorithm into three parts according p 1 ≡ 3 mod 4, p 1 ≡ 5 mod 8 and p 1 ≡ 1 mod 8, also we use Chinese Remainder Theorem to reduce candidates. ≈ 1.1 · 10 6 candidates. There is another trick we used. if b = p 1 p 2 is less than 2 · 10 6 , the correspond λ may be too small. We do not find p 3 as the above describes. In fact, as
p 1 ≡ 3 mod 4
We calculate gcd(2 b−1 − 1, 3 b−1 − 1) then factor it to get the prime divisor which is greater than p 2 and less than Q 11 /b. Without this trick, our algorithm run more than 24 hours and still din't terminate. When using the trick, the algorithm takes less than 5 hours. It gives 10524046 feasible 2-tuples and the single spsp(v)
Q 11 = 3825 12305 65464 13051 = 149491 · 747451 · 34233211.
The following table gives all the 37 feasible 2-tuples with multiple less than 2·10 6 , which can explains why the first case takes so long time.
These are really time-consuming.
p 1 ≡ 5 mod 8
If p 1 ≡ 5 mod 8, as ( There are 30 residue classes module 18480. The total time for checking all p 1 up to 1563922 is about 10 hours and we find 522239 feasible 2-tuples with no spsp(v).
p 1 ≡ 1 mod 8
For p 1 ≡ 1 mod 8, denote e = V al(p 1 − 1) and f = V al(λ p 1 ), then f ≤ e and 
µ p 2 = 4
In the above three cases, we don't consider the case µ p 2 = 4. Now we assume µ p 2 = 4, as we also have
2 ≤ Q 11 So p 2 < 363181490. According §3, there only 12 primes under this bound. We check all of them and find no feasible 2-tuples. Until now we finish the t = 3 case and find only one spsp(v) Q 11 . The total time is less than 17 hours.
t=2
For t = 2, there is no need to define feasible 1-tuples. As λ p 1 |n − 1 we have
Since λ p 1 is close to p 1 − 1, there are about Q 11 /(p 1 ) 2 candidates for each p 1 . When p 1 is small, there are too many. According the value of p 1 , we divide into three parts.
small and large p 1
If p 1 < 10 6 , we'll use the same method as for t = 3, p 1 p 2 < 2 · 10 6 . We have
so we calculate gcd(2 p 1 −1 − 1, 3 p 1 −1 − 1) and factor it to get prime divisors p 2 with
Our algorithm takes about 9 hours and finds no spsp(v). For p 1 > 10 8 , There are less than 380 candidates, we just run our algorithm as described at the beginning of this section. It takes about 18 hours and find no spsp(v).
10
6 < p 1 < 10 If f < e, we only use p 2 ≡ 1 mod λ p 1 , Our algorithm takes about 16 hours and finds no spsp(v). We also run an algorithm for these cases without use Chinese Remainder Theorem, it took more than 10 days and didn't halt. So the Chinese Remainder Theorem is really helpful here. We need to be careful when writing our algorithm because gcd(a, λ p 1 ) = 1 for some p 1 and a = 2, 3, 5, 7, 11, 13.
Then we finish the t = 2 case and find no strong pseudoprime to the first 9 primes.
Conclusion
Until now, we have checked all the odd composite numbers up to Q 11 , and find only one strong pseudoprime Q 11 to the first 9 primes. As it is easy to check that Q 11 is also strong pseudoprime to the bases 29 and 31, we have our claim in §1.
ψ 9 = ψ 10 = ψ 11 = Q 11 So for an integer less than Q 11 , only 9 strong pseudoprime tests are needed to judge its primality and compositeness. We use the software Magma and all algorithms are run in my PC(an Intel(R) Core(TM)2 Duo CPU E7500 @ 2.93GHz with 2Gb of RAM). The total time is about 105 hours.
