Abstract. The iterative bisection of the longest edge of the unit simplex generates a binary tree, where the specific shape depends on the chosen longest edges to be bisected. In global optimization, the use of various distance norms may be advantageous for bounding purposes. The question dealt with in this paper is how the size of a binary tree generated by the refinement process depends on heuristics for longest edge selection when various distance norms are used. We focus on the minimum size of the tree that can be reached, how selection criteria may reduce the size of the tree compared to selecting the first edge, whether a predefined grid is covered and how unique are the selection criteria. The exact numerical values are provided for the unit simplex in 4 and 5-dimensional space.
Introduction
During his scientific career, the interests of Antanas Žilinkas have shown a wide variety. Besides focus on practical problem solving such as Žilinskas and Žilinskas (2013) , his handbooks written with Aimo Törn (Törn and Žilinskas, 1989) and Anatoly Zhigljavsky (Zhigljavsky and Žilinskas, 2008) aided the understanding of random function approaches, stochastic processes and branch and bound (B&B). With Jens Claussen (Claussen and Žilinskas, 2002) one of his topics focussed on the use of simplicial partition sets in B&B. The clear advantage of these partition sets is in the use of bounding when the function value of all vertices is taken into account.
This idea is of great interest to our team, as the use of simplicial partition sets is natural when the search region is the unit simplex. This is the case of mixture design problems. We studied these problems with quadratic constraints for practical design of mixtures in the lubricant industry (Hendrix and Pínter, 1991) and for the design of fat blends in food production (Casado et al., 2007) . The search region can be described by the standard n-simplex defined in the (n + 1)-dimensional space (see Fig. 1 ):
where x i represents the contribution of ingredient i in the mixture. In the resulting B&B mostly Longest Edge Bisection (LEB) is applied as this provides relatively round simplices. As discussed by the decision makers at that time, this typically provides solutions with elements that are a power k of 0.5. Considering the worst case, where the complete tree is generated up to a given relative user accuracy ǫ = 1 2 k , one may expect the bisection method to generate points on a grid with mesh size ǫ, whereas more points than the grid are over-sampled. This paper shows that not necessarily all grid points are sampled and that the behaviour of this covering among others depends on the chosen norm.
More recently, our research interest goes to the fact that the size of the Binary Tree (BT) generated depends on the longest edges chosen to be bisected in the iterative bisection refinement of the unit simplex for dimension bigger than 3. First of all, heuristics were developed to choose the longest edge and the size of the tree was measured in Aparicio et al. (2014) taking as a reference the "first" longest edge as choice rule. Next, a specific algorithm was developed to discover the minimum size of a tree in dimension n + 1 given an accuracy ǫ in Salmerón et al. (2015) . Following the line of early research of Adler (1983) , Horst (1997) , Hendrix et al. (2012) , we studied bisection of the longest edge in Euclidean norm.
Although not necessary for deriving bounds on quadratic constraints, the bounding in Hendrix and Pínter (1991) and Casado et al. (2007) was based on Lipschitzian considerations. Thinking in terms of Euclidean space, the Lipschitz constant links the accuracy δ in function space with a maximum accuracy ǫ in the decision space. This means that one does not have to subdivide partition parts further if their size is less than ǫ making the B&B algorithm a finite process given a certain accuracy. Recently some collaborators of Antanas Žilinskas have shown that one can extend the bounding with Lipschitz constants to other norms such as the 1-norm and ∞-norm providing sharper bounds, see Paulavičius et al. (2011) and the further explanations in the book (Žilinskas and Paulavičius, 2014) .
This motivates the question whether the use of other norms is also profitable in the generation of a complete binary tree from iterative refinement of the unit simplex. We pose and investigate the following research questions. What is the effectiveness of heuristics to choose the longest edge in the different distance norms? To investigate this question, we measure the reduction in the size of the tree with respect to the simple rule of selecting the first edge found. Second, is the minimum size tree of the 1-norm and ∞-norm smaller than that of using the Euclidean norm? For this we run an exhaustive algorithm and measure the corresponding tree size. Third, how well does bisection of the longest edge for the 1-norm and ∞-norm cover all points in a grid of a mesh size ǫ = 1 2 k ? This question is investigated by generating the points on a regular grid and measuring the number that are used as vertices in the bisection process. Last, we will also investigate the uniqueness of the studied selection rules; how many of the longest edges have the same criterion value?
The reporting on the investigation of these research questions in this paper is organised as follows. Section 2 introduces the simplex refinement by LEB, the grid on the unit simplex and the different distance norms. Section 3 introduces the heuristics studied to select the edge to bisect. Section 4 describes the algorithm to obtain the minimum binary tree by simplex refinement using LEB. Section 5 describes the grid covering of the binary tree using LEB. Section 6 shows a numerical evaluation of the bisection process on the unit simplex in the various norms. Finally, conclusions and future research are discussed in Section 7.
Simplex Refinement Using Longest Edge Bisection
Consider the unit n-simplex S 1 of (1) to be iteratively bisected, where various distance norms can be used. In general, an n-simplex S is defined by the convex hull S = conv(V ) of its vertex set V = {v 1 , . . . , v n+1 }, v j ∈ R n+1 , j = 1, . . . , n+1. Let ω(S) denote the size (width) of a simplex S given by the length of its longest edge. Figure 1 shows a 2-simplex of size √ 2 in Euclidean, size 2 in 1-norm and size 1 in ∞-norm distance. Longest edge bisection (LEB) is a popular way of iteratively refining a simplex in the context of the finite element method, since it is very simple and can easily be applied in higher dimensions (Hannukainen et al., 2014) . It is based on splitting a simplex using the hyperplane that connects the mid point of the longest edge of a simplex with the opposite vertices, as illustrated in Fig. 2 . Longest edge bisection avoids the generation of needle shape simplices. In this way, the length of an edge in a simplex cannot be greater than two times the length of the other. Using LEB and ω(S) ǫω(S 1 ) as termination criterion, the finiteness of the algorithm is assured.
Algorithm 1 describes the Simplex Refinement (SR) process which bisects an initial simplex iteratively. In principle, the refinement can continue infinitely. We study the process with a stopping criterion, i.e. the branching continues until the relative size of the simplex is smaller than or equal to a desired accuracy ǫ. 
Store simplices S 2i and S 2i+1 in . ns := ns + 2. 10: return ns Figure 3 illustrates the result of the SR algorithm on a 2-simplex S 1 with Euclidean distance and accuracy ǫ = 0.5. The number of levels in the binary tree is 4 and the number of generated simplices from S 1 is 10.
Bisecting a 2-simplex does not require any selection among the longest edges in SelectLE(), as the longest edge is either unique or the choice does not alter the size of the resulting BT (in the cases with regular simplices). Algorithm 2 follows a rule described in Mitchell (1989) , where one can avoid edge length calculations in a 2-simplex by always bisecting the edge with vertices {1, 2} and numbering the new vertex as the last one of the set of vertices in the generated new sub-simplices. Figure 2 shows the bisection of a regular 3-simplex. It does not matter which edge is selected first, because all generated sub-simplices differ only in orientation. Notice that after the first sub-division, the generated sub-simplices are irregular and have three (out of six) edges with the longest length. Therefore, we need to make a decision on which longest edge should be bisected. The number of simplices in the finite BT generated by Algorithm 1 depends on how fast the simplex size decreases when we go deeper into the tree. A straightforward implementation selects the first longest edge {j, k} found in SelectLE(). The resulting tree may differ if various norms are used. Moreover, applying 
selection rules based on a criterion evaluation may reduce the size of the BT with respect to the straightforward implementation. We are interested in how the chosen norm affects the shape of the tree and the effectiveness of chosen selection rules, also called Heuristics for Longest Edge Bisection.
Heuristics for Longest Edge Selection
As described before, during the refinement of a regular n-simplex (n 3) sub-simplices may have several longest edges. A heuristic that computes a criterion value and uses it to select the longest edge may reduce the number of generated sub-simplices and maintains the characteristics of the longest edge bisection. We investigate the effect of various heuristics with respect to the number of generated simplices.
First Longest Edge, LEB 1
The straightforward implementation to select a longest edge is to take the first one found. Which is the first one? It depends of course on the coding and storing of the vertices and edges, i.e. the index number assigned to each vertex of the simplex. The new vertex usually has the same index as the one it substitutes. This rule, which we denote as LEB 1 , is used as a benchmark in measuring performance.
Midpoint Furthest from the Centroid, LEB C
The criterion is the distance of the midpoint of edge {v i , v j } to the centroid C:
The LEB C rule selects the longest edge {v i , v j } from arg max
Largest Distance from Edge Midpoint to the Vertices, LEB M
The criterion is the sum of distances of the midpoint of edge {v i , v j } to the rest of vertices:
The LEB M rule selects the longest edge {v i , v j } from
Equal and Maximum Distance Sum to all Neighbours, LEB N
For each edge {v i , v j } the sum of edge lengths from vertex v i and v j to the rest of vertices is given by
The LEB N rule selects the longest edge that gives the optimum of
In the cases without edges with
The uniqueness of maximising a criterion is an interesting topic. In cases where the heuristics give more than one LE to bisect, i.e. the set arg max has more than one element, another criterion can be added, e.g. first select according to LEB C and within the set of candidates apply LEB N . We will investigate possible combinations in future research and focus on the pure effects in this paper. Here, we choose to select the LE with its middle point being a grid point, as a second selection criterion. This can easily be tested by checking that each element is an integer multiple of ǫ.
Minimum Tree Size
This section describes an algorithm for determining the size of the smallest binary tree generated using Longest Edge Bisection as the rule for subdividing simplices as published in Salmerón et al. (2015) . The method applies a full enumeration of simplices checking every division option, i.e. one for each longest edge, and counts the number of sub-simplices in each sub-tree generated from that option. Algorithm 3 performs this task recursively. It has the initial simplex and the required precision as input parameters and returns the number of simplices of the smallest trees.
Algorithm 3 MinTree(S, ǫ)
Require: S: simplex, ǫ: accuracy. R h := r l + r r 8: return 1 + min h {R h } Algorithm 3 determines the size of the smallest sub-tree from a sub-simplex when it is bisected by one of its longest edges LE h , with vertices {j, k} (see line 4). It recursively calls itself to get the smallest sub-tree size for the two generated sub-simplices (see lines 5-6). When the recursive algorithm is back at the initial simplex, the size of the smallest trees is known and the algorithm ends. The algorithm does not provide information about which longest edges have been bisected to generate one of the smallest trees. Figure 3 illustrates running Algorithm 3 on a 2-simplex for Euclidean distance and ǫ = 0.5. The BT has 10 sub-simplices. Although the 2-simplex is not a very interesting case, because irregular simplices have just one longest edge, the illustration facilitates discussing several details not included in Algorithm 3 for the sake of simplicity:
• In Algorithm 3, if S l and S r are symmetric, only one of them is processed and the algorithm returns twice the size of the evaluated sub-tree. In the example of Fig. 3 , siblings S 2 and S 3 and also S 10 , S 11 and S 12 , S 13 are symmetric. However, for our investigation we also would like to find the cover of the grid and therefore cannot apply this observation.
• Algorithm 3 only has to process one of the longest edges for a regular simplex, because any edge division will return the same sub-tree size. Simplices S 1 , S 4 and S 7 are regular in Fig. 3 .
• For an irregular simplex with several longest edges, it is of interest to determine those edges generating similar pairs of siblings. Therefore, Algorithm 3 only has to process one of the pairs. This will be studied in future work.
Covering of the Grid
In Törn and Žilinskas (1989) , Antanas introduced the concept of everywhere dense sampling. An equidistant grid is not necessarily the sample with a minimum number of points where each point in the search space has a distance less than a predefined accuracy. However, it is easy to generate and understand. Choosing a certain accuracy ǫ = 1 2 k , one would expect iterative bisection of the unit simplex to generate all grid points and over-sample in the sense that it generates additional points. This paper shows that this is not necessarily true. The grid corresponds to G = 1 2 k + 1 grid points per axis. It is known from Casado et al. (2007) that the number of grid points is
Two neighbour points x and y on a grid are characterised by the existence of two indices i = j such that (x 1 , . . . , x n+1 ) = (y 1 , . . . , y i + ǫ, . . . , y j − ǫ, . . . , y n+1 ). The distance between two neighbours therefore is d 1 (x, y) = 2ǫ in 1-norm, d 2 (x, y) = ǫ √ 2 in Euclidean norm and d ∞ (x, y) = ǫ in infinity norm.
Notice that in infinity norm, there are more points than the grid-neighbours defined before at a minimum distance to a grid point. For instance consider ǫ = .125 and n = 4. Grid point x = (0.5, 0, 0.25, 0, 0.25) has a neighbour y = (0.375, 0.125, 0.25, 0, 0.25). However, the point z = (0.375, 0.125, 0.125, 0.125, 0.25) is at the same minimum distance of x as the neighbour y. This observation motivates our question whether iterative bisection with the infinity norm will cover all grid points for all dimensions and accuracies.
A refinement of the unit simplex that would cover all N V (G, n) grid points consists of
overlapping regular simplices, see G. -Tóth et al. (2016) . The number of generated simplices by bisection is much higher. Moreover, we have already questioned the cover of the grid points by bisection. In order to know which vertices from the binary tree are covering the grid points, we will compare the list of grid points with the list of generated vertices by the bisection process. Notice the following: R 1. One grid point can be covered by a vertex of several simplices. R 2. A full cover grid does not imply that all vertices are located on the grid. Offgrid vertices can exist. In Fig. 4 , yellow boxes represent grid points, whereas red boxes represent generated vertices.
One of the questions is, what is the minimum size tree for the various norms? An observation is that in Fig. 3 after 1 bisection, the next iteration according to the infinite norm may choose from two longest edges, as two edges have a length of 1. Therefore, the hypothesis is that the corresponding minimum size tree will be smaller or equal in number of nodes (simplices) than the corresponding 2-norm tree. This motivates the research question on the size of the minimum tree. The third observation is that if the shape of the tree may differ due to the variety of uniqueness (ambiguity) of the longest edge among distance norms. The heuristics to choose from the longest edges may also differ in effectiveness in obtaining a minimum size tree. This observation motivates the last research question.
Numerical Evaluation
The heuristics and norms described in Sections 2 and 3 are evaluated on a regular n-simplex. Different values of ǫ = 1 2 k are used for several dimensions of the problems. When there is more than one longest edge satisfying the criterion related to the heuristic and having its middle point as a grid point, the first longest edge is bisected. The question is what is the number of simplices in the binary tree and how close does it get to the minimum size of the binary tree.
Another issue that we evaluate, directly related to the edge selection and simplex evaluation, is the match of vertices of the simplices with the grid points, as described in Section 2. Moreover, we measure the ambiguity (uniqueness) of the criteria when selecting the edge to bisect in the simplex.
3-Simplex
We first focus on the refinement of the 3-simplex. Table 1 shows the number of simplices of a smallest binary tree (MTREE) and the number of nodes generated by each heuristic for Table 1 Number of simplices in a 3-simplex refinement, ǫ = 1 2 k . Table 2 Number of grid points covered in the 3-simplex refinement. Table 3 Euclidean norm. n = 3, ǫ = 1 32 (k = 5). a varying accuracy ǫ. It is interesting to observe that LEB C , LEB M and LEB N achieve the smallest binary tree size in 2-norm bisection. For the other norms, LEB N is the heuristic that gets closest to the minimum. However, none of the heuristics generates a minimum size tree. Considering the minimum size tree, the size for the 2-norm and ∞-norm contains less nodes (simplices) than the minimum size 1-norm tree. Table 2 shows the number of covered grid points. LEB C , LEB M , LEB N and the smallest binary tree cover the grid completely in the 2-norm cases. Interestingly, the heuristics of the 1-norm do not cover the grid. The LEB N heuristic and minimum size tree for the ∞-norm is covering the grid.
The uniqueness of the selection criteria is measured in Tables 3, 4 and 5 for the 2-norm, 1-norm and ∞-norm, respectively.
They indicate the number of longest edges satisfying the criteria, i.e. the size of the arg max set. Nle indicates the number of longest edges in simplices with NLE Table 4 1-norm. n = 3, ǫ = 1 32 (k = 5). One can observe that the uniqueness of the heuristic selection rule is far larger for the 2-norm. Adding the side criterion to select that edge that has a midpoint on a grid point has a big effect. It reduces the ambiguity to zero, i.e. there is a unique longest edge to choose from. In the 1-norm and ∞-norm there is hardly any effect of adding this side selection criterion. Table 6 reports the number of generated simplices by the rules and the smallest size of a binary tree for a 4-Simplex for a varying accuracy ǫ. Interestingly enough, none of the heuristics in the 2-norm generates a minimum size tree. The best heuristic appears to be LEB M for this norm. For the 1-norm bisection the LEB C and LEB N heuristics provide the smallest trees, but do not reach the smallest possible. In the ∞-norm, LEB N is the heuristic seems to be the most effective. This shows more clearly that the best heuristic depends on the norm used in the bisection process. Table 7 measures the covering of the grid points for a 4-simplex. For the first time in the experiments, we can observe that the iterative bisection process in the Euclidean Table 6 Number of simplices in a 4-simplex refinement, ǫ = 1 2 k . Table 7 Number of grid points covered in the 4-simplex refinement. norm does not necessarily generate all points on an equidistant grid where the accuracy ǫ with a power of .5. Like in the lower dimensional case, the final set of sample points in the 1-norm are of course 2ǫ apart, but do not completely coincide with a grid with the same mesh size. Surprisingly, for k = 2, the ∞-norm is covering the grid with the LEB N heuristic and the minimum size tree. This is an interesting result, because the size of the tree is much smaller than in the other norms. Tables 8, 9 and 10 measure the uniqueness of the selection criteria for the 4-simplex. First of all notice that the number of the longest edges can be much larger. In the 2-norm, now the additional criterion of being on a grid point reduces the ambiguity of the heuristic, but does not make the choice unique.
4-Simplex
k = 2 k = 3 k = 4 L 2 L 1 L ∞ L 2 L 1 L ∞ L 2 L 1 L ∞ LEBk = 2 k = 3 k = 4 (grid = 70) (grid = 495) (grid = 4 845) L 2 L 1 L ∞ L 2 L 1 L ∞ L 2 L 1 L ∞ LEB
Conclusions
This paper studied how simplex evaluation and grid generation in iterative longest edge bisection of the unit simplex are influenced by the chosen norm. Several characteristics are investigated, namely the size of the smallest tree, the cover of the grid and the effectiveness of heuristics and rules to choose the LE to be bisected and the ambiguity of used criteria. Three norms are compared, namely the Euclidean, 1-norm and ∞-norm. Focusing on the minimum size tree that can be generated given a certain accuracy ǫ, we can conclude that the minimum 1-norm tree is bigger than that of the other norms. The Euclidean and ∞-norm generate a smaller binary tree. Interesting is that for the 5-dimensional case, the infinity norm may provide a much smaller search tree. With respect to the ambiguity, in a higher dimension, the ambiguity of the criteria becomes higher, i.e. there are more longest edges to choose from. For the 3-simplex, the choice becomes unique in Euclidean norm if we force the mid-point of the edge to be bisected to be a grid point. The 1-norm and ∞-norm have more longest edges than the Euclidean norm. This means that in the bisection process there are more longest edges to choose from. This paper shows that the bisection process that is thought to sample all points on a grid with a mesh size that is an integer power of 0.5 and over-sample it, may not for all choices of the longest edge cover all grid points.
