Abstract-Multithreading has been shown to be a powerful approach for boosting a system performance. One of the good examples of applications that benefits from multithreading is image processing. Image processing requires many resources and processing run time because the calculations are often done on a matrix of pixels. The programming language Java supports the multithreading programming as part of the language itself instead of treating threads through the operating system. In this paper we explore the performance of Java image processing applications designed with multithreading approach. In order to test how the multithreading influences on the performance of the program, we tested several image processing algorithms implemented with Java language using the sequential one thread and multithreading approach on single and multi-core CPU. The experiments were based not only on different platforms and algorithms that differ from each other from the level of complexity, but also on changing the sizes of the images and the number of threads when multithreading approach is applied. Performance is increased on single core and multiple core CPU in different ways in relation with image size, complexity of the algorithm and the platform.
I. INTRODUCTION
In recent years, Java language has become a popular choice for development of multithreaded applications due to the language multithreading support. Multithreaded programming allows simple identification of the sections of code that can be executed concurrently to exploit parallelism. The programs must be able to exploit this kind of parallelism in order to get performance gains in computing. There are two different ways to implement concurrent applications. The first approach is through the creation of processes, with all the communication made through messages, which are responsible for keeping all the necessary information for the programs, including register content and memory space [1] . The second approach uses thread, which are also known as light processes [2] . A thread is a point of execution within a process and they represent a key concurrency model supported by modern computers, programming languages, and operating systems. The threads exchange information only through shared memory and can be up to 20 times faster in their creation time when compared to processes [3] .
A multi-threaded process has multiple points of concurrent execution within the process [4] . The use of multiple threads allows an application to distribute long running tasks so that they can be executed in parallel. This is also possible with significant advances of multi-core systems. Today, multi-core processors are widely deployed in both server and desktop systems. The performance of multi-threaded applications could be improved on multi-core based systems because the workload of threads could be dispatched to cores, which work in parallel [5] .
One of the good examples of applications that benefit from multithreading in a multi-core processor is image processing. Image processing "refers to the manipulation and analysis of pictorial information" [6] . The main idea of parallel image processing is to divide the problem into simple tasks and solve them concurrently, in such a way the total time can be divided between the total tasks (in the best case) [7] . The general idea behind image processing involves examining image pixels and manipulating them. Image processing can be a time consuming task based on the matrix structure of the image leading this process towards a multithreading algorithm.
Many authors have addressed the multithreading topic in java on multi-core systems. The java as a suitable programming language for parallel software and the power of multi-core processing is studied by Peter Bertels and Dirk Stroobandtin [8] . In [9] , authors studied and implemented parallel multi-threaded implementations of two popular clustering algorithms: k-means and mean-shift. The experimental results show that good parallel implementations of those algorithms are able to achieve nearly linear speedups on multicore processors. In [10] Mahmood has implemented the imaging filter on multi-core processors for win32 platform. He shows that for large images, the parallel implementation approaches Amdahl's ideal curve. In [4] authors observed that multithreading leads to tune the application performance considerably. The performance and scalability issues of multithreaded Java applications on multicore systems are studied in [11] . This interesting topic has solicited many scientific works so far.
In our work we studied how the algorithm performance changed when multithreading approach is applied on different single core and multi-core platforms. We also studied how complexity of the algorithm and the image size of the images influence the performance.
In order to exploit how multithreading can improve the performance of the algorithm, we have done some experiments with several image processing algorithms such as brightness, contrast and steganography executed on either single-core CPU or multi-core CPU using single-thread and multithreading www.ijacsa.thesai.org approaches in Java. The algorithms that we have taken in consideration differ from each other from the level of complexity. As the image size increases, the number of calculations increases too. For this reason we have experimented with different sizes of images. The difference in the algorithms and image size would influence on a further change of the level of complexity.
We measured the algorithms processing time on different platforms and image sizes that we took in consideration.
In this paper, we have provided insight into Java multithreading approach performance on single and multi-core CPU platforms and hardware suggesting the combination complexity and image size that gives the best performance.
Section I gives a brief introduction and related work. The rest of the paper is organized as follows. Section II presents an overview of multithreading programming and the algorithms implemented with this approach. Section III outlines the experimental setup including test programs and specifications of the experimental platforms. Section IV presents the results and section V gives a brief analysis of the results. The paper is concluded in Section VI and VII by presenting the conclusions and further work.
II. MULTITHREADING PROGRAMMING
First, in creating a multithreaded algorithm, there are three basic considerations. The first step is to identify the parallelism. This may mean simply decomposing the problem domain of a conventional algorithm into several sections. The second step is to control the access to shared data items. The third step is to optimize the algorithm [4] .
The application running in the operating system is either single-threaded or multi-threaded. Single threaded applications require one thread to run on the CPU. Whereas a multithreaded program contains two or more parts that can run concurrently.
We have implemented three image processing algorithms using Java. Java has become a leading programming language soon after its release and it is an emerging option for High Performance Computing [12] . Java supports multithreading and we can construct single-thread as well as multi-thread application with it. A multi-threaded program in java has many entry and exit points, which are run concurrently with the main() method. The three constructed algorithms have been implemented using single thread approach and multithreading approach. In the multithreading approach the shared memory in which the threads operate is the matrix of the image pixels. We have used the Java packages to grab the pixel matrix of the image that has to be processed. Then different threads manipulate different parts of the matrix depending on the algorithm. The work task and the part of the matrix that each thread has to manipulate are determined by the main thread. The time that is necessary to manipulate all the matrix either by a single thread or by all the threads is registered.
III. EXPERIMENTAL SETUP

A. Testing programs
Initially, three image processing algorithms have been chosen to test the multithreading approach on different singlecore and multiple-core platforms. The first and the second algorithms change brightness and contrast of the chosen image and display the changing image. Brightness and contrast are very important features of an image. Brightness refers to the overall lightness or darkness, whereas contrast is the difference in brightness between objects or regions. For the algorithm of the brightness we have used the formula :
Arithmetic mean model = (r + g + b) / 3 (1)
After finding the mean from the formula 1 we use a value input from the user to change the brightness of the image following these steps:
 Subtract the overall mean from every color value of every image pixel.
 Add the mean value multiplied by the brightness value to every color value.
In the Figure 1 a view from the brightness application is presented. The contrast algorithm will multiply every color value by a scale factor determined by the user. It has a little less calculation than the brightness algorithm.
The third algorithm is from the field of steganography. Steganography is the art of hiding the fact that communication is taking place by hiding information in other information [13] . In our implementation of steganography algorithm we hide a message in an image in such a way that the modification of the image is imperceptible. Since people perceive red and green color brighter than the blue color, the image would be darker in the red and green pixels and brighter in the blue pixels. In order to hide the original message in the image we have constructed an algorithm that change only the last bit of the blue color of the image pixels using the message and a private key as well [14] . The complexity of this algorithm is greater than the other two. A view from the application that implement the third algorithm designed with multithreading approach is given in the Fig. 2 . 
B. Experimental platforms
Since the first multicore processor was released over a decade ago, today's processors implement up to a dozen cores and this number is expected to increase because of Moore's law [15] . Multi-core CPU-s support advanced capabilities, such as multithreading and parallel processing. The advantage of a multi-core processor is increased speed. They are widely used across many application domains including embedded, network, graphics etc. The experiments were conducted on the Windows Operating Systems (Windows XP and Windows 7), single-core and multiple-core CPU-s platforms.
In Table 1 is given a brief description of the four used experimental platforms. We used the first and second platform to test the algorithms according to the single thread and multithreading approach in single core, and we used the third and fourth platform to test the algorithms in the multi-core CPU.
C. Input Data
Not only the platforms but also the size of the input images influence on the execution time of the algorithms. We perform the experiments using three image sizes: 371*281, 500*500 and 1024*768. We refer to the dimension of the images in the experiments as S(Small), M(Medium) and L(Large). The results of these experiments are presented in the next section.
IV. EXPERIMENTAL RESULTS Every algorithm was repeated 10 times and the average of all the results was recorded.
From the implementation of the tests of the single thread approach algorithms on the single-core and multiple-core platforms we recorded the results shown in Table 2:   TABLE II. SINGLE-THREAD APPROACH RESULTS We redesigned the same algorithms with multithreading approach. Then we varied the number of threads from 1 to 10 and then the multiples of 5 thus 15, 20, 25, 30 …100.
Platform
The results from the experiments showed that on the platform with single core (platform 1 and platform2) the processing time of the algorithms decreases in a considerably rates when multithreading approach is applied. However when the number of threads increases over 10 threads the processing time does not decrease, but remains almost constant with a tendency to increase more than in the case when the single thread approach is applied. Generally when the number of threads increased from 1 to 10 the average processing time has the tendency to remain constant and when the number of threads increases more than 10 the processing time increases and it becomes bigger than the executing time in single thread approach. Table 3 shows the result for the first platform. The result refers to the average executing processing time for the 10 first threads for the small, medium and large images. The tables 4,5,6 display the average executing processing time for the 10 first threads in case of small, medium and large images for the second, third and fourth platform. the CPU without cores improves the processing time with a greater rate than when the number and cores of the processor increase in the case when the size of the image is small or medium and the complexity of algorithm is not big.
In the first and second platform where the number of cores is 1, the increase rate of processing time is more than 48.27 % when the size is small and the algorithms are brightness and contrast. In the other cases this rate varies from 15.9 to 44.82. The results do not fall in this interval when the size of the image is large and the algorithm is contrast (first platform 0.9 and the second 2) and when the algorithm is steganography (first platform 5.5 and the second 8.1).
The third and the fourth platform give different results. The result of performance increase rates can be even negative which means that the processing time of the single thread approaches are better than multithreading approach. The result for the third and fourth platform is displayed in the tables 7 and 8. The third platform gives the best result when the size of the image is small for all the algorithms as shown in the table 7. When the size of the image is large it gives the worst result. When the complexity of the algorithm is bigger the processing time tends to be less.
In the fourth platform the image size seems to have no influence as much as in third platform in the processing time. But the complexity of the algorithm influence the processing time by reducing it.
From both platforms with multi core CPU the combination small image size and complex algorithm gives the best results, improving the processing time when multithreading occurs.
VI. CONCLUSIONS
Java language is very suitable to develop image processing applications due to its features and the free packages that it offers for this purpose. New open source java image processing packages is often added [16] .
It is very important to understand how to improve the performance of this kind of applications using managed languages like Java. Through some experiments with the image processing algorithms the impact that multithreading approach has on performance is analyzed in single-core and multi-core platforms.
The results showed that the multithreading approach improves the performance processing time of algorithms either in single-core or multi-core CPU platforms but this improvement is different.
In single core the best results is given by the combination of small image size and less complex algorithm whereas in multicore CPU the combination of small image size and more complex algorithm improves the performance. Multithreading programming can improve the performance on multi-core CPU when complex image processing algorithms is applied.
VII. FUTURE WORK
Others studies are needed to be done to understand the causes of these behaviors. Future work includes developing a C# environment with image processing algorithms in order to compare it with Java applications in different platforms. The influence that parallel implementation of these multithreading approach algorithms will be another interesting task for the future. We assume that we can improve the processing time as it was shown for Wu-Lee Steganography Algorithm [17] .
