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Seznam uporabljenih kratic 
KRATICA SLO ANG 
ASR Samodejna razpoznava govora Automatic Speech Recognition 
CSTA 
Računalniško podprte telefonske 
aplikacije 
Computer-Supported Telephony 
Applications 
HTTP Protokol za prenos hiperteksta Hypertext Transfer Protocol 
IM Hipna sporočila Instant Messages  
IMAP Internetni protokol za dostop do e-pošte Internet Message Access Protocol 
IP Internetni protokol Internet Protocol 
LED Svetleča dioda Light Emitting Diode 
MMS Storitev večpredstavnostnih sporočil Multimedia Messaging Service 
MTS Sistem za prenos sporočil Mail Transport System 
MWI Indikacija čakajočega sporočila  Message Waiting Indication 
RMI Oddaljeni vpoklic metode Remote Method Invocation 
SIP Protokol za vzpostavitev seje Session Initiation Protocol 
SMS Storitev kratkih sporočil Short Message Service 
SMTP 
Preprosti protokol posredovanja 
sporočil 
Simple Mail Transfer Protocol 
TDM Časovni multipleks Time Division Multiplex 
TTS Tvorba besedila v govor Text to Speech 
UC Združeno komuniciranje Unified Communication 
UM Združeno sporočanje Unified Messaging 
UID Unikatni identifikator Uniqe Identification Number 
VMSS 
Sistem za shranjevanje glasovnih 
sporočil 
VoiceMail Storage System 
VXML Glasovni razširljivi označevalni jezik Voice Extensible Mark-up Language 
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Povzetek 
Magistrsko delo obravnava vpeljavo novega sistema za shranjevanje in upravljanje s 
sporočili storitve glasovna pošta. Glavni cilj je nadomestiti obstoječ sistem za prenos sporočil 
MTS (ang. Mail Transport System) z novim, ki ga imenujemo sistem za shranjevanje 
glasovnih sporočil VMSS (ang. VoiceMail Storage System). Rešitev smo razdelili na dva 
dela. V prvem delu smo naredili sistem, ki shranjuje direktno na disk, v drugem smo prvega 
nadgradili z vpeljavo platforme Infinispan, kar pohitri storitev, saj se sporočila shranjujejo v 
predpomnilnik. Z vpeljavo platforme Infinispan smo poskrbeli tudi za shranjevanje glasovnih 
sporočil, kjer se storitev zaradi velikega števila uporabnikov izvaja na več strežnikih. 
Uvodno poglavje vpelje bralca v tematiko magistrske naloge. 
V drugem poglavju je obrazložen glavni princip storitve glasovna pošta. Predstavljeni 
so ostali načini sporočanja, ki se združujejo z glasovno pošto. V nadaljevanju pa so 
predstavljene ostale storitve sporočanja, kot so video poštna storitev, vizualno sporočanje, 
faks preko telefona, elektronska pošta preko telefona in na koncu združeno sporočanje. 
Tretje poglavje opisuje platformo Infinispan.  Na začetku je predstavljen osnovni 
princip delovanja platforme, v nadaljevanju pa so na osnovi shem razloženi vsi štirje načini, v 
katerih lahko deluje platforma ter v kakšnih primerih je njihova uporaba primerna.  
Četrto poglavje predstavlja konkreten primer storitve glasovna pošta, in sicer glasovno 
pošto podjetja Iskratel. V začetku je podanih nekaj osnovnih informacij, nato pa je razložen 
uporabniški vidik. Predstavljene so vse funkcionalnosti, ki jih uporabniki lahko uporabljajo. 
Navedeni so načini obveščanja o novih sporočilih in posebnih dogodkih. 
Peto poglavje podrobno opisuje arhitekturo Iskratelove glasovne pošte. Podana je 
logična razdelitev storitve, razložen je tudi obstoječ sistem za prenos sporočil MTS. 
Delovanje storitve ob pošiljanja glasovnega sporočila, je na primeru razloženo na koncu 
poglavja. 
V začetku šestega poglavja se bralec seznani s problematiko, nato je navedena analiza 
problema in razdelitev rešitve na dva dela. Analizi sledi predstavitev testnega okolja, s 
pomočjo katerega je bila naloga izvedena. Nato sta predstavljena oba dela rešitve. Vsak del se 
začne z analizo in navedbo predvidenih korakov, nadaljuje pa se z opisom postopkov, ki so 
pripeljali do rešitve naloge.  
V zadnjem poglavju so podane sklepne ugotovitve ter možnosti nadaljnjega razvoja. 
Ključne besede: Glasovna pošta, sistem za shranjevanje glasovnih sporočil VMSS, 
Infinispan, lokalni predpomnilnik, gruča predpomnilnikov 
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Abstract 
This master's thesis describes implementation of a system for voice mail storage and message 
management. The aim of the thesis is to replace the exsisting Mail Transport System MTS 
with the new system, which is called VoiceMail Storage System VMSS. We split the solution 
into two parts. First part represents the system for storing voicemails directly to hard drive. In 
second part we upgrade the first part by Infinispan platform, which speeds up the performance 
becouse it stores files in a cache. Infinispan platform provides voicemail storage even in case 
when voicemail service is running on multiple application servers. 
In the first chapter the reader is introduced to the topic of the thesis. 
 Second chapter explaines voicemail service. Voicemail has been joined by other types 
of messaging which are represented later in this chapter. 
 Third chapter describes Infinispan platform. Basic principles of the platform are 
reperesented in the begining of it while  the rest explaines all four possible Infinispan modes, 
and describes where we can use them. 
 Fourth chapter represents Iskratel's VoiceMail service. Some of the basic information 
about it are listed in the begining of the chapter. The rest of the chapter describes user 
functions and notifications in case of new messages and special events.  
 Fifth chapter describes Iskratel's VoiceMail service architecture. Logical architecture 
is shown and current message transport system is explained. Sending of voicemails is 
presented at the end of the chapter. 
 At the begining of the sixth chapter reader is introduced with the thesis problem. 
Analysis of the problem is shown and two ways of solutions are defined. The test 
environment, that was used for system development is described. Then both ways of sloutions 
are explained. Explanation consists of analysis, provided steps and procedure for problem 
solution. 
 Conclusions and possibilities for further development are presented in the last chapter. 
Key words: VoiceMail, VoiceMail Storage System  VMSS, Infinispan, local cache, cluster of 
caches 
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1 Uvod 
V sedemdesetih letih prejšnjega stoletja se je med uporabniki telekomunikacij pojavil 
Motorolin pozivnik. Operaterju je omogočal, da je poslal signal proti uporabnikovemu 
pozivniku in ta mu je zazvonil. Uporabniki telefonije so bili, tudi v tistih časih telefonsko 
zasedeni ali nedosegljivi. Operaterji so klicočim, ki klicanega niso uspeli priklicati, 
omogočali, da mu pustijo sporočilo. Operater je nato sprožil signal proti uporabnikovemu 
pozivniku, ki je zazvonil, s tem pa je uporabnik vedel, da mora poklicati operaterja, ker ga 
čaka sporočilo. Operater mu je v telefonskem pogovoru sporočilo prebral. To so bili zametki, 
iz katerih se je kasneje razvila storitev, ki nam je znana pod imenom glasovna pošta. 
 Glavni namen glasovne pošte je, da lahko klicoči klicanemu pusti glasovno sporočilo, 
ker ga iz nekega razloga ni uspel priklicati. Klicani je o novem sporočilu obveščen in lahko 
posluša sporočilo s klicem v svoj glasovni predal. Danes se storitev glasovna pošta združuje 
tudi z drugimi tehnologijami. Uporabniki so o novih sporočilih obveščeni preko kratkega 
sporočila SMS, lahko tudi preko sporočila MMS, ki kot priponko vsebuje glasovni posnetek 
ali pa ga prejmejo kot priponko v elektronski pošti. Z razvojem naprav, ki lahko zajemajo 
video, se je razvila tudi video poštna storitev. Algoritmi za razpoznavo govora omogočajo 
pretvarjanje glasovnih posnetkov v besedilo tako, da lahko uporabniki storitve prejeto 
sporočilo preberejo. Ne glede na različice pa morajo ponudniki storitve poskrbeti za hranjenje 
sporočil. Pri hranjenju sporočil ponudniki naletijo na različne težave, kot so zagotavljanje 
kapacitet, hitrost dostopa do shranjenih sporočil, izguba podatkov, nadzor porabe 
pomnilnikov, itd. 
 Eno izmed podjetij, ki na svojih omrežnih elementih nudi storitev glasovno pošto, je 
slovensko podjetje Iskratel. Problem shranjevanja glasovnih sporočil je podjetje Iskratel do 
sedaj reševalo tako, da je drugemu podjetju plačevalo licenco za vzdrževanje sistema za 
prenos sporočil MTS. Podjetje Iskratel se je odločilo prekiniti licenco, zato je zanesljivost 
delovanja sistema v primeru napak postala negotova. To je privedlo do naše naloge - razviti 
nov sistem za shranjevanje sporočil, ki bo nadomestil obstoječega ter ga vpeljati v storitev. 
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2 Glasovna pošta in pregled ostalih storitev sporočanja 
Glasovna pošta je storitev, pri kateri klicoči klicanemu pusti glasovno sporočilo, ker je iz 
nekega razloga nedosegljiv (preusmeritev klica, uporabnik zaseden…). Funkcija glasovne 
pošte je podobna funkciji telefonskega odzivnika. Pri telefonskem odzivniku se glasovna 
sporočila shranjujejo v telefonski odzivnik, pri glasovni pošti pa se sporočila shranjujejo na 
operaterjev strežnik, kjer je za vsakega uporabnika storitve rezerviran prostor, ki mu rečemo 
glasovni predal. Uporabnik lahko prejeto sporočilo kadarkoli posluša tako, da pokliče na 
številko glasovne pošte, ki je namenjena poslušanju sporočil. Storitev je ponavadi zasnovana 
tako, da če ima uporabnik v glasovnem predalu neposlušana sporočila, ga o tem obvesti. 
Obvesti ga lahko s kratkim tonom ob dvigu slušalke, ali pa vizualno z vklopom lučke na 
terminalni napravi uporabnika. Naprednejša različica storitve omogoča direktno pošiljanje 
glasovnega sporočila, kar pomeni, da klicočemu za pošiljanje glasovnega sporočila ni 
potrebno klicati uporabnika, kateremu želi poslati sporočilo. 
 Z razvojem tehnologij, ki omogočajo razvoj storitev, se je glasovni pošti pridružilo še 
nekaj načinov sporočanja. Pojavil se je faks, elektronska pošta, storitev kratkih sporočil SMS, 
storitev večpredstavnostnih sporočil MMS, hipna sporočila IM, video poštna storitev. Z 
upoštevanjem želj uporabnikov in razvojem potrebne tehnologije lahko v prihodnosti 
pričakujemo nadaljnji razvoj, ki bo doprinesel nove načine sporočanja. 
 Večja prenosna zmogljivost omrežij je dejavnik, ki je omogočil razvoj video poštne 
storitve. Ta storitev je podobna glasovni pošti, le da sporočila poleg zvočnega posnetka 
vsebujejo tudi video posnetek. Uporaba te storitve še ni zelo razširjena, se pa povečuje tudi 
zaradi naraščanja števila naprav, ki omogočajo snemanje videa. Kot pri glasovni pošti, se tudi 
pri video poštni storitvi, uveljavlja pošiljanje sporočil na podlagi preusmeritve ali direktnega 
pošiljanja sporočil. 
 Vizualno sporočanje je razširitev glasovnih sporočil, video sporočil in sporočil prejetih 
s faksom. Uporabnikom omogoča, da do teh sporočil dostopa z uporabo odjemalca 
elektronske pošte. S tem lahko uporabniki z glasovnimi, video in faks sporočili upravljajo kot 
z elektronsko pošto, kar zelo poenostavi uporabo vseh treh storitev. 
 Storitev faks preko telefona se najpogosteje uporablja v primerih, ko je edino 
komunacijsko sredstvo telefon. Ta storitev omogoča uporabnikom, da preko telefonskega 
vmesnika pridobijo informacijo o novih sporočilih in upravljajo s predpripravljenimi faks 
sporočili. Faks sporočila lahko uporabniku pošiljajo, posredujejo, arhivirajo, brišejo in 
natisnejo, ne morejo jih pa ustvariti ali prebrati. 
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Storitev elektronska pošta preko telefona omogoča uporabnikom, da upravljajo z 
elektronskimi sporočili. Tehnologija samodejne razpoznave govora ASR omogoča 
uporabnikom storitve, da ustvarijo nova sporočila, tehnologija pretvorbe besedila v govor 
TTS pa omogoča, da uporabniki lahko prejeta sporočila poslušajo. 
Združevanje vseh ali nekaj načinov sporočanja ter neodvisnost od uporabnikove naprave 
je smernica, ki jo imenujemo združeno sporočanje UM. Uporabnikom pri združenem 
sporočanju ni potrebno upravljati z več glasovnimi predali, do sporočil lahko dostopajo z 
različnimi napravami in imajo le eno številko oz. identiteto. Obveščanje o novih sporočilih 
tukaj poteka na več načinov. Združeno sporočanje je ena veja združenega komuniciranja UC, 
ki zajema še konferenčne klice, navzočnost, itd [1, 2]. 
3 Platforma Infinispan 
Aplikacije in storitve velikokrat temeljijo na obdelavi podatkov, ki so shranjeni v podatkovnih 
bazah, trdih diskih, itd. Pomembno vlogo pri kakovosti igra čas dostopa do podatkov, zato se 
išče rešitve, ki ta čas čimbolj zmanjšajo. Ena izmed rešitev je uporaba platforme Infinispan. 
Infinispan je odprtokoden projekt. Princip platforme Infinispan je »in memory« kar pomeni, 
da se podatki aplikaciji nudijo iz delovnega pomnilnika. Do podatkov s tem dostopamo 
hitreje, kot pri načinih, kjer se podatki nalagajo s trdega diska. Ko gre za skupino vozlišč, ki 
uporabljajo Infinispan, se podatki navadno podvajajo, kar zagotavlja visoko zanesljivost. 
Podvajanje je lahko popolno (repliciranje) ali delno (distribuirano). Pri popolnem podvajanju 
se podatki replicirajo po vseh vozliščih pri delnem podvajanju pa samo po določenih. Ko eno 
izmed vozlišč izpade, podatki zaradi podvajanja niso izgubljeni. Lastnost Infinispana je tudi 
elastičnost, saj  je prilagojen pogostemu izklapljanju in vklapljanju vozlišč v omrežje. 
Shranjevanje podatkov je izvedeno tako, da je vsak podatek v pomnilniku shranjen pod 
svojim ključem.  
Prednosti Infinispana je, da omogoča tudi transakcije, s čimer zagotavlja 
konsistentnost podatkov. Transakcije omogoča tudi v primerih, kjer se za shranjevanje 
podatkov ne uporablja samo platforma Infinispan. Lahko deluje na dva načina, in sicer 
optimistični način in pesimistični način. Prvi način nastavimo, ko predvidevamo, da se 
podatek pod nekim ključem v pomnilniku ne bo pogosto spreminjal, drugega pa, ko 
pričakujemo pogosto spreminjanje istih podatkov. Prvi način je hitrejši od drugega. Z 
Infinispan-om lahko podatke v delovnem pomnilniku shranjujemo na disk, kar je uporabno v 
primerih, ko podatke potrebujemo dlje časa. Pogostnost shranjevanja na disk lahko nastavimo.  
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Infinispan lahko uporabljamo v različnih načinih delovanja: 
- lokalni predpomnilnik  
 
Slika 1: Infinispan kot lokalni predpomnilnik 
Slika 1 prikazuje primer uporabe Infinispan-a kot lokalni predpomnilnik. Imamo 
podatkovno bazo in odjemalca. Odjemalec prebere podatek A iz baze in ga shrani v 
predpomnilnik. Naslednjič, ko ga bo potreboval, ga bo prebral iz predpomnilnika. S 
tem je odjemalec prihranil pri času, ki ga potrebuje za pridobivanje podatkov. 
Infinispan, kot lokalni predpomnilnik omogoča tudi avtomatsko brisanje podatkov iz 
predpomnilnika po določenem času, prav tako omogoča tudi prednalaganje podatkov, 
obveščanje, statistiko ipd. Slabost lokalnega predpomnilnika se pokaže, ko do 
podatkov v bazi dostopa več odjemalcev, saj v takem primeru lahko pride do 
zastaranja podatkov. Zastaranje podatkov je prikazano na Slika 2. Odjemalec 1 v 
prvem koraku pridobi podatek A iz hrambe podatkov, ga uporabi in shrani v 
predpomnilnik, nato odjemalec 2 shrani spremenjen podatek A v hrambo podatkov. 
Odjemalec 1 ima v naslednjem koraku, ko prebere podatek A iz predpomnilnika, 
zastaran podatek. 
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Slika 2: Napaka pri delovanju infinispana v načinu lokalni predpomnilnik 
- gruča predpomnilnikov 
Problem zastaranja podatkov reši način delovanja, ki je prikazan na Slika 3.  
 
Slika 3: Infinispan kot gruča predpomnilnikov 
V tem primeru odjemalec 2 zapiše podatek v bazo podatkov in osveži podatek v 
svojem predpomnilniku. Druge uporabnike v gruči sistem obvesti o novi vrednosti 
podatka A in s tem je odpravi nevarnost zastaranja podatkov. Rešitev je lahko 
izvedena tudi tako, da sistem obvesti ostale predpomnilnike, da je podatek zastaran, 
tako vedo, da morajo naslednjič podatek pridobiti iz hrambe podatkov. 
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- avtonomna shramba podatkov 
Pri tem načinu so predpomnilniki ločeni od odjemalcev, kot je prikazuje Slika 4. 
 
Slika 4: Infinispan kot avtonomna shramba podatkov 
Tudi v tem primeru lahko odjemalci shranjujejo podatke v bazo in jih osvežujejo v 
predpomnilnik, Infinispan pa poskrbi, da podatki v ostalih predpomnilnikih niso 
zastarani. 
- geografska redundanca 
Infinispan je uporaben tudi, v sistemih kjer je zahtevano, da se podatki ohranijo tudi 
ob naravnih nesrečah. Geografsko redundanco izvedemo tako, da gruče 
predpomnilnikov na oddaljenih krajih povežemo med seboj in zagotovimo repliciranje 
podatkov med gručami [3, 4] . 
4 Glasovna pošta podjetja Iskratel 
Eno izmed podjetij, ki na telekomunikacijskem trgu ponuja storitev glasovna pošta, je 
podjetje Iskratel. Njihova različica storitve temelji na glasovnem razširljivem označevalnem 
jeziku (angl. VoiceXML). Storitev deluje v paketnih omrežjih IP, prav tako pa se jo lahko 
vključi v omrežja s časovnim multipleksiranjem TDM. Arhitektura storitve je modularno 
zasnovana in omogoča dostop zunanjim sistemom [5]. 
4.1  Uporabniški vidik 
Uporabnik glasovne pošte je lahko v vlogi pošiljatelja glasovnega sporočila (uporabnik A) ali 
pa v vlogi prejemnika (uporabnik B). Uporabnik A se znajde v vlogi pošiljatelja, ko želi 
poklicati uporabnika B, ki pa ima vključeno preusmeritev klica na glasovno pošto ali pa s 
klicem na posebno telefonsko številko, ki je namenjena oddajanju glasovnih sporočil drugim 
13 
 
uporabnikom. Uporabnik A v obeh primerih lahko posname glasovno sporočilo, ki ga nameni 
uporabniku B. Uporabnik A ima po zaključku snemanja sporočila na izbiro več možnosti:  
 posneto sporočilo lahko pošlje uporabniku B 
 predvaja posneto sporočilo 
 ponovno posname sporočilo 
 prekliče oz. prekine oddajo sporočila 
 sporočilu nastavi številko za povratni klic 
Uporabniku A za naštete možnosti ni potrebno imeti lastnega glasovnega predala. 
Uporabnik B ima svoj glasovni predal, v katerem ima shranjena prejeta sporočila. 
Glasovni predali uporabnikov so zaščiteni z osebnimi gesli. Do glasovnega predala uporabnik 
lahko dostopa preko telefonskega uporabniškega vmesnika glasovne pošte, s pomočjo 
katerega lahko: 
 predvaja prejeta sporočila (ob predvajanju se predvaja tudi klicna številka pošiljatelja 
ter datum in ura sporočila) 
 preskoči predvajano sporočilo 
 ponovno posluša predvajano sporočilo 
 izbriše sporočilo 
 posreduje sporočilo 
 shrani sporočilo 
 pokliče pošiljatelja sporočila 
 označi sporočilo kot neprebrano 
Uporabnik glasovne pošte si lahko tudi izbere in nastavi pozdravno sporočilo. Ta glasovni 
posnetek se predvaja klicateljem, ko ima vklopljeno preusmeritev na glasovno pošto. Izbira 
lahko med privzetimi pozdravnimi sporočili, lahko pa si posname svoje pozdravno sporočilo.  
Ko se v glasovni predal uporabnika shrani novo sporočilo, je uporabnik o tem obveščen. 
Iskratelova rešitev glasovne pošte omogoča več različnih načinov obveščanja, med katerimi 
uporabnik lahko izbira. O novem sporočilu je lahko obveščen preko indikacije čakajočega 
sporočila  MWI (angl. Message Waiting Indication) tako, da se mu na terminalni opremi 
vključi indikator novega sporočila (npr. LED lučka). Lahko je obveščen z neodgovorjenim 
klicem, s sporočilom SMS ali preko elektronske pošte. V primeru, da ima uporabnik 
nastavljeno obveščanje preko elektronske pošte, se glasovno sporočilo pošlje v priponki in ni 
shranjeno v glasovni predal uporabnika (poslušanje sporočila preko telefonskega 
uporabniškega vmesnika glasovne pošte ni mogoče) [5].  
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5 Arhitektura in delovanje storitve 
Storitev je arhitekturno razdeljena na uporabniški, telefonski in aplikacijski del. Uporabniški 
del predstavlja terminalno opremo uporabnikov in je povezan s telefonskim delom. Telefonski 
del predstavlja telefonsko centralo, na primer iskratelovo telefonsko centralo SI3000 CS. Ta 
je povezana z aplikacijskim strežnikom (na primer iskratelov aplikacijski strežnik SI3000 
AS), na katerem je nameščen odprtokodni aplikacijski strežnik JBoss. Ta programski 
aplikacijski strežnik je zasnovan tako, da omogoča enostavnejše vpeljevanje in razvoj 
aplikacij, ki so napisane v programskem jeziku Java. Storitev glasovna pošta je večinoma 
razvita v programskem jeziku Java in teče v okolju JBoss na aplikacijskem strežniku [6]. 
5.1 Logična arhitektura storitve 
Storitev glasovna pošta je logično razdeljena na tri dele, in sicer na prezentacijski del, jedro in 
na sistem za prenos sporočil MTS, kot je prikazno na Slika 5 [6]. 
 
Slika 5: Aritektura storitve glasovna pošta [6] 
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5.1.1 Prezentacijski del 
Prezentacijski del storitve je razdeljen na dve komponenti, in sicer aplikacijski del in modul 
za obveščanje.  
Prvi sprejema in obdeluje zahteve, ki jih prejme od telefonskega dela preko protokola 
HTTP. Zahteve HTTP interpreter VXML zgenerira na podlagi odločitev, ki jih uporabnik 
naredi na osnovi poslušanih zvočnih posnetkov in jih uporabniškemu vmesniku posreduje z 
izbiro na številčnici svoje terminalne opreme. Glavna naloga tega dela je generiranje 
scenarijev VXML in zagotavljanje navigacije ter logike med njimi. Stanje glasovnih predalov, 
novih sporočil in ostale podatke dobi od jedra storitve. 
Drugi del pa skrbi za obdelavo obvestil, ki jih prezentacijski del storitve prejme od 
sistema za prenos sporočil [6]. 
5.1.2 Jedro storitve 
V jedru storitve je glavna logika storitve. Jedro se povezuje s sistemom za prenos sporočil, 
podatkovno bazo, obvešča uporabnike o dogodkih, skrbi za licence itd. Jedro storitve je 
logično razdeljeno na šest delov (Slika 5): 
- upravljalec sej 
- storitvena logika 
- upravitelj virov 
- transportni del 
- modul za obveščanje 
- modul dostopa do baze 
Vsak uporabnikov klic storitve predstavlja eno sejo. Sistem naredi novo sejo, ko 
uporabnik uspešno pokliče na storitev in strežnik zanj uspešno vzpostavi dialog VXML. Seja 
predstavlja entiteto, ki nosi podatke o uporabniku in klicu. Naloga upravljalca sej je, da skrbi 
za take seje ter posreduje zahteve in odgovore med prezentacijskem delom in storitveno 
logiko. Upravljalec sej je razdeljen na dva logična dela. Prvi je strežnik RMI, katerega glavna 
naloga je komunikacija s prezentacijskim delom. Zahteve posreduje drugemu delu, ki se 
imenuje upravljanje sej. Naloga tega dela je dodajanje in odstranjevanje sej, sinhronizacija 
med sejami, spreminjanje sejnih podatkov in posredovanje zahtev storitveni logiki. 
 Storitvena logika skrbi za zagotavljanje informacij, ki jih zahteva prezentacijski del 
storitve, zato komunicira s transportnim delom in modulom dostopa do baze, ki zagotavljata 
shranjene podatke. Najpogostejše naloge storitvene logike so spreminjanje nastavitev, 
avtorizacijski postopki ter branje in pisanje sporočil. 
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 Upravljalec virov ob aktivaciji storitve glasovna pošta ustvari komponente kot so 
logiranje, modul dostopa do baze, licenciranje, modul obveščanja in upravljalec sej. Na 
zahtevo vrne naslov ustvarjenih komponent, ob deaktivaciji storitve pa pravilno ustavi 
komponente, če je to mogoče. 
 Transportni del predstavlja vmesnik med jedrom storitve in sistemom za prenos 
sporočil. Jedru storitve omogoča dostop do sistema za prenos sporočil preko protokola SMTP 
in IMAP. Glavna javanska razreda tega dela storitve sta MailTransport in MailBox. Namen 
prvega je pošiljanje sporočil z uporabo protokola SMTP in dostopanje do uporabnikovih 
glasovnih predalov. Drugi, MailBox, pa predstavlja glasovni predal, kateri je hiearhično 
urejena podatkovna shramba, ki v strukturi map vsebuje sporočila. Vsak MailBox je definiran 
z uporabniškim imenom in geslom. Omogoča dostop in upravljanje s podatki preko protokola 
IMAP, in sicer pregled podatkov, upravljanje map, branje sporočil ter upravljanje s sporočili. 
Modul za obveščanje skrbi za to, da so obvestila, na katera so uporabniki naročeni, 
poslana uporabnikom. V storitvi so predvideni trije tipi obvestil: 
- obvestilo o novem sporočilu 
- indikacija čakajočega sporočila  
- obvestilo o polnem nabiralniku 
Modul za obveščanje ima predvidene naslednje mehanizme za obveščanje uporabnikov: 
- indikacija čakajočega sporočila MWI preko protokola CSTA 
- indikacija čakajočega sporočila kot zgrešeni klic preko protokola CSTA 
- kratko SMS sporočilo preko emulatorja GSM 
- sporočilo e-mail 
Obvestila modul za obveščanje prejme od jedra storitve in v bazi preveri, če je uporabnik na 
to obvestilo naročen. Če je, potem modul izbere ustrezen mehanizem in prične z obveščanjem 
uporabnika. 
Modul dostopa do baze predstavlja vmesnik med shranjenimi podatki v podatkovni 
bazi in ostalimi deli jedra storitve, katerim omogoča enostavnejši dostop. Za vklop in izklop 
tega modula skrbi upravitelj virov [6]. 
5.1.3 Sistem za prenos sporočil MTS 
Ta del storitve je sestavljen iz več komponent. Glavni sta agent za pošiljanje sporočil Postfix 
in modul za delo s sporočili Courier IMAP.  Sistem za prenos sporočil jedru storitve 
predstavlja naslov, na katerem lahko preko protokola SMTP shranjuje sporočila in jih preko 
protokola IMAP ureja. Sistem za prenos sporočil jedru storitve pošilja obvestila in ima 
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mehanizme za nadzor porabe pomnilnika. Sistem poskrbi tudi za avtomatsko brisanje 
sporočil, ki so starejši od nastavljene vrednosti [7]. 
5.1.3.1 Agent za pošiljanje sporočil Postfix 
Ta del sistema za prenos sporočil skrbi za prejemanje, procesiranje in shranjevanje sporočil, 
ki jih prejme preko protokola SMTP. Sistem je zasnovan tako, da ima vsak glasovni predal 
pripadajočo mapo, v katero agent shranjuje sporočila. Agent poskrbi tudi za avtentikacijo 
uporabnika. Po uspešni avtentikaciji postavi prejeto sporočilo v vrsto in s tem začne proces 
shranjevanja sporočila v glasovni predal. Medtem, ko je sporočilo v vrsti agent preveri 
zasedenost pomnilnika in velikost sporočila. Če je potrebno, izvede ustrezne ukrepe 
(zavrnitev sporočila, obveščanje o zasedenosti pomnilnika ...) [7]. 
5.1.3.2 Modul za delo s sporočili Courier IMAP 
Ta komponenta jedru storitve preko protokola IMAP predstavlja dostop do shranjenih 
sporočil glasovne pošte.  Glavne funkcije in informacije, ki jih ta modul nudi jedru storitve 
so: 
- branje sporočil 
- število vseh sporočil 
- število novih sporočil 
- brisanje sporočil 
- brisanje vseh sporočil 
- nastavljanje zastavic sporočilom 
Modul poskrbi tudi za obveščanje prezentacijskega dela storitve, ko je potrebno (novo 
sporočilo, aktiviranje in deaktiviranje indikatorja MWI... ) [7]. 
5.1.3.3 Obveščanje 
Sistem za prenos sporočil poskrbi tudi za obveščanje prezentacijskega dela storitve, in sicer s 
sporočili HTTP. Pošilja mu naslednja obvestila: 
- indikacija čakajočega sporočila MWI 
- obvestilo o polnem nabiralniku 
- novo sporočilo 
- obvestilo o napaki 
Obvestila so sestavljena iz večjega števila atributov obrazca HTTP POST. Prva dva atributa v 
obrazcu se imenujeta notification in mailbox. Atribut notification označuje za katero vrsto 
18 
 
obvestila gre, atribut mailbox pa podaja informacijo, na kateri nabiralnik se obvestilo 
navezuje. 
 Indikacija čakajočega sporočila MWI je obvestilo, s katerim sistem za prenos sporočil 
obvesti prezentacijski del, da so v nabiralniku neprebrana sporočila. Uporablja pa se tudi 
takrat, ko v nabiralniku ni več neprebranih sporočil. V primeru, da neprebrana sporočila so, 
takrat se v obvestilu pošlje MWI active, ko pa jih ni več pa se pošlje MWI inactive. Tabela 1 
prikazuje kateri vhodni podatki so potrebni za generiranje obvestila in kako so ti vhodni 
podatki uporabljeni v atributih obrazca POST [8]. 
Vhodni podatki - mailbox 
- active (vrednost 0 pomeni MWI inactive, vrednost 1 
pomeni MWI active) 
Atributi obrazca POST s 
pripadajočimi vrednostmi 
- notification = MWI 
- mailbox = vhodni podatek mailbox 
- active = vhodni podatek active 
Tabela 1: Indikacija čakajočega sporočila MWI [8] 
 Obvestilo o polnem nabiralniku se pošlje v primeru, ko uporabnik preseže določeno 
mejo pomnilnika. Obstajata dve vrsti obvestila, in sicer warning in final. V atributu type 
sporočila POST je navedeno za katero vrsto gre. Obvestilo vrste warning se pošlje z 
namenom, da bi sistem uporabnika obvestil o skoraj polnem nabiralniku. Obvestilo final pa se 
pošlje, ko je presežena zgornja meja pomnilnika, od takrat naprej so nova sporočila zavrnjena. 
V vsakem primeru se v atribut percent navede tudi zasedenost pomnilnika v odstotkih. Tabela 
2 prikazuje kateri vhodni podatki so potrebni za generiranje obvestila in kako so ti vhodni 
podatki uporabljeni v atributih obrazca POST [8]. 
Vhodni podatki - mailbox 
Atributi obrazca POST s 
pripadajočimi vrednostmi 
- notification = Overflow 
- mailbox = vhodni podatek mailbox 
- type = vrsta obvestila (warning ali final) 
- percent = zasedenost pomnilnika nabiralnika v odstotkih 
Tabela 2: Obvestilo o polnem nabiralniku [8] 
 Obvestilo o novem sporočilu sistem za prenos sporočil pošlje jedru storitve, ko je novo 
sporočilo shranjeno v uporabnikov nabiralnik. Če je zasedenost nabiralnika večja od 
določenih mej, obvestilo vsebuje atribut overflow, ki je lahko vrednosti warning ali final, 
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odvisno od tega katera meja je bila presežena. Sistem v obvestilo vključi nekaj osnovnih 
podatkov novega sporočila. Tabela 3 prikazuje, kateri vhodni podatki so potrebni za 
generiranje obvestila in kako so ti vhodni podatki uporabljeni v atributih obrazca POST [8]. 
Vhodni podatki - mailbox 
- filename (ime datoteke z novim sporočilom) 
Atributi obrazca POST s 
pripadajočimi vrednostmi 
- notification = NewMsg 
- mailbox = vhodni podatek mailbox 
- type = tip pošiljateljevega računa 
- subject = vrednost polja zadeva novega sporočila 
- from = vrednost polja od novega sporočila  
- date = vrednost polja datum novega sporočila 
- name = ni nastavljeno 
- new = število novih sporočil v nabiralniku 
- total = število vseh sporočil v nabiralniku 
- percent = zasedenost pomnilnika nabiralnika v odstotkih 
- overflow = stopnja zasedenosti nabiralnika (warning ali 
final) 
Tabela 3: Obvestilo o novem sporočilu [8] 
Obvestilo o napaki se pošlje, ko v sistemu za prenos sporočil pride do nepravilnega 
delovanja. Če pride do težav pri branju ali pisanju sporočila v pomnilnik, se v obvestilu 
navede pri katerem sporočilu je prišlo do težav. Tabela 4 prikazuje, kateri vhodni podatki so 
potrebni za generiranje tega obvestila in kako so ti vhodni podatki uporabljeni v atributih 
obrazca POST.  
Vhodni podatki - filename 
Atributi obrazca POST s 
pripadajočimi vrednostmi 
- notification = disk_write_failed (ali disk_read_failed) 
- mailbox = vhodni podatek filename 
Tabela 4: Obvestilo o napaki - branje in pisanje [8] 
V primeru, ko pa je pomnilnik poln, se v obvestilu navede zasedenost pomnilnika v enoti 
kilobajt. Tabela 5 prikazuje, kateri vhodni podatki so potrebni za generiranje tega obvestila in 
kako so ti vhodni podatki uporabljeni v atributih obrazca POST [8]. 
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Vhodni podatki - filename 
Atributi obrazca POST s 
pripadajočimi vrednostmi 
- notification = disk_usage_exceeded 
- usage = zasedenost diska (v enoti kB) 
Tabela 5: Obvestilo o napaki - disk poln [8] 
5.1.3.4 Shranjevanje sporočil in velikost pomnilnika 
Sistem za prenos sporočil ima mehanizem za nadzor porabe pomnilnika. Vsakemu 
nabiralniku se določi omejitve porabe pomnilnika in največjega števila sporočil. Določi se  
tudi največja dolžina sporočila v sekundah. Omejitve so nastavljive in so del uporabniških 
profilov, ki so shranjeni v podatkovni bazi. Sistem zagotavlja, da se trenutna poraba osvežuje 
in nadzira. 
 Nadzor porabe poteka tako, da se preverja, ali je poraba pomnilnika v odstotkih večja 
od določenih mej. Meji sta dve, prva meja je pri 80%, druga pa pri 95%. Ko je presežena prva 
meja, prejemanje novih sporočil poteka brez omejitev, sistem pa opozori jedro storitve z 
ustreznim sporočilom (warning). Ko je presežena druga meja, sistem zavrača nova sporočila, 
in obvesti jedro storitve z ustreznim sporočilom (final). Pri izračunu trenutne porabe 
pomnilnika sistem preverja število sporočil in porabljen prostor na pomnilniku. Končno 
vrednost trenutne porabe pa določi tako, da uporabi večjo izmed obeh vrednosti, ki jih 
upošteva.  
Tabela 6 prikazuje izračun porabe pomnilnika za štiri različne primere. Pri vseh štirih 
primerih je razvidno, da je končna vrednost porabe enaka tisti trenutni vrednosti v odstotkih, 
ki je večja. Pri tretjem primeru (nabiralnik poln zaradi števila sporočil) je razvidno, da je 
poraba iz naslova števila sporočil enaka 100%, iz naslova zasedenost pomnilnika pa 70%. 
Sistem izbere večjo izmed obeh, zato je končna vrednost enaka 100% [8]. 
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Primer Parameter 
Največja 
dovoljena 
vrednost 
Trenutna 
vrednost 
Trenutna 
vrednost v 
odstotkih 
Končna 
vrednost 
Nabiralnik ni 
poln 
Število 
sporočil 
100 sporočil 50 sporočil 50% 
50% 
Zasedenost 
pomnilnika 
10 Mb 2 Mb 20% 
Nabiralnik ni 
poln 
Število 
sporočil 
100 sporočil 30 sporočil 30% 
60% 
Zasedenost 
pomnilnika 
10 Mb 6 Mb 60% 
Nabiralnik je 
poln zaradi 
števila sporočil 
Število 
sporočil 
100 sporočil 100 sporočil 100% 
100% 
Zasedenost 
pomnilnika 
10 Mb 6 Mb 60% 
Nabiralnik je 
poln zaradi 
zasedenosti 
pomnilnika 
Število 
sporočil 
100 sporočil 70 sporočil 70% 
100% 
Zasedenost 
pomnilnika 
10 Mb 10 Mb 100% 
Tabela 6: Primeri izračunov porabe pomnilnika [8] 
5.2 Pošiljanje glasovnega sporočila 
Uporabnik lahko pošlje glasovno sporočilo drugemu uporabniku tako, da pokliče na posebno 
številko, na kateri je nastavljena storitev glasovna pošta. Najpogosteje pa do pošiljanja 
glasovnega sporočila pride, ko ima klicani uporabnik nastavljeno preusmeritev klica na 
storitev glasovna pošta. Preusmeritev je lahko pogojna ali brezpogojna. Pri prvi, do 
preusmeritve klica na storitev pride, ko je izpolnjen nek pogoj (npr. pogoj je izpolnjen, če 
uporabnik B v desetih sekundah ne sprejme klica). Pri brezpogojni preusmeritvi pa se 
preusmeritev izvede v vsakem primeru. 
 Na Slika 6 je prikazano pošiljanje glasovnega sporočila v primeru preusmeritve. 
Uporabnik A v tem primeru želi poklicati uporabnika B, ki pa ima vključeno preusmeritev na 
številko, na kateri je nastavljena storitev glasovna pošta. Interpreter VXML na osnovi številke 
storitve v podatkovni bazi pridobi ime scenarija in naslov aplikacijskega strežnika, na katerem 
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se storitev nahaja. Na osnovi pridobljenih podatkov ustvari zahtevo HTTP GET za pridobitev 
scenarija in jo pošlje prezentacijskemu delu storitve. Ta prične z obdelovanjem zahteve. Od 
jedra storitve pridobi potrebne podatke o uporabniku B in njegovem glasovnem predalu. Na 
osnovi pridobljenih podatkov sestavi ustrezen scenarij VXML, ga vključi v HTTP POST 
zahtevo in jo pošlje interpreterju. Scenarij je v tem primeru sestavljen tako, da interpreter 
predvaja zvočne posnetke, ki obvestijo uporabnika o pričetku snemanja glasovnega sporočila, 
nato izvede snemanje glasovnega sporočila in posneto sporočilo po končanem snemanju na 
zahtevo uporabnika vključi v zahtevo HTTP POST, ki jo pošlje aplikacijskemu strežniku. V 
aplikacijskem strežniku jedro storitve poskrbi, da sistem za prenos sporočil shrani sporočilo v 
glasovni predal uporabnika B. Jedro storitve in sistem za prenos sporočil potrebne podatke 
pridobita iz podatkovne baze [6]. 
 
 
Slika 6: Shema pošiljanja glasovnega sporočila [6] 
6 Glavni del: Vpeljava novega sistema za shranjevanje in 
upravljanje s sporočili storitve glasovna pošta 
6.1 Problematika 
Storitev glasovna pošta podjetja Iskratel, ki je opisana v prejšnjih poglavjih, je logično 
razdeljena na več delov. Eden izmed delov je sistem za prenos sporočil MTS, s katerim jedro 
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storitve ob shranjevanju in pridobivanju sporočil ter delo z njimi, komunicira preko 
protokolov SMTP in IMAP. Sistem MTS skrbi tudi za pošiljanje obvestil in nadzira porabo 
pomnilnika.  
Sistem je za Iskratel razvilo zunanje podjetje, ki je skrbelo tudi za njegovo 
vzdrževanje. Ker podjetje Iskratel s tem podjetjem nima več pogodbe o vzdrževanju sistema, 
je zanesljivost njegovega delovanja v primeru pojavljanja napak vprašljiva. To je eden izmed 
glavnih razlogov, zaradi katerega smo se v podjetju odločili razviti lasten sistem, ki bo 
nadomestil obstoječega. Ostali razlogi, ki so osnova za spremembe so tudi, da obstoječ sistem 
ponuja več funkcionalnosti, kot jih za delovanje Iskratelova storitev glasovna pošta potrebuje. 
Delo s sporočili se izvaja preko protokola SMTP in IMAP, kar je tudi smiselno poenostaviti, 
saj glavno nalogo sistema, shranjevanje sporočil, lahko izvedemo na enostavnejši način. Z 
razvojem primernejšega sistema, ki ustreza potrebam storitve pa bi pohitrili tudi prevajanje 
programske kode. Glavni cilj, ki smo si ga zadali je bil, da v storitev glasovna pošta vpeljemo 
sistem, ki bo nadomestil obstoječega in podpiral potrebne funkcionalnosti.  
6.2 Analiza in plan rešitve  
Storitev glasovna pošta je razvita z uporabo objektnega programskega jezika Java, ki je dobra 
osnova tudi za razvoj novega sistema za shranjevanje sporočil, saj programski jezik Java 
omogoča realizacijo ideje, da bi glasovna sporočila shranjevali in brali direktno s trdega diska. 
Nov sistem smo poimenovali sistem za shranjevanje glasovnih sporočil VMSS (VoiceMail 
Storage System). Tekom analize in razvoja sistema VMSS smo prišli do dveh rešitev. Potreba 
po drugi, oziroma nadgradnji prve rešitve, se je pojavila zaradi zanimanja potencialnega 
kupca storitve, ki bi storitev ponujal več milijonom uporabnikom. Zato lahko razvoj rešitve 
razdelim na dva dela, ki se razlikujeta v načinu shranjevanja glasovnih sporočil. Prvi del 
predstavlja razvoj sistema VMSS, ki temelji na shranjevanju na trdi disk. Drugi del pa je 
nadgradnja prvega, v smislu izboljšanega shranjevanja podatkov z uporabo odprtokodne 
rešitve Infinispan, ki je predstavljena v začetnih poglavjih magistrskega dela.  
6.3 Testno okolje in oprema 
Za razvoj storitve sem potreboval primerno opremo, katero sem vključil v testno okolje, ki je 
prikazano na Slika 7.  
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Slika 7: Testno okolje za razvoj storitve 
Testno okolje sta sestavljala klicni in aplikacijski strežnik ter terminali. Storitev glasovna 
pošta, ki smo jo razvijali, se je izvajala na aplikacijskem strežniku. Terminali so do storitve 
dostopali preko klicnega strežnika. Dva od štirih terminalov sta SIP terminala, preko katerih 
sta v omrežje registrirana uporabnika s telefonskima številkama 3895 in 3870. Uporabniku 
3870 smo nastavili preusmeritev na storitev glasovna pošta. Eden izmed terminalov v testnem 
okolju je mobilni terminal z operacijskim sistemom android. Mobilni terminal smo s pomočjo 
aplikacije Zoiper v omrežje registrirali s telefonsko številko 3813. Osebni računalnik smo 
uporabili za proženje večjega števila klicev, to nam je omogočal računalniški program SIP 
Inspector. Najpogosteje smo delovanje storitve testirali tako, da smo generirali klice na 
uporabnika 3870, ki je imel vključeno preusmeritev na glasovno pošto. Za delo z glasovnim 
predalom (poslušanje, brisanje sporočil…) pa smo s SIP ali mobilnim terminalom poklicali na 
za to določeno številko. 
 Zoiper je programski vmesnik, ki omogoča video in zvočne komunikacije, hipno 
sporočanje, podpira pa tudi prikaz stanja uporabnikov.  Aplikacija je razvita za različne 
naprave. Na osebnih računalnikih jo lahko uporabljamo v okoljih windows, mac in linux. Na 
25 
 
področju mobilnih terminalov pa deluje na iphone in androidnih terminalih. Ima podporo tudi 
za delovanje v spletnem brskalniku. Razvita je v programskih jezikih C/C++ in assembly 
tako, da v času delovanja porabi malo delovnega pomnilnika naprave. Omogoča tudi kriptiran 
prenos podatkov [9]. 
SIP Inspector je računalniški program, ki je narejen za testiranje SIP zvez. Uporablja se 
ga lahko za odkrivanje napak v signalizaciji, testiranje scenarijev, ki jih je sicer težko doseči, 
za izvajanje stresnih testov, kot sredstvo za učenje, za testiranje hkratnih klicev, itd. 
Uporabljamo ga tako, da sestavimo enega ali več scenarijev, ki jih nato s programom 
poženemo [10]. 
Sam razvoj storitve smo izvajali s pomočjo orodja NetBeans, ki je primarno namenjen 
razvoju v programskem jeziku Java, ima pa podporo tudi za druge programske jezike, kot so 
PHP, C/C++, HTML5. Orodje NetBeans je brazplačno in odprtokodno [11].  
6.4 Prvi del: Sistem za shranjevanje sporočil glasovne pošte direktno na 
trdi disk 
6.4.1 Analiza in plan 
Obstoječa storitev je logično razdeljena na prezentacijski del, jedro storitve in sistem za 
prenos sporočil MTS, kot to prikazuje Slika 5. Sistem MTS želimo z vpeljavo sistema VMSS 
nadomestiti, zato smo pri njegovem načrtovanju morali analizirati, katere naloge je sistem 
MTS opravljal in predvideti, kako jih bomo izvajali z razvojem novega. 
 Glavna naloga sistema MTS so izpolnjevanje zahtev, ki jih prejme od jedra storitve. 
To so shranjevanje sporočil, ob tem tudi preverjanje zasedenosti pomnilnika in pošiljanje 
ustreznih obveščevalnih sporočil. Sistem MTS jedru storitve omogoča branje sporočil, podaja 
informacijo o številu sporočil, na zahtevo poskrbi za brisanje sporočil, nastavlja jim zastavice.  
 Nov sistem VMSS smo se odločili razviti v programskem jeziku Java. Odločili smo 
se, da glavni del zgoraj naštetih nalog nadomestimo z vpeljavo logike v transportni del jedra 
storitve, ki je v dosedanji rešitvi predviden za komunikacijo s sistemom MTS. Glede 
shranjevanja glasovnih sporočil uporabnikov smo se odločili, za shranjevanje direktno na disk 
aplikacijskega strežnika. Predvideli smo tudi povezavo z bazo, ki bo vir potrebnih informacij. 
Na podlagi predvidenega dela smo določili okvirni vrstni red razvoja novega sistema VMSS, 
oziroma si postavili vmesne cilje, katere prikazuje Tabela 7. 
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1. Izklop obstoječega sistema MTS 
2. Uspešno shranjevanje glasovnih sporočil 
3. Branje oziroma poslušanje shranjenega glasovnega sporočila 
4. Podpora osebnim pozdravnim sporočilom 
5. Podpora preostalih možnosti, ki jih ima uporabnik na voljo za delo s sporočili 
6. Nadzor porabe pomnilnika 
7. Sporočila za obveščanje 
Tabela 7: Cilji pri razvoju sistema VMSS 
Pričakovali smo tudi, da bo med samim razvojem in testiranjem prišlo do nepredvidenih 
situacij, ki jih bo potrebno reševati. Slika 8  prikazuje arhitekturo storitve glasovna pošta, v 
katero je vključen sistem VMSS, ki nadomešča obstoječ sistem MTS. 
 
Slika 8: Sistem za shranjevanje sporočil VMSS direktno na trdi disk 
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6.4.2 Izvedba 
V nadaljevanju je opisan potek razvoja programske kode, ki je bil potreben, da smo prišli do 
rešitve prvega dela - sistem za shranjevanje sporočil glasovne pošte direktno na trdi disk. Opis 
si sledi po vrstnem redu, ki je naveden v Tabela 7 in vsebuje tudi posebnosti ter nepredvidene 
situacije, na katere smo naleteli med delom. 
 Na začetku razvoja novega sistema za shranjevanje sporočil VMSS smo stari sistem 
MTS izklopili tako, da smo ga izbrisali iz spiska modulov, ki se vzpostavijo ob zagonu 
storitve glasovna pošta na aplikacijskem strežniku. Z izklopom sistema MTS smo 
pričakovano povzročili napake v delovanju storitve. Pojavljanje napak nam je pomagalo pri 
razumevanju delovanja sistema MTS tako, da smo s tem dobili informacijo, kaj bo novi 
sistem moral podpirati, hkrati pa bodo napake odpravljene.  
 Ena izmed prvih nalog, ki smo si jih zadali, je bila uspešno shraniti glasovno sporočilo 
uporabnika na trdi disk. Morali smo določiti strukturo map na disku ter jih smiselno 
poimenovati. Strukturo smo povzeli po sistemu MTS, jo zasnovali v treh nivojih, prikazana pa 
je na Slika 9.  
   
Slika 9: Struktura in imena map na disku 
Zgornji nivo je nivo domene, mape na tem nivoju so poimenovane po imenih domen. Nivo 
nižje se mape imenujejo po imenih glasovnih predalov. Na spodnjem nivoju pa so mape 
poimenovane po tipu sporočil, ki jih hranijo. Nova, oziroma neprebrana sporočila, so 
shranjena v mapi new, prebrana sporočila v mapi cur, pozdravna sporočila pa so shranjena v 
mapi inbox.greetings. Recimo, da imamo uporabnika 1234@domena, ki ima v glasovnem 
ime domene 
ime glasovnega 
predala 
new cur inbox.greetings 
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predalu  novo sporočilo z imenom msg_123, bo pot do tega sporočila sestavljena tako: 
/domena/1234/new/msg_123. 
 V obstoječi storitvi je za povezovanje s sistemom MTS zadolžen transportni del jedra 
storitve. Transportni del je programsko sestavljen iz več javanskih razredov, na primer poštni 
predal uporabnika je predstavljen z razredom MailBox. V primeru, ko nek uporabnik A 
uporabniku B želi pustiti sporočilo, jedro storitve sporočilo pošlje sistemu MTS preko 
protokola SMTP. Povezava SMTP se vzpostavi s klicem metode sendMessage, ki je 
definirana v javanskem razredu MailTransport. Vhodni podatki s katerimi se metoda kliče, so 
ovojnica sporočila, vsebina sporočila in priponka. V metodi se iz vhodnih podatkov ustvari 
sporočilo in se ga odpošlje s klicem metode send.  
Opisani postopek smo z vpeljavo sistema VMSS nadomestili s shranjevanjem 
sporočila direktno na disk, v skladu s strukturo, ki je predstavljena na Slika 9. Rešitve 
shranjevanja sporočila smo se lotili tako, da smo iz razreda MailTransport izvlekli vmesnik 
(interface) z imenom IMailTransport, nato pa ustvarili javanski razred z imenom 
NewMailTransport, ki implementira vmesnik IMailTransport. Tako smo pridobili razred, v 
katerem smo v metodi sendMessage lahko razvili našo idejo shranjevanja sporočila na disk. V 
metodi sendMessage pripravimo sporočilo, ki ga je mogoče shraniti na disk ter sporočilo 
shranimo. Sporočilo, ki ga shranjujemo, smo predstavili z novim razredom, ki smo ga 
poimenovali MailFile. Razredu smo pripisali pet lastnosti oz. spremenljivk, ki so prikazane  v 
Tabela 8. 
Ime spremenljivke Opis spremenljivke 
Env Ovojnica sporočila 
Content Vsebina sporočila 
attachments  Priponka sporočila 
fileName Ime datoteke na disku v kateri je shranjeno sporočilo 
filePath Lokacija datoteke s sporočilom 
Tabela 8: Lastnosti javanskega razreda MailFile 
Sporočilo pripravimo tako, da s konstruktorjem naredimo objekt razreda MailFile. 
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Vhodni podatki, ki jih potrebujemo za kreacijo objekta so: 
- ovojnica sporočila 
Eden izmed podatkov, ki jih vsebuje ovojnica sporočila, je tudi unikatni 
identifikator UID. To je psevdonaključno število, ki ga zgeneriramo z 
namenom kasnejšega razločevanja med sporočili. Podatki, ki jih ovojnica še 
vsebuje so datum, podatek o pošiljatelju, prejemniki, itd. 
- vsebina sporočila 
Vsebino sporočila pridobimo iz vhodnega podatka pri klicu metode 
sendMessage. 
- priponka sporočila  
Priponko sporočila predstavlja zvočni posnetek, ki ga uporabnik A pusti 
uporabniku B, in sicer je v obliki primitivnega dvodimenzionalnega tipa byte.  
S tem imamo pripravljen objekt, ki ga zapišemo na disk tako, da nad njem pokličemo metodo 
save, ki smo jo naredili v razredu Mailfile. V metodi najprej določimo ustrezno lokacijo na 
disku, kjer bomo shranili objekt. Lokacijo določimo na podlagi vhodnega podatka v metodo. 
Vhodni podatek vsebuje lokacijo uporabniškega glasovnega predala na disku za vse 
uporabnike, katerim je sporočilo namenjeno. Ponavadi je namenjeno le enemu uporabniku.  
Objektu določimo ime, ki ga sestavimo iz predpone msg_, ki ji dodamo trenuten računalniški 
čas, zaključimo pa s končnico .data. Ime objekta (datoteke) s sporočilom, ki je ustvarjena na 
disku, je na primer msg_1401711508.data. Celotna pot, na katero bi za ta primer shranili 
sporočilo, je /var/spool/postfix/virtual/domena/glasovni_predal/msg_1401711508.data. Če se 
sporočilo uspešno shrani, naša metoda save vrne vrednost true, v nasprotnem primeru pa 
false. Na podlagi te informacije storitev lahko obvesti uporabnika, če je bilo sporočilo, ki ga 
pošilja, uspešno poslano. Z zgoraj opisanim postopkom smo implementirali shranjevanje 
sporočila na disk (2. cilj iz Tabela 7), s tem pa smo lahko pričeli z razvojem naslednjega dela 
rešitve, katerega cilj je shranjeno sporočilo prebrati z diska in ga poslušati. 
 Najpogostejši primer branja sporočila z diska je, ko uporabnik storitve želi poslušati 
glasovno sporočilo iz svojega glasovnega predala. Uporabnik mora za poslušanje sporočil 
poklicati na številko storitve glasovna pošta, nato se z vnosom uporabniškega imena in gesla 
prijavi v storitev in izmed možnosti, ki so mu predvajane, s tipkovnico izbire željeno. 
Programsko je to izvedeno tako, da se ob prijavi uporabnika v storitev, zažene metoda 
openMailbox razreda NewMailTransport, v metodi pa se naredi nov objekt razreda MailBox. 
Metoda ponazarja »odprtje« glasovnega predala, ta pa je ponazorjen z omenjenim razredom 
MailBox. Pri tem se preko protokola IMAP vzpostavi povezava s sistemom MTS.  
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Izvedbe podpore za branje sporočila z diska smo se lotili tako, da smo se postavili v 
vlogo uporabnika, ki želi poslušati sporočila. Naredili smo klic na storitev, vnesli uporabniško 
ime in geslo ter pričakovali, da se bo zgodila napaka, ker se povezava s sistemom MTS ne bo 
vzpostavila, saj smo sistem izklopili. Naprej smo postopali tako, da smo s postopnim 
implementiranjem novega sistema VMSS, začeli odpravljati povzročene napake. Razvoja smo 
se lotili tako, da smo iz razreda MailBox izvlekli vmesnik (interface) z imenom IMailBox, 
nato pa ustvarili javanski razred z imenom NewMailBox, ki implementira vmesnik IMailBox. 
Tako smo pridobili razred, ki bo ponazarjal uporabnikov glasovni predal, ki se v naši rešitvi 
nahaja direktno na disku. Razredu smo določili lastnost mailDirPath, ki nosi informacijo, kje 
na disku se glasovni predal uporabnika nahaja. Metode, ki smo jih morali najprej 
implementirati, so metoda openMailbox razreda NewMailTransport ter metode selectFolder, 
getFolders, createFolders razreda NewMailBox. Glasovni predal uporabnika »odpremo« v 
metodi openMailbox. To naredimo tako, da naredimo nov objekt razreda NewMailBox ter mu 
z metodo selectFolder nastavimo trenutno mapo curFolder na vrednost INBOX. Vrednost 
spremenljivke curFolder služi temu, da se storitev zaveda, da v tem trenutku uporabnik želi 
upravljati s prejetimi sporočili. Spremenljivka ima lahko tudi vrednost INBOX.greetings, na 
katero jo nastavimo, ko uporabnik preide v meni za upravljanje s pozdravnimi sporočili. V 
konstruktorju razreda NewMailBox poskrbimo tudi, da se na disku ustvarita mapi za 
shranjevanje neprebranih sporočil (new) in za shranjevanje prebranih sporočil (cur), če še ne 
obstajata. Metoda createFolders se pokliče, če se ob prijavi uporabnika v storitev ugotovi, da 
na disku manjka katera izmed zahtevanih map. Metoda se pokliče z imenom manjkajoče 
mape, kot rezultat pa vrača pa vrednost true, če se je manjkajoča mapa uspešno kreirala, 
oziroma false, če je bila kreacija neuspešna. 
Ko se uporabnik prijavi v svoj glasovni predal, mu storitev predvaja zvočni posnetek v 
katerem izve, koliko novih sporočil ima v svojem nabiralniku. Pred tem mora storitev 
pridobiti število sporočil v nabiralniku, zato smo v nadaljevanju morali v razredu 
NewMailBox implementirati metodi, ki priskrbita število vseh in število novih sporočil v 
nabiralniku. Metodi se imenujeta getMsgsCount in getNewMsgsCount. V obstoječi rešitvi sta 
metodi implementirani tako, da od sistema MTS pridobita število sporočil, s poizvedbo preko 
protokola IMAP. V našem primeru smo število sporočil morali pridobiti na podlagi štetja 
datotek na disku. Na Slika 10 je prikazana metoda za štetje novih sporočil getNewMsgsCount. 
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Slika 10: Metoda za štetje novih sporočil 
V metodi najprej definiramo spremenljivko, v katero bomo shranili število sporočil. Nato 
ustvarimo spremenljivko file, ki je javanskega tipa File, kateri je v programskem jeziku Java 
namenjen abstrakciji datoteke na disku. Nato v spremenljivko file shranimo objekt, ki 
predstavlja mapo na disku, v kateri pričakujemo, da so shranjena uporabnikova nova 
sporočila. S klicem metode exists preverimo, če ta mapa na disku res obstaja in če obstaja. V 
primeru, da mapa obstaja, izvedemo ukaz file.list().length, ki naredi seznam datotek v mapi, 
nato pa jih prešteje. Rezultat štetja shranimo v spremenljivko length, katero vrnemo kot 
izhodno spremenljivko metode. V primeru, da mapa na disku ne obstaja, vrnemo vrednost -1. 
S tem se v nadaljevanju zavedamo, da je bilo štetje neuspešno. Štetje sporočil v metodi za 
štetje vseh sporočil getMsgsCount poteka podobno, le da tam upoštevamo tudi sporočila v 
mapi s prebranimi sporočili. 
 Preden nam je uspelo poslušati shranjeno glasovno sporočilo, smo morali 
implementirati še pridobivanje ovojnic sporočil. V obstoječi rešitvi se za pridobivanje ovojnic 
uporablja metoda getEnvelopes, ki med samim izvajanjem pokliče metodo searchMessages, 
ki sporočila pridobi preko protokola IMAP. Pridobi vsa sporočila, ki ustrezajo pogoju, kateri 
je sestavljen iz vhodnih podatkov metode getEnvelopes. Ta metoda je vedno klicana s takimi 
vhodnimi podatki, da metoda searchMessages vrne vsa sporočila glasovnega predala. Obe 
metodi se nahajata v razredu MailBox.  
 V našem primeru ovojnice pridobivamo direktno z diska, kamor shranjujemo 
sporočila. V razredu NewMailBox smo implementirali metodo getEnvelopes, ki vrača zbirko 
ovojnic. V tej metodi določimo zbirko msgs, ki je tipa MailFile[]. V zbirko shranimo 
sporočila, ki jih pridobimo s klicem privatne metode searchMessages. Ovojnice iz sporočil 
pridobimo s pomočjo zanke, s katero preletimo zbirko sporočil msgs ter ovojnico vsakega 
sporočila dodamo v zbirko ovojnic. Glavna naloga metode searchMessages je, da vrne zbirko 
sporočil iz ustrezne mape na disku. Mapa se določi na podlagi lastnosti curFolder, objekta 
NewMailBox ter na podlagi vhodnega podatka metode.  
32 
 
V primeru, ko uporabnik želi poslušati nova sporočila, je tekom izvajanja programa od 
metode zahtevano, da vrne vsa nova prejeta sporočila. Vhodni podatek envType, s katerim 
pokličem metodo, ima takrat vrednost new, vrednost lastnosti curFolder pa je INBOX. 
Podrobnejše delovanje metode searchMessages je prikazano na Slika 33 in Slika 34 v prilogi 
A. Storitev je zasnovana tako, da ko ima na voljo ovojnice, v tem primeru ovojnice novih 
sporočil, je postopek, ki prevede do uspešnega predvajanja zvočnega sporočila naslednji: 
- izbere se zadnja izmed ovojnic 
- iz ovojnice se pridobi unikatni identifikator sporočila UID 
- na podlagi UID se preveri ali sporočilo obstaja 
- če obstaja, se sporočilo pridobi v metodo 
- pridobi se vsebino sporočila (npr. besedilo) 
- pridobi se priponka sporočila 
- sporočilo se označi kot prebrano 
- glasovno sporočilo se posreduje prezentacijskemu delu storitve in naprej do 
telefonskega dela, kjer interpreter poskrbi za predvajanje glasovnega sporočila 
uporabniku 
Zaradi vpeljave sistema VMSS, smo v zgoraj navedenem postopku morali na novo 
implementirati nekaj korakov zgornjega postopka. Morali smo prilagoditi metodo msgExists, 
ki v obstoječi rešitvi preverja obstoj sporočila preko povezave IMAP. V tej metodi najprej 
pokličemo metodo getMsgByUID, katera vrne sporočilo, ki ustreza identifikatorju UID. V 
primeru, da sporočila ni, pa vrne vrednost null. Metoda msgExists posledično vrne vrednost  
false, vrednost true pa vrne, če sporočilo obstaja. Izvedba metode je prikazana na spodnji 
Slika 11.  
 
Slika 11: Metoda za preverjanje obstoja sporočila 
Metoda getMsgByUID je prikazana na Slika 12.  
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Slika 12: Metoda za pridobivanje sporočila na osnovi unikatnega identifikatorja UID 
Bistvo te metode je, da izmed sporočil, ki so shranjeni na disku, najde tistega, ki ga iščemo na 
podlagi vrednosti UID. Sporočila išče v mapah na disku, ki so v skladu s strukturo s Slika 9. 
Programsko smo to rešili tako, da v glavni zanki preletimo skozi mape na disku, v vsakem 
preletu naložimo sporočila iz mape v zbirko z imenom msgs. Nato z drugo zanko preletimo 
preko sporočil v zbirki. Za vsako sporočilo primerjamo njegovo vrednost UID z iskano. Če se 
vrednosti ujemata, smo sporočilo našli. Takrat sporočilo vrnemo kot izhodni podatek metode. 
Z implementacijo teh dveh metod (msgExists in getMsgByUID) smo naredili mehanizem, s 
katerim lahko preverimo, ali iskano sporočilo obstaja na disku. Naslednji korak je 
pridobivanje sporočila. 
 
Slika 13: Metoda za pridobivanje objekta VmMessage 
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V storitvi je za pridobljeno sporočilo predviden objekt razreda VmMessage. V ta objekt 
pridobljeno sporočilo shranimo s klicem metode readMsgByUID, ki je prikazana na Slika 13.  
Metodo pokličemo z unikatnim identifikatorjem UID željenega sporočila. V njej se pokliče 
metoda getMessageByUID, ki smo jo uporabili že pri preverjanju obstoja sporočila na disku. 
S to metodo smo dobili objekt tipa MailFile, iz katerega nato pridobimo vsebino content in 
ovojnico. Na podlagi teh dveh podatkov in unikatnega identifikatorja, lahko s konstruktorjem 
naredimo objekt razreda VmMessage, nato pa objekt vrnemo kot izhodni podatek metode 
readMsgByUID. S tem smo jedru storitve zagotovili sporočilo, iz katerega lahko pridobi 
ovojnico, vsebino in priponko z glasovnim sporočilom. Naslednji korak, ki ga je potrebno 
narediti, je označiti sporočilo kot prebrano. 
V obstoječi rešitvi se s klicem metode setSeen sporočilu preko protokola IMAP 
nastavi zastavico, ki označuje sporočilo kot prebrano. V naši rešitvi sporočilo označimo kot 
prebrano tako, da ga prestavimo iz mape new v mapo cur (Slika 9). Prestavimo ga tako, da 
nad objektom, ki predstavlja datoteko s sporočilom na disku, kličemo metodo renameTo z 
ustreznim vhodnim podatkom. Ustrezen vhodni podatek je objekt, ki predstavlja datoteko v 
mapi cur, kamor želimo prestaviti sporočilo. To izvedemo znotraj metode setSeen, ki je 
prikazana na Slika 14.  
 
Slika 14: Označevanje sporočila kot prebrano 
Po zgoraj opravljenih korakih jedro storitve posreduje sporočilo prezentacijskemu delu 
storitve in naprej do telefonskega dela, kjer interpreter poskrbi za predvajanje glasovnega 
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sporočila. S tem smo implementirali cilj branje oziroma poslušanje shranjenega glasovnega 
sporočila. 
 Naslednji cilj je bil uporabnikom omogočiti osebna pozdravna sporočila. Uporabniki 
obstoječe rešitve lahko v meniju s pozdravnimi sporočili poslušajo trenutno nastavljeno 
pozdravno sporočilo, lahko izberejo med privzetimi pozdravnimi sporočili, lahko pa tudi 
posnamejo, shranijo, nastavijo in poslušajo svoja osebna pozdravna sporočila. Vpeljava 
sistema VMSS v arhitekturo storitve vpliva na shranjevanje in poslušanje pozdravnih 
sporočil. Rešitev smo morali razviti tako, da je bila uporabniška izkušnja enaka, shranjevanje 
in branje pozdravnih sporočil pa smo izvedli v okviru sistema VMSS, podobno kot pri 
glasovnih sporočilih. 
 Najprej smo implementirali shranjevanje pozdravnega sporočila. Problema smo se 
lotili tako, da smo v vlogi uporabnika poklicali v storitev glasovna pošta ter v meniju z 
glasovnimi sporočili izbrali snemanje osebnega pozdravnega sporočila. Na osnovi napake, ki 
se je ob tem zgodila, smo hitro ugotovili, kateri del programske kode je potrebno razviti. Gre 
za shranjevanje pozdravnega sporočila v glasovni predal, zato je tudi programska koda 
zasnovana tako, da se nad objektom razreda NewMailBox kličejo ustrezne metode, ki so temu 
namenjene. Najprej smo morali z metodo selectFolder nastaviti lastnost curFolder na 
vrednost inbox.greetings. To naredimo zato, da v nadaljevanju vemo, da delamo z mapo 
namenjeno glasovnim sporočilom. Metodo selectFolder smo uporabili že pri shranjevanju 
glasovnih sporočil, kjer smo lastnost curFolder nastavljali na vrednost Inbox. Za shranjevanje 
sporočila se uporablja metoda saveMessage, ki smo jo morali prilagoditi shranjevanju 
sporočila na disk. Za klic te metode poleg vhodnega podatka tipa Byte[], v katerem je 
shranjen zvočni posnetek pozdravnega sporočila, potrebujemo še ovojnico sporočila. Zato 
smo morali implementirati metodo generateEnvelope, v kateri naredimo nov objekt, ki 
predstavlja ovojnico sporočila. Objektu nastavimo lastnost from, s čimer v ovojnico sporočila 
zapišemo, kateri uporabnik je glasovno sporočilo posnel. Naloga metode saveMessage je, da 
zagotovi, da se pozdravno sporočilo shrani v ustrezno mapo na disku ter da vrne vrednost 
UID  pozdravnega sporočila, ki je bilo uspešno shranjeno. Če sporočilo ni uspešno shranjeno, 
vrne vrednost -1. V metodi naredimo objekt tipa MailFile, ki predstavlja naše pozdravno 
sporočilo, ki ga bomo shranili na disk. Zagotovimo mu tudi unikatni identifikator, ki ga 
zapišemo v njegovo ovojnico. Sporočilo shranimo na disk na enak način kot pri shranjevanju 
glasovnih sporočil, le da shranjujemo v mapo inbox.greetings. Shranjevanje tako izvedemo s 
klicem metode save nad objektom sporočila. Če metoda save vrne vrednost true, potem iz 
metode saveMessage vrnemo vrednost unikatnega identifikatorja sporočila, ki smo ga 
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shranili. V primeru neuspelega shranjevanja pa številčno vrednost -1. S tem smo izvedli 
shranjevanje osebnih pozdravnih sporočil. 
 Branje pozdravnega sporočila poteka podobno kot branje glasovnih sporočil. Z 
metodo msgExists se preveri, če pozdravno sporočilo obstaja. Če obstaja, potem sporočilo 
pridobimo z metodo readMsgByUID, kot v primeru glasovnih sporočil. Pri tem postopku smo 
morali dopolniti metodo searchMessages, ki je poklicana v metodah msgExists in 
readMsgByUID, v metodi smo dodali vejo, po kateri se v tem primeru izvaja program. 
Podrobnosti izvedbe so vidne na Slika 33 in Slika 34 v prilogi A. 
 Razvoj rešitve smo sproti testirali in pri poslušanju glasovnih sporočil ugotovili, da ko 
se vrnemo iz menija za glasovna sporočila nazaj v osnovni meni, kjer želimo poslušati prejeta 
sporočila, takrat predvajanje prejetih sporočil ne deluje, ker nismo ponastavili vrednosti 
lastnosti curFolder. Težavo smo rešili z  implementacijo  metode closeMailBox. S tem smo 
implementirali cilj - podpora pozdravnim sporočilom.  
 Naslednji cilj, ki smo si ga zadali, je podpora preostalih možnosti, ki jih ima uporabnik 
na voljo za delo s sporočili. V preostale možnosti smo uvrstili brisanje sporočil in 
označevanje sporočil kot neposlušano. 
 Do brisanja sporočil z diska pride v primerih, ko uporabnik želi poslušano sporočilo 
izbrisati. To uporabnik lahko stori v primeru poslušanja novih, starih ali pozdravnih sporočil. 
Brisanje se izvede s klicem metode deleteMsgByUID nad objektom razreda NewMailBox. 
Metoda je prikazana na spodnji Slika 15. 
 
Slika 15: Metoda za brisanje sporočil 
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V metodi deleteMsgByUID pokličemo metodo getMessageByUID zato, da pridobimo objekt 
tipa MailFile, ki predstavlja sporočilo. Nato preverimo, če je ta objekt različen od null ter če 
je njegova lastnost filePath, ki predstavlja pot do sporočila na disku, različna od null. Če sta 
pogoja izpolnjena, potem naredimo objekt tipa File, ki predstavlja datoteko s sporočilom na 
disku in nad njem pokličemo metodo delete. Rezultat metode delete zapišemo v 
spremenljivko res, ki jo vrnemo kot izhodno vrednost iz metode deleteMsgByUID. Vrednost 
spremenljivke je enaka true v primeru, če je sporočilo izbrisano ter false v primeru, če 
sporočilo ni uspešno izbrisano.  
 Uporabnik lahko katerokoli prejeto sporočilo po končanem poslušanju označi kot 
neposlušano. Stanje sporočila iz poslušanega v neposlušano spremenimo tako, da ga 
prestavimo iz mape poslušanih sporočil cur, v mapo neposlušanih sporočil new. Programsko 
to naredimo, ko je poklicana metoda setUnseen. V metodi nad objektom, ki predstavlja 
datoteko s sporočilom na disku v mapi cur, kličemo metodo renameTo z vhodnim podatkom, 
ki predstavlja datoteko v mapi new, kamor želimo prestaviti sporočilo. Metoda renameTo 
vrača vrednost true v primeru uspešne prestavitve sporočila in false, če je prestavitev 
neuspešna. Ta rezultat vrnemo tudi iz naše metode setUnseen. S tem smo podprli cilj podpora 
preostalih možnosti, ki jih ima uporabnik na voljo za delo s sporočili. 
 V obstoječi storitvi se izvaja nadzor porabe pomnilnika. Administrativno je določena 
velikost uporabnikovega nabiralnika. Določene so meje, zaradi katerih se izvedejo ustrezni 
ukrepi, če jih uporabnik preseže. Na primer, če je uporabnik presegel mejo 95% velikosti 
nabiralnika, se bodo sporočila, ki mu jih želijo pustiti ostali uporabniki, zavračala. Nadzor 
porabe pomnilnika je izveden tako, da se ob klicu metode isOwerflowed preveri, če je 
uporabnik presegel kakšno izmed mej. Trenutno stanje zasedenosti pomnilnika storitev 
pridobi s klicem metode getQuotaUsage. V tej metodi se preko povezave IMAP od sistema 
MTS zahteva podatek o trenutni zasedenosti uporabnikovega nabiralnika. Sistem MTS ima 
vgrajene mehanizme, ki preverijo zasedenost in vrnejo trenutno stanje jedru storitve. Eden 
izmed mehanizmov je tudi posodabljanje informacije o zasedenosti pomnilnika v bazi. Ta je 
izveden tako, da se ob posodobitvi pokliče metodo updateQuota, katera z uporabo ustreznih 
mehanizmov poskrbi, da se posodobi porabo pomnilnika ter da se sporočila, ki so starejša od 
nastavljene vrednosti izbrišejo iz uporabnikovega nabiralnika.  
 V naši rešitvi smo morali implementirati metodo getQuotaUsage tako, da je bila 
prilagojena naši rešitvi shranjevanja sporočil VMSS. Metoda je prikazana na Slika 16. 
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Slika 16: Pridobivanje podatka o zasedenosti uporabnikovega nabiralnika 
V metodi najprej pridobimo omejitve velikosti pomnilnika. V spremenljivko maxDiskQuota 
shranimo največjo dovoljeno velikost uporabnikovega nabiralnika v bajtih. V spremenljivko 
maxMsgCount pa shranimo številčno vrednost, ki predstavlja največje dovoljeno število 
sporočil v uporabnikovem nabiralniku. Oba podatka s klicem ustreznih metod dobimo iz 
podatkovne baze. V naslednjem koraku za obe vrsti omejitev izračunamo trenutno stanje v 
odstotkih. V spremenljivko diskUsagePercent shranimo kolikšen del velikosti nabiralnika v 
odstotkih trenutno zavzemajo sporočila na disku. Odstotek izračunamo iz količnika trenutne 
zasedenosti nabiralnika v bajtih box.getDiskUsage() in največje dovoljene zasedenosti 
nabiralnika maxDiskQuota. V spremenljivko msgCountPercent shranimo kolikšen del od 
največjega dovoljenega števila sporočil v odstotkih trenutno zavzemajo sporočila na disku. 
Odstotek izračunamo iz količnika trenutnega števila sporočil v nabiralniku 
box.getMsgCount() in največjega dovoljenega števila sporočil maxMsgCount. V naslednjem 
koraku s pomočjo primerjave in odločitvenega stavka if iz metode vrnemo večjo izmed 
vrednosti diskUsagePercent in msgCountPercent. Vračanje večje od obeh vrednosti je bilo 
uporabljeno že v sistemu MTS, primere pa smo prikazali v Tabela 6. Kot že omenjeno, 
rezultat metode getQuotaUsage uporabi metoda isOverflowed, ki se kliče na primer, ko 
uporabnik A pokliče uporabnika B, ki ima vključeno storitev glasovna pošta. Takrat se v 
metodi isOverflowed primerja trenutno stanje zasedenosti nabiralnika (pridobljeno s klicem 
metode getQuotaUsage), z mejo 95%. Če je zasedenost nabiralnika večja od meje 95%, se 
uporabniku A predvaja obvestilo, da nabiralnik uporabnika B vsebuje preveč sporočil in 
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snemanje sporočila se zavrne. Ker v metodi getQuotaUsage pridobimo trenutno stanje 
pomnilnika iz baze, moramo poskrbeti, da so podatki v bazi konsistentni. Konsistentnost 
zagotovimo s posodabljanjem podatka o zasedenosti uporabnikovega nabiralnika v bazi. 
Podatek posodabljamo z že omenjeno metodo updateQuota, katero pokličemo vsakič, ko se 
spremeni zasedenost nabiralnika. To je v primerih shranjevanja novih sporočil na disk ter 
brisanja sporočil z diska. S tem smo izvedli cilj nadzor porabe pomnilnika. 
 Zadnji predviden cilj, ki smo ga morali doseči, je bil implementacija sporočil za 
obveščanje. V obstoječi rešitvi ima sistem MTS mehanizem za obveščanje prezentacijskega 
dela storitve ob določenih dogodkih, ki se zgodijo med delovanjem storitve. Ta mehanizem je 
podrobneje opisan v $$$ poglavju 5.1.3.3. Če povzamemo, sistem MTS s sporočili HTTP 
obvešča prezentacijski del storitve o dogodkih kot so napake pri delovanju, prejetju novih 
sporočil, itd. Prezentacijski del po prejetju obvestila vsebino le-tega preda jedru storitve, v 
katerem modul za obveščanje ustrezno obdela obvestilo (obvesti uporabnika).  
Ker smo pri vpeljevanju naše rešitve izklopili sistem MTS, smo s tem izklopili tudi 
mehanizem za obveščanje in posledično prezentacijski del storitve ni več obveščen o 
dogodkih. Zato smo morali preučiti, v katerih primerih je potrebno obvestiti jedro storitve ter 
narediti svoj mehanizem, ki bo o dogodkih obvestil jedro, kot je to storil prezentacijski del 
storitve po prejemu sporočila HTTP. Obveščanje smo implementirali v obliki dveh metod, ki 
smo jih vpeljali v razred NewMailBox. Ena metoda se imenuje notifyUser in je namenjena 
obveščanju uporabnika, druga pa se imenuje  notifyAdmin in je namenjena obveščanju 
administratorja storitve. Obe metodi delujeta po podobnem principu tako, da pripravita set 
podatkov, ki jih potrebuje modul za obveščanje, da lahko ustrezno obvesti ciljni naslov 
(uporabnika ali administratorja). Metodi pridobita objekt, ki predstavlja upravljalca obvestil in 
s setom podatkov, ki sta ga pripravili, nad njem pokličeta metodo za pričetek obveščanja. 
Upravljalec obvestil, oziroma modul za obveščanje, s povezavo do podatkovne baze preveri, 
ali mora obvestilo posredovati naprej in na kakšen način. Na primer, da je uporabnik naročen 
na obveščanje s kratkim sporočilom, potem modul za obveščanje sproži procedure katerih 
rezultat je, da uporabnik prejme SMS sporočilo. Podrobnejše delovanje metode notifyAdmin 
je prikazano na Slika 35 v prilogi A, metode notifyUser pa na Slika 36 in sSlika 37 v prilogi 
A. Metodo notifyAdmin največkrat pokličemo, ko se zgodi napaka v delovanju storitve (npr. 
napaka pri pisanju na disk). Pokličemo jo tudi v primeru, ko katerikoli uporabnik storitve 
preseže 95% odstotkov zasedenosti pomnilnika. 
 
 
40 
 
 Metodo notifyUser pa pokličemo v primerih: 
- ko shranjujemo novo sporočilo 
Pri shranjevanju novega sporočila, pri klicu metode notifyUser, nastavimo 
vhodni podatek newMsg na vrednost true. S tem se v metodi zavedamo, da 
moramo pripraviti set podatkov za obveščanje uporabnika o novem sporočilu. 
Prav tako vhodni podatek MWI nastavimo na vrednost  true, vhodni podatek 
active pa na vrednost 1. S tem se v metodi notifyUser zavedamo, da moramo 
pripraviti set podatkov za obvestilo indikacije čakajočega sporočila, enica pa 
pomeni vklop indikacije (npr. lučke na uporabnikovem terminalu zaradi 
čakajočega novega sporočila). Pri pripravi seta podatkov preverjamo tudi 
zasedenost uporabnikovega nabiralnika. Če uporabnik preseže katero izmed 
mej, potem v set dodamo podatek overflow. Vrednost podatka overflow je v 
primeru, če je presegel mejo 80%, enaka warning,  če pa je presegel mejo 95%, 
pa je enaka final.  
- ko brišemo sporočilo 
Pri brisanju sporočila pokličemo metodo notifyUser in ob tem nastavimo 
vhodni podatek overflow na vrednost true. S tem se v metodi zavedamo, da 
moramo pripraviti set podatkov za obveščanje uporabnika o polnem 
nabiralniku. Pri pripravi seta podatkov nastavimo podatek type na vrednost 
warning, če je zasedenost uporabnikovega nabiralnika presega 80%, če pa 
presega 95%, pa ga nastavimo na vrednost final. 
- ko se stanje sporočila spremeni iz neposlušano v poslušano (klic metode setSeen) 
Če je sporočilo, ki mu spreminjamo stanje, zadnje neposlušano sporočilo, 
potem pokličemo metodo notifyUser. Pri klicu metode nastavimo vhodni 
podatek MWI na vrednost true, vhodni podatek active pa nastavimo na vrednost 
0. S tem se v metodi zavedamo, da moramo pripraviti set podatkov za obvestilo 
indikacije čakajočega sporočila, ničla pa pomeni izklop indikacije čakajočega 
sporočila.  
- ko se stanje sporočila spremeni iz poslušano v neposlušano (klic metode setUnseen) 
V tem primeru, pri klicu metode notifyUser, nastavimo vhodni podatek MWI 
na vrednost true, vhodni podatek active pa nastavimo na vrednost 1. S tem se v 
metodi zavedamo, da moramo pripraviti set podatkov za obvestilo indikacije 
čakajočega sporočila, enica pa pomeni vklop indikacije čakajočega sporočila. 
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6.5 Drugi del: Sistem za shranjevanje sporočil glasovne pošte z uporabo 
platforme Infinispan 
6.5.1 Analiza in plan 
Zmogljivost sistema VMSS, ki shranjuje glasovna sporočila direktno na disk, je pod velikimi 
obremenitvami vprašljiva, zato smo z vpeljavo platforme Infinispan želeli optimizirati 
delovanje storitve v smislu hitrosti delovanja (branja in zapisovanja podatkov) in zanesljivega 
delovanja v primeru velikega števila uporabnikov storitve. Hitrejše delovanje storitve se z 
uporabo Infinispan-a doseže, ker se podatki shranjujejo v predpomnilnik (delovni spomin). 
Implementacijo platforme Infinispan smo predvideli tako, da bi naša storitev shranjevala in 
brala podatke s predpomnilnika, poleg tega pa bi platformo Infinispan nastavili tako, da bi se 
podatki sproti shranjevali na disk. Tako bi sprva vzpostavili storitev, ki bi uporabljala 
platformo Infinispan v načinu lokalni predpomnilnik. Način v katerem deluje Infinispan in 
ostale možnosti, ki jih ponuja, pa se lahko kasneje nastavljajo s spremembami v 
konfiguracijski datoteki. Za vpeljavo Infinispana smo predvideli vmesne cilje, za katere smo 
na začetku razvoja vedeli, da jih moramo doseči. Prikazani so v  Tabela 9. 
1. Storitvi omogočiti dostop do platforme Infinispan 
2. Uspešno shranjevanje glasovnih sporočil 
3. Branje oziroma poslušanje shranjenega glasovnega sporočila 
4. Vpeljati nov sistem za nadzorovanje porabe pomnilnika 
5. Podpora osebnim pozdravnim sporočilom 
6. Podpora ostalih možnosti 
7. Testiranje delovanja storitve, iskanje in odpravljanje pomanjkljivosti 
Tabela 9: Cilji pri vpeljavi platforme Infinispan v sistem VMSS 
Slika 17  prikazuje arhitekturo storitve glasovna pošta, na kateri je vključen sistem VMSS z 
vpeljano platformo Infinispan. 
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Slika 17: Sistem za shranjevanje sporočil VMSS z vpeljano platformo Infinispan 
6.5.2 Izvedba 
Odprtokodni aplikacijski strežnik JBoss, na katerem teče storitev glasovna pošta, v paketu 
vsebuje tudi platformo Infinispan. Zato je bilo potrebno storitvi nastaviti le povezave do 
knjižnic, ki jih storitev potrebuje za uporabo Infinispana. Konfiguracijska datoteka 
infinispan_config.xml, ki je del aplikacijskega strežnika JBoss služi nastavitvam delovanja 
platforme Infinispan. V tej datoteki se definira predpomnilnike in njihove lastnosti ter način 
delovanja. Definirane predpomnilnike lahko uporabimo z ustreznimi klici ukazov v naši 
programski kodi. V našem primeru smo, kot že omenjeno, začeli z definiranjem lokalnega 
predpomnilnika, ki poleg običajnega delovanja podatke sproti shranjuje tudi na trdi disk. 
Kopija podatkov na trdem disku omogoča ohranitev podatkov storitve tudi, če storitev ne 
deluje in se predpomnilnik izprazne. Konfiguracijska datoteka infinispan_config.xml je 
prikazana na Slika 18. 
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Slika 18: Konfiguracijska datoteka platforme Infinispan 
S to konfiguracijsko datoteko smo definirali predpomnilnik z imenom VMCacheStore, ki bo 
spremembe sproti shranjeval na lokacijo na disku, ki je določena v parametru property. S tem 
smo omogočili storitvi, da bo lahko dostopala do platforme Infinispan. 
 Naslednji cilj je bil izvesti shranjevanje sporočila, in sicer v predpomnilnik in ne več 
direktno na trdi disk. Za izpolnitev tega cilja smo morali določiti, na katerem mestu v 
programski kodi je shranjevanje potrebno izvesti ter izvesti ukaze, ki nam omogočijo dostop 
do predpomnilnika. Podatki se v predpomnilnik shranjujejo po principu ključ/vrednost, zato 
smo morali določiti pravila, na podlagi katerih bomo določali ključe. Morali smo tudi določiti 
kakšno strukturo bo imela vrednost, ki jo bomo shranili v predpomnilnik pod ustreznim 
ključem.  
 Dostop do predpomnilnika smo izvedli tako, da smo v javanskem razredu, ki 
predstavlja upravitelja virov, ustvarili metodo createCacheManager. V metodi smo ustvarili 
objekt, ki predstavlja upravitelja predpomnilnika – cache manager. Da smo objekt pridobili, 
smo poklicali konstruktor razreda DefaultCacheManager, kot vhodni podatek pa smo priložili 
pot do konfiguracijske datoteke platforme Infinispan. Pridobljeni objekt smo shranili v 
seznam virov, ki ga ima upravitelj virov. Opisan postopek je prikazan na sSlika 19. 
 
Slika 19: Metoda za pridobivanje upravitelja predpomnilnika 
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Na mestih, kjer smo potrebovali predpomnilnik, smo ga poklicali s klicem metode getCache 
in vhodnim podatkom, ki predstavlja ime pomnilnika, ki smo ga definirali v konfiguracijski 
datoteki. Pridobitev predpomnilnika je prikazana na Slika 20. 
 
Slika 20: Pridobivanje predpomnilnika 
 V naslednjem koraku smo morali določiti kaj bomo shranjevali v predpomnilnik. Pri 
odločitvi smo upoštevali dosedanjo rešitev strukture map s Slika 9, ki smo jo uporabili pri 
sistemu VMSS s shranjevanjem direktno na disk. Odločili smo se, da informacijo o imenu 
uporabnikovega glasovnega predala in imenu domene, ki sta sedaj vključena v zgornji del 
obstoječe strukture map, umestimo v ime ključa. S tem smo določili pravilo, po katerem se 
ravnamo pri določanju ključa. Na primer, če imamo domeno, ki se imenuje domena in v njej 
uporabnikov glasovni predal z imenom 1234, potem se bo ključ v predpomnilniku imenoval 
domena/1234/. Glede vrednosti ključa pa smo se odločili, da vanjo shranimo objekt, ki bo 
predstavljal strukturo map v posameznem glasovnem predalu skupaj s pripadajočimi 
glasovnimi in pozdravnimi sporočili. S tako ureditvijo je število ključev s pripadajočimi 
vrednostmi v predpomnilniku enako številu vseh glasovnih predalov v vseh domenah. 
Naredili smo javanski razred MailBoxStructure, kateremu smo določili tri lastnosti, ki 
predstavljajo mape s sporočili, te lastnosti se imenujejo newMsgs, curMsgs in greetings. Vse 
tri lastnosti so tipa List<MailFile>. Vidimo, da je ta tip seznam objektov, ki predstavljajo 
glasovna sporočila. S tem smo pridobili strukturo, v katero bomo lahko shranjevali glasovna 
in pozdravna sporočila, ki pripadajo enemu izmed glasovnih predalov. 
 Shranjevanje podatkov v predpomnilnik se programsko izvede s klicem metode put 
nad objektom predpomnilnika. Kot vhodi podatek metode se poda ključ, pod katerim želimo 
shraniti podatek in vrednost, oz. podatek, ki ga želimo shraniti. V našem primeru je ključ 
sestavljen po pravilu, ki smo ga določili, vrednost pa je objekt razreda MailBoxStructure. Ko 
želimo shraniti glasovno sporočilo v predpomnilnik, moramo najprej sporočilo, ki je 
predstavljeno z objektom razreda mailFile, dodati v ustrezno mapo objekta razreda 
MailBoxStructure. To smo omogočili tako, da smo v razred MailBoxStructure vpeljali metodo  
addMsg, ki je prikazana Slika 21. 
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Slika 21: Metoda za dodajanje sporočila v objekt razreda MailBoxStructure 
Vhodni podatki v metodo so sporočilo, ki ga želimo shraniti in podatek, kam ga želimo 
shraniti. V metodi umestimo sporočilo v željeno mapo objekta. Naredili smo še metodo sort, 
ki pa razvrsti sporočila v objektu razreda MailBoxStructure, in sicer od najstarejšega proti 
najnovejšemu. Ko dodajamo sporočilo v objekt, moramo pred tem ta objekt pridobiti. Za 
pridobivanje objekta razreda MailBoxStructure služi metoda getMailBoxStructure, katero 
pokličemo s tistim ključem, ki predstavlja željeni glasovni predal. Metoda je prikazana na 
Slika 22. 
 
Slika 22: Metoda za pridobivanje objekta razreda MailBoxStructure 
Metoda je zasnovana tako, da najprej iz predpomnilnika s klicem metode get na osnovi ključa 
poskuša pridobiti željeni objekt. Če objekta, ki ustreza ključu ni v predpomnilniku, ga s 
konstruktorjem naredi, hkrati pa ga shrani v predpomnilnik. Metoda nato ta objekt vrne kot 
izhodni podatek. V razredu MailBoxStructure smo naredili tudi metodo putInCache, katero 
pokličemo, kadar želimo objekt razreda MailBoxStructure shraniti v predpomnilnik. 
Za uspešno shranjevanje sporočila smo morali določiti, kje izvesti shranjevanje 
sporočila v predpomnilnik. To storimo na tistem mestu, kjer smo v prejšnji rešitvi shranjevali 
sporočilo direktno na disk, in sicer v metodi saveFile razreda Mailfile. Zato smo morali 
metodo saveFile preurediti. Prikazana je na  Slika 23. 
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Slika 23: Metoda za shranjevanje sporočila v predpomnilnik 
V metodi najprej pridobimo objekt razreda MailBoxStructure, nato v objekt dodamo željeno 
sporočilo, sporočila razvrstimo in pokličemo metodo putInCache, s katero shranimo objekt v 
predpomnilnik. S tem smo uspešno shranili glasovno sporočilo v predpomnilnik. 
 V naslednjem koraku želimo uspešno prebrati, oziroma poslušati sporočilo, ki je 
shranjeno v predpomnilniku. Za pridobitev sporočila smo morali spremeniti metodo, ki išče 
sporočilo na podlagi unikatnega identifikatorja UID, in sicer metodo getMsgByUID razreda 
NewMailBox. V metodi najprej s klicem metode getMailBoxStructure pridobimo objekt, ki 
predstavlja strukturo map in sporočil v glasovnem predalu. Nad tem objektom pokličemo 
novo, istoimensko metodo getMsgByUID, ki je prikazana na Slika 24. 
 
Slika 24: Metoda za pridobivanje sporočila iz strukture glasovnega predala 
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V metodi preletimo skozi zbirke sporočil in primerjamo UID vsakega sporočila z iskanim 
UID. Ko ga najdemo, iz metode vrnemo iskano sporočilo. S tem smo storitvi priskrbeli 
sporočilo in izpolnili cilj branje, oziroma poslušanje shranjenega glasovnega sporočila. 
 Storitev glasovna pošta ima mehanizem, ki briše sporočila, starejša od omejitve, ki je 
nastavljiva in shranjena v podatkovni bazi. Na primer, če želimo, da se brišejo glasovna 
sporočila, ki so starejša kot en teden, to nastavimo v podatkovni bazi. Mehanizem na podlagi 
tega podatka zastarana sporočila izbriše iz glasovnega predala. Preverja tudi število sporočil 
in porabo pomnilnika in podatke vpiše v podatkovno bazo. Programsko je mehanizem 
izveden v javanskem razredu QuotaChecker. Temelji na tem, da so sporočila shranjena na 
disku, zato smo morali v naši rešitvi, ki temelji na shranjevanju v predpomnilnik, mehanizem 
nadgraditi. Naredili smo nov razred NewQuotaChecker. Glavne potrebne spremembe so bile 
pridobivanje strukture glasovnega predala iz predpomnilnika, obdelovanje le-te in vračanje 
strukture nazaj v predpomnilnik, če se je pri obdelavi spremenila (izbris zastaranih sporočil, 
sprememba porabe pomnilnika in števila sporočil). Pridobivanje strukture iz predpomnilnika 
in shranjevanje nazaj smo izvedli enako, kot pri prejšnjih ciljih naloge. Pri obdelavi sporočil 
pa smo morali najti ustrezno rešitev, s katero ustrezno pridobimo podatek koliko prostora v 
pomnilniku zasedejo glasovna sporočila. To smo izvedli tako, da merimo velikost priponke 
sporočila. Ovojnice in ostalih podatkov sporočila ne upoštevamo, saj je njihova velikost 
zanemarljiva tudi v primeru kratkih glasovnih sporočil. Tak način smo izbrali, ker bi z 
merjenjem velikosti sporočil šele takrat, ko so zapisana na disku, upočasnili delovanje 
storitve. Metoda, v katero smo vpeljali preverjanje velikosti sporočil, je metoda getFileSize. 
Prikazana je na Slika 25. 
 
Slika 25: Metoda za  pridobivanje velikosti in števila spročil 
Metodo pokličemo s seznamom sporočil, za katere želimo izvedeti porabo pomnilnika. V naši 
rešitvi je to seznam novih neposlušanih sporočil ali pa seznam poslušanih sporočil. V metodi 
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z zanko preletimo seznam sporočil ter od vsakega sporočila pridobimo priponko in ji 
izmerimo velikost. Izmerjene vrednosti priponk sproti seštevamo, tako da imamo na koncu 
podatek, ki ga iščemo. V metodi povečujemo tudi števec, ki nosi informacijo o številu 
sporočil v glasovnem predalu. S tem smo mehanizmu za nadzor porabe pomnilnika priskrbeli 
podatke, ki jih potrebuje in smo izpolnili cilj vpeljati nov sistem za nadzorovanje porabe 
pomnilnika. 
  Naslednji predvideni cilj je bil podpora pozdravnim sporočilom. Shranjevanje in 
branje pozdravnih sporočil smo podprli že z izvedbo drugega in tretjega cilja iz Tabela 9, saj 
za pridobivanje pozdravnih sporočil uporabljamo iste metode, kot pri glasovnih sporočilih. 
 Podpora preostalih možnosti je cilj, ki predvideva podporo brisanju sporočil ter 
označevanje sporočil kot neposlušano in poslušano. Brisanje glasovnih in pozdravnih sporočil 
smo izvedli tako, da iz predpomnilnika z metodo getMailBoxStructure pridobimo strukturo 
glasovnega predala, iz katerega želimo izbrisati sporočilo. Nato sporočilo iz strukture 
izbrišemo ter strukturo shranimo nazaj v predpomnilnik. Izbris sporočila izvedemo s klicem 
metode deleteMsg, ki smo jo vpeljali v razred MailBoxStructure. Prikazana je na Slika 26. 
 
Slika 26: Metoda za brisanje sporočil 
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Princip  iskanja sporočil temelji na primerjavi vrednosti UID iskanega sporočila z vrednostmi 
UID sporočil, ki so shranjeni v strukturi. Ko se vrednosti UID ujemata, smo sporočilo našli in 
to sporočilo s klicem metode remove odstranimo s seznama sporočil. S tem smo podprli tudi 
brisanje sporočil. 
 Tudi pri spreminjanju stanj sporočil iz poslušanih v neposlušana in obratno je princip 
podoben. Pridobimo strukturo, jo spremenimo in shranimo nazaj v predpomnilnik. 
Spremenimo jo tako, da sporočilo z enega seznama prestavimo na drugega. Če gre za 
spreminjanje stanja sporočila iz poslušanega v neposlušano, potem pokličemo metodo 
setUnseen, ki smo jo vpeljali v razred MailBoxStructure. Prikazana je na Slika 27. 
 
Slika 27: Označevanje sporočila kot neprebrano 
V metodi na seznamu poslušanih sporočil poiščemo sporočilo na podlagi vrednosti UID, ko 
ga najdemo, to sporočilo dodamo na seznam neposlušanih sporočil ter ga izbrišemo s seznama 
poslušanih. Enak postopek naredimo tudi v metodi setSeen, le da tam iščemo med 
neposlušanimi in sporočilo premaknemo na seznam poslušanih. S tem smo naredili podporo 
ostalih možnosti. Naslednji in zadnji izmed predvidenih ciljev je testiranje delovanja storitve, 
iskanje in odpravljanje pomanjkljivosti. 
 Eden izmed scenarijev za testiranje je bil, da uporabnika B in C hkrati pokličeta 
uporabnika A, ki ima vključeno preusmeritev na glasovno pošto in mu pustita sporočilo. Pri 
testu se nam je zgodilo, da smo uporabnikov glasovni predal zasedli več kot 100%. 
Nepravilno delovanje je posledica napake pri načinu določanja dolžine glasovnega sporočila. 
Dolžina glasovnega posnetka je določena z omejitvijo, ki je zapisana v podatkovni bazi, če pa 
je prostega pomnilnika v glasovnem predalu uporabnika manj, se dovoljen čas trajanja 
sporočila ustrezno skrajša. Ker sta v primeru testa uporabnik B in C hkrati poklicala 
uporabnika A, se je obema izračunala enaka največja dovoljena dolžina sporočila. Če je bilo v 
pomnilniku prostora za 10 sekundno sporočilo, se je obema uporabnikoma dovolilo snemati 
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sporočilo 10 sekund. Recimo, da uporabnik B odda sporočilo po devetih sekundah, uporabnik 
C pa po desetih sekundah. Oba sporočila skupaj trajata 19 sekund, kar je več kot je prostega 
prostora v glasovnem predalu. S tem smo pomnilnik zasedeli več, kot dovoljuje omejitev. 
 Problem smo rešili z uvedbo preverjanja prostega prostora v glasovnem predalu 
preden sporočilo shranimo. Preverjanje izvedemo tako, da najprej določimo velikost 
sporočila, nato pa določimo zasedenost glasovnega predala z upoštevanjem sporočila, ki ga 
želimo shraniti. Če je zasedenost v odstotkih večja od 99%, zavrnemo shranjevaje sporočila. 
Velikost sporočila določimo s seštevanjem bajtov priponke, zasedenost pomnilnika z 
upoštevanjem novega sporočila pa pridobimo s klicem metode getPredictedQuotaUsage, ki 
smo jo vpeljali v razred NewMailBox. Metoda je prikazana na Slika 28.  
 
Slika 28: Računanje predvidene zasedenosti glasovnega predala 
V metodi izračunamo predvideno vrednost zasedenosti pomnilnika na podlagi števila sporočil 
ter na podlagi velikosti sporočil. Iz metode vrnemo večjo izmed izračunanih vrednosti. 
Vrednost na podlagi števila sporočil izračunamo tako, da trenutnemu številu prištejemo ena in 
delimo z največjim dovoljenim številom sporočil v glasovnem predalu. Vrednost na podlagi 
velikosti sporočil pa izračunamo tako, da trenutni velikosti sporočil na disku prištejemo 
velikost sporočila, ki ga želimo shraniti in delimo z največjo dovoljeno velikostjo sporočil v 
glasovnem predalu. S tem smo odpravili napako glede omejevanja velikosti sporočila. 
 Za enostavnejše testiranje hkratnih klicev smo uporabili računalniški program SIP 
Inspector. Pri testiranju smo zaznali pojavljanje napak, kjer se je zgodila napaka 
ConcurrentModificationException. Napaka se pojavi, kadar se hkrati pojavita dve spremembi 
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istega javanskega objekta, ko to ni dovoljeno. Do napake v naši rešitvi pride, ker se lahko 
zgodi, da do istega glasovnega predala dostopa več uporabnikov hkrati. 
 
Slika 29: Napaka zaradi hkratnega spreminjanja enega objekta 
Na zgornji Slika 29 imamo primer, ki ponazarja kako lahko pride do take napake. Imamo nit 
A (uporabnika A) in nit B (uporabnika B), ki hkrati spreminjata isti objekt (isto strukturo 
glasovnega predala). Naloga niti A je, da pridobi sporočila s seznama sporočil. Ker to dela v 
zanki, v vsakem obhodu pridobi velikost seznama in jo primerja s števcem zato, da prekine z 
obhodi, ko pride do zadnjega elementa. Naloga niti B pa je, da preveri število sporočil in 
izbriše drugega, če seznam vsebuje vsaj dve sporočili. Na začetku obe niti pomerita velikost 
seznama, ki je enaka tri. Nato nit A naredi dva cela obhoda, v katerih pridobi prvo in drugo 
sporočilo, tretji obhod pa začne s preverjanjem velikosti seznama, ki je še vedno enak tri. Nit 
B nato izbriše tretje sporočilo, za tem pa nit A z ukazom get(2) poskuša pridobiti tretje 
sporočilo. Zgodi se napaka, ker tretjega sporočila ni več na seznamu, saj ga je v prejšnjem 
koraku nit B izbrisala. 
 Rešitev je prikazana na spodnji Slika 30. V tem primeru zagotovimo, da je objekt 
zaklenjen toliko časa, da nit izvede ukaze. V tem primeru smo zagotovili, da nit B ne more 
spremeniti objekta med izvajanjem ukazov niti A. 
 
Slika 30: Rešitev hkratnega spreminjanja enega objekta 
V programski kodi našega sistema VMSS smo to rešitev vpeljali tako, da smo vse kritične 
metode spremenili v sinhronizirane metode. Dodali smo jim predpono synchronized. Poseben 
primer je bila statična metoda getMailBoxStructure, pri kateri smo morali preprečiti, da bi dve 
niti za isti glasovni predal kreirali dva objekta. Nit objekt kreira, kadar ga v predpomnilniku 
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še ni. Do podvajanja bi prišlo, če bi dve niti hkrati želeli kreirati objekt, zato smo tudi to 
metodo spremenili v sinhronizirano in s tem preprečili hkratno kreiranje novih objektov 
razreda MailBoxStructure. Ker je metoda statična, je za čas izvajanja zaklenjena za druge niti 
(zanesljivejše delovanje). Poslabša se hitrost delovanja storitve. Prikazana je na Slika 31. 
 
Slika 31: Sinhronizirana metoda za pridobivanje objekta razreda MailBoxStructure 
S tem smo dosegli zadnji izmed predvidenih ciljev. Sistem VMSS je vpeljan v storitev, zato 
storitev glasovna pošta lahko predamo v službo za verificiranje, ki na podlagi testiranj preveri, 
če je primerna za vključitev v produkte podjetja. Platformo Infinispan smo vpeljali v storitev 
kot lokalni predpomnilnik. V nadaljnjem razvoju bi lahko s testnim okoljem, ki vsebuje več 
aplikacijskih strežnikov preizkusili delovanje več predpomnilnikov povezanih v gručo. Tak 
način delovanja je prikazan na Slika 32. 
 
Slika 32:Delovanje storitve na več aplikacijskih strežnikih 
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7 Sklep 
Naša glavna naloga je bila nadomestiti sistem MTS, ki ni več vzdrževan, posledično pa je 
zanesljivost njegovega delovanja negotova. Problema smo se lotili tako, da smo predvideli 
korake, ki so nas kasneje pripeljali do zadovoljive rešitve. Nov sistem smo poimenovali 
sistem za shranjevanje glasovnih sporočil VMSS. Izvedli smo ga v dveh delih. Najprej smo 
predvideli, da bo sistem VMSS temeljil na shranjevanju glasovnih sporočil direktno na trdi 
disk. V drugem delu pa smo naredili še korak dlje, saj smo sistem VMSS nadgradili tako, da 
se je shranjevanje sporočil izvajalo na osnovi platforme Infinispan. Platforma Infinispan je 
zasnovana tako, da odpravlja številne ovire, kot so geografska razpršenost, obdelavo velikega 
števila zahtev (primer,  ko imamo veliko število uporabnikov storitve), težave ob izgubi 
podatkov, ima pa tudi mehanizme za transakcije. Vse funkcionalnosti platforme so nastavljive 
tako, da lahko vključimo samo tiste, ki jih potrebujemo. Ker naša storitev vključuje platformo 
Infinispan, smo s tem veliko pridobili na prilagodljivosti, kakovosti in zmogljivosti storitve. 
 Rešitev, ki smo jo vpeljali ocenjujemo kot uspešno, saj storitev nemoteno deluje, 
odprte pa so tudi možnosti za nadaljnji razvoj. V zadnjem delu razvoja, smo med testiranjem 
storitve naleteli na dve težavi. Prva težava se je pojavila v situaciji, ki jo med samim razvojem 
nismo predvideli. Zgodilo se je da je zasedenost glasovnega predala presegla maksimalno 
omejitev. Našli smo vzrok in rešitev, ki učinkoviteje nadzira shranjevanje sporočil v glasovni 
predal. Druga pa se je pojavila v primeru hkratnega dostopanja do istega glasovnega predala. 
Pri reševanju te težave smo morali premisliti, v katerih primerih moramo blokirati hkraten 
dostop do istega objekta in na podlagi tega nadgraditi našo rešitev. Problem, razlago in rešitev 
smo prikazali tudi ob koncu prejšnjega poglavja. 
 Na podlagi izkušenj pri razvoju sistema VMSS smo še enkrat potrdili, da je analizi in 
testiranju pri razvoju storitev, kljub večjim stroškom smiselno nameniti več pozornosti. 
 V nadaljnjem razvoju storitve vidimo vsaj dve različne smeri. V smeri shranjevanja 
sporočil se nam je veliko možnosti odprlo s platformo Infinispan. Iz vseh možnosti, ki jih 
platforma omogoča bi lahko v nadaljnjem razvoju iskali optimalno kombinacijo in s tem 
izboljševali kakovost storitve glasovna pošta. Druga smer v kateri vidimo priložnosti pa je  
kako uporabnikom ponuditi čimveč. V trenutni različici storitve uporabniki lahko do 
glasovnih sporočil dostopajo s klicem na storitev ter si nastavijo prejemanje glasovnih 
sporočil v obliki priponke v elektronski pošti. V nadaljnjem razvoju pa bi najprej lahko 
podprli prejemanje glasovnih sporočil v večpredstavnostnem sporočilu MMS, kar bi bil korak 
naprej tudi v smislu, da vrsta uporabnikove naprave za uporabo storitve ni pomembna. 
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