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1.OBJETIVOS 
 
El objetivo principal de este proyecto es presentar un ejemplo de gestión de un proyecto de testing 
de software.Llevo más de tres años trabajando en el sector de la calidad del software, y dos de esos 
años concretamente en la gestión de equipos de testing. He querido plasmar mi experiencia en 
diferentes proyectos, creando una guía o referencia para el desarrollo de este tipo de ofertas. 
 
El testing es una disciplina cada vez con más presencia en el proceso de creación del software.  
Aunque en Europa lleva mucho tiempo integrada, en España fue a principios del 2000 que empezó 
a crecer exponencialmente, y se puede decir que actualmente es una de las principales áreas de 
negocio de las empresas tecnológicas, junto con la parte de desarrollo en .NET. Las compañías se 
están movilizando para crear sus equipos de testing o los contratan como externos, ya que es un 
negocio que todas quieren aprovechar, porque el mundo actual del desarrollo de SW no se entiende 
si no se satisface completamente las necesidades del usuario.  
 
Poniendo más en claro los puntos de este proyecto, está divido en dos partes. La primera parte es 
una exposición de los fundamentos del testing. Conceptos básicos, herramientas, equipos que 
intervienen, metodologías... Se podría entender como las partes más importantes que cualquier 
persona que se dedique al testing debe tener claro para desarrollar las tareas propias de este mundo, 
ya sea ingeniero junior y no digamos un manager.La segunda parte es la presentación de un caso 
práctico de la gestión de un proyecto. Se describen: una oferta, la selección del equipo, coste del 
proyecto, planificación... 
 
Es importante remarcar que ésta es la forma real de gestionar este tipo de proyectos. Se puede tomar 
como referencia, y aunque a priori puede parecer poco esfuerzo, es un proyecto con una facturación 
real, es decir, las empresas actualmente pagan por estos servicios y del orden del expuesto aquí.  
En el caso real expuesto, se trata de dar servicios como consultora en una empresa desarrolladora, 
pero se seguirían las mismas pautas en el caso de ser el encargado del desarrollo el que ejecuta las 
pruebas de calidad. En todo caso, la planificación de tiempos y de recursos no varía, sólo variaría el 
coste del proyecto (dependiendo del proyecto puede suponer un ventaja desde el punto de coste la 












“Software testing es una metodología para encontrar defectos en el software” 
“Software testing es el proceso utilizado para medir la calidad de cualquier software 
desarrollado” 
“Software testing es cualquier actividad dirigida a evaluar una característica o capacidad de 
un programa y determinar si se cumplen los requisitos deseados”  
“Testing es el proceso de verificación del correcto funcionamiento de una aplicación” 
 
Podría seguir recopilando definiciones para el término testing de software, pero lo que queda claro 
es que el testing se encarga de encontrar las posibles diferencias en cuanto al funcionamiento 
deseado de un determinado software y su funcionamiento real.  
A continuación se hace una introducción de los inicios del testing, porqué se empezó a utilizar y 
porqué es tan importante. 
 
¿Porqué el software usualmente no funciona correctamente?  Debido a los errores de las personas.  
Si un usuario comete un error durante el uso de, por ejemplo, una aplicación,  esto puede 
desembocar en un problema, ya que la aplicación será utilizada de un modo no esperado y no tendrá 
el comportamiento esperado.  
También las personas encargadas de desarrollar la aplicación,  pueden cometer errores en su diseño 
y desarrollo. Esos errores hacen que aparezcan errores inherentes a la aplicación. 












En esta imagen podemos ver porqué se empezó a utilizar la palabra “bug” para los defectos en los 
sistemas informáticos. 
En el año 1945, Grace Hooper estaba trabajando en la computadora “Harvard Mark II” en la 
Universidad de Harvard. Su ayudante, encontró una polilla en un relé, impidiendo el correcto 
funcionamiento de la computadora.  A partir de ese hecho, se popularizó la palabra “bug” para los 
defectos hasta el día de hoy.  
Los restos de la famosa polilla permanecen en el Museo Nacional Smithsonian de Historia 
Americana en Washington. 
 
Para comprobar los efectos devastadores que pueden tener los defectos en un sistema, a 
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Exploración del espacio: 
- El Arianne 5 de la Agencia Espacial Europea tardó 40 segundos después de despegar en ser 
destruido por su propio sistema de auto destrucción, debido a un error en el sistema de guía 
de “a bordo”. 
- El Phobos del Instituto Ruso de Investigación Espacial desactivó sus propulsores de 
posicionamiento, siendo incapaz de orientar sus paneles solares y comunicarse con la Tierra, 
finalmente quedándose sin energía. 
Medicina: 
- Un defecto en el código de la máquina de radioterapia Terca-25 fue responsable directo de, 
al menos, 5 muertes de pacientes en la década de los 80 debido a un exceso en la 
administración de rayos-X. 
- En 2008, se descubrió que un dispositivo para el corazón de Medtronics era vulnerable a 
ataques de hackers. 
 
Informática:  
- Debido al temido efecto 2000, se produjo una ola de pavor por un posible  cataclismo 
económico. Cosa que se puede reproducir en el año 2038, ya que muchos sistemas Uníx 
calculan la fecha desde Junio de 1970 en forma de segundos, utilizando un registro de 32 





- El apagón de 2003 de EEUU, fue producido por un apagón local no detectado por el 
software de control de General eléctrico. 
 
Telecomunicaciones: 
- En enero de 2009, el buscador de Google notificó a todos sus usuarios que todos los sitios 
web no eran confiables, incluida su propia web. 
- El 15 de enero de 1990, un fallo en un sistema de switchs provocó la caída de la red de larga 
distancia de AT&T. El mensaje que “avisaba” a los demás switchs del fallo, provocaba a su 
vez el fallo en el switch que lo recibía, expandiéndose de esta manera el problema. 
 
Encriptación: 
- Intentando resolver un defecto, Debian hizo un update para SSL con un patch en Septiembre 
de 2006. Este patch rompió el generador de número aleatorios.  Este bug no fue reportado 
hasta Abril de 2008. Todas las claves que se generaron con esta versión, están 
comprometidas, afectando aplicaciones que dependan de la encriptación, como S/MIME, 
TOR, conexiones seguras SSH... 
 
Sector militar: 
- El error en el software de un MIM-104 Patriot, provocó el bloqueo del sistema durante un 
tercio de segundo, con lo que no pudo localizar e interceptar un misil. El misil acabó 
alcanzando un campamento militar, causando la muerte de 28 soldados (Arabia Saudí , 25 
de Febrero 1991). 
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- En Abril de 1992, el primer YF-22 sufrió un accidente intentando aterrizar en la Base de 
Edwards de Fuerzas Aéreas , California. La causa del accidente fue un error en el sistema de 
control de vuelo, que falló en la prevención de una oscilación inducida por el piloto.  
- Un helicóptero Chinook construido por Boeing se estrelló en Escocia, matando a 29 
personas. Al principio se pensó que el accidente fue debido a un error humano, pero 
finalmente se comprobó que fue provocado por un bug en el software de la computadora de 
control de vuelo. 
- El Mars Polar Lander de la NASA apagó los motores, queriendo aterrizar a 40 metros de la 
superficie de Marte, debido a turbulencias atmosféricas interpretadas incorrectamente.  
Viendo estos bugs y sus efectos, se antoja imprescindible el descubrimiento de posibles problemas 
en cualquier desarrollo de software. 
En los inicios del desarrollo de software, no se entendía el testing o la calidad del software como un 
proceso estructurado en sí mismo. Se desarrollaban las aplicaciones y los programadores hacían 
pruebas sin ninguna metodología ni planificación.  
Debido a los siguientes beneficios que aporta el testing, poco a poco se fue introduciendo en el 
proceso de vida del desarrollo: 
• Prevención de los gastos de volver a repetir el trabajo y el consecuente perjuicio en la 
producción, gracias a la detección de defectos en el mismo proceso de desarrollo. Ejemplos 
del daño que provoca encontrar los defectos en producción:  pérdidas de ingresos, pérdida 
de imagen del producto, pérdidas de productividad, indemnización por reclamaciones. 
• Prevención de posibles daños en la producción, ya que los errores encontrados durante el 
testing, mientras no sean solventados, son marcados como “errores conocidos”. 
• Ganar confianza en el producto 
• Facilitar la gestión del proyecto, aportando información sobre el progreso y la calidad. 
 
En términos propiamente monetarios, se podría expersar mediante las siguiente fórmula: 










En este gráfico (modelo en V del proceso del desarrollo de SW) podemos ver cómo se relacionan, e 
las diferentes fases del desarrollo con las diversas partes del testing. Como se puede ver, la primera 
fase es el análisis de los requerimientos y la última sería la fase de pruebas de aceptación de usuario 
(mediante estas pruebas, el usuario daría el OK o el NOK al sistema).
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¿Por qué escribir un Test Plan? 
Incluso los sistemas de SW más simples, son tan propensos a los defectos que planificar los tests es 
tan importante como planificar el diseño.  Cada vez que se entrega una nueva release se está 
ejecutando un trabajo sin beneficio. En la industria actual, se encuentra una media de más de 10 
defectos importantes cada 1000 líneas de código. Podemos imaginar cuántos defectos podemos 
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llegar a encontrar en un sistema de miles de líneas de código. La manera de recortar este problema 
es, precisamente, creando un plan de test. 
Template de Test Plan: 
 






Contract No. [Contract Number] 
 
CDRL Sequence No. [CDRL Number] 
 




[Contracting Agency Name] 
[Address] 
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¿Cuál es la diferencia entre Procedimiento de Test y Plan de Test? 
 
Principalmente, un plan de test nos dice qué es lo que vamos a testear mientras que el 
procedimiento nos informa cómo lo vamos a testear. Un plan de test de calidad, cubrirá 
un gran número de sistemas diferentes sin necesidad de desarrollar un procedimiento. 
 
El Plan de Pruebas define entre otras cosas: 
1.1 Formular la misión (objetivos de las pruebas) 
1.2 Establecer la base de test 
1.3 Identificación de las funcionalidades y componentes (alcance del 
proyecto) 
1.4 Tipos de pruebas a realizar (alcance del proyecto) 
1.5 Estrategia de pruebas 
1.6 Definir requisitos de la infraestructura necesaria para las pruebas 
1.7 Definir organización 
1.8 Organizar la fase de Control y gestión 
1.9 Planificación de las actividades de pruebas 
1.10 Especificar los entregables de las fases 
 
Entradas Salidas 
• Plan de proyecto 
• Análisis de Requisitos 
• Planificación detallada 
del proyecto 
• Plan de pruebas 
 
 
¿Quién debería encargarse del Test Plan? 
 
Como en la ejecución del test en sí, es fundamental que el Test Plan sea desarrolla por 
personas o equipos independientes de los que se encargan del desarrollo del software. 
 Gestión de un proyecto de control de pruebas de un aplicativo / Marcos Fernández 
17/75
 
4. CICLO DE VIDA DEL TEST DE SOFTWARE 
4.1Preparación 
Las actividades la fase de preparación son las siguientes: 
• Revisión de la documentación para determinar su capacidad de ser probada y 
resolución de incidencias. 
• Determinar las técnicas de especificación de casos de prueba a utilizar. 




• Base de test 
• Plan de pruebas 
• Actualización del Plan de 
pruebas 
• Catálogo situaciones de prueba 





4.2Especificación de las pruebas 
Existe gran confusión entre los términos especificación y plan de test. Seguramente, si 
preguntamos a Ingenieros de Test, muchos de ellos utilizarán indistintamente un 
término u otro.  
 
Los casos de prueba (Tets Cases) se han utilizado tradicionalmente para probar 
cualquier sistema de software o de cualquier otro tipo. El caso de prueba se puede 
transformar en una lista de comprobación, unas pautas paso a paso, fáciles de entender, 
que muestran la información mostrada por el sistema, o lo que se conoce como un 
escenario de la caja negra (Black Box Testing). En todo caso, un caso de prueba es una 
representación pura de lo que debe y no debe hacer el sistema. 
Lo ideal es que nuestros casos de prueba, o test cases, estén basados en los requisitos 
especificados por el cliente o la persona que realiza la aplicación. Estos requisitos o 
especificaciones son escritos en un documento que se le suele conocer como 
Documento de Requisitos Funcionales o de Especificaciones Funcionales. Este 
documento especifica de una forma clara y concisa cómo el usuario quisiera que fuera el 
sistema o cómo él percibe que debería de ser. Las reglas de negocio se pueden también 
documentar como parte de este documento. 
Mucha gente puede discutir que sería más fácil probar directamente desde el documento 
de especificaciones en vez de crear un documento aparte de casos de prueba, puesto que 
la base de un caso de la prueba son las especificaciones funcionales o requisitos. Pero 
esto puede conllevar muchos riesgos que a la larga hacen que el trabajo sea más 
laborioso y se dupliquen los esfuerzos del equipo de QA. 
Las especificaciones funcionales son la base de los casos de prueba (Test Cases) 
conjuntamente con los Diagramas de Flujo (Use cases), las reglas de negocio y algunas 
otras condiciones especiales. 
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¿Como podemos entonces definir formalmente un caso de prueba? Un Caso de prueba 
es un conjunto específico de datos de entrada y de procedimientos asociados, 
desarrollados para probar un caso determinado (secuencia/camino particular, 
verificación de un requisito, etc). 
Los casos de prueba deben ser documentados y archivados. Existen en el mercado gran 
multitud de herramientas que permiten gestionar un entorno de pruebas, asociando 
Requisitos con Caso de uso y Caso de Test. Herramientas tales como el SilkPlan o el 
Test Director están disponibles en el mercado. Este tipo de herramientas son bastante 
caras, un forma más barata de controlar tus casos de prueba es usar el Visual Source 
Safe de Microsoft que es más asequible aunque no es realmente una herramienta 
pensada para gestionar un entorno de pruebas sino más bien es un controlador de 
versiones, pero nos puede servir, así como SubVersion, incluso mejor en algunos 
aspectos que SourceSafe, y además OpenSource. 
Pero, ¿cómo debemos escribir nuestros casos de prueba? Hay diferentes maneras de 
escribirlos y todas pueden ser perfectamente válidas pero debemos de tener en cuenta 
que en un caso de prueba se deben siempre definir los pasos a seguir, definir el 
resultado esperado, comprobar si no hace lo que debe o hace lo que no debe (casos 
positivos y negativos) y tanto entras inválidas como entradas válidas. De esto modo 




Partes de la especificación de pruebas 
  
La especificación de pruebas debería constar de la siguientes partes: 
  
• Historia / Revisión -  ¿Quién creó la especificación de los tests?  ¿Quiénes eran 
los desarrolladores y managers (Ingenieros de Usabilidad, encargados de la 
documentación, etc) en el momento en que se creo la primera especificación? 
¿Cuándo fue creada? ¿Cuándo fue la útima vez que fue actualizada? ¿Cuáles 
fueron los mayores cambios en el momento de la actualización? 
  
• Descripción de las características – pequeña descripción del área que va a ser 
probada.  
  
• ¿Qué se va a probar? – rápida descripción general de los escenarios a probar,  
así quién revise la especificación sabrá si está probando dónde debe.  
  
• ¿Qué no se va a cubrir?  - ¿hay alguna áerea que será cubierta por otra 
especificación u otro equipo? Si es así, incluír una referencia a ese documento. 
  
• Casos de prueba nocturnos – una lista de los casos de prueba y una 
descripción a alto nivel de lo que va a ser ejecutado cada noche (o en cualquier 
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• Propagación de las áreas de pruebas  -  Esta sección es la más interesante de 
la especificación de las pruebas, donde los testers organizan las pruebas según lo 
que están probando. 
  
o Pruebas de funcionalidad específica – Pruebas para verificar que una 
característica está funcionando de acuerdo con la especificación. Este 
área incluye verificación de condiciones de error. 
  
o Tests de seguridad – cualquier tipo de pruebas que están relacionadas 
con la seguridad.  any tests that are related to security.   
  
o Tests de accesibilidad  –  Pruebas para asegurar la accesibilidad para las 
personas con discapacidad. 
  
o Tests de stress – Qué pruebas se deberían aplicar para aplicar una gran 
carga a la aplicación.  
  
o Tests de rendimiento – Verificar todos los requerimientos de 
rendimiento de la aplicación. 
  
o Casos límite – Pruebas buscando la manera de poner el SW al límite de 
su capacidad. 
  




Especificación de la prioridad de los Test Cases 
  
Una especificación de casos de prueba puede tener fácilmente varios centenares de 
casos, dependiendo de cómo se definieron, de las características de las funcionalidades a 
probar, etc.  
Es importante entonces tener una priorización de los casos de prueba, para ordenar la 
ejecución según esta clasificación. Se puede intuír claramente que los casos de prueba 
más prioritarios, normalmente, serán los que están relacionados con las partes más 
importantes o críticas y las susceptibles a tener más defectos.  La clasificación que se 
suele utilizar en las especificaciones es: 
  
• Prioridad Alta (High)  
• Prioridad media (Medium)  










 Gestión de un proyecto de control de pruebas de un aplicativo / Marcos Fernández 
20/75
Ejemplo de campos  en la especificación: 
 
Partiendo de la base que los campos y la información que se debe detallar en la 
especificación de los test cases puede y debe cambiar según la forma de trabajar de cada 
grupo de test, se detallan a continuación aquellos que no pueden faltar: 
 
• ID: Código único identificativo del caso de test 
 
• Título/Descripción: Pequeña descripción a modo de título del caso de test. El 
tester debería hacerse una idea de lo que se va a ejecutar leyendo esta breve 
descripción. 
 
• Precondiciones: Acciones que se deben ejecutar para poder empezar el test en 
cuestión. (por ejemplo, llegar a una situación determinada en el entorno) 
 
• Pasos a realizar: Pasos que se deben seguir en la ejecución del caso de test. Cada 
paso debería estar correctamente detallado para evitar posibles ambigüedades o 
confusiones por parte del tester. Los pasos a realizar deben dar suficiente 
independencia al tester en la ejecución de los casos de test. 
 
• Verificaciones: Validaciones que debe asegurar el tester en la correcta ejecución 
del caso de test. En el caso que se deban realizar diversas validaciones en más de 
un punto de la ejecución del test, debe quedar lo suficientemente claro. 
 
• Notas: Cualquier tipo de información adicional que pueda servir como ayuda al 














Las actividades la fase de ejecución son las siguientes: 
• Se realiza el “Smoke test”: la evaluación de la entrega de la versión del 
software (la estabilidad del entorno de pruebas y la aplicación a probar). 
• Se ejecutan los casos de prueba según el plan de ejecución y la 
especificación. 
1. Se registra el resultado de la prueba 
2. Se registran los defectos según el procedimiento definido 
• En el caso que aplique, se actualiza la especificación del caso de prueba 
 
Entradas Salidas 
• Plan de pruebas 
• Especificación casos de 
prueba 
• Datos iniciales 
• Entorno de pruebas 
preparado 
• Plan de ejecución 
• Reporting de defectos 
• Resultados de las pruebas 
• Actualización de la 
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4.4Finalización 
Las actividades la fase de finalización son las siguientes: 
• Realizar informe final, que contiene: 
 Resumen de actividades 
 Análisis de resultados 
 Análisis de los defectos encontrados (métricas) 
 Evaluación del producto 
 Evaluación del proyecto de pruebas 
• Consolidar y guardar testware 
 
Entradas Salidas 
• Test Plan  • Informe final 
 
4.5Control 
Las actividades la fase de control son las siguientes: 
• Seguimiento del progreso del proyecto 
• Identificar problemas y tomar acciones preventivas o correctivas 
• Realizar informe de progreso, que contiene: 
1. Estado de las actividades previstas para la semana 
Por ejemplo: Pruebas ejecutadas vs planificadas 
Planificación de las actividades de la siguiente semana 
1.11 Número incidencias (por severidad, etc) 
1.12 Riesgos y acciones preventivas y correctivas 
 
Entradas Salidas 
• Test Plan  • Informe de progreso 
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5.TIPOS DE PRUEBAS DE SOFTWARE 
 
 
Identificar los diferentes tipos de defectos que se pueden encontrar en un SW ( defectos 
funcionales,  de seguridad, de usabilidad…) requiere diferentes técnicas y diferentes 
tipos de test. El proceso de testing está divido en diferentes tipos para reflejar qué clase 
de defectos tienen cobertura con los distintos tipos de test. Esta clasificación también 
ayuda a la gestión de las diferentes actividades.  
El testing puede ser clasificado desde diferentes puntos de vista. En la siguiente lista se 
describen algunos de ellos. 
Clasificación según conocimientos del sistema:  
• Test de Caja Negra  
• Test de Caja Blanca  
• Test de Caja Gris 
Clasificación según en qué momento del proceso de test es ejecutado: 
• Test Unitario  
• Test de Integración  
• Test de Sistema  
• Test de Aceptación de usuario  
 
También se puede clasificar según su objetivo, en Testing funcional y Testing no 
funcional.   
• Pruebas funcionales 
En el testing funcional, el esfuerzo va encaminado a aspectos funcionales del 
SW. Los test cases son diseñados para revisar el resultado esperado. Este tipo de 
test, normalmente se ejecuta en todas las fases del proceso.  
 
Los siguientes tipos de test son ejecutados dentro del test funcional: 
• Test de instalación  
• Test de regresión 
• Test de actualización 
• Test de accesibilidad 
• Test de localización  
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• Pruebas no funcionales 
El test no funcional se centra en el comportamiento y la experiencia del usuario 
con el SW. Generalmente se lleva a cabo durante la fase de System Test. 
• Test de stress,carga y rendimiento  
• Test de usabilidad 
• Test de seguridad 
Otro tipo de clasificación puede ser en qué forma se ejecutan los tests. Puede ser un 
análisis estático - verificación – o puede ser un análisis dinámico –validación -. 
• Verificación 
En simples palabras, la verificación es la examinación o revisión por parte del tester del 
producto. Hay varias formas de llevar a cabo la verificación, desde métodos informales 
hasta procesos totalmente formales.  
• Validación 
El análisis dinámico o validación es la actividad más frecuente que un tester va a llevar 
a cabo, independientemente de si está ejecutando caja negra, funcional, no 
funcional….La validación está asociada a la ejecución en sí. Los diferents tipos de test 
que se pueden llevar a cabo : 
• Tests manuales 
• Test exploratorios 
• Test automatizado  





5.1Test caja negra 
 
En los tests de caja negra, el SW es tratado como un sistema cerrado del que se 
desconoce como está desarrollado (el ingeniero de test no debe asumir nada sobre cómo 
fue desarrollado). 
Probablemente sea el más utilizado y es el más cercano a la experiencia de usuario.  
La única información que tiene el tester es el documento de requerimientos y la 
funcionalidad del SW. 
El objetivo del test de caja negra es asegurar que el SW funciona de acuerdo con los 
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5.2Test de caja blanca 
 
El testing de caja blanca está basado en el conocimiento del código interno del SW.  El 
SW interno y el funcionamiento del código debe ser conocido por los ingenieros de test.  





El testing unitario es el método para asegurar que los pequeños fragmentos de código 
funcionan correctamente aislados. Este tipo de test es ejecutado tanto por los 
desarrolladores como por el equipo de calidad. 
De cara al test unitario, se desarrolló JUnit. JUnit  es un framework para ejecutar test 
unitario en entorno Java de una manera más fácil y eficiente. El éxito de JUnit hizo que 
se fueran creando versiones para diferentes lenguajes, hasta el punto que ahora existen 
más de 25 versiones basadas en la arquitectura XUnit. 
 
 
5.4Test de integración 
 
El objetivo del test de integración es asegurar una correcta funcionalidad con la 
interacción de dos o más componentes del SW. Los test cases están desarrollados con el 
propósito de probar esta interacción. 
El criterio de entrada para el test de integración es completar el test unitario. Si no se 
han testeado los componentes por separado, no debería empezar el test de integración.  
El test de integración se puede considerar completado cuando se han testeado todos los 




5.5Test de Sistema 
 
El test de sistema es probablemente la fase más importante durante el ciclo de vida del 
test. Esta parte empieza cuando se ha completado el test unitario y el de integración. 
Por definición, el test de sistema se lanza con todo el SW integrado y en una réplica del 
entorno de producción.  
El test de sistema prepara el equipo para un tipo de test centrado desde el punto de vista 
del usuario ( Test de Aceptación de usuario) 
 
Los criterios de entrada del test de sistema son: 
• Test de integración y unitario completados. 
• Los defectos encontrados en esas fases deben ser cerrados por el equipo de QA  
• Deben estar disponibles los recursos suficientes para poder reproducir el entorno 
de producción.  
 Gestión de un proyecto de control de pruebas de un aplicativo / Marcos Fernández 
26/75
 
Los criterios para darlo por concluido: 
• Los reports muestran que se han cumplido los requerimientos. 
• Los defectos encontrados deben ser resueltos o documentados como limitaciones 
del sistema. 
 
5.6Test Aceptación de usuario 
 
El test de aceptación es la manera formal de determinar si el SW satisface el criterio de 
aceptación. Este tipo de test determina si el SW está listo para su uso ( desde puntos de 
vista diferentes al de su funcionalidad ). El test debe ser ejecutado desde el punto de 
vista de un usuario final.  
Criterios de entrada: 
• Test de sistema finalizado y los defectos resueltos o documentados.  
• Plan de acptación elaborado y los recursos deben ser identificados. 
• El entorno de test necesario para el test de aceptación debe estar disponible. 
Criterios de salida: 
• Decisión de aceptación ha sido tomada 





El SW está expuesto constantemente a cambios. Estos cambios pueden deberse a 
nuevos defectos que deben ser solventados, o simplemente a mejoras para mantener el 
producto competitivo en el mercado. 
El test de regresión existe para asegurar que estos cambios no provoquen daños 
colaterales en funcionalidades ya existentes. 
Este tipo de test es muy importante, ya que actualmente se utiliza el desarrollo iterativo 
en muchas empresas. En este tipo de desarrollo de SW se añade alguna funcionalidad en 
cada “pequeño” ciclo de test. Por eso, en este tipo de escenarios, el test de regresión 
tiene todo el sentido, para verificar que estas nuevas funcionalidades no “rompen” el 
SW. 
 
El test de regresión puede ejecutarse para todo el SW, o puede ser seleccionado solo par 
algún componente. Normalmente, se ejecuta un ciclo completo de regresión al final del 
test y un ciclo parcial entre ciclos de test. Durante el ciclo de regresión es muy 
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importante seleccionar los test cases adecuados para obtener los máximos beneficios. 
Esta selección se debe basar en los conocimientos que se tienen sobre: 
• ¿Qué defectos se han solventado, qué mejoras o cambios se han introducido en 
el SW?  
• ¿Qué impacto tienen esos cambios en el resto del SW? 
 
En la gran mayoría de empresas, la principal prioridad son los defectos de regresión. 
Normalmente, el criterio de salida del producto es que no exista ningún defecto de este 
tipo.   
El test de regresión debería ser ejecutado siempre después del sanity/smoke test. 
Sanity/Smoke test es el tipo de test que permite saber si el SW está en un estado en el 
que ya se puede empezar el ciclo de test. Usualmente, el sanity test contiene test cases 
muy básicos. Cualquier fallo de estos tests cases supone la no aceptación del build del 
producto por parte del equipo de QA. 
 
Ya que el test de regresión se debe repetir con cada release de SW, es un candidato 





En cualquier organización,  se utiliza Internet para transmitir información, negocios, 
transferencia de dinero… Para los proveedores es muy crítico asegurar que las 
comunicaciones son seguras hacia posibles intrusos. 
 
El objetivo principal del test de seguridad es identificar los posibles puntos vulnerables 
y eliminarlos. En la mayoría de los casos, este tipo de test se ejecuta cuando el SW ha 
sido desarrollado, implantado y está ya operacional. 
 
 
5.9Test de rendimiento 
 
Aparte de comprobar que todas las funcionalidades de la aplicación funcionan 
correctamente según los requerimientos, hay que comprobar que las funcionalidades 
siguen intactas bajo situaciones que podríamos considerar de estrés.  
Por ejemplo, cómo reacciona una aplicación con un número elevado simultáneo de 
usuarios (¿sigue funcionando según lo esperado?), responde correctamente a multitud 
de peticiones?... 
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6.GESTIÓ DE DEFECTOS 
 
6.1Ciclo de vida de un defecto 
 
 
En la siguiente tabla queda representado el ciclo de vida de un bug o defecto. El ciclo de 
vida puede cambiar según la terminología o forma de trabajar de cada empresa, pero los 
estados principales no se pueden eliminar. Es un flujo que debe quedar claro para 











A continuación, se explican los estados principales por los que puede pasar un defecto 
(teniendo en cuenta que pueden sufrir algún cambio según el workflow de trabajo de la 
empresa). 
 
1. uevo: El tester encuentra un bug que no había sido detectado anteriormente y lo 
reporta. 
 
2. Asignado: El bug ha sido asignado a un desarrollador (la persona que se va a 
encargar de investigar el bug).  
 
El desarrollador puede cambiar el estado del bug según los resultados y la información 
que le ha proporcionado el tester: 
 
3. Se necesita más información: El desarrollador necesita más información por parte 
del tester para continuar investigando el defecto.  En este caso el owner del bug pasa a 
ser el tester. Debe buscar la información que el desarrollador necesita y volver a poner 
el estado del bug en “Asignado”. 
 
4. Fixed (solventado): El desarrollador ha resuelto el problema. Debe quedar 
especificada la release de SW dónde estará integrado el código correcto. El tester deberá 
intentar reproducir el bug con la release de SW que el desarrollador haya indicado. 
Dependiendo del resultado, el estado del bug puede pasar a “Verificado” o “Reabierto” 
 
5. Deferred (pospuesto): El equipo de desarrollo considera que el bug será revisado en 
las siguientes releases. Los motivos para asignar este estado al bug pueden ser una baja 
severidad o que sea poco reproducible. En estos casos el beneficio que se obtiene al 
resolver el problema es inferior a los posibles daños que se podrían generar en el código 
al intentar resolverlo. También se puede usar este estado con bugs que no se consideran 
defectos, sino posibles mejoras del SW. Estado también conocido como “Future”. 
 
6. Rechazado: Si el desarrollador cree que el defecto reportado no es un defecto de 
acuerdo a los requerimientos, el estado del bug pasa a “Rejected”. A este estado también 
se le conoce como “No defect” o “Working as designed”. Si el tester no está de acuerdo 
con la decisión del desarrollador, y cree que realmente existe un defecto, puede poner el 
bug en el estado “Reopened”. 
 
7. Duplicado: Si el bug reportado por el tester no es nuevo, sino que ya estaba 
reportado anteriormente, el estado pasa a “Duplicate”. El desarrollador debe hacer 
referencia al defecto del cual es el duplicado. Si el tester está en desacuerdo y cree que 
el defecto reportado puede tener alguna diferencia con el que ya existía puede pasar el 
estado a “Reopened” 
 
8. Verificado: Una vez el tester ha verificado que el bug ha desaparecido en la release 
indicada, debe pasar el estado a “Verified”. 
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9. Reabierto: Si el bug está en este estado, debe volver a atravesar todo el flujo de 
nuevo. El tester puede asignar este estado al bug porque lo ha reproducido en la release 
que el desarrollador indicó como válida; también puede asignar este estado si no está de 
acuerdo con los estados “Duplicate” o “Rejected”. 
  
 
6.2Informe de defectos 
 
Para el correcto flujo entre desarrolladores y QA, es muy importante reportar 
correctamente los defectos que se detectan. El reporte de los defectos depende de la 
herramienta que se esté utilizando, pero hay que seguir una determinada línea de trabajo 
para evitar la pérdida de información o la confusión entre desarrolladores y testers. 
 
Antes de reportar un defecto 
 
• Asegurarse que realmente es un defecto ( evitar problemas debido a la 
configuración  o mirar en los requerimientos que no sea el comportamiento 
esperado). 
• Revisar si el bug no ha sido previamente reportado.  Si se tiene nueva 
información sobre el defecto, se añade un comentario, no se debe reportar uno 
nuevo. 
• Asegurarse que estamos utilizando la última versión de software para testear. 
Esto evita reportar defectos que pueden estar ya “fixed”. 
 
Guía para el reporte de defectos 
 
La correcta descripción del report del defecto facilita que cualquiera entienda el 
problema y se pueda entender rápidamente la posible causa.  A continuación se detallan 
los puntos importantes a tener en cuenta para reportar un defecto:  
• Steps to Reproduce : Si el desarrollador no puede reproducir el error, 
probablemente será incapaz de resolverlo. Es importante por lo tanto, 
proporcionar los “steps to repro” para que el desarrollador conozca cómo 
conseguir que aparezca el defecto.  
• Específico: Intentar comprender cuál es la causa del defecto; no reportar más 
de un defecto en el mismo report. Debemos crear un report diferente para 
cada defecto.  
• Describir el entorno: Incluír toda la información disponible del escenario 
que estamos utilizando (Como por ejemplo OS, versión de SW, navegadores 
utlizados…).  
• Proporcionar el correcto sumario: En la creación del sumario (o título del 
bug) se debe ser lo más claro y preciso posible. Si es demasiado genérico no 
aporta información sobre el comportamiento del defecto y pierde toda su 
utilidad. 
 Gestión de un proyecto de control de pruebas de un aplicativo / Marcos Fernández 
31/75
 
• Proporcionar datos de contacto: Aunque reportemos el defecto con toda la 
información y de la manera más correcta posible, a menudo los 
desarrolladores necesitan información adicional. Es necesario identificar al 
tester con su respectivo informe y sus datos de contacto, por si fuera 
necesario solictar algún dato más. 
• Asignar la correcta severidad: depediendo de la severidad asignada al 
defecto se le dará más o menos prioridad. Hay que ser bastante preciso,  ya 
que los defectos de baja severidad pueden quedar sin ser investigados hasta 
la próxima versión o por el contrario se puede invertir mucho tiempo en un 
defecto de relativa poca importancia.  
Hay que destacar que en ocasiones la prioridad de los defectos viene implícita en 
la severidad, pero es probable que también haya que asignar manualmente una 
severidad. 
 
Asignación de severidad: 
 
La siguiente clasificación es simplemente un ejemplo de asignación de severidad a un 
defecto. Con esta clasificación se tiene una idea del criterio a seguir: 
 
Severidad 1: Fallo general, todo el sistema se ve afectado. 
• La infraestructura ha fallado (un servidor colgado, crash del sistema, red caída, 
etc.) . 
• Fallo en una funcionalidad crítica para el SW. 
• En algunos casos, defectos que no sean críticos pero que pueden parar el proceso 
de testing (bloqueantes) también reciben esta severidad.  
• Errores que provocan que el trabajo se detenga y el usuario sea incapaz de 
continuar. 
Severidad 2:  
• Fallo de una funcionalidad importante del SW, el usuario es capaz de continuar 
mediante algún workarround. 
Severidad 3:  
• problemas con la interfaz de usuario ( workflow confuso )  
• Defectos que no afectan el núcleo funcional del SW pero que deben ser 
resueltos. 
Severidad 4:  
• Defectos estéticos (errors tipográficos, caracteres extraños…) 
• Problemas de usabilidad (posibles mejoras para el usuario) 
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6.3Equipo de Revisión de Defectos 
 
Debido a que durante el desarrollo de cualquier producto de software se identifican un 
gran número de defectos, en muchos casos de alta prioridad o prioridad crítica, un 
equipo para la revisión de defectos (Defects Review Team) es esencial en cualquier 
equipo de testing. 
 
Un DRT (Defects Review Team) proporciona una rápida y eficiente respuesta a un 
defecto en cualquiera de nuestros entornos y garantiza una oportuna solución. El equipo 
estará integrado por los siguientes miembros: 
• Responsable del equipo de desarrollo (Development team leader).  
• Jefe de proyecto (Project manager).  
• Responsable del equipo de pruebas (QA team lead).  
• Cliente (Opcional). Es importante que el cliente forme parte de este equipo, 
aunque no siempre es posible su participación.  
Plan de acción: 
 
Lo primero que debemos hacer es establecer un plan de acción. Podemos establecer 
reuniones semanales para discutir los defectos más importantes pero una revisión 
semanal, en algunos casos puede no ser suficiente, y una reunión diaria puede ser deficil 
de conseguir. ¿Que podríamos hacer? Podemos establecer como norma, una reunión 
semanal y después, cada miembro del equipo se debe comprometer a revisar 
diariamente los defectos. En caso de que sea necesario, se pueden establecer reuniones 
ocasionales. 
 
Nuestro plan de acción: 
1. Todos los miembros del DRT deben de ser notificados, por ejemplo via email, 
de todos los defectos de prioridad alta y crítica.  
2. Semanalmente se discuten los defectos más importantes. Los defectos ya 
existentes se revisan para asegurarnos que el defecto no está duplicado.  
3. Si el defecto es válido, se introduce en nuestro DTS (Defect Tracking System) 
como “OPEN” (más tarde serán asignados por el responsable de desarrollo).  
4. Se revisan los defectos críticos que deberían haber sido arreglados y que aún no 
están solucionados. Se analizan las causas y se establece un plan de acción, 
¿como podemos arreglarlo lo antes posible?.  
5. Haremos análisis a largo plazo…¿Que acciones debemos tomar para que 
defectos así no vuelvan a repetirse?.  
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6.4Herramientas para la gestión de defectos 
 
La siguiente lista es un resumen de las herramientas que existen actualmente para el 
reporte de defectos. Hay incluídas tanto Freeware como de licencia.   
 
• +1CR (+1 Software Engineering)  
• Aardvark (Red Gate Software Ltd.)  
• AceProject (Websystems Inc.)  
• Alcea Fast BugTrack (Alcea Technologies Ltd.)  
• AllChange (Intasoft)  
• Atlassian JIRA (Atlassian Software Systems)  
• BitDesk (PTLogica)  
• Bug Trail  
• Bug-Track.com  
• BugAware (Jackal Software Pty Ltd)  
• BugBase 2000 (Threerock Software)  
• BugBox (BugBox)  
• Bugcentral.com (Bugcentral Inc.)  
• Bug/Defect Tracking Expert (Applied Innovation Management, Inc.)  
• BugStation (Bugopolis LLC)  
• BUGtrack (ForeSoft Corporation)  
• Bugzero (WEBsina)  
• Bugzilla (freeware)  
• Census Bug Tracking and Defect Tracking (Metaquest)   
• Defect Tracker (New Fire)  
• GNATS (freeware)  
• GRAN PM (GRAN Ltd.)  
• inControl (stag software private limited)  
• IssueNet Intercept  
• Mantis (freeware)  
• McCabe CM - TRUEtrack (McCabe Software, Inc.)  
• OfficeClip Defect Tracker (OfficeClip. LLC)  
• OnTime Defect Tracker  
• Ozibug (Tortuga Technologies)  
• PloneCollectorNG (ZOPYX Software development and consulting 
Andreas Jung)  
• Problem Reporting System (Testmasters, Inc)  
• QAS.PTAR (Problem Tracking and Reporting)  
• QuickBugs (Excel Software)  
• Razor/PT (Visible Systems Corporation)  
• SilkCentral Issue Manager (Borland)  
• SourceCast(CollabNet, Inc. )  
• Support Tracker  
• SWBTracker (Software with Brains Inc.)  
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• Squish (Information Management Services, Inc.)  
• T-Plan Incident Manager (T-Plan)  
• Trac (Edgewall Software)  
• TrackStudio Enterprise (TrackStudio, Ltd)   
• TrackRecord (Compuware)  
• Trackwise (Sparta Systems)  
• Visual Intercept (Elsinore Technologies)  
• WebPTS (Zambit Technologies, Inc.)  
• yKAP - Your Kind Attention Please (DCom Solutions)  
• ZeroDefect (ProStyle Software Inc.)  
 
La interfaz de cada SW es diferente pero, a modo de ejemplo, se adjuntan unos 
screenshots de la herramienta Quality Center propietaria de HP para familiarizarse con 









• Quality Center incluye diferentes 
módulos ( se puede gestionar todo  
proyecto – planificación,gestión de 
recursos y requerimientos) . 
• En el caso de reporte de bugs, 
seleccionamos Change Requests. 
 
 





En este screenshot podemos ver cada Bug con su correspondiente ID. 
Tenemos también el campo sumario y la descripción – síntoma, descripción, steps to 
reproduce, environment -. 
 






Este screenshot corresponde a la pantalla para la creación de un nuevo issue. Se pueden 
ver los campos que el tester debe rellenar con la información relativa al test y el SW 
utilizado en las pruebas. 
 






La automatización de tests se basa en la utilización de algún tipo de SW para controlar 
la ejecución de los tests, validaciones de los resultados de las pruebas, y funciones de 
reporte de defectos. Normalmente, la automatización supone cambiar un proceso que ya 
existía y que se ejecutaba de manera manual. 
 
Las compañías han empezado a profundizar en este tema ya que han visto que puede ser 
una manera de ejecutar muy efectiva. Cuando se ha decidido automatizar el test, es tan 
importante identificar qué casos son susceptibles de automatizar como la planificación 
del proyecto. Gestionar un proyecto de automatización es similar a la gestión de un 
proyecto de desarrollo. La parte más crítica es el desarrollo de los scripts; deben tener 
una estructura que permita reusarlos para diferentes releases sin efectúar muchos 
cambios.  Por esto hay que definir unas pautas a seguir antes de empezar el proceso de 
automatización. A continuación tenemos unos cuantos consejos:   
• Tanto el Manager como todo el equipo de test deben recibir una formación para 
intentar conocer al máximo la funcionalidad del producto. Uno de los 
principales motivos de pérdida de tiempo es la falta de conocimiento del 
componente que se está automatizando por parte del desarrollador de los scripts.  
• Una buena idea es la reunión del equipo de test para la realización de un 
brainstorming con la intención de detectar qué partes son susceptibles de 
automatización.   
• Para empezar a crear los scripts, un ingeniero senior debería automatizar algunos 
test cases y mostrarlos a todo el equipo para asegurar que se han desarrollado de 
acuerdo a las pautas a seguir.  
• Una vez que todo el equipo está integrado en el desarrollo de los scripts, 
conviene hacer :  
o Revisión de los scripts por parte de los compañeros (semanal o 
quincenal).  
o Un mecanismo de revisión debe ser definido utilizando algún sistema de 
control de version, para asegurar que los scripts están siempre 
actualizados. Un miembro del equipo debería ser asignado como 
administrador de la revisión.  
• Estar en contacto regular con el ingeniero de test que ejecuta las pruebas 
manuales, y dejar que revise o scripts. 
• Es importante crear los siguientes componentes para cada fase del proyecto: 
o Una serie automatizada  de Smoke tests  – tests de alto nivel que 
verifican la funcionalidad básica del producto -. Estos tests deben ser 
ejecutados semanalmente en cada build.   
o  Una serie automatizada de test de línea de commandos. Como la línea 
de comandos normalmente no debería variar mucho entre releases, el 
esfuerzo para mantener estos testcases no es muy elevado. 
o Serie automatizada de tests de funcionalidad  
o Serie automatizada de tests de regresión (require tener un control de 
todos los defectos críticos aparecidos anteriormente).  
o Tests automatizados de localización e interfícies de usuario 
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Herramientas de automatización 
 
 
Seleccionar una herramienta de automatización depende de varios factores, como 
pueden ser: 
 
1.  Aplicación que va a ser testeada 
2.  Entorno de test 
3.  Objetivo y limitaciones de la herramienta.  
4.  Coste.  
5.  Facilidad para su uso. 
 
 
Actualmente, existe un gran oferta en este tipo de herramientas, para todo tipo de 
lenguajes y especializados según el tipo de test que se va a ejecutar. 
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Las métricas son estándares para medición que se han estado usando en la industria del 
softwate, y en otros muchos sectores, para indicar la efectividad y la eficacia de una 
actividad en particular dentro de un proyecto. En este caso en particular hablaremos de 
métricas en entornos de pruebas. 
Las métricas existen en una gran variedad de formas. La pregunta no es si debemos 
utilizarlas, sino cuáles debemos utilizar. Lo más simple casi siempre es lo mejor. 
 
En muchas ocasiones sabemos que hacer cambios en nuestro ciclo de vida de desarrollo 
nos puede ayudar a mejorar la calidad de nuestro proyecto, pero siempre somos 
retizentes al cambio porque no sabemos qué pasará. El uso regular de métricas durante 
el transcurso del proyecto nos puede aportar la información necesaria para conocer el 
estado del mismo, y por lo tanto ver la mejora. Aquí están algunos ejemplos de métricas 
que se pueden utilizar para conocer el progreso de los cambios durante las rondas de 
test. 
Por ejemplo, imaginemos que nuestro equipo de calidad está en mitad de la ejecución de 
una ronda de test - menos del 50% de los test se han ejecutado. La mitad del tiempo ha 
transcurrido, pero menos de la mitad de las pruebas se han ejecutado. Inicialmente esto 
supone un problema para el equipo de testing, pero el Test Lead comenta que el 30% de 
los test cases están marcados como “Bloqueados”. El Test Lead explica que por un fallo 
en un módulo evitará que no se puedan ejecutar los casos de prueba marcados como 
“Bloqueados”. Por otra parte, la próxima “release” se efectuará dentro de 4 días y 
ninguno de los test cases “Bloqueados” se podrán ejecutar hasta entonces. En este punto 
podemos usar información objetiva disponible en las métricas para que nuestro Jefe de 
proyecto nos entrege una “release” interna con todos los problemas arreglados para que 
se puedan ejecutar los test cases bloqueados. 
Por lo tanto, las métricas nos pueden proporcionar la información necesaria para tomar 




¿Que métricas podemos usar?  
 
Las métricas constituyen la información recopilada por un analista de pruebas durante 
varias rondas de test. Estas métricas se utilizan también a la hora de generar nuestro 
informe final (Final Test Report) que debemos entregar a nuestro Jefe de Proyecto. 
Estas son algunas de las métricas que podemos usar: 
# de test cases 
# de test cases Ejecutados 
# de test cases “Passed” 
# de test cases “Failed” 
# de test cases “Blocked” 
Tiempo de ejecución de los test cases 
Total de errores 
Total de Ejecuciones 
Total de defectos 
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El cálculo  
El cálculo de estas métricas convierten los datos en información más útil. Estos tipos de 
métricas generalmente son de gran ayuda a nuestro Jefe de Proyecto: 
% Completado % Defectos corregidos 
% Test Cases Passed % Test Effectiveness 
% Test Cases Blocked % Test Efficiency 
% Cobertura de Test 
 
Conclusión  
Estas métricas proporcionan información valiosa que a menudo nos ayudan a mejorar 
significativamente la calidad de nuestro proyecto. Por lo tanto, las métricas nos pueden 
proporcionar la información necesaria para tomar decisiones críticas, ahorrando tiempo 
y dinero. Así conseguiremos que el equipo avance con más rapidez. 
 





¿Qué es la usabilidad?  
 
Se trata de una serie de técnicas que ayudan a los seres humanos a realizar tareas en 
entornos gráficos utilizando un ordenador. Trabajamos para seres humanos, que quieren 
realizar una tarea de una forma sencilla y eficaz y en este caso particular, la deben 
realizar frente a un ordenador. 
 
METODOLOGÍAS DE USABILIDAD 
 
El mundo de la usabilidad está últimamente muy en boga. Es muy interesante e 
importante y parece que al fin se le reconoce el valor que aporta. 
Por supuesto, los que trabajan en usabilidad, no son los que miran que ‘los colores’ sean 
los más bonitos. 
Tras asistir a algunos cursos, leer algunos libros (como “Usabilidad. Diseño de sitios 
Web” de Jakob Nielsen y “Don’t make me think” de Steve Krug), leer bastante 
documentación varia disponible en Internet y trabajar sobre el tema en algunos 
proyectos internos y otros externos (servicios prestados a otras empresas clientes), creo 
que me atrevo a resumir diferentes métodos aplicables relacionados con la usabilidad. 
Hay una cierta tendencia a confundir estas actividades. Cada una de ellas es más 
adecuada en según qué fase o estado se encuentre el proyecto y cada una se aplica mejor 
según las necesidades o la actitud del ‘cliente’ (el cliente puede ser incluso nuestro PM). 
Se pueden solapar o llevar a cabo individualmente, o secuencialmente, en el orden que 
uno considere. Todas tienen un objetivo común, pero son diferentes a la hora de 
ponerlas en práctica. 
Sin entrar en excesivo detalle se distinguen de la siguiente manera: 
- Evaluación de los expertos 
- Evaluación heurística 
- Prototipado 
- Test de usuario 
- Test de usabilidad (incorporado en las pruebas funcionales) 
- Otras técnicas (como el Card Sorting) 
 
Evaluación de los expertos: Uno o varios expertos en usabilidad evalúan la aplicación, 
basándose en su experiencia, y detectan las áreas de mejora (nunca decir ‘errores’!), 
proponiendo una o varias alternativas. 
 
Evaluación heurística: Uno o varios expertos en usabilidad evalúan la aplicación, 
basándose en una lista de heurísticos y sub-heurísticos (son principios o reglas, 
normalmente tipo checklist), detectan las áreas de mejora, y elaboran un informe 
detallado en el que se proponen una o varias alternativas a cada punto. 
 
Prototipado: Consiste en construir prototipos muy sencillos, no funcionales, que 
ayuden a dar un contexto de uso al usuario y presenten lo que será la interfaz de usuario 
en el futuro. Además es extremadamente útil para saber si es lo que realmente el cliente 
quiere. Se pueden usar para hacer test de usuario en etapas preliminares del proyecto. 
 




Test de usuario: Requiere un mínimo de infraestructura: un cierto número de usuarios 
seleccionados, un ‘laboratorio’ donde realizar la prueba (PCs, cámaras de video, 
habitación contigua para observación, SW de grabación, etc.). También requiere una 
preparación previa por parte del evaluador, como la elaboración de una lista de 
escenarios de uso y tareas concretas en áreas ‘calientes’ de la aplicación. 
Hay una variante a este test denominada ‘de guerrilla’, en la que los costes en toda esta 
infraestructura se reduce al mínimo. 
Para mí es la actividad más útil y reveladora. Ver cómo alguien ajeno interactúa con 
nuestra aplicación es realmente sorprendente. El usuario no siempre se comporta como 
tú esperas, lo cual demuestra que tienes que adaptar tu aplicación a ese uso real. 
Así mismo, es contundente a la hora de convencer a jefes y directivos. 
 
Test de usabilidad (incorporado en las pruebas funcionales): No aparece en la 
literatura, pero hace años que se usa. Es tan simple como incorporar aspectos de 
usabilidad en los casos de prueba funcionales. Obliga a crear una nueva categoría en la 
herramienta de gestión de defectos: “Usability”. 
 
Otras técnicas (como el Card Sorting): La ordenación de tarjetas es una técnica útil 
para averiguar los modelos mentales de los usuarios, conocer las categorías en las que 
agrupar la información, así como saber qué palabras o títulos poner en los vínculos, 
categorías, menús y submenús. Se pueden usar programas que ayudan a procesar los 
resultados. 
Con esto creo que se puede tener una visión bastante genérica sobre las metodologías de 









La tendencia de la industria de las IT’s de los últimos años demuestra que las compañías 
intentan conseguir los beneficios del desarrollo de aplicaciones mediante el outsourcing. 
Existen incontables ejemplos de empresas buscando la ayuda externa para sus 
necesidades de desarrollo de aplicaciones, call centres, centros de datos, adquisición de 
hardware, soporte de sistemas, help desks, etc. Testing no es un caso diferente, y es otra 
de las áreas de las IT que están siendo, cada vez más, puestas en manos de recursos 
externos.  
 
Las empresas buscan el outsourcing para la ejecución de casos de test, automatizaciones 
de test scripts y las tareas de desarrollo de casos de test. Estos servicios son  
 Ofrecidos por compañías emplazadas en otros países (offshore), compañías 
especializadas en  Calidad, contratistas independientes e integradores de sistemas.  
Los alcances del outsourcing son muy amplios.  
 Además del alcance, plantear el outsourcing para las necesidades de testing de una 
compañía puede recibir una buena acogida, ya que supondrá una reducción de los costes 
y unos resultados muy fiables.   
En los siguientes apartados se muestran los beneficios del outsourcing aplicado al 
testing.   
  
 
Asignaciones temporales  
  
Algunas empresas experimentan una gran demanda de servicios de testing que exceden 
las capacidades de su equipo de pruebas. Incluso cuando la compañía tiene un gran 
equipo de pruebas, puede ser que no tengan la experiencia para realizar la tareas de 
pruebas (como medir los tiempos de respuesta de una nueva GUI, algún componente 
hardware o una LAN). Contratar una empresa de servicios de outsourcing para manejar 
estas exigencias proporciona una solución práctica para los equipos de pruebas que no 
pueden soportar esos esfuerzos extra.   
  
 
Automatización   
  
Muchas compañías desconocen totalmente las herramientas actuales de test, como 
pueden ser las herramientas de automatización. 
Incluso compañías que han invertido cantidades muy importantes de dinero en 
herramientas específicas de test, se encuentran con problemas a la hora de utilizarlas, ya 
que no tienen los recursos debidamente preparados para poder ocuparse de poner en 
marcha estas aplicaciones. En ocasiones, las herramientas de test no sirven para los 
entornos para los que fueron compradas. Otro problema común es la resistencia de las 
compañías al cambio, y los equipos de test se resisten a usar las nuevas herramientas.    
  
Contrastando con estos problemas, las empresas de otusourcing tienen sus propias 
licencias de una gran variedad de herramientas de test (diferentes entornos y 
distribuidores) y tienen equipos especializados en automatización. 
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Esta especialización hace que sepan qué puede ser automatizado y cómo debería ser 
automatizado. La automatización es un proceso crítico para proporcionar resultados 





Contratar personal a jornada completa implica proporcionarles los beneficios de la 
compañía y la formación, lo que supone un gasto de tiempo y de dinero. Además hay 
que sumarle los costes de reclutar gente cualificada. 
Las compañías que buscan reducir costes, deberían fijarse seriamente en el outsourcing 
como una alternativa más barata. El coste de emplear un tester de una empresa de 
outsourcing con experiencia es mucho más reducido que contratarlo directamente.  
  
El outsourcing ofrece reducción de costes mediante la oferta de testers a un precio que 
resulta un porcentaje de lo que costaría contratarlos directamente por la empresa. 
Además tienen repositorios de test automatizados que pueden ser reciclados para las 




Requerimientos de pruebas especiales   
  
En ocasiones, hay necesidades de test que sobrepasan las capacidades de los miembros 
del equipo de pruebas. Una empresa debería buscar ayuda de una consultora de 
outsourcing si se enfrenta a requerimientos que su equipo no es capaz de cubrir, por 
falta de conocimientos.  
Algunas de las áreas que pueden requerir el servicio de una compañía de outsourcing 
incluyen: 
1. Requerimientos de diferentes idiomas.  
2. Requerimientos de usabilidad para personas con discapacidades. 
3. Conformidad con requerimientos específicos de industria. 
4. Leyes gubernamentales. 
5. Estándares militares, etc.  
  
Muchas compañías de outsourcing se especializan en requerimientos de pruebas para 
diferentes tipos de industrias, tales como:  
1. Servicios públicos 
2. Líneas aéreas  
3. Finanzas 
4. Química, etc.   
  
Compañías offshore dirigen su testing hacia idiomas extranjeros que basan su 
vocabulario en caracteres y símbolos. 
Otras compañías emplean expertos en leyes para asegurar que se cumplen las 










Resultados fiables e independientes 
  
Utilizar desarrolladores de aplicaciones para la ejecución de las pruebas de la aplicación 
obstaculiza la producción de resultados objetivos. Posicionar a los desarrolladores para 
encontrar sus propios defectos crea un conflicto de intereses. 
 
Incluso compañías que tienen equipos distintos para el desarrollo y las pruebas se 
encuentran que los managers de desarrollo presionan al equipo de pruebas para poder 
entregar una aplicación.   
  
Organizaciones que están luchando por obtener resultados independientes podrían 
buscar la solución en el outsourcing. Una empresa de ousourcing puede proporcionar 
resultados de test objetivos ya que no hay conflictos de intereses. Compañías en 
industrias con grandes regulaciones o sometidos a rigurosas auditorías encontrarían 
estos servicios independientes de un valor incalculable.   
  
Otro área que merece consideración es la confianza que un test manager puede poner en 
los resultados de su equipo. Testers sin experiencia podrían proporcionar resultados de 
la ejecución erróneos o reportar defectos de manera incorrecta, llevando al test manager 
a hacer recomendaciones inexactas. Las compañías que son extremadamente 
dependientes de resultados exactos y fiables deberían buscar los servicios de una 




Ayuda con calendarios comprimidos de ejecución 
 
Equipos de test con un número de miembros inferior a lo requerido o inicio tardío de las 
pruebas con respecto a la fase de desarrollo son problemas muy comunes. Estas 
situciones comprometen seriamente la finalización satisfactoria de todas las tareas 
planificadas.   
  
Los equipos de test reducidos son frecuentemente forzados a completar varias tareas en 
cortos periodos de tiempo (documentación de casos de prueba, ejecución de test scripts, 
informe de defectos).   
  
El outsourcing puede ayudar a las compañías a completar plazos ajustados con sus 
grandes posibilidades de personal. Disponen de equipos offshore de grandes cuentas, ya 
que tienen que servir a muchos clientes. Ellos a menudo emplean recursos locales si se 
necesita interacción con los usuarios finales o test managers. Empresas con equipos 
reducidos pueden aumentar fácilmente sus recursos, ya sea temporalmente o a largo 
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Equipamiento, Facilidades, Herramientas, Entornos  
  
Algunas aplicaciones requieren ser compatibles en multitud de entornos; otras necesitan 
ser testeadas en entornos similares al de producción. Proporcionar un test lab o 
conseguir todas las instalaciones pueden conducir a una situación difícil de mantener y 
muy costosa.  Los servicios de outsourcing pueden ayudar a superar las dificultades de 
reunir el equipamiento y las herramienta de test necesarias para un sistema en diferentes 
escenarios y con diferente hardware, sistemas operativos y bases de datos.  
  
Las tareas outsourcing de test pueden proporcionar beneficios para las compañías que 
buscan reducir costes, obtener resultados independientes de pruebas, obtener una mejora 
en las habilidades de ejecución de pruebas, y aumentar su personal de ejecución de 
pruebas.  
Dado el reciente aumento de compromisos de outsourcing en el área de software, 
muchas compañías confiarán sus tareas de testing en empresas de outsourcing, para 
obtener una ventaja competitiva. Se espera que esta transición continúe y transforme los 
esfuerzos de testing de muchas empresas.  
 
 






Actualmente, existen diversas certificaciones en el área del testing de software. Cada 
vez más, se exige algún tipo de certificación de este tipo, asegurando así que el 
ingeniero tiene los conocimientos mínimos para desarrollar su trabajo. Aún sin tener 
experiencia previa, el ingeniero entiende el ciclo de vida del proceso de test integrado 
en el ciclo de vida de desarrollo; en el caso de tener experiencia previa, se ordenan los 
conocimientos adquiridos y se entienden muchos aspectos que normalmente pasan 
desapercibidos. 
 
De cualquier manera, es interesante para cualquier ingeniero que quiera desarrollar su 
carrera profesional en el testing de software o en la calidad de software, pensar en 
adquirir cualquiera de las certificaciones que a continuación se listan. 
Las certificaciones con más prestigio actualmente son: 
 
-ISQTB Certified tester: esta certificación la proporciona ISQTB (Más información 
en: http://www.istqb.org/). Fue fundadad en Edimburgo en 2002. 
Los tipos de certificación que ofrece son : 
• Foundation Level (CTFL)  
• Advanced Level - Test Manager  
• Advanced Level - Functional Tester  
• Advanced Level - Technical Tester  
• Advanced Level (CTAL) - Full Advanced Level (after passing the above exams 
of Advanced Level)  
• Expert Level  
-CSTE: administrada por la QAI (instituto de seguridad de software).  Es necesario 
volver a pasar la certificación cada 3 años. Lo candidatos que no pasen el examen deben 
esperar un mínimo de 6 meses para volver a  aplicar. 
 
-TMAP ext: Certificación propietaria de la compañía holandesa SOGETI.  
 Existe el certificado TMAP Next Foundation y TMAP Next Advanced. 
 
-CSQE: proporcionada por ASQ (American Society for Quality), como el CSTE, se 
debe volver a pasar el examen cada 3 años. 
 
 
Estas certificaciones se pueden obtener pasando un examen sin la necesidad de asistir a 
ningún tipo de programa. 
También existen certificaciones basadas en estudios reglados con un profesor, dónde 
hay que pasar un examen en cada curso, como por ejemplo, el CSTP o CSTM 
impartidos por el IIST (International Institute for Software Testing).  
 








En este caso práctico donde se plasma la parte teórica, se presenta la contratación de unos recursos por parte de una empresa para gestionar el 




12.1 Aplicativo a testear 
 
La empresa cliente que contrata nuestros servicios de consultoría ha creado un software  que permite a un creador de contenidos WEB, enviar 
contenidos multimedia a dispositivos móviles, mediante el uso de un aplicativo de creación y de gestión de contenidos (Suite ), y de un aplicativo 
cliente asociado. 
Se quiere asegurar que la nueva versión del aplicativo, todavía en fase beta tiene un nivel de calidad conforme con las exigencias del mercado 
antes de entrar en producción. 
Básicamente, la suite prepara el contenido para móviles de los desarrolladores web para poder incrustarlo en sus páginas. Este contenido estará 
preparado para descargar según el tipo de teléfono que tengamos configurado en el cliente. Por lo tanto, el cliente, que debe estar instalado en el 
pc de descarga, gestiona la descarga de los contenidos dedicados a nuestros móbiles por diferentes canales. Mediante el cliente, accedemos al 
contenido que el desarollador ha incrustado en la página web, se descarga en nuestro ordenador y después pasamos este contenido correctamente 
codificado para las características del móbil que tenemos configurado. 
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12.2 Presentación y toma de requerimientos 
 
Cuando el cliente (la empresa desarrolladora del aplicativo) se pone en contacto con nosotros como solución al control de la calidad, la primera 
acción a realizar es proponer una entrevista con las personas implicadas en el proyecto para conocer en profundidad qué espera el cliente de 
nosotros como solución de outsourcing y que el cliente conozca al posible responsable de las pruebas. 
En esta reunión, debemos exponer al cliente que metodologías utilizamos en nuestros poryectos. Es importante también, hacer una toma de 
requerimientos, que son los que nos van a permitir saber qué orientación deben tomar nuestras pruebas y poder realizar una estimación de la 
planificación, para poder identificar los tiempos de entregas y finalización del proyecto y los recursos necesarios. Estos datos nos permitirán 
hacer una oferta al cliente lo más realista posible.  
Ya que necesitamos hacer una toma de requerimientos en la reunión, además de los responsables de unidad y las personas de gestión de cuentas, 
debe estar presente el responsable de desarrollo del proyecto o en su defecto alguien con los conocimientos técnicos necesarios para responder 
cualquier pregunta del responsable de pruebas. 
Este tema es crucial, porque en muchas reuniones a partir de las cuales se va a realizar la oferta para el cliente, no hay ninguna persona de perfil 
técnico y por lo tanto se crean vacíos que aparecen después en pleno avance del proyecto (dónde cliente y consultora no se ponen de acuerdo 
dónde acaban y empiezan las obligaciones de uno u otro). 
 
A continuación tenemos de una forma resumida los requerimientos que se extraen de este aplicativo. Hay que tener en cuenta que algunos de los 
casos de prueba del catálogo de pruebas utilizan requerimientos implícitos de cualquier aplicación (no tienen que estar expresados explícitamente 
para comprobar el correcto funcionamiento de la aplicación). 
- Los Sistemas operativos en los que se debe poder instalar y ejecutar correctamente son:  Windows XP SP2, Windows XP SP3, Windows 
XP SP1, Windows Vista, Windows Vista SP1, Windows 2003 Server SP1. Fuera de estos SO´s, no se asegura el funcionamiento 
esperado. 
- Los exploradores web soportados son los siguientes: IE6, IE7, Firefox 3, Firefox 2, Opera. 
- La transferencia al teléfono se puede realizar mediante tres canales USB,IRDA y BLUETOOTH. 
- Se podrán crear perfiles para los diversos teléfonos, con un número máximo determinado. 
- Se podrán descargar diversos tipos de formatos de vídeo,música e imágenes (PDF,WAP, JPG, MPEG, GIF, 3GP...). 
- Se podrán descargar varios contenidos simultáneamente. 
- Se podrán cancelar descargas iniciadas. 
- Existirá un desinstalador. 
- Se podrán realizar actualizaciones de la aplicación. 




12.3 Realización de la oferta 
 
 
Una vez el responsable tiene toda la información necesaria, se dispone a realizar la oferta para el cliente. En ella deberán estar indicados los 
tiempos de finalización, los recursos que se necesitarán y el precio total (en los precios tomarán parte el comercial y el responsable de unidad, 
está fuera del objetivo del responsable de pruebas).  
 
En nuestro caso, las áreas funcionales del aplicativo que se probarán serán las siguientes: 
 Instalación de la Suite 
 Administración de la Suite 
 Generación de contenido 
 Transferencia de contenido 
 
 
El cliente nos comentó que la duración del proyecto debía ser de 4 semanas, aproximadamente. Teniendo en cuenta este requisito, se dispone el 






FECHA FIAL 07/11/2008 
 
    
EQUIPO DE TRABAJO 
1 Test Lead 
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EQUIPO DE TRABAJO 
2 Ingenieros de pruebas 
 
El precio de los recursos son los siguientes: 
Test Lead: 420€ + IVA 
Ingeniero de pruebas: 350€ + IVA 













 Gestión de un proyecto de control de pruebas de un aplicativo / Marcos Fernández 
55/75
En la oferta también se identifican qué entregables se van a realizar y en qué momento se van a entregar. 
Los entregables de este proyecto serán los siguientes: 
 
Entregable Tarea / fase 





casos de prueba. Datos 
iniciales 
Fin Especificación 
Plan de ejecución test 
de sistema 
Fin Especificación 
Resultados pruebas test 
de sistema 
Fin ejecución test de sistema 
Informe final test de 
sistema 
Fin ejecución test de sistema 
Defectos Según ocurren (durante 
ejecución tests 
Informe de progreso Semanal 
Informe final Fin tests 
 
 
En este caso, debido a la duración del proyecto, no tiene mucho sentido el informe de progreso semanal, pero es un informe al que todos los 
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12.4 Ejecución del proyecto 
 
 
Una vez el cliente da el OK a la oferta, empieza formalmente el proyecto.  
Si es posible, el equipo de pruebas realizará el proyecto desde sus propias oficinas; en caso contrario, el equipo se desplazará a las oficinas del 
cliente. Normalmente, sino hay problema de espacio, al cliente le gusta tener a los consultores en sus oficinas, para mantener un contacto directo 
con ellos.  


























En esta fase el Test Lead realiza la planificación del proyecto, distribuyendo los recursos e identificando las fechas de cada fase y los porcentajes 
de trabajo asignadas a cada una. La planificación de un proyecto nunca es fija, siempre va variando según va avanzando en el tiempo, pero es 
importante para tener un mínimo control del avance real vs. esperado del proyecto. 
 







Queda bastante claro con el diagrama, pero explicaré un poco más detallada la previsión del proyecto. 
La duración real del proyecto es de 14,16 días efectivos. 
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La planificación tiene una duración de 24 horas, la preparación 16 horas y la especificación 64 horas. Estas tareas son realizadas sólo por el Test 
Lead. Igual que la finalización (8 horas) y el control (un 10% del esfuerzo del Test Lead durante todo el proyecto). 
La ejecución la realizan los 3 recursos (TL y los dos ingenieros de pruebas). Esta parte tiene una duración de 106,4 horas. 
 
Tomando estos valores, podemos calcular el precio aproximado del proyecto para el cliente: 
TL:  14x420= 5880€+IVA 





Como el cliente no tiene una testing factory, ni tiene experiencia previa en testing, no dispone de SW para la gestión de todo el proceso. Se le 
aconsejó el “renting” de alguna herramienta, pero como no dispone de más presupuesto para este proyecto, nos pide una solución de gestión 
“gratuíta”.  
Se le propusieron diversas alternativas “opensource”, pero como estas herramientas necesitan la instalación en un servidor específico, optaron 
por el uso de Excel. 
Para la gestión de defectos se acordó utilizar la herramienta gratuita “Mantis”. 
Así, tenemos un control de los procesos de test, sin un coste añadido para el cliente. 
El único material que se necesita para empezar el proyecto son los PCs preparados para el equipo de test. 
 
En las siguientes capturas se puede ver el plan de test elaborado por el Test Lead. 
 
 






































La siguiente fase es la de preparación. En esta fase, el Test Lead es el único integrante del equipo que está en activo en el proyecto. 
El Test Lead, se encarga de recoger toda la documentación posible del proyecto. Deberá recopilar los documentos de los requisitos y 
funcionalidades del SW. También tendrá que hablar con desarrolladores para preparar toda esta documentación para empezar la especificación 
con las posibles dudas resueltas. 
En la realidad, en el trabajo del día a día, esta fase acaba siendo asimilada por la fase de especificación. Por problemas de tiempo siempre se 
acaban resolviendo dudas de los documentos a la vez que se especifica. 
Los documentos de los que disponemos en este proyecto son simplemente los manuales de usuario y la guía de instalación. Esto se debe a que el 
cliente no tiene un proceso de test instaurado . 
Las empresas que tienen implantado un proceso de test paralelo al del desarrollo tienen una documentación mucho más amplia y concreta de 





En esta fase se incorporan los dos ingenieros de pruebas. 
Junto con el Test Lead, se encargarán de la especificación (creación del catálogo de pruebas). El Test Lead coordina el trabajo de los ingenieros y 
siempre es el que tiene la útima palabra sobre cualquier acción. 
Esta fase podría ser realizada solamente por el Test Lead, pero resulta interesante que los ingenieros de pruebas se involucren en ella, ya que 
ellos van a ser los encargados de ejecutar las pruebas en la siguiente fase. De esta manera, obtienen una importante visibilidad del proyecto y 
muchas de las dudas que podrían surgir en la fase de ejecución son resueltas en esta misma fase, al ser ellos mismos quien ha realizado la 
descripción de las pruebas. 
En esta fase es importante el contacto directo con los desarrolladores; en ningún proyecto existe una documentación completa o perfectamente 
descrita. Van a ser los propios desarrolladores los que nos van a acabar resolviendo todos los vacíos de la documentación y nos van a ayudar a 
entender las partes problemáticas en las que se debe poner énfasis en las pruebas. 
En este proyecto, en la fase de ejecución, se realiza el “Smoke test”: la evaluación de la entrega de la versión del software (la estabilidad del 
entorno de pruebas y la aplicación a probar). Si el resultado del smoke test no es favorable, significa que la versión del SW no es lo 
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suficientemente estable como para empezar la ejecución propiamente. El equipo de pruebas debería esperar una nueva versión con la estabilidad 
necesaria. 
 




























































































































En esta fase es donde se empieza a probar explícitamente el SW.  
Atendiendo a las órdendes del Test Lead, los ingenieros de pruebas empiezan a ejecutar las pruebas de la matriz de ejecución. En cada ejecución 
se guarda información para tener un cierto control. Esta infromación es variable, pero en este caso, cada ingeniero registrará su nombre, la fecha 
y el resultado de la prueba. En el caso que el resultado sea NOK, abrirá un defecto en Mantis y apuntará el ID del defecto con la severidad.  
Es de especial importancia el control de los defectos, ya que quizás encontremos un defecto que había sido previamente reportado. Y una de las 
cosas que más problemáticas da en estos tipos de proyectos son la duplicidad de defectos, su severidad y si se trata realmente de un defecto. Será 





















Esta fase, se inicia al finalizar toda la ejecución. Cuando se han acabado todas las obligaciones funcionales de proyecto, el Test Lead se encarga 
de poner todos los resultados en un informe y presentárselo al reponsable del cliente. Es por eso, que sólo hay asignado un día para esta fase. En 
realidad, el responsable del cliente debería conocer la situación del proyecto, y no esperar a la finalización de éste. 
Esta fase es una cuestión formal más que algo realmente con un valor añadido (las decisiones sobre la aplicación se deberían conocer antes de la 

















   Gráfica 12.11 























































Esta parte engloba todo el proyecto. Se reserva un 10% del tiempo diario del Test Lead para funciones de control. Estas funciones pueden ser 
desde resolver problemas que les pueden surgir a los ingenieros de pruebas hasta problemas logísticos de proyecto. 
En un principio puede parecer excesivo esta reserva de tiempo, pero esta estimación, en la práctica siempre se queda por debajo de lo necesario. 
Una de las cosas que la experiencia nos aporta, es que sino tenemos claro hasta cuándo podemos ceder con el cliente, podemos pasar la mayor 
parte del tiempo haciendo labores que no son propias de nuestro cargo; cosa que lo único que hace es perjudicarnos, ya que a fin de proyecto 










El objetivo de este trabajo era la presentación de  un ejemplo de gestión de un proyecto 
de testing de SW.  
Se han cumplido las expectativas, ya que en los primeros capítulos se han presentado 
los principios básicos y fundamentos, así como las metodologías orientadas a negocio 
que se utilizan en proyectos reales.  
Llevo varios años trabajando en este sector y finalmente cada empresa, consultora o 
testing factory , tiene una metodología (algunas veces utilizan incorrectamente este 
término, ya que no llegan a tener una estructura y procedimientos determinados para 
poder utilizarlo) específica  en cuanto a todo el proceso de calidad. Es por eso, que mi 
intención ha sido la de plasmar las ideas principales en la gestión de un proyecto de este 
tipo.  
A partir de los fundamentos expuestos aquí se han ido desarrollando a lo largo de los 
años, desde el inicio del testing, todas las metodologías existentes.  
En la parte práctica expuesta, se puede ver un proyecto real, tal y como se trabaja en 
cualquier empresa actual. A partir de aquí, cada compañía ejecutará el ciclo de calidad 
adecuándose a los recursos que tenga, pero ésta es la base para empezar a trabajar, y que 
cualquier ingeniero de pruebas debería conocer antes de empezar a trabajar en este 
ámbito (aunque en el mundo profesional, la realidad es que estos conocimientos se van 
adquiriendo con la experiencia y sólo cuando se ha desarrollado cierto background se 
suelen dar formaciones). 
Ciertamente, después de años trabajando y de la realización de varios cursos 
relacionados con la calidad de SW, se pierde la visión general del sector de QA. En este 
proyecto he querido dar una visión general de los métodos de trabajo y reunir en un solo 
documento todos los conceptos básicos, intentando no diversificar en conocimientos 
innecesarios. 
 





Sería interesante en un futuro, elaborar  un proyecto conjunto de desarrollo y de pruebas 
del aplicativo desarrollado. Es decir, gestionar las pruebas de una aplicación 
desarrollada por un estudiante.  
Por ejemplo, dividir un proyecto en dos partes. Cada parte elaborada 
independientemente por dos estudiantes; uno desarrollaría la aplicación y el otro se 
encargaría de certificar que esa aplicación cumple los mínimos requerimientos 
requeridos.  
Este proyecto supondría una gran colaboración entre las dos partes, ya que las pruebas 
no se desarrollan en solitario. Y según vayan apareciendo los defectos, se debería 
optimizar el código para arreglarlos.  
Al final, la parte de desarrollo y la parte de pruebas deberían llegar a un punto similar al 
de salida a producción, certificando las dos partes que la aplicación ha pasado el 
proceso de calidad dentro del ciclo de proceso del software. 
Se podría considerar también la idea de añadir una parte de automatización. Al menos 
añadir la programación de algún script con alguna herramienta (para resolver el tema de 
las licencias), para ver de un modo práctico en qué consiste la automatización. 
 
Otro punto, que según mi perspectiva sería interesante, es el estudio en profundidad de 
las herramientas Open Source disponibles para el sector de la calidad de software.  
Actualmente las herramientas de licencia de pago son las que predominan en las 
empresas.  A pesar de suponer un coste importante, las empresas se deciden por el 
momento por este tipo de aplicaciones. La principal razón es el soporte que les 
proporciona la compañía distribuidora, tanto en instalación como en posteriores 
problemas que puedan surgir. 
Pero últimamente parece que la tendencia está cambiando. Me he encontrado en varios 
casos que una empresa me ha pedido un trabajo de consultoría para encontrar la 
herramienta open source o de licencia libre que mejor se adapte a sus necesidades. En 
algunos casos, no hemos encontrado una herramienta que se ajustase a los parámetros 
deseados,  pero en otros sí.  
En todo caso, lo importante es la intención de las empresas de buscar una alternativa a 
las herramientas propietarias.  
Como proyecto se podría realizar una comparativa de herramientas – ya sean de gestión 
de defectos o de gestión de todo el proceso, y seleccionar una adaptándola a los 
requerimientos del estudiante. Como son herramientas de código libre,  se pueden 
modificar a gusto del consumidor (haciéndolas de este modo muy atractivas). 






• Tim Koomen, Leo Van der Aalst, Bart Broekman, Michiel Vroon. 
TMAP NEXT for result-driven testing, 2006, ISBN 90-72194-79-9 
• Dorothy Graham, Erik van Veenendaal, Isabel Evans, Rex Black. 
Foundations of Software Testing: ISTQB, 2008. 
• José Fajardo. Outsourcing Testing Tasks: A Competitive Advantage. 
Stickyminds. 
• Rodríguez Fernández. E-valid load testing, 2007. 
• Rex Black. The Risks to System Quality.Investing in Software 
Testing, Part 3. 2002 
• Naomi Carten. Becoming and Information. StickyMinds Weekly 
Column From 12/01/03 
• James Bullock. Calculate the value of tests.  www.stqemagazine.com 
.2000. 
• Charles Popper. Achieving High-Quality Software Systems: A 
Comprehensive Approach to Testing and Validation .2004. 
• Tim Kasse, Patricia McQuaid. Software Configuration Management 
for Project Leaders. 
• Buckley, F. J. Implementing configuration management. 1996. 
Computer Society Press. 
• Schulmeyer, G. G., and J. I. McManus, eds. Handbook of software 
quality assurance. 1987. New York: Van Nostrand Reinhold. 
• Bryan, W. L., and S. G. Siegel. Software product assurance.1988 
New York: Elsevier Science Publishing Co. 
• Crosby, P. Quality without tears. 1984. New York: McGraw-Hill 
• Thomas Müller, Rex Black, Sigrid Eldh, Dorothy Graham, Klaus 
Olsen, Maaret Pyhäjärvi, Geoff Thompson and Erik van Veendendal. 
2005. Foundation Level Syllabus. 
• Glenford J.Myers. The Art of Software Testing. 2004. John Wiley & 
Sons, Inc. 
• J. Pello. Equipo de revisión de defectos. 
http://www.softqanetwork.com/ 
  
 
 
 
 
 
 
 
