Abstract-Model Driven Engineering (MDE) allows a system to be defined using a series of models. It can refine higher level models into lower level models using model transformations, thereby automating the building of a concrete model and the software development process. This is particularly useful for Requirements Engineering since MDE can bridge the gap between early requirements models, late requirements models, and architectural models. However, requirements elicitation techniques have received little attention in terms of MDE. A major reason is the lack of a formal modelling language for some of these techniques. The definition of a metamodel is an essential step for the specification of a formal modeling language, which is a key prerequisite for Model Driven Engineering (MDE). We introduce a metamodel for Distributed Cognition, a well-known requirements elicitation technique, using the key concepts present in the framework's literature with the aim to integrate Distributed Cognition into MDE. Furthermore, we report on a preliminary case study on a software XP team to validate our metamodel.
I. INTRODUCTION
A key goal of Model Driven Engineering (MDE) [1] is to define more abstract modeling notations that can increase the level of abstraction in the software development process. These models can then be transformed from a higher level of abstraction to a lower level of abstraction by using automated model transformations. This provides several advantages to the software development process. Firstly, it allows the specification of a system's property at a given level of abstraction by using the most appropriate modeling notation. Secondly, it automates parts of the software development process thereby allowing a software engineer to focus more on the software solution being developed.
Requirements Engineering (RE) can particularly benefit from MDE. In a real system, the requirements of a system and the systems themselves evolve over time. Therefore, it would be beneficial for the designers to have a consistent set of requirements models that can be easily evolved with the system's evolution and can be used to rationalize the design decisions of a system. Furthermore, MDE has the potential to strengthen the integration between architectural and requirements models since it can automatically construct (partial) architectural models from requirements models. Early requirements models, e.g., related to elicitation activities, may also be transformed to late requirements model. However, it is recognized within the RE community that many front-end activities like requirements elicitation have not been sufficiently incorporated into the model driven development environment [2] .
The application of MDE to elicitation techniques would allow for the effective connection of the results of elicitation to downstream processes in RE. Therefore, it has the potential to take model-driven requirements engineering to the next abstraction level. An important requirements elicitation technique, Activity theory, has been successfully integrated into the MDE development paradigm [3] , demonstrating that requirements elicitation techniques can be incorporated into MDE.
In this paper, we focus on another well-known requirements elicitation technique called Distribution Cognition (DC) [4] . DC and AT are similar in that both are cognitively based theories. In contrast to AT, where the cognitive processes of an individual are at the center of everything, DC focuses on sociotechnical systems [5] . DC makes it more likely to understand the significance of a situation. [5] . On the other hand, AT explicitly names its theoretical constructs making it easier to discuss them, which is not the case for DC [5] . We formally define a metamodel for DC by using the key concepts present in this technique, employing the Distributed Cognition for Teamwork (DiCOT) method; and hence make the theoretical constructs of DC more explicit. To the best of our knowledge, a metamodel for DC has not been defined previously. As a longterm goal, the metamodel for DC can be transformed into goal and scenario model notations, thereby integrating DC into the MDE development paradigm in general and late requirements modeling techniques in particular. Hence, based on the introduced DC metamodel, elicitation results can be automatically transformed into more detailed models, potentially leading to increased productivity and higher system quality.
The next section presents background on Distributed Cognition and introduces DiCOT. Section III presents the principles identified in DiCOT and the metamodel itself using these principles. Section IV reports on a preliminary case study to validate our metamodel, showing how the concepts identified in the metamodel can be used to model the work of a software XP team. Section V briefly summarizes related work. Section VI concludes the paper and presents future work.
II. BACKGROUND ON DISTRIBUTED COGNITION
Distributed Cognition (DC) [4] is an analytical framework that views collaborative work as one cognitive system. DC describes a system by considering the co-ordination between individuals, the artefacts used by them and the environment that they work in a system. It utilizes an event-driven description, emphasizing how information is transformed and propagated around the system as part of this interaction and distinguishes between the internal (in an individual's mind) and external representations of this information [4] . The framework has been used in many contexts. It has been used to interpret qualitative data in field ship navigation [4] , aircraft piloting [6] , and call centres [5] , and as an analytical tool in HCI [7] . In this paper, we have used the previous description of Distributed Cognition and a structured methodology, called DiCOT [8] [9] , to inform our metamodel.
DiCOT (Distributed Cognition for Teamwork) [8] is a structured approach, developed for gathering and analyzing data in a sociotechnical system using Distributed Cognition. It combines the ideas from Contextual Design and the principles that are central to Distributed Cognition. The three main themes of DiCOT are:
1. The artefact theme focuses on the detail of the artefacts that are created and used in carrying out the activity under study. These are important in distributed cognition because they are an integral part of the cognitive system and how it operates. 2. The physical layout theme focuses on the physical environment within which the cognitive system operates. This is important from a distributed cognition perspective because the physical arrangement of the environment, including what an individual can see and hear, affects their cognitive space. 3. The information flow theme focuses on what information flows through the cognitive system, the media which facilitate that flow and how the information is transformed in the process. There are 22 principles that have been identified in Di-COT [8] [9] and can be loosely categorized in these three themes and two additional aspects of distributed cognition, which have been identified but not elaborated by DiCOT. Since these aspects are quite essential to our metamodel design, we specify these aspects here for completeness and utilize them in designing our metamodel. These are:
4. The evolution theme considers how the system under analysis has evolved over time to its current state. This can be helpful in analyzing situations like the adaptation of new artefacts to support system behavior. 5. The social structure theme considers the role played by different social groups of a system in coordinating activity and the segregation of responsibilities amongst these groups. DiCOT has been applied to a variety of complex systems like simulation based team training [10] and mobile healthcare [11] for analyzing these systems using Distributed Cognition. Distributed Cognition has also been applied to understand software development activity. It has been applied in the context of an XP team [12] and to understand the information flow in an Agile team [13] . In this paper, we will be using the application of Distributed Cognition to an XP team as an initial case study to describe and validate our metamodel.
III. METAMODEL FOR DISTRIBUTED COGNITION
In this section, we define a metamodel for DC. We use the principles identified in DiCOT to define the classes in the metamodel. Therefore, we first elaborate the principles identified in DiCOT based on its major themes and then describe its corresponding metamodel.
A. Artefacts
The Artefact theme focuses on the artefacts that are used in carrying out the cognitive activity under analysis. In DICOT, the Artefact theme considers the following principles:
1. Mediating artefact: Considers which artefacts are used in the completion of an activity in a system under analysis. 2. Creating scaffolding: Considers how the actors of a system use the artefacts in their environment to support their tasks. An example for this can be creating reminders to track where they are in a task. 3. Representation-goal parity: Considers how the artefacts in the environment represent the relationship between the current state of the system and the goal state. 4. Coordination of resources: In the context of DC, resources are defined as abstract information structures that can be internally and externally coordinated to aid cognition and action [14] . Therefore, this principle considers the resources that are co-ordinated to aid action and cognition. DICOT considers the six resources that have been defined by Wright et al. [14] in their Resource Model. These resources are: plans, goals, possibilities, history, action-effect, and current state. Figure 1 shows the concepts of the Artefact theme as specializations of an abstract class Resource. The Resource refers to the subjects engaged in an activity in the system or the tools (either physical or conceptual) that are used to perform an activity.
These are different from the resources discussed in the principle of Coordination of resources, which we will elaborate below. We have considered the Actor class to capture the subjects in a system performing an activity.
Mediating artefact: We specify a MediatingArtefact class to represent the different artefacts used in the system to perform an activity and specify a many-to-many relationship between the Actor and the MediatingArtefact.
Creating scaffolding: Each Actor uses one-or-more MediatingArtefacts, present in their environment, to either perform an activity or to create scaffolding.
Additionally, we have considered the BodilySupport as a subclass of the Resource abstract class. This class will be discussed in more detail in the physical layout theme. However, since Actors can use BodilySupport to support an activity, it is considered a part of the system's resources. As discussed before, DiCOT considers coordination of different resources or abstract information structures. From an artefact model perspective, this helps in identifying the system in which the artefact operates. Therefore, in our metamodel specification, we have considered these abstract information structures in relation to the resources present in the system. Additionally, while designing our metamodel and analyzing the systems using DC, we realized that most systems under analysis have a structured flow of activities which are performed by the different subjects present in the system. In Figure 2 , we introduce the DCWorkflow class that captures the structured flow of activities in the system under analysis. An easier way to understand this workflow is to visualize an activity diagram with different activities executed in a sequential manner, where nodes represent states or control-flow structures and actions are performed on links between nodes. We use this workflow to describe the co-ordination of the different abstract resources (State, History, GoalState, Plan, and Action) and utilizing these resources to achieve representation-goal parity.
Representation-goal parity and Coordination of resources: The metamodel considers different States that are assigned to different stakeholders of a system. The Plan class represents the main plan that the stakeholders of a system are following to complete an objective. A DC system can be following multiple plans at a given time. The Plan class contains multiple FlowLinks and FlowElements and can be associated to one-or-more Actors at any given time. The FlowLink is associated with different Actions performed to achieve a task which further uses different MediatingArtefacts or BodilySupport and can possibly have a level of Dependency upon other elements (not explicitly shown in Figure 2 ). The State class represents the current state of an activity. The GoalState represents the final objective that the Actors are trying to accomplish. Both ControlNode (for control-flow structures) and State as well as GoalState are specializations of the abstract FlowElement class. This helps in defining a structured flow between the different states of the system. A Plan can be associated with multiple History states, which are essentially the combination of multiple GoalStates of previous Plans.
B. Physical Layout
The Physical layout theme focuses on the physical environment under which the cognitive system operates. In DiCOT, the Physical layout theme considers the following principles:
5. Space and cognition: Considers the use of space, available in a system, to support activity, e.g., laying out materials. 6. Arrangement of equipment: Considers how the physical arrangement of the environment affects access to information. 7. Perceptual: Considers how spatial representations aid computation. 8. Naturalness: Considers how closely the properties of the representation reflect those of the actual entity which it represents. 9. Subtle bodily supports: Considers the bodily actions used by the actors to support activity, e.g., pointing, nodding, and speaking. can see or hear (this influences situational awareness). In Figure 3 , we specify the concepts defined in the Physical Layout theme.
Space and cognition and Arrangement of equipment:
The metamodel considers the Resource class since the location of MediatingArtefacts and Actors is significantly important while considering the physical environment of a cognitive system. We introduce a Location class to specify the location of a Resource which facilitates the understanding of the arrangement of the equipment in the environment. Additionally, it is plausible that a MediatingArtefact consists of other MediatingArtefacts in the real world, reflected in the self-association for MediatingArtifact. E.g., a conference table consists of conference phones and speakers in an office environment.
Perceptual: This principle requires an understanding of the actual spatial representations used in the real environment. Therefore, we introduce an essential component of the metamodel, that is the DomainModel. The DomainModel captures all relevant information and concepts of the system under analysis and contains a set of DomainModelClasses. A Resource is related to a DomainModelClass, which can elucidate the perceptual principle since the pair describes the concrete, physical representation of an abstract entity in the DomainModel as a Resource in the system (for example, how the different MediatingArtefacts of the system provide the Actors with an idea of what needs to be done).
Naturalness: The Naturalness class is an association class between the information domain of the system and its concrete representation. It describes the closeness between the real world captured by a DomainModelClass and its associated representation (i.e., Resource) in the system under analysis.
Subtle bodily support: The BodilySupport class specifies the use of bodily actions by the Actors to support their activities. Since an Actor can use multiple bodily actions, there exists a one-to-many association between the Actor and BodilySupport. Situational awareness and Horizon of observation: The principles of Situational Awareness and Horizon of observation in DiCOT are quite similar and influence the access of information to an Actor in a system. The InformationStructure class represents the information contained in a system and is described in more detail in Section III.C. An Actor's access to information in a system reflects its horizonOfObservation. The Situational awareness of an Actor is quite dependent upon its Horizon of observation. Therefore, situationalAwareness is modeled as a subset of the horizonOfObservation association between an Actor and InformationStructure in the DC metamodel. As InformationStructure describes actual information in the system, it is typed by a class in the DomainModel.
C. Information Flow
The Information flow theme focuses on the movement and transformation of information in a cognitive system. In DiCOT, the Information Flow theme contains the following principles:
12. Information movement: Considers the different mechanisms (like passing physical artefacts; telephone; electronic mail) that are used in moving information around the system. 13. Information transformation: Considers the transformation of information as it flows through the cognitive system. As an example, consider a filtering process in which information is gathered, structured, and shifted. 14. Figure 4 , we define the concepts of the Information flow theme as applicable to the DC metamodel. A key component of the metamodel from an Information flow perspective is the InformationStructure class. This class describes the actual information that is contained in the system using different Resources. This information could be communicated in different forms like an Email or by an informal communication between actors and could be produced or transformed because of different actions occurring in a system.
Information movement and Information transformation: The Resource class is quite essential to the Information flow theme, because the transformation and movement of information across the system is carried out by the Resources of the system, i.e., the Actors and MediatingArtefacts. However, since we are essentially focused on the actual information on the artefacts rather than the artefacts themselves, we focus extensively on the flow of information between actors (since all information in the system is targeted towards different actors of the system) and the actions that cause this flow or transformation of information. An Action performed by an Actor (see Figure 2 in the Artefacts theme) may cause information movement (movementCausedBy association end) or transformation (causedBy association end). In addition, another Actor is associated to an InformationStructureExchange to describe the target of the flow of information. Movement or transformation may also be a result of multiple actions (reflected by the multiplicities of movementCausedBy and causedBy). These actions can occur anytime during the execution of a Plan in the system (see Figure 2 in Section III.A) and may be caused by different actors of a system. In the case of InformationStructureTransformation, the source InformationStructure (transformedFrom) and the target InformationStructure (transformedTo) are specified.
Information hubs and Buffering: The InformationHub class represents the meeting point of different information channels in the system, where different sources of information are processed together (e.g., a meeting room). It is quite plausible that these hubs are busy depending on the information being considered in the real environment. Therefore, the InformationHub class contains multiple Buffers that ensure the efficient working of the hubs and the smooth movement of information. There exists a directed association between the InformationHub and InformationStructure. This allows the information to exist independent of the knowledge of the hub through which it flows. An InformationHub may be associated with multiple Resources (like meeting rooms may contain multiple team members, telephones, and whiteboards).
Informal communication:
The informal attribute of the InformationStructureExchange class describes whether an exchange of information is of an informal nature or not.
Communication bandwidth: The bandwidth attribute of the InformationStructureExchange class describes the richness of an information exchange between the actors.
D. Evolution
The Evolution theme constitutes how the system has evolved over time to its current state. In DiCOT, the Evolution theme contains the following principles:
19. Cultural heritage: Considers the elements of the environment that have built up over time. These can include the inclusion of new MediatingArtefacts or Actors to facilitate the activities in the system.
Expert coupling:
Considers the information processing cycles in the cognitive system. As an example, consider how the members of a team collaborate to bring new recruits up-to-speed. Figure 5 covers the concepts of the Evolution theme by considering an abstract class Changeable. All the elements in our specified DC metamodel, that are changeable over time, are considered as specializations of this Changeable class.
Cultural heritage: By introducing the Changeable class as a parent class to all evolvable elements of the DC system (DCNodes and DCLinks), we cover different aspects in the evolution of a system like the inclusion of a new MediatingArtefact, Actor, or Plan in the cognitive system. For example, consider the workforce of an organization with multiple employees as the unit of analysis for a DC system. Each employee is modeled as an instance of the Actor class. Changes in the size of the workforce over time are captured with DeactivationChanges for the affected employees of this organization. Therefore, the instances of the Actor class would change accordingly and Actor is considered as a changeable element in our metamodel. As changes are captured explicitly, it is possible to reason about the evolving system.
An important aspect of the evolution part of the DC metamodel is the Change class, which is further refined into three key types of changes (PropertyChange, DeactivationChange, and LinkDeactivationChange), allowing all possible changes to a system over time to be captured [15] . Consider a UML object diagram [16] that represents the runtime instances of the system under analysis. The PropertyChange can be used to apply changes to the attribute values of objects (attribute is identified by affectedProperty), while the DeactivationChange and the LinkDeactivationChange can be used to add/remove objects or links between the objects, respectively (type of link is identified by affectedLink). No other types of changes are needed to manipulate the runtime instances of a system. Expert coupling: A self-association of the Actor class reflects the principle of Expert coupling in the Evolution theme. This is logically justified since collaborations in a real system for knowledge transfer take place among individual Actors. The association identifies some of those actors as experts.
E. Social Structure
The Social structure theme focuses on the role played by different social groups in a system. In DiCOT, the Social structure theme consists of the following principles:
21. Social structure and goal structure: Considers how the social structure within the team relates to the goal structure. 22. Socially distributed properties of cognition: Considers how the cognitive system is distributed within the team. In the proposed DC metamodel, the definition of a workflow introduces an element of goal structure to different actors in the system (see Figure 2 ) and the presence of expert coupling ( Figure 5 ) distributes the cognition amongst multiple subjects in the system. The concepts of horizon of observation and situational awareness (see Figure 3) further describe how cognition may be distributed among multiple subjects. Finally, multiple subjects may already be involved in information transformation and movement (see Figure 4) . Therefore, no additional classes are introduced to specify the Social structure theme.
F. Metamodel Completeness
The elements of the DC metamodel that we have covered so far describe the different themes and their respective principles defined in DiCOT. In this section, we introduce additional concepts for the completeness of the proposed metamodel in terms of inheritance structure and containment. In Figure 6 
IV. VALIDATION OF PROPOSED DC METAMODEL USING PRELIMINARY CASE STUDY
We validate the proposed metamodel for Distributed Cognition with the help of a preliminary case study based on an XP development team. We briefly describe the case study followed by a textual description, demonstrating how the different elements of the case study can be modeled with the proposed DC metamodel. It should be noted that it is not in the scope of this paper to define a concrete syntax for Distributed Cognition and apply it to the case study. Furthermore, the focus is not on the specification of a domain model for the XP-based system, since this is a standard activity in system development. Therefore, we are rather focusing on the key concepts that can be defined using the proposed DC metamodel in addition to the domain model.
The case study is taken from an observational field study on a mature XP team, conducted by Sharp and Robinson [12] . An interesting feature of this study is that it was conducted for analysing the XP team from a DC perspective. This allows us to describe the XP team using the proposed DC metamodel and juxtapose it against their field study, if necessary. The XP team works in a company that develops and maintains travel information webpages for customers in the UK. The team consists of multiple developers, a project manager, and business development staff acting as the customers. The team uses stories and different colored cards representing stories, tasks, and bugs. The team works in three-week iterations with development teams taking responsibilities of a discrete set of stories and each iteration has its own wall displaying different cards.
The following subsections show at a high level how to describe this XP team using the proposed DC metamodel. Overall, we observe that we can cover all aspects of the case study as described by the authors [12] . Additionally, the specification of the domain model for the system under DC analysis would allow us to analyze the system in greater depth. However, as mentioned earlier, this is beyond the scope of the paper.
A. Artefacts
Mediating artefact: The key MediatingArtefacts (Artefacts for short from now on) in this system are the wall and the cards. The model contains objects for multiple walls (for multiple iterations) and multiple cards along with a description for these Artefacts. Along with these key Artefacts, other Artefacts like the developer machines, company wiki, email, and books exist. Each Artefact is associated with different Actors (i.e., developers, project manager, and customers).
Creating scaffolding and Representation-goal parity: The runtime instances for walls and cards can be used by the Actors for scaffolding. This is because these objects help the Actors get an idea of progress. These objects also represent goal parity for an Actor since the completion of all the cards is the desired GoalState and can be reflected using them.
Coordination of resources:
The model contains objects for iterations of the type Plan. The tasks completed before the current iteration began can be described in the runtime instances for History. The developers working for an iteration can be linked using the association between Actor and Plan. Objects for walls and cards will be associated with their respective Plan objects. The ControlNode objects are used to reflect the varying nature of Actions in a Plan while the current state of the Plan and the goal is described using the objects for State and GoalState, respectively. Furthermore, there is a continuous flow of information in the system, resulting from the execution of Actions by different Actors. This information is quite essential for our case study since it describes the transformation of requirements, presented on the cards, into actual executable code. Therefore, this information is described by creating the runtime instances for InformationStructure.
B. Physical Layout
Space and cognition and Arrangement of equipment: The runtime instances for key Artefacts (i.e., walls and cards) along with an object for the Artefact developer machine can be used to reflect space and cognition since the developers use these extensively to support their activities. The Location of the Artefacts and the Actors can be described using the Location class associated with the Resource class. This information can collectively describe how the equipment is arranged in the office environment.
Perceptual: The Artefact objects for cards provide the Actors a clear idea of what needs to be done.
Naturalness: Assuming the information domain model of the case study is modeled (which is not discussed in depth here for space reasons), one can assess how well the identified Resources reflect the domain model entities, hence capturing Naturalness. For example, one can assess how well the Resource card in the system represents the concept of requirement for a task in an iteration, as defined by DomainModelClasses in the domain model. Subtle bodily support: This principle is not described in the source paper [12] . Therefore, it is difficult to validate it. However, an Actor's body action like pointing to a card can be assigned a BodilySupport object in the model, hence reflecting this principle.
Situational awareness and Horizon of observation: These principles require a combination of the Actor object's Location and the InformationStructure objects for the information accessible to the Actor. The Actor's Location is important since it influences his access to information like advices and questions. Again, the content of this information can be analyzed by creating instances of the InformationStructure class. The more information accessible to an Actor (the Actor's Horizon of observation), the potentially more situationally aware it becomes.
C. Information Flow
Information movement: The flow of information in a system (InformationStructureExchange) can be described by using the instances of the InformationStructure class (to describe the information being moved), the instances for Actor (to describe the source and target of the information movement) and the Action (to describe what causing the movement). An example in our case study would be an email from a project manager to the developers to describe the changes to a web interface. In this case the Actors would be objects for project manager and developers, the instance for Action would be sending an email and the object for InformationStructure would describe the actual changes to the web interface.
Information transformation: In our case study, consider the scenario of actual code development by the developers. This reflects a transformation of information (InformationStructureTransformation) from requirements to actual programming code. Therefore, we describe this scenario by creating instances for code development (Action), requirements and developed code (InformationStructure). The Actor involved in this action is the developer.
Information hubs and Buffering: The objects for meeting rooms and pairing between Actors need to be defined for InformationHub object along with any Buffers, if necessary.
Informal communication and Communication Bandwidth: Consider an informal exchange of information occurring between two developers paired for a development task. This exchange can be captured by creating instances for Actor, InformationStructure, InformationStructureExchange (with the informal attribute set to true) and Action (and an instance for BodilySupport if the exchange of information is verbal). Additionally, if the exchange of information is verbal then its communication bandwidth is quite high. This can be described using the bandwidth attribute of the instance for InformationStructureExchange.
D. Evolution
Cultural heritage: As discussed above, the Resource class is a changeable element in the proposed DC metamodel. Ac-cording to the authors [12] , the XP team evolved from using index cards to summary sheets when they changed their office. This can be easily reflected using the changeable objects of MediatingArtefact and deactivating the objects that are impacted by the change. Additionally, scenarios like addition of new developers to the team can be easily accounted for by changing Actor objects.
Expert coupling: An addition of a recruit requires pairing with existing members of the team to bring the recruit up-tospeed. This can be described by using the expertCoupling association of the Actor.
E. Social Structure
Social structure and goal structure: This can be described by utilizing the workflow objects like GoalState and Action and associating them to the Actor.
Socially distributed properties of cognition: An example of distributed properties of cognition is pairing. This is like Expert coupling principle and can be described by using the expertCoupling association of the Actor.
F. Threats to Validity
The case study provides only initial evidence that the proposed DC metamodel is a step in the right direction. The preliminary case study focuses solely on feasibility (i.e., it is possible to capture all aspects of the case study with the proposed DC metamodel). The preliminary case study does not assess efficiency or usability of the proposed DC metamodel. A concrete syntax for DC and subsequently a more formal case study and empirical studies are required to determine whether the proposed DC metamodel is truly sufficient. Furthermore, bias may have been introduced, because the same authors defined the metamodel and performed the case study. Additionally, the case study and the metamodel are both based on DC. By specifying a metamodel, we want to facilitate the analysis of a system from a DC perspective. Therefore, it is essential to consider further independent case studies, which have not yet been analyzed using DC, and analyze them using the proposed DC metamodel. These additional case studies would provide stronger validation for the completeness and strength of the proposed DC metamodel. Furthermore, it is possible that we discover new scenarios while considering other case studies, which could lead to the introduction of new concepts to the proposed DC metamodel.
V. RELATED WORK
To the best of our knowledge, there has been no prior attempt to specify a metamodel for Distributed Cognition, and certainly not in the context of the Model Driven Engineering (MDE) development paradigm [2] . However, there have been previous works that have used the concepts defined by DC to establish metamodels for other domains.
The work by Belkadi and Bonjour [17] focuses on defining a situation model to support awareness in collaborative design. These collaborative situations include basic entities like human and material resources, interactional resources like activities, and roles like actors. They define a situational metamodel for collaborative situations, which utilizes the concepts of DC. However, they do not specify a metamodel for DC.
The work by Omicini, Ricci and Viroli [18] defines a metamodel for multi-agent systems (MAS) focusing on agents and artifacts [18] . They provide an informal description of their metamodel rather than a formal specification with a metamodel. While they do not define a metamodel for DC, they utilize its concepts, particularly the concept of artifact.
Other work in metamodeling by Bhupatiraju [19] determines a coherence network to describe a theoretical understanding of medication management activities. Like the previous work, the metamodel is not defined formally and is used as a systematic tool to avoid or eliminate medical errors. This work uses the concepts of DC for establishing the metamodel for coherence networks but does not specify a metamodel for DC.
VI. CONCLUSION AND FUTURE WORK
This paper proposes a metamodel for Distributed Cognition (DC) by utilizing the themes and principles defined in Distributed Cognition for Teamwork (DiCOT). The metamodel is validated against a preliminary case study of a Software XP team [12] to demonstrate initial adequacy of the proposed DC concepts. The specification of a metamodel allows users to analyze a system consisting of artifacts, actors, goals, and workflow elements (among other concepts) from a DC perspective. A runtime instance model of their problem system may potentially be enumerated, thereby facilitating the analysis of their system with the help of a software model. Overall, we observe that we can cover all aspects of the case study as described by the authors [12] with the proposed metamodel for DC.
In future work, we will focus on (a) providing a simple editor for models conforming to the proposed DC metamodel, (b) investigating a concrete syntax for DC, and (c) transforming the concepts defined in the DC metamodel into the User Requirements Notation (URN) [20] . This will allow us to connect DC concepts to goal and scenario models defined by URN, thereby integrating DC with other requirements engineering formalisms and the Model-Driven Engineering (MDE) development paradigm. Further case studies are needed to address the threats to validity discussed in Section IV.F. Finally, we aim to conduct empirical studies to further assess the sufficiency of the proposed DC metamodel and the intuitiveness and usability of models created with the proposed DC metamodel.
