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ABSTRACT 
Estimation of the time required for software development is a difficult task of software 
project development. Function Point Analysis (FPA) is among the most commonly used 
techniques to estimate the size of software system projects or software systems. Several 
studies have already proposed to extend FPA, mainly aimed at achieving greater precision 
in the point assessment of systems of greater algorithmic complexity. This work proposes 
the use of concepts of fuzzy logic to combine factors to adjust the time estimated to 
implement requirements of software systems. A software system was developed to 
automate the time estimation that is adjusted using factors combined as fuzzy rules.  
Keywords: software estimation; function point analysis; fuzzy logic; software metrics. 
RESUMO 
Estimar o tempo necessário para o desenvolvimento de projeto de software é uma tarefa 
difícil. A Análise de Pontos de Função (APF) está entre as técnicas mais comumente 
utilizadas para estimar o tamanho de projetos de sistemas de software. Vários estudos já 
propuseram extensões à APF, principalmente visando a maior precisão dos seus resulta-
dos para sistemas com complexidade algorítmica maior. Este trabalho propõe o uso de 
conceitos de lógica fuzzy para combinar fatores para ajustar o tempo estimado para 
implementar um sistema de software. Um software foi desenvolvido para automatizar a 
estimativa de prazo que é ajustado pelo uso de fatores combinados em regras fuzzy. 
Palavras-chave: estimativa de software; análise de pontos de função; lógica fuzzy; métri-
cas de software.  
2 Revista Eletrônica de Sistemas de Informação, v. 11, n. 1, jan-jun 2012, artigo 8  
 doi:10.5329/RESI.2012.1101008 
1 INTRODUÇÃO 
Alfred Pietrasanta do Instituto de Pesquisa em Sistemas da IBM 
(International Business Machines) argumentou em 1968 que, na época, 
não havia uma solução rápida e fácil para o problema de estimativa de 
recursos (LAIRD, 2006). Três décadas mais tarde, Briand et al. (1999) 
observaram que apesar do grande número de fatores de custo 
identificados e considerados e da possibilidade de uma base de dados 
ampla e bem organizada disponível, muitas incertezas na estimativa de 
custo de software persistiam. Em 2001, Lewis (2001) se referia à estima-
tiva como um dos problemas práticos mais importantes da Engenharia de 
Software. Em 2006, Laird (2006) acrescentou que há limitações na 
habilidade de estimar com precisão, devido às incertezas inerentes aos 
projetos de software. E, mais recentemente, Liao (2009) observou que a 
complexidade do software, as experiências históricas deficientes, a falta 
de ferramentas e os erros humanos fazem com que sejam obtidas 
estimativas de projeto de software ainda muito distantes da realidade. 
Estimativas em projetos de software podem ser utilizadas para apoiar 
o planejamento do projeto pelo suporte na definição de custos, de 
recursos e de prazo necessários e do valor do software produzido. Assim, 
encontrar solução aos problemas relacionados às estimativas ou mesmo 
melhorar soluções existentes representam maneiras de contribuir com as 
fábricas de software para que seus projetos sejam concluídos no prazo, 
orçamento e qualidade planejados.  
Albrecht (1979) define três critérios básicos para avaliar projetos de 
desenvolvimento de software: devem ser finalizados no tempo estipulado, 
com o custo definido e satisfazer o cliente, no sentido de o sistema 
atender aos seus interesses e expectativas. O cliente estipula os objetivos 
(ou requisitos) que o sistema deve atender e o projeto de desenvolvi-
mento deve fazer com que esses objetivos sejam alcançados dentro do 
prazo e do custo estipulados e com a qualidade requerida. 
Muitas técnicas (incluindo as denominações procedimento, padrão, 
métrica, modelo, metodologia) como, por exemplo, pontos de função 
(FPCPM, 1999) têm como base o esforço necessário para desenvolver o 
software que é utilizado para determinar prazo, custo e qualidade, dentre 
outros. Os custos também podem ser determinados a partir do prazo 
necessário para desenvolver o software. O cronograma, que expressa o 
prazo, permite ainda definir marcos de verificação durante a realização do 
projeto. 
Quanto ao momento de realizar a estimativa, o indicado é que a fase 
de projeto (do ciclo de vida clássico proposto em Pressman (2005)) esteja 
concluída, ou que pelo menos haja um esboço razoavelmente claro dessa 
etapa (MELLER, 2002). Diferente do proposto em Pressman (2005) e 
Meller (2002), neste trabalho pontos de função são utilizados na fase de 
requisitos, pois considera-se que, quanto mais no início do ciclo de vida do 
software a estimativa for realizada, mais útil ela poderá ser. Isso se justi-
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ficaria pelo seu uso no planejamento do projeto, na definição do contrato 
com o cliente e na alocação de recursos, por exemplo. Contudo, quanto 
mais avançado estiver o desenvolvimento do software, maior é a probabi-
lidade de a estimativa ser mais precisa. Isso porque os dados utilizados 
para realizar a estimativa estarão mais completos e precisos. 
Uma desvantagem apontada à técnica de pontos de função é que ela 
não considera apectos como os relacionados à equipe de desenvolvimento 
(incluindo domínio das tecnologias utilizadas, conhecimento e experiência 
em análise, projeto e desenvolvimento e mudanças que podem causar 
impacto) e a complexidade do software a ser desenvolvido. Além disso, a 
contagem é realizada com base nas funcionalidades que o usuário estabe-
lece ou percebe para o sistema, podendo não ser considerada a complexi-
dade dos esforços técnicos e/ou tecnológicos realizados. Pontos de função 
não consideram, tampouco, o reuso de artefatos de software, o uso de 
tecnologias como ambientes integrados de desenvolvimento de software e 
a geração automatizada de código, dentre outros. 
Como forma de contribuir para a estimativa de prazo de projetos de 
software, neste trabalho é proposta uma complementação à metodologia 
publicada em Borsoi et al. (2010). Por meio dessa metodologia, o prazo é 
obtido a partir da es pecificação dos requisitos do ponto de vista do usuá-
rio, tendo como base pontos de função (FPCPM, 1999). A complementação 
proposta se refere à definição de fatores modificadores do prazo estimado 
e ao uso de lógica fuzzy. Os fatores modificadores de prazo propostos 
neste trabalho representam uma maneira de atender aos aspectos e 
requisitos não abrangidos pela técnica de pontos de função, incluindo a 
experiência e o conhecimento da equipe. Os fatores modificadores defi-
nem o percentual de aumento ou de redução do prazo obtido a partir dos 
requisitos do sistema. Esse percentual é obtido por meio da aplicação de 
lógica fuzzy. Essa lógica é utilizada para combinar esses fatores em regras 
com o objetivo de tornar a estimativa de prazo mais precisa, já que, com 
essa combinação, é possível considerar as influências desses fatores entre 
si. O uso de lógica fuzzy visa a facilitar o processo de realizar estimativa 
para o usuário, uma vez que a entrada é baseada em variáveis linguísticas 
(pouco e bastante, por exemplo) que são convertidas para constantes 
(valores crip). A combinação dessas variáveis resulta no percentual de 
ajuste do prazo definido com base nos fatores definidores de prazo, os 
requisitos do sistema. 
Este texto está organizado em seções. Esta é a primeira e apresenta 
o contexto no qual o trabalho se insere, o problema e forma de solução 
proposta. A Seção 2 apresenta o referencial teórico centrado em estima-
tiva de software e a Seção 3, o referencial teórico sobre sistemas fuzzy. Na 
Seção 4 estão os principais trabalhos relacionados a este. Na Seção 5 é 
apresentada a metodologia utilizada para o desenvolvimento do trabalho e 
na Seção 6, a proposta deste trabalho. E, por fim, estão a conclusão do 
trabalho e as referências. 
4 Revista Eletrônica de Sistemas de Informação, v. 11, n. 1, jan-jun 2012, artigo 8  
 doi:10.5329/RESI.2012.1101008 
2 ESTIMATIVA DE SOFTWARE 
Estimar, em Engenharia de Software, consiste em determinar (prever) 
prazo, recursos e esforço necessários para desenvolver um projeto de 
software (PRESSMAN, 2005). Reinaldo e Filipakis (2009) acrescentam o 
objetivo de determinar o tamanho do produto e o custo à organização. 
O tamanho, definido a partir dos requisitos do sistema, sejam funcio-
nais ou não funcionais, e a qualidade esperada para o software podem ser 
utilizados como base para estimar prazo (cronograma), recursos (pessoas, 
equipamentos, tecnologias, ambientes), esforço (a quantidade de trabalho 
necessária) e custo (valor financeiro). 
Na literatura são encontradas várias técnicas para realizar estimati-
vas. Desde técnicas mais genéricas e clássicas como a contagem de linhas 
de código (PARK, 1992) até as mais específicas, como a medida de pontos 
de função para software desenvolvido com a linguagem Java (KUSUMOTO 
et al., 2002), ou mesmo a API Points (ALMEIDA e LUZ, 2008). 
Nasir (2006) categoriza as técnicas de estimativa em: a) abordagens 
paramétricas, como pontos de função e linhas de código; e b) abordagens 
heurísticas que abrangem estimativas orientadas ao aprendizado e basea-
das em conhecimento especialista. Já Meller (2002) e Keung (2009) as 
agrupam nas categorias: 
a) julgamento especialista – ou parecer técnico que tem como base a 
experiência pessoal dos desenvolvedores. Delphi e Wideband-Delphi são 
exemplos de técnicas utilizadas para fazer julgamento especialista. 
b) analogia – as estimativas para projetos novos são realizadas com 
base em um histórico de projetos, considerando semelhanças em termos 
de características entre os projetos. Para utilizar analogia é necessário que 
haja uma adequada caracterização e documentação do histórico de 
projetos para identificação de semelhanças ou equivalências entre eles. 
c) modelos algorítmicos – são definidos com base em procedimentos, 
contagens e cálculos. Exemplos: linhas de código, modelo de estimativa 
de Putnam, modelo de custo construtivo (COCOMO), pontos de função, 
pontos de particularidade, ciência do software de Halstead e número ciclo-
mático de McCabe. Linhas de código, modelo de estimativa de Putnam e 
COCOMO são baseados na contagem das linhas de código. Pontos de 
função objetiva medir a funcionalidade do software, medindo o tamanho 
do que o software faz (DEKKERS, 1999). Ciência do software de Halstead 
tem como base o número de operadores e operandos (KAN, 1995). O 
número ciclomático de McCabe é calculado a partir da representação do 
fluxo de controle de um programa (PRESSMAN, 2005). 
As estimativas são, geralmente, realizadas com base nas caracterís-
ticas do sistema. Contudo, outros fatores podem ser considerados. A API 
Points (ALMEIDA e LUZ, 2008), por exemplo, que é um método para 
estimar tamanho e esforço para desenvolvimento de uma API (Application 
Programming Interface), determina o tamanho do projeto com base em 
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características externas do sistema. Esse método tem como base a identi-
ficação das restrições e a escolha do percentual de complexidade. As 
restrições são fatores que podem limitar o desenvolvimento do projeto: 
suposições no planejamento, dependências externas e internas, riscos 
associados à API a ser desenvolvida e a quantidade de métodos. 
Cada técnica possui vantagens e desvantagens em relação às demais 
e características e aplicabilidades específicas. Estimativas baseadas na 
contagem de linhas de código, por exemplo, requerem conhecimento ade-
quado da tecnologia empregada ou das linhas de código necessárias para 
implementar os requisitos do software, além de experiência considerável 
no desenvolvimento de projetos. Laird (2006) destaca bons resultados 
obtidos com opinião de especialistas, pontos de casos de uso e de função 
e recomenda usar técnicas combinadas, incluindo analogia. Para Liao 
(2009) estimativas baseadas na opinião de especialistas e em analogia 
podem ser utilizadas após a definição do problema.  
O sistema computacional desenvolvido para realizar estimativas como 
parte da proposta deste trabalho combina as técnicas baseadas em 
analogia e algorítmica, mas está fundamentado em pontos de função. O 
prazo é calculado com base nas funcionalidades do software. O prazo 
estimado é obtido a partir da indicação de tempo para realizar cada 
agrupamento de atividades definido pelo especialista. E um processo 
algorítmico utilizando lógica fuzzy é empregado para combinar os fatores 
de ajuste do prazo que consideram o contexto do processo de 
desenvolvimento de software, incluindo a equipe e o ambiente. 
A subseção a seguir trata especificamente de pontos de função, por 
ser essa técnica importante na fundamentação da proposta deste tra-
balho. 
2.1 PONTOS DE FUNÇÃO 
Análise de Pontos de Função (APF) é uma técnica para medir projetos 
de software a partir de uma perspectiva funcional (FPCPM, 1999). APF é 
independente de métodos, tecnologias, equipamentos e outras condições 
necessárias para implementar o sistema. Essa técnica visa a estabelecer 
uma medida de tamanho, considerando a funcionalidade implementada do 
ponto de vista do usuário. Ela pode ser usada para estimar o tamanho do 
projeto de desenvolvimento ou de melhoria de sistemas de software. 
Pontos de função é a unidade de medida de tamanho dessa técnica. 
Tavares, Carvalho e Castro (2002) definem a medição de pontos de 
função a partir da especificação de requisitos. Esses autores utilizam casos 
de uso e diagramas de classe como base para a contagem. De acordo com 
a técnica APF, uma aplicação de software, vista sob a ótica do usuário, é 
um conjunto de funções ou atividades do negócio que o beneficiam na 
realização de suas tarefas (TAVARES, CARVALHO, CASTRO, 2002). O 
manual da APF (FPCPM, 1999) explicita que uma visão do usuário repre-
senta as necessidades de negócio desse usuário na sua linguagem. Essas 
necessidades são traduzidas ou representadas de maneira a prover uma 
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solução computacional para o problema. Assim, a contagem de pontos de 
função é realizada representando a informação em uma linguagem que é 
comum para usuários e desenvolvedores do sistema. 
Zheng et al. (2009) com base na FPCPM (1999) definem os seguintes 
passos para calcular pontos de função: determinar o tipo de contagem, 
identificar escopo e fronteiras da aplicação, contar funções de dados e de 
transação, determinar o fator de ajuste e calcular pontos de função ajus-
tados, que são explicados a seguir: 
a) determinar o tipo de contagem – definir o tipo de projeto, que pode ser, 
por exemplo, de desenvolvimento ou de melhoria. 
b) identificar o escopo de contagem e as fronteiras da aplicação – definir a 
abrangência do que será contado e o tipo de sistema. 
c) contar as funções de dados e de transação – determinar os pontos de 
função não ajustados por agrupamento de funções do tipo dado e de 
transação que são: entradas e saídas externas, cuja complexidade é 
obtida pela quantidade de arquivos lógicos e de dados elementares 
referenciados; e consulta externa, arquivos lógicos internos e arquivos 
de interface externa, cuja complexidade é calculada a partir da quanti-
dade de registros lógicos e de dados elementares referenciados. 
As funções do tipo dado (arquivo lógico interno e de interface externa) 
representam as funcionalidades fornecidas ao usuário do sistema visan-
do a atender os requisitos internos e externos da aplicação que são 
referentes a dados. As funções do tipo transação (entradas externas, 
saídas externas e consultas externas) representam as funcionalidades 
fornecidas ao usuário que realizam operações no sistema, executando 
ações (inclusão, alteração, exclusão, consulta) sobre as informações do 
banco de dados.  
O FPCPM (1999) propõe cinco funções entre dados e transações e tabelas 
para calcular os pontos de função não ajustados a partir de cada uma 
dessas funções. A NESMA, que é uma extensão do método apresentado 
pela FPCPM, propõe três tipos de contagem de pontos de função: a 
contagem indicativa, a contagem estimada e a contagem detalhada 
(NESMA, 2009). 
d) determinar o valor do fator de ajuste – que pode ser obtido a partir de 
14 características definidas pela FPCPM (1999) por meio da fórmula:  
valor de ajuste = (soma dos graus de influência dos fatores de ajuste * 0,01) + 0,65 
 Roetzheim (2000) cita uma série de fatores ambientais de projeto que 
podem ter influência na definição de estimativas com base em pontos 
de função, como: capacidade do analista, experiência nas aplicações e 
na linguagem de programação e ferramentas, continuidade de pessoal, 
capacidade e experiência do gerente. Esses fatores são outra forma de 
determinar o ajuste na estimativa obtida. 
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O modelo COCOMO intermediário (BOEHM, FAIRLEY, 2000) considera como 
fatores de ajuste, um conjunto de atributos direcionadores do custo 
agrupados em quatro categorias: produto, hardware, pessoal e projeto. 
Cada um desses atributos deve ser classificado de acordo com uma 
escala que varia de “muito baixo” a “extremamente elevado” (em 
importância e valor). O produto de todos os resultados de multiplica-
dores de esforços é chamado de fator de ajustamento de esforço 
(PRESSMAN, 2005). 
Jones (2008) inclui como fatores de ajuste, as entidades e os relaciona-
mentos presentes nos arquivos lógicos, tipos de consultas, algoritmos, 
cronograma, custo, nível de qualidade, plataformas de hardware e de 
software utilizadas, critérios de segurança e desempenho, treinamento 
e instalação. Outros requisitos como reuso ou uso de componentes 
prontos e conhecimento e experiência da equipe também podem 
influenciar na determinação de prazo para desenvolver um projeto de 
software. 
e) calcular os pontos de função ajustados – uma forma de cálculo dos 
pontos de função ajustados é obtida pelo fator de ajuste multiplicado 
por pontos de função não ajustados, assim: 
pontos de função ajustados = pontos de função não ajustados * fator de ajuste 
 Definições, regras de contagem e classificação, tratamento de exceções 
e exemplos práticos relacionados a pontos de função podem ser 
encontrados em FPCPM (1999). 
3 LÓGICA FUZZY 
A utilização de conjuntos fuzzy para lidar com conceitos inexatos foi 
inicialmente proposta por Zadeh em 1965, motivado pelo fato de que 
muitas classes de objetos existentes no mundo físico não apresentam 
critérios de pertinência definidos com precisão (ZADEH, 1965, 1975, 
1983). Alguns exemplos dessas classes são “temperatura alta”, “declive 
elevado” e mesmo os conceitos de “floresta” ou “cidade”. Para classes 
como essas, a lógica clássica (de Aristóteles) não permite a existência de 
uma transição gradual entre a pertinência completa e a não pertinência de 
um elemento a um determinado conjunto. 
Na teoria dos conjuntos fuzzy é feita uma generalização da função 
característica, originando uma função de pertinência, que determina com 
que grau um objeto x pertence a um conjunto A no universo em questão 
(FONTE, 2004). Nessas condições, seja X um conjunto de objetos repre-
sentando o universo, então um conjunto A é definido por um conjunto de 
pares ordenados de um elemento genérico x e sua função de pertinência 
µA(x). Essa relação pode ser expressa pela equação:  
}|))(,{( XxxxA A ∈= µ  
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Ao contrário dos conjuntos clássicos, na teoria dos conjuntos fuzzy, a 
transição entre pertencer e não pertencer a um determinado conjunto é 
gradual. O conjunto fuzzy pode ser entendido como uma espécie de 
predicado lógico (condição) cujos valores percorrem o intervalo entre 0 e 
1, representado por [0, 1]. 
Uma relação fuzzy, considerada uma generalização das relações 
tradicionais, representa um conjunto fuzzy associando cada elemento do 
produto cartesiano ou par (x,y), por exemplo, a um grau de pertinência 
definido no intervalo unitário [0; 1]. Assim, considerando dois universos X 
e Y quaisquer, uma relação fuzzy R é vista como uma generalização do 
produto cartesiano clássico X × Y →  {0,1}. Essa relação fuzzy é dada por:  
R={((x,y), µR(x,y)) | (x,y) ∈  X ×Y} 
Neste trabalho, as relações fuzzy são consideradas no formato matri-
cial e são utilizadas para combinar pares de fatores definidos como 
modificadores ou de ajuste de prazo. O conteúdo das células da matriz 
representa o nível de ocorrência de cada fator no projeto analisado. São 
geradas relações fuzzy que representam o grau de influência dos fatores 
modificadores em questão ao prazo previamente estimado para o desen-
volvimento do projeto de software, denominado prazo não ajustado. As 
relações fuzzy definidas são apresentadas na Seção 6. 
A interpretação das regras fuzzy como relações fuzzy apropriadas 
permite a investigação de diferentes esquemas de raciocínio fuzzy (ra-
ciocínio aproximado) (PEDRYCZ e GOMIDE, 1998). O raciocínio fuzzy 
corresponde a uma metodologia de inferência que utiliza conceitos e 
ferramentas da lógica fuzzy para chegar a uma conclusão partindo-se de 
uma dada premissa. Desta forma, de posse de um conjunto de regras de 
proposições e conclusões (chamadas de regras linguísticas), combinadas 
por operadores fuzzy, pode-se inferir um conjunto fuzzy, do qual é possível 
extrair um valor numérico que representa o resultado final da análise. 
Neste trabalho conceitos de lógica fuzzy são utilizados para ajustar o 
prazo de desenvolvimento de projeto de software obtido com base nos 
requisitos do sistema, que representam as funcionalidades requeridas ou 
definidas pelo usuário. 
4 TRABALHOS RELACIONADOS 
São considerados trabalhos relacionados a este, os que se referem a 
estimativa de projeto de software tendo como base pontos de função e o 
uso de lógica fuzzy. Diversos autores já empregaram conceitos de lógica 
fuzzy com o objetivo de aprimorar os resultados obtidos com técnicas de 
estimativas de esforço, tamanho e custo para desenvolvimento de 
software, tais como análise de pontos de função e análise de pontos de 
caso de uso. 
Yau e Tsoi (1994) sugerem que, devido à incerteza comumente 
encontrada nas fases iniciais do desenvolvimento de projetos, ao se apli-
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car uma métrica, seria mais fácil determinar o grau de influência das 
características do sistema a ser desenvolvido usando descrições cogniti-
vas em vez de valores numéricos. Este foi um dos trabalhos preliminares 
que combinaram métricas e conceitos de lógica fuzzy. 
Lima Júnior, Farias e Belchior (2003) ressaltam que a técnica de 
pontos de função não possui uma continuidade na classificação de suas 
funcionalidades. Eles propõem a Análise de Pontos de Função Fuzzy, 
baseada em uma classificação contínua e gradual das funcionalidades de 
um sistema, usando valores fuzzy no lugar da tradicional tabela de classifi-
cação. Esses autores indicam que o uso de termos linguísticos permite a 
substituição dos intervalos clássicos por conjuntos fuzzy, gerando uma 
extensão do modelo original. Eles apresentam também vantagens da 
extensão proposta: o modelo torna-se mais genérico, simulando o 
raciocínio humano na interpretação dos termos linguísticos. A transição de 
um termo linguístico para outro adjacente torna-se gradual, ao invés da 
mudança abrupta existente na técnica original. 
Braz e Vergilio (2004) propõem uma métrica baseada em casos de 
uso, denominada Pontos por Tamanho de Caso de Uso Fuzzy (Fuzzy Use 
Case Size Points-FUSP), que usa conceitos da teoria de conjuntos fuzzy 
para criar uma classificação gradual das seções de um caso de uso, 
eliminando alguns problemas relacionados à classificação por meio de 
tabela de categorias. No estudo de caso apresentado por esses autores, a 
técnica proposta apresentou melhores resultados que a Análise de Pontos 
por Caso de Uso. Contudo, esses autores ressaltam que novos estudos de 
casos devem ser feitos para avaliar os resultados da aplicação da técnica, 
considerando modificações ou extensões na tabela de classificação FUSP, 
aumentando o número de elementos considerados ou a diferença entre a 
complexidade das categorias. 
Xia, Capretz e Ho (2008) utilizam uma técnica denominada neuro-
fuzzy, que incorpora a habilidade de aprendizado das redes neurais e a de 
capturar conhecimento humano da lógica fuzzy. Essa técnica visa a ajustar 
os valores propostos pela técnica de pontos de função. A proposta deste 
trabalho, ainda que esteja fundamentada em pontos de função, define 
fatores de ajustes e a sua combinação em regras fuzzy. 
Fu et al. (2010) propõem um método de análise de pontos de função 
que combina regras fuzzy e redes neurais do tipo backpropagation com o 
objetivo de estimar tamanho de software. Os resultados obtidos mostram 
que o método pode eliminar a descontinuidade entre classes de diferentes 
complexidades da análise de pontos de função, aproveitando melhor os 
dados históricos, que realçam a exatidão da avaliação. 
Com o objetivo de resolver o problema de descontinuidade da classe 
de complexidade da análise de pontos de função, Chen et al. (2010) pro-
põem combinar a teoria fuzzy e métodos de interpolação visando a apre-
sentar uma análise de pontos de função com interpolação-fuzzy. Os 
resultados obtidos indicam que o método pode estimar com mais exatidão 
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o número de pontos de função e obter melhor desempenho na operabi-
lidade prática. 
Diferentemente do proposto em Braz e Vergílio (2004), neste trabalho 
o cálculo de prazo não ajustado é definido a partir dos requisitos do ponto 
de vista do usuário do sistema, ou seja, as funcionalidades pretendidas 
para o sistema. Assim, é possível gerar a estimativa na fase inicial do ciclo 
de vida do software, permitindo utilizá-la na definição do planejamento do 
projeto, alocação de recursos e na negociação de contrato com o cliente.  
No sistema desenvolvido como resultado deste trabalho, a desconti-
nuidade existente entre classes de diferentes complexidades da técnica 
de análise de pontos de função é tratada com o uso de lógica fuzzy. Assim 
como é proposto por Fu et al. (2010). 
A possibilidade de o usuário informar os tempos padrão a serem utili-
zados para gerar a previsão de prazo não ajustado para desenvolvimento 
do software, é vista como um diferencial em relação às propostas dos au-
tores referidos nesta seção. O contexto do ambiente, a estrutura organiza-
cional e características da equipe são considerados no cálculo do prazo 
estimado para um projeto de software. Após ser definido o prazo com base 
nos requisitos do sistema, são empregadas técnicas da lógica fuzzy para 
combinar fatores de ajustes (modificadores de prazo), cruzando informa-
ções desses fatores e gerando um prazo ajustado possivelmente mais 
próximo ao real. 
5 MÉTODO DE DESENVOLVIMENTO EMPREGADO 
Para o cálculo do prazo de desenvolvimento de um projeto foram 
definidos os fatores modificadores de prazo, considerados como os que 
poderiam alterar o prazo obtido a partir dos fatores definidores de prazo 
propostos em Borsoi et al. (2010). Esses fatores modificadores foram 
agrupados em: relacionados ao produto (software a ser desenvolvido), à 
equipe, ao conhecimento do negócio, ao uso de ferramentas, métodos e 
modelos e ao reuso de artefatos. 
A partir desses fatores foram realizados testes para identificar se o 
cálculo do tempo poderia ser realizado por meio de interpolação em uma 
reta, ou seja, se os tempos para cada um dos fatores modificadores 
poderiam ser definidos de forma incremental contínua. Para fazer essa 
verificação foi definida a equação da reta a partir do número de campos 
de uma tabela e o respectivo tempo indicado por um especialista para 
implementar manutenção de dados complexa. Esse tipo de manutenção é 
um dos requisitos definidores de prazo propostos em Borsoi et al. (2010) 
que considera a quantidade de campos de uma tabela em banco de dados. 
A Figura 1 exemplifica esse procedimento de cálculo e análise para a 
implementação de manutenção de dados complexa (com validação, refe-
rências cruzadas, campos calculados, buscas inclusive com filtros), utili-
zando o tempo de 3 horas para até 5 campos e, para entre 6 e 15 campos, 
de 3 a 5 horas. 
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Figura 1. Interpolação sobre uma reta 
Fonte: elaborada pelos autores 


















Para calcular o tempo que é necessário para implementar a manuten-





0 +=y  
2,30 =y  
Logo: serão necessárias 3,2 horas para uma manutenção de dados 
com 6 campos. 
Quando se associam tempos com as atividades consideradas para 
estimativa, os dados são fornecidos de forma pontual. Desse modo valores 
intermediários precisam ser estimados, por exemplo, por meio de interpo-
lação. 
Cada intervalo, que se refere a uma determinada quantidade de cam-
pos de tabelas, associa-se com um valor de tempo, fazendo que a mudan-
ça de um dado número de campos para outro seja abrupta. Para suavizar 
essa mudança é utilizado o conceito de lógica fuzzy com regras diretas 
entre número de campos e tempos, por exemplo. Assim, se campos é C1, 
então tempo é T1. E constrõem-se funções de pertinência para a variável 
“campos”, que representam a entrada e funções de pertinência para a 
variável “tempo” que representam a saída. 
Para que fosse possível determinar se seria mais adequado realizar o 
cálculo a partir de interpolação em uma equação de reta ou com o uso de 
lógica fuzzy, as mesmas entradas do exemplo da Figura 1 foram utilizadas 
para definir os valores por meio de lógica fuzzy, ou seja, com o uso de 
funções de pertinência. O procedimento utilizado para obter o tempo em 
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decorrência do uso de funções de pertinência é apresentado nas Figuras 2 
e 3, onde “µC” e “µT” significam o grau de pertinência para campos e 
tempo respectivamente.  
 
Figura 2. Funções de pertinência triangulares 
Fonte: elaborada pelos autores 
Os resultados gerados pelas funções de pertinência são os valores 
fuzzy (entradas) a partir dos quais são definidos os valores crisp (saídas). 
A saída se refere ao valor obtido para a definição do tempo necessário 
para implementar a respectiva funcionalidade do sistema. 
Para obtenção das saídas crisp, que são tempos, foram utilizadas 
funções singleton, como representado na Figura 3. Esse tipo de função foi 
utilizado porque é esperado um valor pontual (valor específico de tempo) 
e não uma faixa de valores para a saída. 
 
Figura 3. Função de pertinência impulso (singleton) 
Fonte: elaborada pelos autores 
O cálculo a seguir exemplifica a forma de obter o tempo para imple-
mentação de manutenção de dados complexa (com validação, referências 
cruzadas, campos calculados, buscas, inclusive com filtros) tendo como 








horast 27,3=  
A resposta ao questionamento se era necessário utilizar funções de 
pertinência ou apenas obter os valores por interpolação de uma reta foi 
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obtida por meio dos dados exemplificados nas Figuras 2 e 3. Por meio da 
análise dessas figuras verificou-se que: 
a) Os valores obtidos com a equação da reta, por interpolação, são 
proporcionais. Assim, utilizando essa equação o tempo aumentaria propor-
cionalmente ao número de campos; 
b) Os tempos definidos pelos especialistas, nos dados utilizados para 
teste, não aumentam proporcionalmente ao acréscimo de número de cam-
pos como ocorre na representação de interpolação da reta; 
c) Os valores obtidos utilizando lógica fuzzy (testados no aplicativo 
MatLab) são não proporcionais e se aproximam mais adequadamente aos 
valores informados pelos especialistas. 
Assim, concluiu-se que é mais adequado utilizar lógica fuzzy, gerando 
as funções de pertinência para calcular os tempos.  Desta forma, a partir 
das entradas crisp (valores padrão definidos pelo especialista) foram 
definidas as variáveis fuzzy para o sistema. E lógica fuzzy foi utilizada para 
agrupar fatores modificadores em regras, visto que a relação entre os fa-
tores não é completamente linear. 
O procedimento de cálculo proposto (etapas mostradas na Figura 4) é 
similar ao adotado pela técnica de pontos de função e é constituído de 
duas partes:  
a) cálculo de fatores definidores de prazo que estão relacionados aos 
requisitos do sistema;  
b) cálculo dos fatores modificadores de prazo (ou de ajuste), incluindo 
aspectos da equipe e do ambiente.  
A definição do prazo não ajustado é obtida com base nos requisitos do 
sistema. Esse prazo é ajustado a partir de fatores modificadores que são 
agrupados em duplas. Cada dupla é considerada como variável linguística 
e é representada pelas suas funções de pertinência, gerando regras fuzzy. 
A execução das regras resulta em valores que definem o percentual de 
ajuste ao prazo obtido a partir dos requisitos do sistema. O conhecimento 
do especialista foi utilizado para definir as variáveis linguísticas, as regras 
e o percentual de ajuste resultante de cada regra. 
O procedimento utilizado para obter o prazo estimado foi organizado 
em etapas, representadas na Figura 4. A ênfase desse procedimento está 
na representação da obtenção do percentual de ajuste que os fatores 
modificadores determinam sobre o prazo que é definido com base nas 
funcionalidades do software. 
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Figura 4. Etapas para o cálculo do prazo ajustado 
Fonte: elaborada pelos autores 
Na Figura 4, os retângulos com cantos arredondados representam 
atividades (que se referem às etapas) e as setas de traço contínuo que os 
interligam representam a sequência da sua realização. As setas de traço 
pontilhado ligam as atividades aos artefatos que elas produzem ou utili-
zam. Os artefatos são representados por retângulos com o canto superior 
direito simulando uma dobra. 
Para obtenção do prazo a partir dos requisitos do sistema, o tempo 
padrão para implementar os requisitos é definido pelo usuário. A combi-
nação de regras gera um percentual de aumento sobre o prazo estimado a 
partir dos fatores definidores. 
Para o cálculo do prazo não ajustado (primeira etapa do rocedimento 
exposto na Figura 4), os fatores definidores de prazo (entradas para o 
sistema implementado) foram agrupados em manutenção de dados, 
geração de relatórios, interação com periféricos e processamento. Esses 
agrupamentos e as respectivas quantidades associadas estão apresen-
tados resumidamente no Quadro 1. Para o cálculo da estimativa de prazo 
não ajustado é feito o somatório dos prazos obtidos em cada um desses 
subgrupos, utilizando a fórmula:  
Tempo não ajustado = ∑dos tempos obtidos dos fatores definidores de prazo 
No Quadro 1, os grupos representam as categorias de requisitos de 
um sistema de software, os subgrupos definem os fatores que são pontu-
ados e a quantidade indica quantos elementos compõem uma unidade de 
fator.  
Como entrada para a segunda etapa do procedimento da Figura 4 
estão os fatores modificadores, que são representados por variáveis lin-
guísticas no sistema desenvolvido. O Quadro 2 apresenta os fatores 
propostos como os que podem alterar o prazo obtido a partir dos fatores 
definidores de prazo. Esses fatores ajustam o prazo definido pelos 
requisitos considerando o contexto. O contexto se refere às condições em 
que o sistema é implementado. A coluna “% de influência” indica a escala 
de influência no ajuste de prazo do referido fator e varia de acordo com a 
importância de cada fator no cálculo da estimativa.  
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Grupos Fatores definidores de prazo – Quantidade 
Manutenção 
de dados 
1. Simples (inclusão, exclusão, alteração, consulta simples em banco de 
dados): a) até 5 campos; b) 6 a 15 campos; c) + de 15 campos. 
2. Complexa (com validação, referências cruzadas, campos calculados, 
buscas inclusive com filtros): a) até 5 campos; b) 6 a 15 campos; c) + 
de 15 campos. 
Geração de 
relatórios 
1. Simples (listagem de cadastros): a) 1 tabela; b) 2 a 5 tabelas; c) + de 
5 tabelas. 
2. Complexo (campos calculados, joins, unions, subselects, filtros, 
agrupamentos, ordenação, referência cruzada, gráficos): a) 1 tabela; 
b) 2 a 5 tabelas; c) + de 5 tabelas. 
3. Com geração de arquivos externos para exportação de dados: a) 1 
tabela; b) 2 a 5 tabelas; c) + de 5 tabelas. 
Interação com 
periféricos 
1. Acesso a sistemas externos (validação em banco de dados de outro 
sistema, interface/protocolo de comunicação): 1 tabela; b) 2 a 5 
tabelas; c) + de 5 tabelas. 
2. Interação com dispositivos como leitores de biometria, código de 
barras, obtenção de dados de dispositivos (sensores): 1 tabela; b) 2 a 
5 tabelas; c) + de 5 tabelas. 
3. Envio de comandos para periféricos (sensores, atuadores): 1 tabela; 
b) 2 a 5 tabelas; c) + de 5 tabelas. 
Processamento 
(transações) 
1. Validação de acesso (login) 
2. Cálculos com ou sem consulta a banco de dados, conversão de dados: 
a) 1 cálculo; b) 2 a 5 cálculos; c) + de 5 cálculos 
3. Cálculos para atender a legislação: Conversão de dados: a) 1 cálculo; 
b) 2 a 5 cálculos; c) + de 5 cálculos. 
4. Processamento interno complexo, lógico e matemático extensivo: a) 1 
processamento; b) 2 a 5 processamentos; c) + de 5 processamentos. 
5. Segurança como SSL ou código para criptografia. 
6. Requisitos não funcionais relevantes: restrições de desempenho, res-
trições de memória, portabilidade, confiabilidade das operaçoes reali-
zadas, integração com sistemas existentes: a) 1 requisito; b) 2 a 4 
requistios; c) 5 a 8 requisitos; d) + de 8 requisitos. 
7. Bancos de dados distintos com peculiaridades em sentenças SQL para 
cada banco: a) 1 tabela; b) 2 a 5 tabelas; c) + de 5 tabelas. 
Quadro 1. Fatores definidores de prazo 
Fonte: Borsoi et al. (2010) 
Os fatores apresentados na coluna “Fator” do Quadro 2 foram agrupa-
dos definindo regras fuzzy, gerando uma maneira mais adequada de 
determinar a influência desses fatores no ajuste do prazo contado a partir 
dos requisitos do sistema. Essas regras são definidas na terceira etapa da 
representação da Figura 4. As regras representam combinações de fatores 
modificadores e são apresentadas no Quadro 3, exceto a regra F1, que se 
refere à redução do tempo estimado, enquanto todas as outras ocasionam 
o aumento deste tempo. Optou-se por um relacionamento entre dois 
fatores para simplificar as variáveis linguísticas geradas e a definição pelo 
especialista das variáveis linguísticas resultantes, conforme exemplificado 
no Quadro 4. Esses fatores são informados pelo usuário indicando um 
valor em uma escala pré-definida. Essa escala determina a faixa de per-
centual de ajuste que o respectivo fator pode determinar no prazo calcu-
lado com base nos requisitos do sistema.  
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Grupo Fator Descrição % de 
influência 
Relacionados 
ao produto (o 
sistema a ser 
desenvolvido) 
F1 - Reuso de arte-
fatos  
Redução do tempo calculado, 
pelo uso de artefatos prontos, 
incluindo código e documentos 
de projeto. 





Aumento do tempo calculado se 
houver confiabilidade e risco 
envolvidos. Refere-se à 
criticidade e risco das operações 
realizadas pelo sistema. 
Escala 0,5 – 10 
F3 Integração com 
sistemas existentes 
Aumento do tempo calculado se 
há necessidade de integração 
entre sistemas. 
Escala 0,5 – 5 
Relacionados 
à equipe  
F4 Conhecimento e 
experiência da 
equipe em análise e 
projeto 
Aumento do tempo calculado 
pela falta de conhecimento e 
experiência em análise e 
projeto. 
Escala 0,5 – 30 




Aumento do tempo calculado 
pela falta de conhecimento e 
experiência no uso das 
tecnologias a serem utilizadas 
no desenvolvimento do projeto. 
Escala 0,5 – 20 
F6 Mudanças na 
equipe 
Aumento do tempo calculado se 
previstas mudanças na equipe 
que possam causar impacto 
negativo. 




F7 O conhecimento 
da equipe do negó-
cio informatizado. 
Aumento do tempo calculado 
pela falta de conhecimento do 
domínio de negócio do sistema. 
Escala 0,5 – 10 
Relacionados 




F8 Uso de 
processos 
Aumento do tempo calculado 
pela inexistência de processos e 
procedimentos (inclui uso de 
modelos de qualidade) bem 
definidos e documentados.  
Escala 0,5 – 5 
F9 Uso de modelos 
de artefatos 
Aumento do tempo calculado 
por não haver uso de modelos 
de artefatos, padronização de 
codificação e outros. 
Escala 0,5 – 15 
Quadro 2. Fatores modificadores de prazo 
Fonte: Borsoi et al. (2010) 
Para todas as regras foi considerada uma escala entre 0 e n, sendo 
zero definido quando não há influência e n quando a influência é máxima. 
Essa escala foi utilizada para facilitar a determinação da abrangência das 
variáveis linguísticas, ou seja, um relacionamento entre as entradas e as 
saídas do sistema fuzzy. As variáveis definidas para entrada dos fatores no 
sistema são: pouco, médio, bastante, significando o quanto há do referido 
fator. Também foi considerado que um dos fatores de cada regra poderia 
ter mais influência que o outro. A definição do fator que teria mais 
influência foi feita com base no conhecimento do especialista. 
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Regras: [Fator X][Fator Y] 
[F2] Confiabilidade das operações realizadas pelo sistema. 
[F3] Integração com sistemas existentes. 
[F2] Confiabilidade das operações realizadas pelo sistema. 
[F4] Conhecimento e experiência da equipe em análise e projeto. 
[F5] Conhecimento e experiência da equipe nas tecnologias utilizadas. 
[F3] Integração com sistemas existentes. 
[F4] Conhecimento e experiência da equipe em análise e projeto. 
[F5] Conhecimento e experiência da equipe nas tecnologias utilizadas. 
[F4] Conhecimento e experiência da equipe em análise e projeto.  
[F6] Mudanças na equipe. 
[F5] Conhecimento e experiência da equipe nas tecnologias utilizadas. 
[F6] Mudanças na equipe. 
[F4] Conhecimento e experiência da equipe em análise e projeto. 
[F9] Uso de modelos de artefatos.  
[F5] Conhecimento e experiência da equipe nas tecnologias utilizadas. 
[F8] Uso de processos. 
[F5] Conhecimento e experiência da equipe nas tecnologias utilizadas. 
[F2] Confiabilidade das operações realizadas pelo sistema. 
[F4] Conhecimento e experiência da equipe em análise e projeto. 
[F7] O conhecimento da equipe do negócio informatizado.  
[F4] Conhecimento e experiência da equipe em análise e projeto. 
[F8] Uso de processos. 
[F6] Mudanças na equipe. 
[F8] Uso de processos. 
[F6] Mudanças na equipe. 
[F9] Uso de modelos de artefatos. 
[F6] Mudanças na equipe. 
[F7] O conhecimento da equipe do negócio informatizado. 
Quadro 3. Regras criadas com duplas de fatores modificadores de prazo 
Fonte: elaborado pelos autores 
Exemplo de regra gerada:  
Regra [F2] e [F4]: Confiabilidade das operações x Conhecimento e 




Pouco Médio Bastante 
Pouco Muito grande Grande Médio 
Médio Grande Médio Pequeno 
Bastante Médio Pequeno Muito pequeno 
Quadro 4. Exemplo de regra composta por dois fatores modificadores de prazo 
Fonte: elaborado pelos autores 
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A forma de interpretação e leitura do Quadro 4 é: 
Se [F2] é Pouco e [F4] é Pouco então Saída (Muito grande). 
Essa forma de leitura se aplica às nove combinações possíveis, entre 
as três alternativas de cada regra, que são geradas pela combinação de 
dois fatores (Quadro 3), como exemplificado no Quadro 4. 
A Figura 5 contém a representação gráfica da variável de entrada 
para F2 (confiabilidade das operações realizadas pelo sistema), conside-
rando a escala de zero a dez, e para a variável de entrada F4 (conheci-
mento e experiência da equipe em análise e projeto), considerando uma 
escala de zero a trinta. 
 
 
(a) Confiabilidade das operações (F2) (b) Conhecimento em análise e projeto (F4) 
Figura 5. Variáveis de entrada 
Fonte: elaborada pelos autores 
A defuzificação (fase 4 da Figura 4) ocorre tendo como base as variá-
veis de entrada da Figura 5 (a e b) para as quais são definidas as saídas 
para o sistema (Figura 6). A escala para as variáveis de saída foi definida 
com base na maior escala entre as entradas. A Figura 6 possui represen-
tação singleton, como justificado na representação da Figura 3. 
 
Figura 6. Variáveis de saída para o sistema 
Fonte: elaborada pelos autores 
Os percentuais de influência gerados pelas treze regras fuzzy (Quadro 
3) são somados e então aplicados ao prazo não ajustado. Assim, o cálculo 
do prazo ajustado (última etapa da Figura 4) é realizado adotando-se a 
seguinte fórmula: 
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Prazo ajustado = Prazo não ajustado + (Prazo não ajustado * percentual de influência 
do somatório das regras fuzzy / 100) 
6 SISTEMA COMPUTACIONAL DESENVOLVIDO  
O software desenvolvido utiliza os fatores definidores apresentados 
no Quadro 1 para o cálculo do prazo não ajustado e os fatores modifica-
dores expostos no Quadro 2 para gerar a estimativa de prazo final. Para 
cada um dos fatores modificadores, o usuário indica o valor de influência, 
tendo como base uma escala. As Figuras 7 a 9 apresentam telas do 
sistema desenvolvido. Nessas telas, o usuário indica a quantidade e o 
tempo de cada um dos respectivos fatores definidores e os valores 
considerados adequados para os fatores modificadores. Esses fatores 
modificadores são indicados considerando o contexto em que o projeto é 
desenvolvido. Os valores constantes nos campos de formulário dessas 
figuras se referem ao estudo de caso utilizado para exemplificar a propos-
ta e o resultado deste trabalho.  
O estudo de caso analisado se refere ao desenvolvimento de um 
módulo de um sistema com alguns cadastros e a geração de nota fiscal 
eletrônica. Esse módulo é parte de um sistema já em uso e desenvolvido 
pela mesma empresa, mas por outra equipe e há algum tempo. A equipe 
atual tem o conhecimento considerado necessário das tecnologias utiliza-
das. Nessa situação, a aplicação de contagem por pontos de função tendo 
como base arquivos de entrada e saída e transações pode não representar 
a realidade das condições de trabalho.  
Nessa empresa as estimativas têm sido realizadas por um especia-
lista, um analista sênior que trabalha há muito tempo na empresa. Para o 
cálculo, esse analista tem como base os requisitos do sistema, a estrutura 
organizacional e as características dos membros da equipe, bem como o 
contexto no qual o projeto está inserido. A estimativa calculada pelo espe-
cialista para o estudo de caso em questão é comparada à obtida por meio 
da utilização do sistema desenvolvido. 
A Figura 7 apresenta a tela do sistema desenvolvido onde são infor-
mados os valores dos fatores definidores referentes ao estudo de caso 
analisado. No campo “tempo” é indicado o valor de tempo padrão utilizado 
para o cálculo. Os valores de tempo são definidos pelo usuário e podem 
ser armazenados e utilizados posteriormente, gerando assim uma espécie 
de template. Desta forma, é possível ter padrões para cálculo de acordo 
com especificidades do sistema ou características da equipe, por exemplo. 
O sistema também permite alterar os tempos informados como padrão, 
salvando-os como um novo padrão ou utilizando-os somente para o cálculo 
atual. 
As quatro primeiras abas (marcadas com um retângulo pontilhado na 
Figura 7) apresentam os agrupamentos de fatores definidores de prazo 
descritos em Borsoi et al. (2010). Esses fatores têm como base os requi-
sitos do sistema. A manutenção de dados, por exemplo, pode ser simples 
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ou complexa, de acordo com a quantidade de tabelas manipuladas e o 
número de campos dessas tabelas. 
 
Figura 7. Fatores definidores de prazo 
Fonte: elaborada pelos autores 
A Figura 8 (aba com foco) apresenta a tela para o usuário informar os 
valores para os fatores modificadores de prazo por meio da indicação de 
um valor em uma escala pré-estabelecida. Esses fatores são combinados 
pelas regras apresentadas no Quadro 3 e de acordo com os procedimentos 
constantes na sequência a esse quadro. O resultado dessas combinações 
é o percentual de ajuste no prazo obtido com os fatores indicados na 
Figura 7. 
 
Figura 8. Fatores modificadores de prazo 
Fonte: elaborada pelos autores 
Na Figura 8, “P” sifinifica pouco, “M” médio e “B” bastante que repre-
sentam os valores “fuzzy” para cada fator modificador. Paralelamente é 
mostrada a escala numérica (valores “crip”) utilizada para as entradas. 
Considera-se que pode ser mais fácil para quem está realizando a estima-
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tiva definir que o conhecimento da equipe, por exemplo, é “pouco” da 
tecnologia sendo utilizada em vez de indicar 2 em uma escala que vai de 
0,5 a 20. 
A Figura 9 apresenta o prazo final ou ajustado obtido. Esse prazo é 
calculado a partir dos fatores definidores, dos fatores de ajustes e do 
tempo necessário para a modelagem do sistema. O tempo para modela-
gem é calculado automaticamente pelo sistema a partir dos fatores defini-
dores e de ajuste. 
 
Figura 9. Prazo estimado 
Fonte: elaborada pelos autores 
O prazo calculado para o módulo de sistema utilizado como estudo de 
caso é de 38 horas, como calculado na tela mostrada na Figura 9. E esse 
foi praticamente o tempo efetivamente utilizado para a modelagem e a 
implementação do referido módulo de sistema. Esse módulo de sistema foi 
desenvolvido em uma semana, com jornada de 8 horas diárias. 
7 CONSIDERAÇÕES FINAIS 
O uso da lógica fuzzy para combinar fatores de ajuste de prazo ofe-
rece flexibilidade à atividade de estimativa de prazo. Isso ocorre porque o 
especialista não apenas pode decidir quais variáveis farão parte da 
estimativa como associar a elas um peso para cada avaliação específica. 
O sistema desenvolvido permitiu colocar em prática o proposto neste 
trabalho, e com base no módulo de sistema utilizado como estudo de caso 
foi possível verificar que o tempo calculado pelo software foi bastante 
próximo ao estimado pelo especialista. O especialista utilizou vários fato-
res na estimativa, além dos especificados pela análise de pontos de 
função: arquivos e transações. Dentre esses fatores está a experiência e o 
conhecimento da equipe, o conhecimento das tecnologias utilizadas e o 
reuso de artefatos.  
Considerar os fatores indicados nos Quadros 1 e 2, especialmente os 
modificadores, se mostrou relevante nos vários testes realizados para 
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identificá-los porque valores bastante distintos foram obtidos para a 
implementação das mesmas funcionalidades. São indícios de que outros 
aspectos influenciam na definição do prazo. Muitos desses aspectos não 
estão diretamente relacionados ao sistema, mas ao contexto ou ao ambi-
ente em que o desenvolvimento do sistema ocorre. 
Assim, os resultados obtidos com este primeiro teste em situação real 
são limitados, por ser um único estudo de caso, mas motivam a realização 
de novos testes, visando a verificar a eficácia da proposta em diferentes 
contextos e ambientes de desenvolvimento.  
Como principal perspectiva futura deste trabalho está a realização de 
testes e a avaliação de sua efetividade por especialistas em gerar esti-
mativas de prazo de projeto de sofware de empresas diferentes. Também 
podem ser realizados estudos comparativos com resultados obtidos por 
outras técnicas comparando os resultados com o tempo efetivamente 
incorrido no desenvolvimento de projetos de software. Outra perspectiva 
futura é flexibilizar ainda mais o sistema desenvolvido, permitindo ao 
usuário ajustar a escala para os fatores modificadores, de modo que as 
variáveis fuzzy “pouco”, “médio” e “bastante” permanecessem, mas fosse 
possível definir os limites superior e inferior dessa escala. 
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