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Abstract We summarize the framework and the preliminary results of the project Intelligent 
Integrated Interactive CAD ( lllCAD) conducted at CWI. In e.g. mechanical computer aided 
engineering, currently much research aspires at using knowledge engineering but truly 
unifying approaches (i.e. "more" than expert systems) are lacking. IIICAD aims at filling this 
gap using the theory of CAD. Here, we show the concepts and the architecture of IIICAD. We 
then formulate how IIICAD can help in integrating existing CAD tools and establishing a 
workbench for design. We demonstrate the relevance and use of qualitative physics in 
machine design. As for the IIICAD software development methodology, we consider several 
aspects of software engineering as well as knowledge engineering, for CAD systems tend to be 
very large. IIICAD has a kernel language based on logic programming and object oriented 
programming paradigms. We eXJ>lain the combination of these paradigms and give a taste of 
our III CAD prototype which is presently under construction. 
CR Categories (1987) D.2.m, 1.2.l, I.2.3, I.2.4, 1.2.5, J.6 
Keywords intelligent CAD, design theory, logic, theory of knowledge, qualitative physics, 
object oriented programming, logic programming, knowledge engineering, prototyping 
Note This paper has been prepared for an upcoming special issue of IEEE Computer Graphics 
and Applications on mechanical computer aided engineering. 
1. Introduction 
As a well-established integral part of Computer Integrated Manufacturing (CIM) [47], 
Mechanical Computer Aided Engineering (MCAE) is the backbone of today's highly 
industrialized world. It helps engineers develop products ranging from the simple and ordinary 
(e.g. irons, chairs, bicycles) to the complex and sophisticated (e.g. cars, robots, aircrafts). It 
multiplies the productivity many times and renders, using CIM techniques, robust products 
usually freed from the errors of fallible human designers. 
However, the use of MCAE in the industry is not without problems. It is commonly 
accepted that current CAD systems are large software systems difficult to master and inflexible 
to adapt to growing needs. They can only deal with limited domains and occlude attempts to 
integration. They do not properly support a crucial ingredient of design, viz. interaction. What 
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is worse is that they lack a distinguishing characteristic of human designers. They have little or 
no intelligence [41]. 
Efforts to provide a wider perspective of CAD are now underway at several companies, 
universities, and research institutes. Since design is basically a mental activity, researchers have 
long felt the need for making CAD systems more intelligent. There is now a visible amount of 
ground-breaking work in this area which is commonly known as intelligent CAD. The reader is 
referred to [ 18, 17, 45, 41] for some representative articles. 
Our work at the Center for Mathematics and Computer Science is directed towards 
contributing to the theory and practice of intelligent CAD systems. Our research project titled 
Intelligent Integrated Interactive CAD (II/CAD) is firmly based on knowledge engineering and 
theory of CAD to obtain a design system that is more substantial than the so-called ''expert 
systems" [13,5]. This paper gives a brief yet quite complete overview ofIIICAD. 
After this section, the rest of the paper is organized as follows. In Section 2, we summarize 
our evaluation of the current state of CAD along with an enumeration of the key problems 
waiting to be solved. Section 3 studies IIICAD in detail. In particular, concept, goals, and 
architecture of IIICAD are elaborated. Development strategies for IIICAD are presented in 
Section 4 which views IIICAD from software engineering and knowledge engineering angles. 
This section also offers a summary of the theory of CAD--our mathematical basis. Theory of 
CAD combines three theories: theory of design, theory of design objects, and theory of 
knowledge. Section 5 details the functionalities embodied in the kemel language that we use to 
build the IIICAD components. The kernel language unifies logic programming and object 
oriented programming paradigms. Section 6 concludes the paper by citing our future goals. 
2. Problems with Existing CAD Systems 
MCAE has evolved rapidly. Ivan Sutherland's revolutionary SKETCHPAD [39] in the 60's 
generated much enthusiasm for using interactive graphics in engineering. This in turn motivated 
a stormy decade when turn-key two-dimensional drafting systems gradually replaced the 
drawing boards in the professional environment. Finally, the dust settled with their general 
acceptance by the industry. Three-dimensional modeling systems became available, and they 
were also widely accepted by the industry as indispensable tools in product development. 
Nevertheless, borrowing an analogy from [5], it is not unjust to claim that all these systems 
follow the low road approach. They are programmed in an ad hoe manner using prehistoric 
languages such as Fortran and regard design processes/objects from singular viewpoints, e.g. as 
geometric activities and information. Thus, despite their popularity, there are many problems 
with the existing CAD systems. (As we shall see, even the recent research cannot escape various 
inherited pitfalls.) In this section we highlight these problems in detail. We take mechanical 
parts design (machine design) as our domain of discussion since it has the strongest industrial 
appeal. 
2.1 What is Methodologically Wrong? 
As with any other discipline, the critique of other approaches to CAD systems development 
presupposes a starting point, i.e. a "view" of design. Briefly, we see design as an intellectual 
activity peliormed by human designers. We think that the essential thing in a designer is that he 
builds us his world. Thus we believe that design systems should provide a framework where 
designers can exercise their faculties at large. With this view, we support more or less the idea 
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of apprentice (assistant)-as opposed to autonomous--CAD systems. More on this rather crude 
division will be told in Section 3.2. Suffice it to say that we carefully distinguish our view from 
other common views about the nature of design such as 
• Design is a routine process. 
• Design is an inventive (innovative) process. 
• Design is a problem solving process. 
• Design is a decision making process. 
• Design is an optimization process. 
The first view regards design as a rather straightforward activity where the designer selects 
from previously known sets of well-understood alternatives. A recent example is the AIR-CYL 
system [8]. Clearly, this view is ingenuous and does not reflect the intricate nature of design. 
The second view embraces the exciting ideas of Artificial Intelligence (AI) to create novel 
devices by using knowledge of naive physical relationships, qualitative reasoning, planning, 
analogical reasoning, brainstorming, and discovery heuristics. It is quite early to predict whether 
this can be achieved in domains more involved than the usual toy worlds of AI, e.g. EDISON 
[14]. While the remaining views regard design partly as an activity requiring intelligence and 
creativity, they underplay its holistic nature. They are mostly implemented as expert systems 
[13] which solve specific problems of a specific design process. An example of this middle road 
approach is the PRIDE system which nevertheless is an interesting system with useful ideas 
behind it [33]. An annoying and often cited problem with expert systems is that they cannot 
deliver genuinely expert performance since they have no underlying mechanisms to understand 
what is going on [28]. The problem manifests itself when a particular expert system is unable to 
solve a simple problem in spite of its proven expertise with difficult problems. This discrepancy 
contributed to the emergence of terms like deep and shallow (although there are several 
drawbacks to such usage) in the AI literature [25]. 
High road systems are, in the preceding sense, deep systems and IDCAD is aiming at them. 
The knowledge of such systems is expected to represent the principles and theories underlying 
the subject ''design.'' This may require that we try to demystify several aspects of design by 
way of formal, mathematical methods. In case of IIICAD, the fundamentals of General Design 
Theory which is based on axiomatic set theory can be found in [42]. It should be noted that we 
are not claiming that we know all the problem solving components of general design and can 
offer a comprehensive detailed model of it. Nor do we deny that there are many domain-specific 
sides to design. For instance, Very Large Scale Integrated Circuit (VLSI) design is mostly two-
dimensional while mechanical design is inherently three-dimensional. IlICAD incorporates 
similarities in design, leaving the application-dependent issues to further consideration as side 
requirements. We believe that only through a clean design theory and formalization we can 
arrive at testable conjectures of design and build computer models of it. We shall later see that 
we regard logic as the principal tool for this formalization [22]. 
2.2 Key Problems to be Solved 
It is useful to identify the problems of the existing CAD systems before we offer our 
proposal to solve them. The following list is not meant to be exhaustive: ,, 
•CAD systems support few design processes and models-the latter being only partial and 
without integration. 
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Producing final drawings is where current CAD systems excel. On the other hand, they are 
virtually powerless with respect to e.g. initial sketching. There are systems that can accept rough 
drawings but there is no system which can handle such crude information during the design 
process. The same holds true for natural language input but this is a controversial issue. At 
present, it is not clear why natural language should be useful in design even if it were reasonably 
available. 
Another weakness in terms of design processes can be seen by carefully comparing 
software development and industrial machine development cycles. There is no corresponding 
tool in MCAE for what is known as formal specifications in software. The same goes for 
documentation which is de rigueur in software practice. Last but not the least, there are few 
established methods other than outright testing following manufacture to guarantee the 
correctness of design objects. This issue is admittedly more involved than it seems since the 
same problem still exists in the software world of today, although to a lesser extent. 
Furthermore, there is hope for CAD in that emerging areas such as naive physics and common 
sense reasoning may help (cf. Section 4.1.2). 
Integration of models is essential since mechanical design deals with complicated gadgets. 
A design object must be viewed from various angles using different models. A simple example 
is a wrist watch which can be viewed as an intricate assembly of gears working in harmony, or 
as a simple device with two hands rotating about a pivot, or as an abstract machine pointing to 
numbers denoting the time. More complicated examples follow when we consider e.g. the 
kinematic, dynamic, finite element, and control-theoretic models of a robot manipulator. 
•CAD systems do not support error checking. 
Final outputs of conventional systems are so impressive that many errors go unnoticed for 
they exceed the mental capacity of designers. A remedy is to provide continuous error checks 
and to make sure that only the correct commands are accepted. Unfortunately, semantic error 
checks are difficult. A few systems provide good user interfaces which make suggestions against 
e.g. spelling mistakes but this is clearly only a small part of what is eventually needed. 
•Data entry is problematic. 
This mainly has to do with the lack of task domain terminology in the system. Because a 
conventional CAD system has no common sense knowledge of machine design and cannot 
follow the designer's intentions, one is likely to enter a good deal of information to state simple 
requests like "Here I need a hole to insert the shaft I just created." Things deteriorate quickly as 
the requests become more complicated. It simply becomes impossible to get anything achieved 
without undue emotional trauma. The ultimate solution is that CAD systems must accept 
substantially reduced yet comprehensive data instead of raw data. 
• Temporality, ambiguity, and inconsistency are not allowed. 
In design, instead of sticking to one particular idea we may want to experiment with several 
ideas. We may like to use the paragon of top-down stepwise refinement. This brings a time 
dimension to design. We may purge things we have previously introduced or introduce things 
that we have not considered before. We may require the system temporarily "forget" a 
particular facet of a design object since we are not concerned with it at the moment. 
We also frequently want to separate the structure of a design object from the values of its 
attributes S'o that we can first decide about its ''shape'' during the conceptual design stage. For 
example, it is more important to recognize first the topology of a part if it is going to be inserted 
into another. Similarly, we may sometimes wish to acknowledge the existence of a point rather 
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than specify its exact location. The problem has been studied in database systems where it is 
known as null values. Simply stated, the fact that an entity has attributes is a different notion 
than the notion that an attribute has a value. 
•Unstructured code is commonplace. 
5 
CAD systems are large. Software engineering tells us that maintainable software must be 
modular both "in the small" (to allow modification of minor components in specific 
applications) and ''in the large'' (to allow changes in major components based on say, the 
advances in technology) [46]. It is difficult to observe these characteristics in today's systems 
which are not open-ended and sturdy. Since they are not developed on a strong theoretical basis, 
they consist of huge amounts of code with unclear specifications, functions, and interactions. 
More often than not, efficiency is made a central concern and this gives rise to cryptic, 
spaghetti-like programs. 
To return to the first point made in this section, there is a lack of integration. Mechanical 
engineering data exchange may cause deterioration of meaning. When we have a three-
dimensional solid modeling system based on say, boundary representation we cannot easily 
exchange data with another solid modeling system based on say, constructive solid geometry. 
(The problem has connections with a fundamental mathematical problem known as conversion 
between intensional and extensional descriptions and will be touched upon in Section 4.1.3 
[42].) Finally, current design systems do not offer a framework for design. Instead they give the 
designer a set of ad hoe functionalities through which he is supposed find his way out and make 
the best (cf. Section 3.2). 
•Symbolic and numerical computing are not coupled. 
Mechanical engineering systems normally use complex numerical and optimization 
procedures during design. However in many cases, insight into the problem solving process is 
not present. Insight is also needed to interpret the outcome of some computation. As Richard 
Hamming said, "The purpose of computing is insight, not numbers." Traditionally, mechanical 
design systems contain a good deal of numerical knowledge (e.g. bulky libraries of numerical 
code) but no intuitions. Users are left alone in analyzing the results oflong, confusing 
computations. Recent research in coupled systems is directed towards integrating the 
explanation and problem solving ability of expert systems with the precision of numerical 
computing [25, 2]. 
The need for coupling in MCAE is especially felt in high-tech domains. Design of a space 
shuttle cannot be accomplished by merely symbolic or numerical techniques. Fluid dynamics, 
thermodynamics, finite element analysis, etc. should be integrated with symbolic techniques of 
database management, truth maintenance, logic, and symbolic algebraic computation. Since a 
numerical algorithm is a series of transformations on a set of numbers, procedural languages 
such as Fortran and Pascal are useful to implement it naturally and efficiently. On the other hand, 
a symbolic algorithm operates on symbols which are best represented in languages like Lisp and 
Prolog. For instance, the popular symbolic algebra package MACSYMAf uses Lisp as a base 
language. 
t MACSYMA is a registered trademaxk of Symbolics, Inc. 
Akman, ten Hagen, Tomiyama Design as a Formal Activity 6 
3. IUCAD Principles 
IDCAD must cover the three fundamental aspects of design: intelligence, integration, and 
interaction. It should support designers in the entire design process, using unified models with 
rich functionalities for various design activities. It must have models of the design objects which 
have maximum similarity to the designer's own images about them. At the same time, it must 
have knowledge about the design processes. This is achieved by explicit descriptions of the 
design processes and a control mechanism to guide the designer, viz. an intelligent supervisor. 
3.1 Architectural Overview of HICAD 
The Supervisor (SPV) is at the core of IDCAD and controls all the information flow. It adds 
intelligence to the system by comparing user actions with scenarios which describe standard 
design procedures, and by performing error handling when necessary. While SPV corrects the 
obvious user errors, it does not have the initiative for the design process itself because IIICAD is 
envisaged to be a designer's apprentice, not an automatic design environment (cf. Section 3.2). 
The Integrated Data Description Schema (IDDS) regiments the data and knowledge bases 
and relieves the user from the burden of specifying where and how to store and retrieve data. 
IDDS has a kernel language called Integrated Data Description Language (IDDL) spoken by all 
system elements. IDDL is the means to code the design knowledge and the design objects to 
guarantee integrated descriptions system-wide. IDDL will be based on logic and accordingly 
knowledge engineering is the key factor in building the IIICAD system. IDDL is the most 
crucial part in developing IDCAD and will be examined in Section 5 . 
....... ,. ......... . 
SPV 
[ sCE~oJ 
H 
G I API 
A IDDS 
K U 
w (IDDL is spoken) 
S I 
AP2 
p 
AP3 
Modeler I 
AP4 DB KB 
for display 
: ......................................................................... . 
Fig. l. IHCAD Architecture 
In adrution to the above principal elements, IDCAD has a high level interface called 
Intelligent User Interface (IUI) which is also driven by scenarios written in IDDL. IUI accepts 
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messages from the other subsystems of IlICAD and sends them to other lower level interface 
systems such as DICE (Dialogue Cells) and GKS [31, 23]. Syntactical errors of the user are 
processed by IUI whereas semantic errors can be processed by SPV. Application Interface (API) 
secures the mappings between the central model descriptions about the design object and 
individual models used by application programs. The following is a first-order approximation to 
the desirable application programs: 
• Conceptual design systems to handle vague information. 
• Consultation and problem solving (expert) systems for engineering applications. 
• Basic/detailed design systems coupled with a geometric modeler. 
• Engineering analysis systems such as finite element packages. 
Figure 1 shows the elements of III CAD in block diagram level. 
3.2 Yet Another UNIXf? 
There are several fundamental ways of looking at intelligent CAD system architecture. The 
following dichotomies are quite common [41]: 
• CAD vs. Automated Design (AD). 
• Design Apprentice (Assistant) vs. Autonomous Design System. 
• Glass Box vs. Black Box. 
The boundary between CAD and AD is indeed hard to delineate. We cannot object to the 
view that the ultimate aim of the computerization of design is to arrive at completely automatic 
design systems which can compete and even surpass the best human designers. However, the 
interactive nature of design will probably dictate that for a long time to come CAD as man-
machine cooperation will dominate. The same holds true for apprentice vs. autonomous systems. 
An apprentice system has less hard-wired knowledge than an autonomous system but knows 
better how to interact. It also has a generic model of design. An autonomous system is very 
powerful for narrow domains. Besides in such domains there may not be a need for much 
interaction anyway. It is relatively easy to extend an apprentice by "teaching" it new skills. It is 
unwieldy to extend an autonomous system since its very constitution warrants myopia. 
A more natural look at these dichotomies is via the metaphor "glass box vs. black box" 
[11]. If a CAD system has glass box structure then the user can at any time look through it to 
see partial results and processes (Figure 2(a)). On the other hand, a black box system resembles 
to a batch processing environment; one submits tasks to be executed and the system reports back 
with the results (Figure 2(b)). 
The seasoned researchers of CAD remember those times when ideas such as ''general 
CAD" have become fashion and then have been silently abandoned [24]. Today, demands for 
integration suggest that we may want to reconsider this sweeping panorama of design. The view 
which regards design as a large collection of intelligent tools [11] is different from the view 
which regards design systems as UNIX-like frameworks. The intelligent tool approach assumes 
that if you have a cooperating set of experts which can communicate with each other then you 
can solve many problems (Figure 3(a)). The framework approach regards the "shell" of design 
t UNIX is <rregistered trademark of AT&T Bell Laboratories. 
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Fig. 2. Glass box vs. Black Box 
systems as their biggest advantage; the domain specific issues can be dealt with separately, and 
using the facilities provided by the shell (Figure 3(b)). The shell may especially take care of 
system-wide communications and database management. In this sense IIICAD design is 
influenced by the initial design ideas of UNIX (although it may be claimed that currently UNIX 
is more like a collection of experts). 
l::=:J l::=:J l::=:J l::=:J 0 DCJ CJ CJ CJ 
DI 1 Shell 110 
0 CJ CJ CJ CJ 
l::=:J l::=:J l::=:J l::=:J D 
(a) (b) 
Fig. 3. Intelligent Tools vs. Frameworks 
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4. Strategies of Development for IUCAD 
We must be aware of two caveats in IIICAD development. The first caveat states that 
everything should be based on a formal theory; only a firm basis allows us to avoid the infamous 
hacker trap--supplying numerous ''features'' which overwhelm the user. The second caveat 
states that we should be careful about software development; while knowledge engineering is 
qualitatively different from software engineering, the knowledge bases will still have to be 
maintained [5]. In other words, completed AI programs are just starting points for more 
advanced programs, obviating the traditional idea of "stable" databases. 
4.1 Theory of CAD 
There are three aspects of design: processes, models, and activities (Section 3). This 
implies that we need theories corresponding to each. A theory of CAD is then the aggregate of 
the following three theories: 
• Theory of design: A theory which describes the design processes and activities [45]. 
• Theory of design objects: A theory which deals with the (models of) design objects. 
For the purposes of this paper, this is a theory of machines; in VLSI design it would be 
a theory of VLSI. 
• Theory of knowledge: A metalevel theory to describe our knowledge about design. 
We shall now look at each theory in more detail. 
4.1.1 A Taste of General Design Theory and Logic 
In General Design Theory [42], a design process is regarded as a mapping from the 
function space onto the attribute space (Figure 4 ). Both spaces are defined on an entity set. A 
design process is an evolution process about a metamodel. A metamodel is a set of attributive 
descriptions of a design entity. During design, new attributive descriptions will be added (or 
existing ones will be modified) and the metamodel will converge to the design solution. In other 
words, design specifications are initially presented in functional terms and the design is 
completed when all relevant attributes of the design object are determined so as to manufacture 
it. 
To further illustrate a design process, we need to recognize three major components: 
entities, attributes of entities, and relationships among entities. A design process is thus a 
sequence of small steps (forward and backward) to obtain complete information about these 
components. Note that we also observe entities which do not change during design. For instance, 
when we design a bicycle lock, we use several pins and screws as building blocks which cannot 
be changed. We call such objects invariants. Description of the lock at a particular design stage 
is, oppositely, dynamically changing. We call these descriptions variants in a design process. 
Clearly, the concept of e.g. "hole" should not change while designing a lock; however values of 
the attributes such as the center coordinates of the hole may change. We call such changeable 
concepts associated with variants covariants. 
In Section 2.2, it was underlined that to control the stepwise refinement of the design 
process we need to express unknown, uncertain, and temporal information about the design 
objects. We can accomplish this using an amalgam of intuitionistic (three-valued) logic, modal 
logic, temporal logic, inheritance, and situational calculus [22]. We take it for granted that 
descriptions of a design object are given by a set of propositions (such as well-formed formulae 
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in first order predicate logic). A simplified model is then as follows (Figure 5): 
Specification: s = r0 ~ ... ~ rn~ ... ~ rN =g. 
Metamodel: Mo ~ · · · ~ Mn~ · · · ~ MN. 
Propositions: q o ~ · · · ~ qn ~ · · · ~ qN. 
10 
In this mocfel, s is the original design specifications and g is the design ''goal.'' Each design 
step has an associated set of propositions. Two central concerns here are (i) how to choose {qn} 
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(i.e. how to proceed with design) and (ii) what if we discover -,qn (i.e. how to deal with 
contradictions). We define a few other things: 
Qn =Po I\··· I\ Pk 
where each Pi is an atomic fact concerning the metamodel, 
Model: Qn l-- c,, m n 
where m n is a model and C n is control knowledge or modeling knowledge, and 
Detailing: Qn, mn l- D,, r 
11 
where Dn is detailing knowledge and r is a proposition which should be added to qn to arrive at 
the next description, qn+l· With this notation the following partial classification of design 
becomes plain: 
INVENTION: Givens find {qn }, {Cn}, {Dn }, g. 
NEW PRODUCT DEVELOPMENT: Givens, (Cn} find {qn ), {Dn }, g. 
ROUTINE DESIGN: Givens, {Cn }, {Dn} find {qn }, g. 
PARAMETRIC DESIGN: Givens, {qn}, {Cn}, {Dn} find g. 
Since the preceding discussion obviously views design as making changes to a database of 
facts, we are in fact quite close to the world of logic programming (understood in a general 
sense). Logic with modes of truth, viz. modal logic with necessity and possibility, can therefore 
be used as a notational tool. Here we have not only affirmations such as that some proposition is 
true, but also stronger ones such as that p is necessary (denoted •p) and weaker ones such as 
that p is possible (denoted + p ). If p is asserted necessary, then we can also assert p true. If p 
is asserted true , then we can also assert p possible . 
Predicate calculus of higher order is useful to talk about inheritance (cf. Section 4.2.1). The 
following is provable in the second order predicate logic: 
VF [ F (x) ::> G (x) ] . 
(If an individual x has every property then x has any property G . ) In third order predicate logic, 
we can prove that 
VF [ V(F) ::> V(G) ]. 
(Whatever is true of all functions of individuals is true of any function of individuals G . ) While 
they are, theoretically speaking, well understood, the real challenge of higher order logics lies in 
their implementation. 
For temporal logic, we can use the following notation. Lett a p denote that p holds a/ ter 
time t and t ~ p denote that p holds before time t; [t i. t 2] denotes a time interval. Several 
useful equalities suggest themselves: 
t a -,p = -, (t a p ), 
t a (p I\ q) = t a p I\ t a q (ditto for v), 
[t 1, tz] ap = t 1 ap I\ tz ~PI\ t 1<tz. 
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Using temporal logic, we can describe inference control for production rule systems in a 
more explicit way. For instance, in Prolog the order of rules matter [4]. In general, this 
knowledge is embedded in the interpreter of this language. By disclosing this control we may 
introduce suppler control. As an example, detailing knowledge Dn above may be a set of rules of 
the sort 
t1 a. q1 I\ t1 a. q2 I\ t1<t2 => t1 a. q3. 
t1 a. qi I\ t1 a. q2 I\ t1<t1 => t2 a. q4. 
Intuitionistic logic can naturally be incorporated into temporal logic. Let tp be the time 
when proposition p is proved. By definition, we have tp a. p = true . Now, introducing a 
logical symbol unknown we can formalize intuitionism in terms of temporality: 
tp ~ (p v -ip) = unknown, tp a. (p v -ip) = true. 
We note that incorporating the complete functionalities of these assorted logics may very 
well result in high (even intractable) computational complexity. To avoid this bottleneck, we 
include only those functionalities which are relevant to our design requirements. For example, in 
case of temporality we are satisfied with only a. and ~ although there is more to temporal logic 
than these simple operators. 
4.1.2 Naive Physics and Machine Design 
In machine design, it is not yet precisely known in which symbolism we can describe the 
functions of machines. There is, however, a view that functions can be represented in terms of 
the physical phenomena that the machine exhibits [42]. From this point of view, the 
representation of functions can be reduced to the representation of physical phenomena and 
qualitative reasoning about them. 
Naive physics observes that people have a "different" kind of knowledge about the 
physical world. This knowledge can best be described as common sense and is attained after 
long years of interaction with the world. Accordingly, naive physics ideas are useful in machine 
design and we want to codify them in the illCAD system. To this end, we follow the proposal of 
[22] and hope to capture naive physics in logic. Additionally, we use as a mathematical tool 
qualitative reasoning based on simple symbolic manipulations. 
Consider the following concepts underlying ''change'' in physical systems: state, cause, 
equilibrium, oscillation, force, feedback, etc. Naive physics regards these concepts in a simple 
qualitative way. It maps continuous variables to discrete variables taking only a small number of 
values (e.g.+,-, and 0). Accordingly, differential equations are mapped to qualitative 
differential equations (also known as confluences). Consider Figure 6 which depicts a pressure 
regulator and is adapted from [27]. The confluence 
"dP +"dA-dQ =0 
describes this device in qualitative terms. Here P is the pressure across the valve, A is the area 
available for flow' and Q is the flow through the valve; a means change. Let us look at the way 
the regulator works. (In the following=> means "implies" and i and J, stand for "increase" 
and "decrease," respectively.) An i in pressure at a =>an i in pressure at b =>an i in flow 
through b => an i in pressure at d => diaphragm at e pushes downward => valve at b tightens 
=> a J, in area for flow => a J, in flow through b . Thus the regulator maintains a constant pressure 
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c 
Fig. 6. A Pressure Regulator 
at c in spite of fluctuations at the supply side a. Note that if the valve is closed (i.e. 
()A =dQ =0) then it is predicted that P is constant. The correct confluence for this state should 
instead read i)Q = O; we simply do not say anything about P . Such time periods during which a 
device shows significantly different behavior are known as episodes[l6]. 
The use of qualitative reasoning unquestionably facilitates the analysis of the working of 
physical devices. However, this usage is not without price. Qualitative techniques may cause 
ambiguities. Assume that a certain quantity M varies with N 1/N 2, i.e. M oc N 1/N 2· If N 1 i 
while N 2 remains constant then M also i. However, we cannot reason without a knowledge of 
the individual numerical changes when we are told that both N 1 and N 2 i or J.. The problem is 
solvable via symbolic and numerical coupling mentioned in Section 2.2. In any case, it is evident 
that we need symbolic computation aids to work with confluences. 
In the pressure regulator example we are employing a powerful principle in our reasoning, 
viz. the mechanistic world view. This asserts that every physical situation is regarded as a device 
made up of individual components, each contributing to the overall behavior. However, the laws 
of the substructures of a structure may not presume the functioning of the whole-the principle 
of no-function-in-structure [27]. Additionally, assumptions that are specific to a particular 
device should be distinguished from the class-wide assumptions which are common to the entire 
class of devices [27]. A simplistic view of modeling devices comprises three kinds of 
constituents: materials (e.g. oil, air), components (e.g. shafts, wheels), and channels (e.g. water 
pipes, electric cables) [16, 27]. Channels transfer material from one point to another. It is 
assumed that a channel is always full of material and obeys the law of conservation. 
After modeling a device we can reason about it. In envisionment we start with a structural 
description to determine all possible behavioral sequences [26]. Thus, in envisioning, we 
momentarily forget about the real values of the problem variables and try to see all possible 
outcomes of some action. Envisionment has close ties with causation. This relationship between 
two states of affairs such that the first brings about the second can be modeled using temporal 
logic operators such as a and~ in a situational calculus setting [22]. As an example of partial 
envisionin,g, imagine a box OBJ, with a smaller block obj inside, sliding on a surface inclined to 
water. OBJ will slide down the inclined surface and reach its comer. Then it will fall and hit the 
water. If OBJ breaks then obj will be released to the water and will possibly sink. Modal logic 
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(cf. Section 4.1.1) comes handy to codify these facts. Thus, we may write statements like 
on(OBJ,inclined-surface) A -,fixed(OBJ) :::::> +slide(OBJ), 
plunged(obj,water) A a-kind-of(obj,sugar) :::::> •dissolve(obj). 
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Naive physics concepts are crucial for design because in many cases design objects will 
have a physical existence and accordingly obey natural laws. If we want to create designs 
corresponding to physically realizable design objects then we will have to refer to naive physics 
notions such as solids, space, motion, etc. Furthermore, if we want to reason about a design 
object in its destined environment (think of our pressure regulator to be installed in a nuclear 
reactor) we will need naive physics procedures such as envisioning, simulation, and diagnostics. 
4.1.3 The Need to Study Thinking 
Since III CAD will be a tool for dealing with an intellectual process, we need theories that 
are directly related to human thinking. We should certainly study epistemological theories about 
our perceptions from philosophy, cognitive science, psychology, etc. since they contribute to our 
understanding of design. In database research [6], the counterpart of such knowledge is known 
as conceptual mode ling and has been instrumental in establishing a sound basis for database 
management. 
In the history of AI, there are many interesting debates on foundational matters such as 
procedural vs. declarative controversy and logic vs. special knowledge representation 
techniques [29]. Neither of these debates is settled yet; it is quite possible that there are no 
unequivocal answers. The need for coupled systems for symbolic and numerical computation 
suggests an appropriate mix of procedural and declarative languages. In case of knowledge 
representation, we accept that logic is syntactical and hence sterile in regard to meaning. 
However, it should not be forgotten that it is the best formalization man has ever built. 
Furthermore, it is possible to implement e.g. frames entirely in logic [21]. 
Theory of knowledge deals with issues of the preceding sort and is necessary especially to 
place design knowledge in a particular framework to utilize it in the illCAD architecture. The 
following discussion is based on [43] and draws a distinction between two opposing knowledge 
representation methods, i.e. extensional vs. intensional descriptions. We do not here take up 
the philosophical [9] distinctions between these methods although that also is relevant to 
knowledge representation (and will be treated in a future paper). 
In order to discuss design, we need to describe entities, their properties, and relationships 
among entities as mentioned in Section 4.1.1. In an extensional description method, the fact that 
an entity e has property p is described by p ( e ) and the fact that entities e 1 and e 2 stand in 
relationship r is described by r(e 1, e1). In an intensional description method these two facts 
can be represented bye (p) and relation (e i. r, e 2), respectively. Extensional descriptions do not 
imply any preconceptions while intensional descriptions make assumptions such as that e 's 
property is limited to one particular p . When an intensional description has to be changed, this 
results in modifying those predefined conditions. For instance, a shaft might be represented 
intensionally by 
shaft(diameter, length, bearing 1. bearing2). 
If we now ~ant to add new attributes, such as transferring power, this results in a redefinition of 
the shaft predicate. On the other hand, an extensional description might consist of the following 
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facts: 
shaft(s), 
equal (diameter (s ), D ), equal (length (s ), L ), 
supported-by (s, b 1), supported-by (s, b2), 
bearing (b 1), bearing (b2). 
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In an extensional description we need to write numerous obvious descriptions. However, 
modifying such a representation is just adding or deleting facts. On the other hand, an 
intensional description might be difficult to change but shows better performance. In the 
previous example, it is easily guessed that the computation to determine two bearings supporting 
a shaft is reduced to an address calculation. 
CAD applications request a flexible data description scheme which is easy to modify [15]. 
Independent multiple views of design object demand independent small partitionings in the 
database. This is easily achieved by an extensional description method since we only have to 
pick up the relevant facts. In an intensional description this requires to create a totally new 
scheme. 
As discussed in Section 4.1.1 there are variants which change during the design process. 
The extensional description can be used to recount these variants. We know that logic 
programming [4] is useful to implement such description methods. On the other hand, we use 
invariants as building blocks in design. Such blocks do not change their structural properties 
although values of their attributes might change. Invariants, therefore, can be represented 
intensionally and their properties can be depicted as covariants. 
4.2 Rapid Prototyping and CAD Software 
In building knowledge based systems such as IIICAD, we are trying to develop a system 
which will be open-ended. IIICAD will evolve over time, with the definition of its purpose being 
refined as it becomes a fuller system. We therefore believe that in the development of intelligent 
CAD systems the underlying strategy should be "Plan to throw one away. You will anyhow." 
[7]. This suggests that recent techniques of software engineering such as exploratory 
programming [4] and rapid prototyping [36] are not to be overlooked. These techniques are 
more permissive than the rigid method of formal specification in that they advocate iterative 
enhancement. This leads to an evolutionary life cycle. We start with a skeletal implementation 
(rapid prototype) and add new modules until the system is reasonably complete for 
demonstration. In rapid prototyping we are interested in perceiving a glimpse of a future system 
in order to assess its strengths and weaknesses. 
4.2.1 Why Smantalk f? 
With regard to exploratory programming and rapid prototyping we think that Smalltalk [19] 
is an excellent implementation tool. First, we appreciate the emphasis of Smalltalk on interactive 
graphics and favor its sophisticated user interface [20]. Second, Smalltalk is not just an isolated 
programming language; it is a programming environment. For instance, the ability to ''inspect'' 
any data structure recursively to any depth gives a programmer a great ability for exploratory 
programming. 
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Smalltalk embodies the innovative ideas and decade-long experience of several good 
researchers. From a philosophical viewpoint, Smalltalk's insistence to express everything as 
objects and messages using a simple syntax is conceptually very clean, powerful, and consistent. 
This, in our view, places it in the same category with other languages such as Lisp and Pro log 
which are the flagships of functional and logic programming, respectively. 
Our experience with Smalltalk also suggests that it is not yet perfect. First and foremost, 
learning Smalltalk and using it effectively are not easy tasks. Although there is a natural 
associated learning curve [35], a common joke tells that it is easier to learn Smalltalk in an 
established Smalltalk-using organization where colleagues who are Smalltalk experts are 
available [34]. The methods hierarchy is simply too big; Smalltalk code that performs some 
function rarely resides in a well-defined location but is distributed all over the system. The 
concept of information hiding then becomes somewhat wearisome since we need to have an idea 
about how something works. Long chains of message passing and super- and subclass 
responsibilities make it difficult for the novice to understand how some action is taking place. 
This is perilous because it tends to de-emphasize one of the major goals of Smalltalk-
encouraging the reuse of software. The scale of the system and its generalist design may 
frustrate even the professionals with a wide background in other programming languages. It is 
no wonder that Alan Kay considers Smalltalk no longer suited for children [34]. 
The class hierarchy is rigid. Especially, the inheritance mechanism, even when it is 
enriched with multiple inheritance, is seen by some researchers as a drawback for CAD systems 
[3]. (See, for example, the requirement for flexible data descriptions in Section 4.1.3.) Recently, 
a new scheme called delegation is being popularized for pliable sharing of knowledge in object 
oriented systems [30]. In its most common form, inheritance is a way to arrange classes in a tree 
so that they inherit methods from other classes. Delegation is more general; an object can 
delegate a message to an arbitrary other object rather than being limited to the paths of a class 
hierarchy (or lattice, in case of multiple inheritance). 
4.2.2 Advantages of Loops 
We close this section with a short overview of Loops [37], a language which is becoming 
popular due to its multiparadigm nature [38]. The reader is cautioned that we do not have 
hands-on experience with Loops. However, our first impression of Loops is that it offers several 
additional and interesting facilities to build intelligent CAD systems. 
Loops supports a mechanism for annotated values. This helps programmer monitor 
arbitrary values without previously planning such access. There are two kinds of annotated 
values: property annotations and active values. The latter associate with any value a demon to be 
invoked when a data store or fetch is requested. The former associate with any value an optional 
property list to annotate the value with useful information. 
From a CAD viewpoint, another useful construct of Loops is composite object. Composite 
objects are objects that contain other objects as parts. A car may be described structurally as 
consisting of a body, a mechanical system, and an electrical system. The body has four doors, 
six windows, etc. Parts can contain other parts; e.g. a door has an ashtray and a handle. Objects 
may belong to more than one structure; e.g. the power window controller can be viewed as a 
t Smalltalk-80 is a registered trademark of Xerox Corporation. In the sequel, we shall simply write 
Smalltalk instead of Smalltalk:-80. 
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component of the mechanical system or the electrical system. 
Loops also offers perspectives. Perspectives are a form of composite object and provide a 
way to implement the multiple views of the same design object. Thus we may represent the 
concept "Pressure Regulator" using perspectives like PR-As-A-Mechanical-Assembly, PR-As-
A-Display-Object, and PR-As-A-Function-Box. The first two perspectives both treat coordinates, 
but with different interpretations. In the first perspective the coordinates refer to physical 
dimensions of the regulator to be manufactured whereas in the second perspective they are just 
measures on a display screen. In the third perspective we are interested in the functioning of the 
regulator as a control-theoretic device with feedback. Perspectives should be compared with the 
Smalltalk concept of model-view-controller triad, a standard implementation strategy for user 
interfaces [40, 10]. 
Loops also offers a remedy to the complicated method hierarchy of Small talk ( cf. Section 
4.2.1). In Loops, a method is defined over a set of classes. This means that methods do not 
belong to a particular class. 
5. IDDL as a Kernel Language for HICAD 
IDDL will be the kernel (base) language upon which the subsystems ofIIICAD will be 
built. This section first summarizes the requirements for IDDL and then presents our prototype 
implementation. For the sake of brevity we do not justify our requirements here; this has been 
done in [44]. Besides, many of the requirements have rather limpid reasons behind them. It is 
also noted that the following description is incomplete; the current version of IDDL is fully 
described in [1] and is presently under reconstruction. 
5.l IDDL Requirements 
We start with somewhat technical items. IDDL should deal with two kinds of names: 
system names are unique and internal whereas user-defined names are modifiable and external; 
this follows from our decision to use extensional descriptions as much as possible. Similarly, 
IDDL should make a distinction between the facts that an entity has an attribute and an attribute 
has a value. It should also be able to describe status and control information of the system with 
origins, destinations, and time stamps. 
IDDL, as a language to construct knowledge bases, should support incremental 
programming and easy maintenance. It should be able to describe not only design objects but 
also design processes. It must embed the stepwise nature of the design process. It should be able 
to describe knowledge to detail a metamodel, to check its feasibility, and to control the detailing 
process. It should allow multiple views of a design object; these views are possibly independent 
but still correlated. 
IDDL should let positive and negative information, known and unknown, and modalities 
such as necessity and possibility. Inconsistencies need to be resolved with some sort of truth 
maintenance system [12] when transferring to a next metamodel. This requires that IDDL 
should incorporate assorted logics such as modal, intuitive, and temporal. To control the 
behavior of the system, IDDL must have metaknowledge that selects which "rule" to apply at a 
certain moment. It should also have a focusing control mechanism which can create a small 
world where it is clearly defined what kind of information is accessible (Figure 7). From the 
viewpoint"of interactive design, it is desirable for the human designer to be able to mark 
intermediate design stages, and later go back for examining or resuming from there. 
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Consequently, the stages of design evolution must be representable on the level of IDDL. 
object B 
predicates 
LEVEL-2 
LEVEL-1 
functions 
························································································· 
LEVEL-1 LEVEL-2 
. objects . objects ~ • 
. predicates ~ . preilicates ~ • 
. functions ~ . functions 
.......................................................................................... 
Fig. 7. Enclosure Mechanism for Data Encapsulation 
Design produces intermediate results which are incomplete and even inconsistent during 
time spanning series of transactions. The design object's attributive representation must allow 
assumptions to be used for the evolution of the design object. IDDL, using nonmonotonicity, 
should be able to retract assumed (but later on unconsidered) propositions [32]. 
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In spite of the slight implementation level weaknesses cited in Section 4.2.1, object 
oriented programming languages deliver extensibility, flexible modifications of code, and 
reusability. Important issues in object oriented programming are data encapsulation and 
information hiding. Thus an object can be regarded as an independent program which knows 
everything about itself. Reuse of software may be assisted by the class inheritance mechanism. 
It is an additional benefit of object oriented programming systems that they offer incremental 
compilation, dynamic binding, rich system building tools, and good user interfaces. Therefore 
object oriented programming is a good choice for creating illCAD. On the other hand, logic 
programming is powerful for problem solving since it can reflect the reasoning process most 
naturally and directly. IDDL uses the logic programming paradigm to express the design 
process for manipulating design objects, whereas the object oriented programming paradigm is 
used to express design objects. In IDDL invariants, variants, and covariants will be represented 
respectively by objects, their internal and external relationships, and behavior of objects. 
,,, 
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5.2 IDOL Prototype 
Figure 8 shows a typical display from our prototype implementation of IDDL. We have 
developed this version on a Smalltalk machine. In Figure 8, design browsers are used to 
manipulate design information such as scenarios, constraints, predicates. In this version of 
IDOL, constraints correspond to the covariants of Section 4.1.l and are meant to be the design 
specifications, while predicates correspond to the variants and are used for object description. 
rhis is what a fly-over should look like ... 
flush Menus 
•causes all new ·>:i•f' ... 
Method Mo has Parts(main Bridge ,bridge Part1) OesignObj 
Individual 
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Fig. 8. Example Screen from IDDL Prototype 
The two windows on the left of the figure are snapshots of the constraints for a bridge and 
its subparts. The other two overlapping windows on the right show the part-assembly 
relationships among substructures. The designer can explore various possibilities by 
communicating with the system through these windows. It is apparent that Smalltalk's 
satisfactory user interface will be of much use to build IIICAD's intelligent user interface. 
6. Concluding Remarks 
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We presented a unifying framework to describe and use design knowledge. Our starting 
point, theory of CAD, allows us to formulate IDDL specifications ( cf. Section 5. l ). It enables us 
to understand, clarify, model, and formalize design processes and design knowledge in an 
intelligent CAD environment. We believe that theoretical ideas of knowledge engineering and 
naive physics, formal tools such as logic, and practical software techniques such as prototyping 
are essential components in constructing intelligent design systems. 
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The development of IDDL was given priority to the development of other subsystems of 
IIICAD. This is due to the fact that IDDL will be the kernel language of our system. The current 
goals of the project are then as follows: 
• Implement powerful tools for IIICAD development. 
• Construct a more complete version of IDDL [1]. 
Near future work includes: 
• Develop subsystems ofIIICAD such as SPV, API, and IUI. 
• Incorporate existing CAD tools and knowledge based systems, including a qualitative 
reasoning expert, in the IIICAD framework. 
• Justify the methodology of developing illCAD and eventually prove its effectiveness 
by case studies. 
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