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TRABAJO FINAL DE GRADO 
RESUMEN 
 
Este trabajo final de grado se ha desarrollado en el Centre Tecnològic de Recerca 
per a la Dependència i la Vida Autònoma (CETpD). El CETpD es un centro de 
investigación, cuyo objetivo es ayudar a personas con dependencia a través de 
tecnologías que incrementen su calidad de vida. Una de sus líneas de investigación 
se centra en el análisis del movimiento humano, concretamente en las alteraciones 
de la marcha como en el caso de pacientes con la enfermedad de Parkinson (EP). 
Por ello, el CETpD ha desarrollado el 9x2, un sensor que, dentro del proyecto 
REMPARK, se integra en una red de dispositivos para monitorizar el paciente y 
permite mejorar el tratamiento que los neurólogos prescriben al paciente. En la 
actualidad, se está desarrollando un nuevo sensor 9x2 para mejorar las prestaciones 
del anterior modelo. 
El trabajo final de grado tiene como marco de referencia las comunicaciones de la 
red de sensores, con el fin de implementar una tecnología de bajo consumo y dotar 
a la nueva versión del sensor 9x2 de capacidades de comunicación con dicha 
tecnología. Para llevar a cabo esta tarea, se estudiaron las distintas tecnologías de 
comunicación inalámbrica disponibles en el mercado y se escogió una que 
cumpliera con los requisitos de consumo, interoperabilidad y flexibilidad. Una vez 
escogida la tecnología, se realizó un estudio de los fabricantes que implementan 
dicho protocolo y se compararon las características de cada uno, con el fin de 
determinar que dispositivo ofrecía mejores prestaciones. 
Tras seleccionar el módulo, se procedió a diseñar una red inalámbrica de sensores. 
La red cuenta con la nueva versión del sensor 9x2 y otros dos dispositivos que 
emulan los utilizados en el proyecto REMPARK. Para la implementación de la red, 
se ha creado una librería en C que permite a un microcontrolador STM32-F417 el 
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TRABAJO FINAL DE GRADO 
ABSTRACT 
 
This project has been carried out in the Centre Tecnològic de Recerca per a la 
Dependència i la Vida Autònoma (CETpD). CETpD is a research center whose aim 
is to help people with dependence through technologies that improve their quality 
of life. One of its research lines focuses on the analysis of human movement, 
specifically in gait alterations, as those suffered by patients with Parkinson's 
disease (PD). Therefore, CETpD developed a sensor called 9x2, which is used in  
REMPARK project. This device is integrated in a network of sensors to monitor 
PD patients in order to improve their treatment prescribed by the neurologists. 
Currently, the centre is developing a new 9x2 sensor to improve the capabilities of 
the previous model. 
The aim of this project lies within the communications framework of new 9x2 
sensor. More specifically, the aim consists in providing to the new 9x2 a low-
power technology. In order to perform this task, different wireless communication 
technologies were studied and the most suitable one according to the power 
requirements, interoperability and flexibility was selected. After selecting the 
technology, a study was done among manufacturers that implement the selected 
technology. The characteristics of the commercial products offered by each 
manufacturer were compared, in order to determine which device offered the best 
performance.  
Finally, after selecting the module, a wireless sensor network was designed and 
implemented. The network used the new version of 9x2 sensor and two other 
devices that emulate those used in REMPARK project. For the implementation of 
the network, a C library was created enabling a microprocessor control module to 
flexibly create wireless networks. 
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Este trabajo final de grado se ha desarrollado en el Centre Tecnològic de Recerca per a la 
Dependència i la Vida Autònoma (CETpD). El CETpD es un centro de investigación aplicada 
de la Universitat Politècnica de Catalunya (UPC) cuyo objetivo es ayudar a personas con 
dependencia a través de tecnologías que incrementen su calidad de vida.  
El trabajo final de grado se enmarca en las comunicaciones inalámbricas de corto alcance. 
Concretamente, en este trabajo se presenta un estado del arte de los componentes comerciales y 
la elección de un componente para su uso en redes de dispositivos para la monitorización del 
movimiento humano. Finalmente, se presenta el desarrollo de una librería que permite a un 
microcontrolador STM32-F417 crear redes de dispositivos y discriminar los dispositivos 
integrantes de las mismas. 
1.1 Marco de referencia 
El CETpD [1] es un centro de investigación situado en Vilanova i la Geltrú que tiene varias 
líneas de investigación centradas en el uso de las tecnologías, para facilitar la vida 
independiente de las personas. Las aéreas en que el centro basa su investigación son: 
- Ambientes inteligentes: Los proyectos relacionados con esta área se centran en el 
campo asistencial para aplicaciones domésticas donde se pretenda mejorar la calidad de 
vida de las personas, atendiendo con especial interés a las personas que padezcan 
cualquier tipo de dependencia. 
- Robótica asistencial: En el área de la robótica se pretende desarrollar nuevos algoritmos 
de control  para mejorar la interacción humano-robot. 
- Usabilidad: El propósito del estudio de la usabilidad es proporcionar a los 
desarrolladores información necesaria para asegurar que los productos y servicios 
satisfacen las necesidades del usuario. 
- Equilibrio, marcha y caídas: Las alteraciones en la marcha, el equilibrio y las caídas son 
causa de lesiones que pueden dejas secuelas y reducir la autonomía de las personas e 
incluso provocar la muerte. Esta línea de investigación realiza estudios clínicos y 
epidemiológicos con el fin de conocer sus causas y encontrar nuevos métodos para 
mejorar la calidad de vida de las personas. 
- Gerontología: En el centro se estudia la manera de mejorar la calidad de vida de la gente 
mayor a través de mantener su independencia con el uso de la tecnología. Desde el 
CETpD, se desarrolla tecnología que busca mejorar la adaptación de la gente mayor y 
enfermes con enfermedades crónicas a sus entornos. Con este fin, se han desarrollado, 
por ejemplo, dispositivos de reconocimiento remotos para la detección de alteraciones 
de la salud en personas que vivan solas o sean dependientes. 
Como parte de las líneas de investigación de las alteraciones en la marcha y la gerontecnología, 
se investiga sobre la enfermedad de Parkinson (EP). La EP [2] es una enfermedad 
neurodegenerativa que afecta al movimiento de las personas y se incluye en las líneas de 
investigación del CETpD con el fin de mejorar la calidad de vida de los pacientes que sufren 
esta enfermedad. La mejora de la calidad de vida se realiza a partir de detectar los síntomas que 
provoca el Párkinson, que consisten en alteraciones motoras, a través de sensores de 
movimiento que captan las alteraciones del movimiento. Esta detección permite mejorar el 
tratamiento que los neurólogos prescriben al paciente ya que les proporciona la rutina de 
alteración del movimiento, de forma que pueden ajustar la medicación para minimizar los 
síntomas.   
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Los pacientes con EP, tras pocos años de medicación, fluctúan entre dos periodos a lo largo del 
día. En primer lugar, están los periodos en los cuales el paciente puede moverse sin dificultad 
(ON) y, en segundo lugar, los periodos en los que los que el paciente sufre alteraciones motoras 
(OFF). Estos estados suelen estar altamente relacionados con la ingestión o infusión  de la 
medicación. La monitorización de estas fluctuaciones y su reporte a los doctores permitiría 
personalizar la medicación que toman los pacientes para evitar los periodos OFF. Además, de 
monitorizarlos en tiempo real, se podría tratar la enfermedad también en tiempo real con una 
bomba de infusión. Finalmente, la detección en tiempo real del bloqueo de la marcha (FoG) 
permitiría tratar la enfermedad con actuadores hápticos para desbloquear al paciente en base a 
señales auditivas (REMPARK FP7-ICT-2011-7). 
Los principales síntomas motores que sufren los enfermos con EP son [3]: bradicinesia o 
lentitud de movimiento, discinesia o movimientos involuntarios y FOG. Los pacientes con EP 
sufren estos síntomas debido a que la enfermedad causa la muerte de las neuronas encargadas de 
producir dopamina, un neurotransmisor necesario para el correcto control del movimiento. La 
medicación que los pacientes toman en el inicio de la enfermedad es, normalmente, la levodopa, 
cuyo componente activo se convierte en dopamina al ser absorbido por el cuerpo. Sin embargo, 
tras varios años de toma continuada de esta medicación, los pacientes alternan, a lo largo del 
día, entre los periodos ON y los periodos OFF. Un paciente de media puede pasar entre estados 
de ON y OFF unas tres o cuatro veces al día.  
El Freezing of Gait (FoG) [4], es una alteración motora que sufren los enfermos de EP que se da 
en ambos periodos ON y OFF. Normalmente esto sucede en enfermos con un estado avanzado 
de la enfermedad, y con menor frecuencia, en pacientes en un estado inicial de la enfermedad. 
El FoG es un estado transitorio de entre pocos segundos y varios minutos de duración durante el 
cual un enfermo con la EP sufre un bloqueo de la marcha que le impide caminar. Los episodios 
de FoG pueden suceder al iniciar la marcha o mientras el paciente camina. Los casos de FOG se 
suelen experimentar en los espacios estrechos, como el marco de una puerta, donde la longitud 
de los pasos se reduce a medida que se acerca el estrechamiento del camino, o al girar el 
paciente sobre sí mismo. 
El FoG  desequilibra al paciente y provoca, en muchas ocasiones, caídas, las cuales pueden herir 
gravemente su integridad física.  Además, las caídas, se dan en pacientes con un estado de la EP 
avanzada y son provocados, en la mayoría de casos, como resultado de los cambios posturales 
[4] de una persona mayoritariamente en el tronco, mientras el paciente pretende realizar varias 
acciones simultaneas, andando, balanceándose o bien levantándose de la cama, se pierde la 
coordinación y acaban en caídas de frontales en un 45% o bien en laterales en un 20%. 
El FoG no responde al tratamiento médico de inyección de dopamina ya que los mecanismos 
neuronales que lo provocan son diferentes a los de la diskinesia o bradikinesia. Por ello, se han 
estudiado otros métodos para prevenir o remediar los síntomas de FoG y, en consecuencia, 
reducir las caídas sufridas por los pacientes. En la literatura especializada se pueden encontrar 
los siguientes métodos: 
- Señalización visual: La señalización visual [5] consiste en un camino marcado con 
líneas transversales. Las líneas ejercen un efecto en el paciente que le ayuda a mantener 
una velocidad y longitud de pisada constantes [6], de forma que previene la aparición de 
episodios FoG. 
- Señalización auditiva: Las señales auditivas [5] son ritmos constantes producidos, por 
ejemplo, por un metrónomo. La cadencia de la marcha se adapta a la velocidad marcada 
por el ritmo y mejora la respuesta del paciente. La señalización auditiva, tiene escaso 




- Estimulaciones sensoriales: Otra técnica que se estudia es la estimulación sensorial [7] 
del celebro para salir de estados de FOG. A pesar de que este método ha demostrado 
reducir considerablemente los periodos de FOG en un periodo de tratamiento, de uno a 
dos años, también puede presentar alteraciones en el equilibrio del paciente.  
Tal como se ha comentado, desde el CETpD se ha investigado en la monitorización de los 
pacientes con la EP a través de sensores de movimiento. En este sentido, desde el centro se han 
desarrollado y se desarrollan diversos proyectos en este ámbito, como HELP [8], FATE [9] o 
REMPARK [3] [10], que se describen en detalle a continuación. 
El proyecto HELP (Home-based Empowered Living for Parkinson’s disease patients), 
implementa un sistema de monitorización para enfermos de la EP, el cual se basa en los 
siguientes aspectos: 
- Crear una red de dispositivos BAN para la monitorización de los parámetros como la 
actividad física o los síntomas del Parkinson, incluyendo en la red una bomba 
suministradora de medicación. 
- Usar una aplicación web para el personal sanitario para la supervisión de los pacientes 
con la EP, de forma que ven los síntomas detectados en tiempo real desde la misma. 
- Una infraestructura de servicios de telecomunicaciones, para el análisis y la 
transferencia de información desde el usuario a la aplicación y vice-versa, permitiendo 
controlar la dosis administrada por la bomba en tiempo real. 
La finalidad de este proyecto es la monitorización del paciente y su posterior actuación en un 
sistema de lazo cerrado, pero con la supervisión del personal médico para la variación de la  
medicación del usuario. El sensor, comunica el estado del paciente un teléfono móvil mediante 
Zigbee, y éste envía la información a un servidor, donde puede ser consultada por  personal 
médico, y desde donde se puede variar la dosificación de la medicación remotamente. La 
tecnología Zigbee que implementa el teléfono móvil usado en el proyecto HELP se pudo 
implementar gracias a un prototipo de tarjeta microSD creada por ItaloTelecom. Este prototipo 
implementa la tecnología inalámbrica en un dispositivo insertable en un slot microSD para 
poder ser usado en teléfonos móviles. En los pilotos de este proyecto, ya finalizado, se observó 
que, dependiendo de la posición del terminal, este carecía de una buena señal para mantener 
activa la conexión con el sensor de movimiento.  
El objetivo del proyecto FATE es ofrecer un servicio de alertas para la población con riesgo de 
caídas alrededor de la detección automática de caídas mediante un sensor inercial. El sistema 
FATE está compuesto por un sensor inercial y un móvil. La tecnología de comunicación cambia 
en caso de que el paciente se encuentre dentro de casa o fuera. El sensor inercial dispone de 
Zigbee y Bluetooth 2.1 para establecer la conexión con otros dispositivos con el fin de avisar de 
la detección de una caída. Si el usuario se encuentra en la calle y sufre una caída, el sensor la 
detecta y establece comunicación a través de Bluetooth con el teléfono móvil. Si, en cambio, el 
usuario se encuentra en casa, una red Zigbee dirige la notificación de caída del sensor a un nodo 
Zigbee gestionado por un ordenador conectado a internet y que acaba trasladando la alarma a la 
central. 
De entre los distintos proyectos de investigación presentados, este trabajo final de grado se 
incluye, dentro del proyecto REMPARK, el objetivo principal del cual es desarrollar un 
sistema de monitorización de pacientes con la EP para poder realizar un seguimiento por parte 
de los doctores. Este proyecto tiene los siguientes objetivos específicos: 
- Identificación del estado motor (ON/OFF) del paciente en tiempo real. 
- Desarrollar un sistema para aplicar estímulos auditivos mediante unos auriculares, 
cuando el sensor detecta estados de bradicinesia o FoG.   
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- Desarrollar una interfaz de usuario que permita a los clínicos seguir la evolución y el 
estado actual de sus pacientes. 
La solución que ofrece REMPARK para lograr estos objetivos consiste en crear una red 
inalámbrica de dispositivos BAN que permitan recoger los datos necesarios para la 
identificación de estados del paciente y enviarlos al servidor a través de una conexión de datos a 
internet, con un móvil de última generación. Los componentes de la red de sensores BAN son:  
1. Un sensor de movimiento inercial ubicado en la cintura, que incluye un 
microprocesador para procesar los datos y envía información con la presencia o 
ausencia de síntomas al móvil.  
2. Un sensor de movimiento inercial ubicado en la muñeca, que comunica al teléfono 
móvil si el paciente tiene movimientos involuntarios (tremor). 
3. Un móvil con conexión a internet y con una tecnología inalámbrica que permita la 
conexión con los sensores, en este caso Bluetooth 2.1. 
 
Figura 1 – Dispositivos integrantes de la red BAN del proyecto REMPARK 
La comunicación inalámbrica es, tal como se ha descrito, una parte esencial en todos los 
proyectos que se desarrollan en el centro. Los dispositivos que componen la red se comunican 
mediante Bluetooth o Zigbee, lo cual les permite conectarse con otros dispositivos que usen la 
misma tecnología para establecer un sistema de monitorización y actuación en lazo cerrado. 
El trabajo de final de grado, se plantea como una actualización de la tecnología de 
comunicación inalámbrica, que utilizan los dispositivos de los proyectos en el CETpD. La 
aplicación de la tecnología, está definida en la implementación del dispositivo, el cual debe de 
poderse comunicar con otros dispositivos de corto alcance y debe ser lo suficientemente fiable 
para poder seguir la monitorización del movimiento humano. 
1.2 Motivación 
Las líneas de investigación centradas en el análisis de la marcha, caídas y la EP se basan en el 
análisis del movimiento humano. Por ello, desde el CETpD se ha desarrollado el 9x2 [11], que 
es un dispositivo capaz de monitorizar el movimiento de forma ambulatoria. Este sensor 
contiene un acelerómetro, un giroscopio y un magnetómetro triaxiales, capaces de adquirir 
muestras de los sensores a una frecuencia de 200Hz, y dispone de las conexiones Bluetooth 2.1 
y Zigbee, para comunicarse con otros dispositivos, como con un teléfono móvil u otros 
dispositivos. El sensor también incorpora una tarjeta microSD, para almacenar las señales de 
movimiento recogidas por los sensores para su posterior análisis. El sistema se alimenta por una 
batería de Li-ion con una capacidad de 1130mAh, la cual da al sensor, una autonomía de 36 
horas, con una frecuencia de muestreo de 200Hz. El 9x2 se ha utilizado en el proyecto 
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REMPARK situado en la cintura. Este dispositivo procesa los datos recogidos por el sensor y es 
capaz de discriminar, mediante la resolución de algoritmos, el estado ON u OFF en el que se 
encuentra el paciente. En ambas aplicaciones, el sensor esta comunicado mediante Bluetooth 
con un dispositivo móvil que enviar los datos procesados a un servidor externo para la 
monitorización de los pacientes por parte de los doctores.  
Actualmente, desde el CETpD se está desarrollando una nueva versión del sensor 9x2 en el cual 
se pretende aumentar la capacidad de procesamiento. El nuevo dispositivo utilizará un 
microcontrolador ARM de 32bit en vez del actual PIC de 16bit. El modelo de microcontrolador 
que se empleará es un STM32-F417 del fabricante ST.  
En la actualización del sensor, se deben mantener las capacidades de comunicación inalámbrica 
con otros dispositivos. Tal como se ha visto, el sensor 9x2 se comunica, principalmente, con 
móviles. No obstante, se desea, para el nuevo 9x2, realizar la comunicación de manera más 
eficiente, así se estudiaran las nuevas tecnologías de comunicación inalámbrica con el fin de 
encontrar una mejor opción. El dispositivo actual que cuenta con un módulo de Bluetooth 2.1 
tiene un consumo máximo de 70mA [12], mientras que un módulo Zigbee puede tener  50mA, 
pero la nueva versión de Bluetooth la v4.0 puede llegar a consumir una octava parte [13] de lo 
que consume la anterior versión. Además, dado el avance de las nuevas tecnologías móviles, se 
quiere lograr que la nueva versión del sensor sea capaz de conectarse con terminales móviles de 
última generación. Esta funcionalidad permitirá enviar los datos recopilados de la 
monitorización de pacientes a servidores remotos, a través de la conexión de datos del teléfono, 
con lo que los doctores podrán hacer un seguimiento personalizado de los pacientes.  
Este trabajo de final de grado tiene, por lo tanto, como principal motivación el desarrollo de 
capacidades de comunicación inalámbrica de corto alcance para el nuevo sensor 9x2. Para ello, 
se parte de la premisa que los principales dispositivos con los que se comunicará serán los 
dispositivos móviles. De esta manera, el trabajo a desarrollar se divide en dos partes. En primer 
lugar, se seleccionará la tecnología a incluir en el nuevo 9x2 y se describirá los componentes 
comerciales que actualmente se pueden encontrar para seleccionar el fabricante más adecuado a 
las necesidades del nuevo 9x2 y sus aplicaciones en la monitorización del movimiento humano. 
En segundo lugar, este trabajo final de grado se centrará en dotar al nuevo 9x2 de la capacidad 
de crear redes inalámbricas de forma flexible. Para ello, se hará desarrollará una librerías que 
permitirá crear redes inalámbricas de dispositivos con los componentes seleccionados 
previamente y controlados mediante el microcontrolador STM32-F417 que el nuevo dispositivo 
9x2 incluirá. 
1.3 Objetivos 
El objetivo principal de este trabajo fin de grado consiste, en primer lugar, en estudiar las 
tecnologías actuales de comunicación inalámbrica de corto alcance para seleccionar la más 
adecuada a las necesidades de monitorización del movimiento humano del 9x2 para,  en 
segundo lugar, permitir al microcontrolador STM32-F417 crear redes inalámbricas e 
intercambiar datos de forma flexible. Para este segundo objetivo, tal como se ha planteado, se 
desarrollará una librería específica para componente seleccionado y el microcontrolador del 
nuevo 9x2.  
Dadas las dos vertientes  del objetivo principal de este trabajo de fin de grado, se establecen los 
siguientes objetivos concretos: 
- Se estudiaran las distintas tecnologías de conexión inalámbrica que existen en el 
mercado. En este estudio, se escogerá la tecnología más adecuada de acuerdo con los 
criterios de creación de redes, consumo y la comunicación con otros dispositivos 




- Una vez seleccionada la tecnología de comunicación inalámbrica, se estudiaran los 
productos que ofrecen los fabricantes y se determinará cuál es el más apropiado, 
atendiendo otra vez a las necesidades del proyecto. 
- Tras obtener el producto del fabricante seleccionado, se estudiará su funcionamiento y 
se creara una red de tres dispositivos para compartir datos. Los dispositivos que 
integrarán la red y con los que se realizarán la implementación serán:  
1. Un módulo de comunicación inalámbrica, conectado al microcontrolador STM32-
F417 que actuará como el dispositivo 9x2 recopilando y enviando datos. 
2. Otro módulo que actuará como sensor de muñeca, también recopilará y enviará 
datos.  
3. Un módulo controlado por una aplicación hecha para PC con el software Labview 
que, dentro de la aplicación REMPARK, emulará el terminal móvil. La 
implementación se realizara sobre unos datos de prueba y se utilizaran valores de 
potenciómetros, emulando los datos de movimiento, que se pudieran transmitir en la 
implementación de todos los sensores del 9x2. 
- Finalmente, para permitir al nuevo 9x2 crear redes e intercambiar datos en ellas de 
forma flexible, se desarrollará una librería en código C para el microcontrolador 
STM32-F417 que debe presentar las siguientes funcionalidades:  
o Permitir establecer conexión con otros dispositivos. 
o Enviar información a cualquier nodo de la red o recibir información también de 
cualquiera de ellos. 
o Capacidad de hacer visible el nuevo 9x2 para el resto de dispositivos. 
o Conocer el estado de una conexión. 
o Notificar la correcta recepción de una información. 
o Restringir el acceso a otros dispositivos, mediante por ejemplo, listas blancas. 
o Tratamiento de errores  y capacidad para reconexión. 
1.4 Planificación 
Para la realización del proyecto, se ha establecido una duración de ocho meses para lograr los 
objetivos descritos en el apartado anterior. Los objetivos principales de la creación de una red 
inalámbrica de dispositivos y la creación de las librerías para el microcontrolador, se realizaran 
a medida que los objetivos específicos del proyecto se vayan desarrollando. La planificación del 
proyecto constará de las siguientes fases de desarrollo: 
1. Estudio del estado del arte: El primer paso para la realización del proyecto es el 
aprendizaje de la materia con la que se va a trabajar. El trabajo se basa con un 
proyecto existente que se pretende mejorar, por lo que se necesita un conocimiento de 
todo el trabajo que se ha realizado, esto incluye los conocimientos básicos de la EP, 
el dispositivo y el funcionamiento de la red actual. 
2. Estudio tecnologías de comunicación inalámbrica: Una vez se haya entrado en 
antecedentes, se estudiaran las diferentes tecnologías que existen en el mercado y se 
realizaran comparativas, con el fin de conocer cuál de ellas se adapta mejor a las 
características demandadas por los objetivos del TFG. Una vez comparadas las 
tecnologías, se debatirá con los integrantes del proyecto, cual tecnología es la más 
apropiada. Cuando se haya resuelto la tecnología escogida, se procederá a estudiar los 
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fabricantes que disponen de módulos y se escogerá uno, con los criterios de los 
objetivos, el precio y el soporte al usuario. 
3. Estudio del módulo y tecnología escogida: En el estudio de la tecnología y el módulo, 
se procederá a practicar con los ejemplos del fabricante y del estándar, para 
familiarizarse con el producto y tecnología y posteriormente se desarrollara la 
implementación para la aplicación final de todos los módulos. 
4. Estudio del STM32-F417: El estudio del microcontrolador se desarrollara en paralelo 
con el estudio de la tecnología de comunicación inalámbrica, ya que es necesario 
conocer los medios de comunicación entre los dos dispositivos. Se desarrollaran 
librerías especificas para gobernar el módulo de comunicación desde el 
microcontrolador y se realizará la implementación específica para la creación de la 
red. 
5. Redacción de la memoria: La redacción de la memoria se realizara en paralelo con 




Figura 2 - Calendario de planificación para el TFG 
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1.5 Estimación de costes 
Los costes derivados del proyecto de desglosan  en las diferentes partes del trabajo. La 
estimación del coste del trabajo se ha realizado considerando que las tareas son realizadas por 
un ingeniero electrónico que percibe 20€/h por la realización de la parte de programación y el 
desarrollo de las librerías. La mano de obra es necesaria durante los 8 meses de duración del 
proyecto a razón de 5 horas al día durante un total de 163 días.  
A parte de la mano de obra, el proyecto también requiere de equipamiento electrónico y los 
dispositivos para la implementación. Los costes de los dispositivos pueden variar según el 
fabricante, tecnología y distribuidor, pero se estima un coste aproximado de los dispositivos del 
mercado de 1260€, debido a que se necesitaran kits de desarrollo y el precio actual no suele 
variar en gran medida. 
Al realizarse el proyecto en un centro de investigación, se usarán los equipos electrónicos 
existentes para realizar los montajes, soldaduras o comprobaciones necesarias para el correcto 
desarrollo del proyecto. La tabla 1 muestra el desglose total de los costes. El coste total del 
proyecto se estima en 15760€. 
 
 Cantidad Precio/u Total 
Kit de desarrollo  1u 500 € 500 € 
Módulos para la implementación 4u 40 € 160 € 
Kit de desarrollo STM32-F417 1u 600 € 600 € 
Mano de obra 815h 20 € 16300 € 
Total 17560 € 






2  Tecnologías inalámbricas de corto alcance 
Las comunicaciones inalámbricas de corto alcance, se utilizan en aplicaciones donde se 
requieren transmisiones rápidas de un volumen datos no muy elevado y de manera eficiente. Por 
ejemplo, en las redes de sensores se utilizan varios dispositivos para recoger información sobre 
la temperatura o detección de humo y se comunican con otros dispositivos con el fin de actuar 
sobre esa información. Los integrantes de una red como esa, deben de tener un consumo 
moderado para que su vida útil sea lo más extensa posible y al ser redes que se comunican en un 
corto radio, su potencia de transmisión no necesita ser muy elevada, por eso tecnologías como 
WiFi, WiMAX o RF no se utilizan en aplicaciones de bajo consumo, debido a que su alta 
potencia y velocidad de transmisión deriva en picos de consumo excesivos para implementarse 
en la redes de sensores que se desea implementar. 
Dentro del mercado de las tecnologías inalámbricas se pueden encontrar diversas soluciones que 
permiten la conexión entre dispositivos. Las especificaciones a las que debemos prestar más 
atención a la hora de seleccionar una son:  
- El consumo: El módulo seleccionado deberá de tener un consumo reducido para que el 
dispositivo permita la monitorización del paciente el máximo de horas posible. 
- Las capacidades de interconexión: El dispositivo deberá de permitir el intercambio de 
información con varios dispositivos en una red, por ello se escogerá un módulo con una 
topología que permita flexibilidad al crear una red 
- La interoperabilidad entre los diversos fabricantes: Aunque el principal objetivo es la 
comunicación con teléfonos móviles, en un futuro, el dispositivo deberá de comunicarse 
con otros dispositivos. 
2.1 Estado del arte de las tecnologías inalámbricas de corto alcance 
actuales 
El estudio de las tecnologías de comunicación de corto alcance ofrece una visión general sobre 
los aspectos más remarcables de cada tecnología, prestando especial atención a los 
requerimientos que se fijan en este trabajo final de grado, así como la interoperabilidad entre 
dispositivos, la eficiencia en el consumo y la capacidad de conectarse con varios dispositivos 
formando redes. Las tecnologías de comunicación inalámbrica de corto alcance que se 
analizaran en este estudio son: Bluetooth clásico, Bluetooth Smart, Zigbee y ANT/+. 
2.1.1 Bluetooth clásico (v2.1) 
El Bluetooth es una tecnología inalámbrica estandarizada para enviar y recibir datos en 
distancias cortas y fue desarrollada por Ericsson en 1944 [14]. El estándar, fue presentado para  
substituir a la comunicación serie y su interfaz RS-232, permitiendo establecer la comunicación 
entre dos nodos de manera inalámbrica. La marca Bluetooth es desarrollada y gestionada por el 
Bluetooth Special Interest Group (SIG) y estandarizada por el Electrical and Electronics 
Engineers (IEEE) en el grupo de trabajo WPAN 802.15. 
La versión 2.1 del estándar está disponible en la mayoría de dispositivos móviles, como 
portátiles o teléfonos, que utilizan esta tecnología de comunicación como substitución de 
periféricos cableados, así como auriculares, teclados o sensores, entre otros. Bluetooth se ha 
extendido, en gran medida, por su facilidad de emparejamiento y la transferencia 
omnidireccional de datos, pudiendo además, ser retro compatible con versiones anteriores, 
exceptuando la última actualización del estándar, la versión 4.0, que ha perdido esta capacidad 




La jerarquía de Bluetooth, se basa en una comunicación punto a punto, o punto a multipunto, 
gobernada por un maestro, que se comunica con uno o varios esclavos formando una red, 
denominada piconet. En una piconet, un mismo maestro, puede estar, según estándar [15], 
comunicado con un máximo de 7 esclavos sincronizados con el mismo reloj que el maestro. Un 
dispositivo con el rol de maestro en una piconet se puede adherir a otra piconet como esclavo, 
formando un conjunto de piconets, denominado scatternet. El intercambio de información entre 
Bluetooth se establece mediante perfiles, los cuales son definidos por el estándar para su uso 
especifico en una aplicación como, por ejemplo, el de monitor de ritmo cardiaco o transmisión 
de audio. El estándar ofrece también la posibilidad de crear perfiles específicos para cualquier 
aplicación que un fabricante o desarrollador quiera dar. 
Para tomar un ejemplo de consumo en un dispositivo con tecnología Bluetooth v2.1, se han 
tomado los valores de referencia del fabricante Bluegiga en su modelo WT12 [12]. 








WT12 70 mA 70 mA 56 µA 3 mA 
Tabla 2 – Consumos del módulo WT12 según el fabricante Bluegiga 
En la tabla 2 se muestran los consumos del WT12 en sus modos más habituales. El consumo de 
3mA en reposo es algo elevado, así como también los picos de consumo en el envío o recepción 
de datos. 
2.1.2 Bluetooth Smart 
La última versión del estándar Bluetooth, fue inicialmente desarrollada por Nokia Research 
Centre con el nombre de Wibree [16] en 2006. El proyecto, fue adquirido por el SIG y 
renombrado a Bluetooth Ultra-Low Power para finalmente ser reconocido como Bluetooth 
Smart como consta en la Specification of the Bluetooth System [15] vigente desde 2010. El uso 
de esta tecnología permite disponer de dispositivos conectados permanentemente a internet, 
principalmente sensores, para trabajar durante años sin necesidad de renovar la batería, por 
ejemplo, usando simplemente una batería CR2032 durante toda su vida útil. 
Bluetooth Smart se conecta con otros dispositivos en forma de redes en estrella o bien punto a 
punto, donde un nodo central, denominado maestro, establece conexiones con los esclavos o 
periféricos. Estas redes se denominan piconets, como en el anterior estándar, pero con la  
diferencia que Bluetooth Smart no puede crear scatternets, debido a que el estándar define que 
un esclavo solo puede establecer conexión con un maestro a la vez.  
Esta última versión del estándar, funciona también mediante perfiles como en versiones 
anteriores, con la diferencia que no son retro compatibles, debido a que el procedimiento de 
transmitir es distinto, así como también la cantidad de datos soportados al transmitir. Al dejar un 
vacío entre las versiones del estándar en retro compatibilidad, se pueden utilizar ambas 
versiones en un mismo dispositivo el cual se denomina Bluetooth Smart Ready. Este dispositivo 
incorpora un controlador que permite conectarse con otros dispositivos según la versión de 
Bluetooth que use.  
Los dispositivos Bluetooth Smart Ready, son dispositivos que actúan como nodo entre ambas 
tecnologías con el fin de abarcar todas las posibilidades de conexión con periféricos, como son 
ordenadores portátiles o teléfonos móviles. Esta tecnología permite mantener ambas 
tecnologías, con las ventajas que cada una aporta como, por ejemplo la monitorización del ritmo 





Figura 3 – Bluetooth Smart Ready como nodo de unión entre Bluetooth Smart y clásico 
En la siguiente tabla se comparan las especificaciones entre ambas versiones. 
Especificación técnica Bluetooth clásico Bluetooth Smart 
Frecuencia  2.4GHz 2.4GHz 
Rango de operatividad ~10-100 metros ~10-100 metros 
Velocidad de transferencia 1-3 Mbps 1 Mbps 
Esclavos 7 Teóricamente ilimitados 
Seguridad 56 a 128 bit 128 bit AES 
Robustez FHSS FHSS 
Latencia (tiempo de conexión) 100 ms < 6 ms 
Uso de la tecnología Mundialmente Mundialmente 
Certificador Bluetooth SIG Bluetooth SIG 
Transmitir voz Si No 
Red de comunicación Punto a punto, scatternet Punto a punto, estrella 
Consumo de referencia 1      - 
 
           
Uso de servicios Si Si 
Uso de perfiles Si Si 
Principal uso 
Aplicaciones de audio, video, ficheros de 
datos. 
Deporte, salud, seguridad, domótica. 
Perfiles 
Puerto serie, manos libres, OBEX*, A2DP**, 
entre otros. 
Sensor proximidad, nivel de batería, 
tensiómetro, termómetro, entre otros. 
Tabla 3 - Comparativa entre Bluetooth clásico y Bluetooth Smart 
*OBEX: Protocolo de comunicación de intercambio de objetos binarios 
**A2DP: Advanced Audio Distribution Profile 
El dispositivo Bluetooth Smart, escogido para la comparativa, es el modelo BLE112 [17] del 
fabricante Bluegiga. 








BLE112 36 mA 25 mA 0.4 µA 235 µA 
Tabla 4 - Consumos del módulo BLE112 según el fabricante Bluegiga 
El consumo máximo, como muestra la tabla 4, es inferior en comparación con la versión 
anterior del estándar, así mismo también ha mejorado en los modos en el que el dispositivo se 
encuentra en reposo. Con estos datos se puede estimar una mejora en el aspecto del consumo 




La tecnología ANT [18] fue desarrollada en 2004 por Dynastream InnovationsInc., una filial de 
Garmin. ANT es un protocolo de comunicación inalámbrica de bajo consumo, utilizada en 
aplicaciones sanitarias, deportivas o de cualquier tipo de monitorización que precise sensores.  
ANT+ es una actualización de la tecnología que añade más modos de interoperabilidad entre 
dispositivos, siendo compatible con la anterior tecnología ANT. La topología de red en ANT/+, 
permite conexiones en estrella, malla o punto a punto y los dispositivos se caracterizan por los 
roles de maestro y esclavo. El intercambio de información se realiza al igual que Bluetooth, 
mediante perfiles, donde cada perfil está vinculado a la utilización de una aplicación en 
especifico. 
ANT/+ es una tecnología propietaria, y su desarrollo es privado y no estandarizado para la 
creación de una aplicación libre. Para poder implementar esta tecnología en un dispositivo, es 
necesario cumplir con los requisitos exigidos de la empresa propietaria y así conseguir una 
certificación que apruebe el uso de la aplicación. 
El consumo de un dispositivo ANT/+, modelo ANTAP281M4IB [18], según especifica el 
fabricante se resume en la tabla 5. 








ANTAP281M4IB 15 mA 17 mA 0.5 µA 2 µA 
Tabla 5 - Consumos del módulo ANTAP281M4IB según Dynastream Innovations 
El modulo ANTAP281M4IB destaca por su bajo consumo a la hora de transmitir o recibir 
datos, eso supone un ahorro energético en las comunicaciones utilizando este modulo. 
2.1.4 ZigBee 
La tecnología Zigbee [19] es una especificación para la transmisión de datos de manera 
inalámbrica, basada en el estándar IEEE 802.15. Fue creada en 2002 por una alianza entre 
diferentes multinacionales, universidades, grupos regulatorios gubernamentales y otras 
instituciones, tanto públicas como privadas, con la finalidad de crear un nuevo estándar para la 
comunicación inalámbrica de bajo consumo.   
La estandarización de la tecnología Zigbee, al igual que Bluetooth, permite que las aplicaciones 
desarrolladas por los fabricantes sean completamente ínter operables entre sí, garantizando así al 
cliente final fiabilidad, control, seguridad y comodidad. La comunicación ZigBee se utiliza en 
aplicaciones embebidas con requerimientos muy bajos de transmisión de datos y consumo 
energético, donde por ejemplo, puede utilizarse para realizar un control industrial, recolectar 
datos de sensores, y en sistemas como detección de humo o intrusos hasta la domótica. 
La topología de comunicación en Zigbee puede realizarse mediante estrella, árbol, punto a 
punto o malla: 
- En la configuración en estrella, uno de los dispositivos asume el rol de coordinador de red y es 
responsable de inicializar y mantener los dispositivos en la red. Todos los demás dispositivos 
Zigbee, hablan directamente con el coordinador y se denominan dispositivos finales. 
- En la configuración de malla, un dispositivo hace las funciones de coordinador y es 
responsable de inicializar la red y de elegir los parámetros de la red, pero la red puede ser 
ampliada a través del uso de enrutadores ZigBee. El algoritmo de enrutamiento utiliza un 
protocolo de pregunta-respuesta para eliminar las rutas que no sean óptimas, La red final puede 
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tener hasta 254 nodos. Utilizando el direccionamiento local, se puede configurar una red de más 
de 65000 nodos divididos en 255 subredes. 
En la tabla 6 se muestra el consumo de un dispositivo, según indican las especificaciones 
técnicas de un modulo XBee RF  [20]. 








XBee RF 45 mA 50 mA 10 µA 10 µA 
Tabla 6 - Consumos del módulo XBee RF según Digi XBee 
El consumo del módulo se sitúa en unos valores aceptables para aplicaciones de bajo consumo. 
Los modos de reposo permiten al dispositivo compensar el gasto energético de los picos en la 
transferencia de datos. 
2.2 Comparación y elección de la tecnología  
El estudio realizado recopila las posibilidades que aporta cada estándar y se analiza un ejemplo 
de cada tecnología en la implementación de un fabricante de dicha tecnología con el fin de 
obtener datos reales sobre el consumo, alcance y velocidad entre otros. 
Entre las tecnologías de comunicación inalámbrica de corto alcance que existen en el mercado, 
se debe escoger una que cumpla con los requisitos específicos que establecen los objetivos del 
proyecto. El proyecto precisa una tecnología capaz de establecer comunicaciones con varios 
dispositivos en una red, que tenga interoperabilidad entre dispositivos de otras marcas que 
implementen la misma tecnología y además que el consumo sea moderado con el fin de 
optimizar la vida de la batería de los dispositivos.  











Alcance interiores 10 m 10 m 10 m 10 m 
Frecuencia 2.4 GHz 2.4 GHz 2.4 GHz 2.4 GHz 
Velocidad teórica 2-3 Mbps 1 Mbps 1 Mbps 250 Kbps 
Velocidad efectiva 2.1 Mbps 250 Kbps 20 Kbps 64 Kbps 
Topología 
Punto a punto, malla y 
scatternet 
Punto a punto y estrella 
Punto a punto, malla, 
estrella y árbol 
Punto a punto, malla, 
estrella y árbol 
Numero de nodos 7 nodos 5917 nodos 300 nodos 65535 nodos 
Seguridad 56-bit key 128-bit AES 64-bit key 128-bit AES 
Tiempo de wake-up 100 ms 6 ms 0 ms 30 ms 
Certificación Bluetooth SIG Bluetooth SIG Garmin ZigBee Alliance 
Estándar de red IEEE 802.15.1 IEEE 802.15.1 Propietario IEEE 802.15.4 
Tabla 7 – Comparativa entre módulos de tecnologías de comunicación inalámbrica 
Bluetooth posee mejores especificaciones en cuanto a velocidad efectiva real y seguridad 
respecto a ANT/+, además de la facilidad de implementación que ofrece la tecnología para crear 
una aplicación con estándar Bluetooth solo con el modulo del fabricante, certificado por 
Bluetooth SIG. Es interesante desde el punto de vista del desarrollo del proyecto debido al bajo 
coste y la rapidez en que se puede lograr tener lista una aplicación para su uso real. El módulo 
ANT/+, en cambio, tiene un consumo menor y la creación de redes, al igual que Zigbee, parece 




Las topologías de comunicación de Zigbee y ANT/+, ofrecen la posibilidad de aumentar el 
número de dispositivos por las diferentes estructuras de red, pudiendo llegar a crear redes de 
múltiples nodos y gestionarse de manera efectiva, debido a los roles que adquieren los 
integrantes de la red. Pero en los requerimientos del proyecto, especifican que los integrantes de 
la red debe de ser capaces de comunicarse con otro tipo de dispositivos, como auriculares o 
teléfonos móviles, por lo que la interoperabilidad entre elementos, requeriría una 
implementación aparte para estos casos, ya que en el mercado existe poca variedad de 
dispositivos, como teléfonos móviles o dispositivos de audio que utilicen estas tecnologías.  
Bluetooth por su parte, aporta la ventaja del número de dispositivos en el mercado que utiliza 
esta tecnología para comunicarse y la interoperabilidad que ofrece entre estos. Entre las dos 
versiones del estándar, esta ventaja es presente en las dos, pero en menor medida para Bluetooth 
Smart, ya que recién acaba de salir al mercado, pero con la llegada de los dispositivos Smart 
Ready, Bluetooth puede llegar a abarcar dos grandes modos de comunicación con las ventajas 
que cada una aporta. 
Tabla 8 – Comparativa de consumos entre módulos 
Otro de los requerimientos del proyecto es el consumo del módulo para transmitir y enviar la 
información. En este aspecto, los módulos que tienen un consumo menor son los diseñados para 
transmitir pequeñas tramas de datos, como son los módulos que implementan las tecnologías de 
Bluetooth Smart, ANT/+ y Zigbee. En el caso del WT12 Bluetooth clásico, al ofrecer perfiles, 
como la transmisión de audio o la de ficheros de datos, que requiere movimientos de grandes 
cantidades de datos a mayor velocidad, tiene como consecuente un mayor consumo, como es el 
caso de una video llamada, que los datos de voz tienen que llegar a tiempo real en ambas 
direcciones del canal. 
El actual dispositivo 9x2 con tecnología Bluetooth 2.1 y Zigbee utilizado en el proyectos como 
REMPARK, ofrece una gama de posibilidades más extensa, al poder establecer conexiones con 
más dispositivos que si solamente usara una sola tecnología. El dispositivo presenta 
inconvenientes para la comunicación con un teléfono móvil mediante Zigbee, ya que la 
tecnología no está presente en los teléfonos móviles (a excepción de la implementación a través 
de la tarjeta uSD-Zigbee, cuyos problemas asociados no permiten su uso extendido). Así 
mismo, ambas tecnologías en un mismo dispositivo hacen aumentar también su tamaño y 
consumo para lograr un mismo fin, por ello se necesita implementar una tecnología que abarque 
compatibilidad con la mayoría de periféricos que se usarán. 
La mejor opción en el aspecto de compatibilidad es Bluetooth, ya que su extensa gama de 
perfiles ha hecho proliferar en el mercado una gran cantidad de periféricos compatibles entre sí, 
además de poderse usar en teléfonos móviles y ordenadores. Pero el consumo de estos módulos 
es elevado para aplicaciones que requieran poco tráfico de datos y larga duración, como por 
ejemplo sensores, así, Bluetooth Smart se presenta como una opción a estos periféricos.  
La tipología de red estrella permite a un dispositivo gestionar, con una única tecnología, la red 
de sensores y actuadores que requieren en  proyectos como REMPARK. Por ejemplo, los 
dispositivos usados en este proyecto se configurarían de la siguiente forma en una red Bluetooth 
estrella: 








WT12 70 mA 70 mA 56 µA 3 mA 
BLE112 36 mA 25 mA 0.4 µA 235 µA 
ANTAP281M4IB 15 mA 17 mA 0.5 µA 2 µA 
XBee RF 45 mA 50 mA 10 µA 10 µA 
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- El dispositivo 9x2, se comunicaría mediante Bluetooth Smart con otro sensor, como el de 
muñeca, para detectar el estado del paciente desde la cintura y el temblor desde la muñeca. 
Además, se comunicaría, también con Bluetooth Smart, con el teléfono móvil para enviar los 
datos a un servidor. Al tratarse de una tecnología de bajo consumo, optimizaría la batería de los 
sensores, además de poder comunicarse con el teléfono móvil de manera nativa. 
- El teléfono móvil dispondría de un módulo Bluetooth Smart Ready para establecer conexión 
con los sensores, a través de Bluetooth Smart, y con otros periféricos, como los auriculares, con 
Bluetooth clásico. El teléfono dispone de una batería con más capacidad que la de los sensores, 




3 Módulo Bluetooth Smart para creación de redes  
En este capítulo se describe, en primer lugar, el estado del arte en dispositivos comerciales que 
implementan Bluetooth Smart. Para ello, se ha realizado una búsqueda exhaustiva de los 
módulos comerciales que se pueden encontrar actualmente y que cumplan con la especificación 
seleccionada en el anterior capítulo.  
En segundo lugar, se presenta, de entre todas las posibles opciones comerciales encontradas, la 
seleccionada para ser utilizada en el nuevo 9x2. De esta manera, el dispositivo comercial 
escogido será estudiado con el fin de crear redes de forma flexible, tal como se verá en los 
próximos capítulos. 
3.1 Estado del arte en dispositivos Bluetooth Smart comerciales 
Dentro de los dispositivos comerciales analizados, es posible distinguir dos tipos de categorías 
en módulos Bluetooth Smart, los system on chip (SoC) y los módulos Bluetooth.  
Los SoC son microchips desarrollados por compañías especializadas en circuitos integrados, 
que crean un microchip con la implementación de la tecnología Bluetooth pero requieren de más 
componentes para que funcione. Por ejemplo, en algunos dispositivos es necesario añadir la 
antena, condensadores y resistencias en los pines, un escudo de RF, un reloj de cristal de cuarzo 
de 32kHz y otro de 32MHz, además de tener que pasar las certificaciones FCC, IC, ETSI. Los 
fabricantes de SoC para Bluetooth Smart más extendidos son Texas Instruments con los 
modelos CC2540/2541. 
Por otro lado, fabricantes como Bluegiga, Panasonic o Connect Blue, integran los SoC 
anteriores en módulos Bluetooth equipados con antena, relojes y todos los componentes 
correctamente certificados y testeados para asegurar su funcionamiento. Estos módulos 
Bluetooth están listos para su incorporación en un sistema y vienen provistos, por parte del 
fabricante, de herramientas para su configuración.  
Así pues dada la ventaja que esto supone, se estudiarán los diferentes módulos Bluetooth que 
ofrezcan los fabricantes y se tendrán en cuenta las herramientas y el soporte que estos ofrecen al 
usuario para crear aplicaciones a través de sus dispositivos. Por ello, los dispositivos SoC 
quedan descartados. 
Los módulos Bluetooth Smart son muy recientes y hay pocos fabricantes que disponen de una 
gama de productos estables en el mercado. Para la realización de la aplicación que se pretende 
llevar a cabo en el trabajo, es necesario varios módulos Bluetooth Smart, es decir, que solo 
trabajen con el estándar v4.0, aunque se baraja también, la posibilidad de un módulo Bluetooth 
Smart Ready para tener la compatibilidad con otros dispositivos de versiones anteriores. 
En la tabla 9 se muestran las especificaciones en forma de comparativa de los módulos 
Bluetooth Smart que se han estudiado. Se han comparado las especificaciones más relevantes 
que ofrecía cada fabricante de su módulo, debido que la mayoría de dispositivos cuentan con el 
mismo SoC, la diferencia recae sobre la personalización que le ha dado el fabricante a la hora de 
ensamblar el SoC. Las características a las que el ensamblador puede diferenciarse son por 
ejemplo, la potencia de transmisión, el consumo de su implementación, los canales de control, 


























































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Por otra parte también se ha realizado la comparativa entre los módulos Bluetooth Smart Ready 
existentes en el mercado, como muestra en la tabla 10. Las características a destacar en esta 
comparativa están enfocadas a como se han integrado ambos estándares en el módulo además de 
las descritas en la anterior tabla. El consumo máximo de los módulos es más alto a la tabla 
anterior, al tener la posibilidad de usar los dos estándares a la vez consumiendo la versión 
clásica más que la Smart. Otro punto importante son los perfiles que soportan, ya que en 
Bluetooth clásico existe una gran cantidad de perfiles para sus múltiples usos. 




Fabricante Connectblue Blue Radios Bluegiga 
Velocidad v4.0/v2.1 1Mbps / 1.3Mbps  1Mbps / 1.3Mbps 1Mbps / 1.3Mbps 
Consumos 
Tx/Rx: 77 mA (v4.0) 
Tx/Rx: 82.5 mA (v2.1) 
Sleep: 0.6 mA 
Voltaje: 3.0 - 6.0 V 
Tx/Rx: 77 mA (v4.0) 
Tx/Rx: 82.5 mA (v2.1) 
Sleep: 40 µA 
Voltaje: 2.4 - 3.6 V 
Tx/Rx: 44 mA (v4.0) 
Tx/Rx: 63 mA (v2.1) 
Sleep: 18 µA 
Voltaje: 1.7- 3.6 V 
Microcontrolador ST STM32F TI MSP430 F5438A 16-bit RISC MCU 
SoC TI CC2564 TI CC2564 CSR8510 
Interfaces 2 x UART 
2 x UART 
1 x SPI 
1 x USB 
1 x SPI para Debug 
Memoria 
16 KB RAM 





Potencia transmisión 11 a -23dBm 10.5 a -23 dBm 8 a -23 dBm 
Potencia recepción -90dBm -95 dBm -89 dBm 
Perfiles GAP, SDAP, SPP, DUN, PAN 
GAP, GATT, SMP, ATT, 
L2CAP, BAS, BLP, BLS, DIS, 
FMP, ANP, HIDS, HOGP, HID, 
HTP, HTS, HRP, HRS, 
IOP,IAS, LLS, PASP, PXP, 
SCPP, SCPS, TIP, TPS, SPP 
Según Bluetooth Stack1 
Dimensiones 
(LxWxH) 
36 x 16 x 3 mm 17.6 x 11.8 x 1.9 mm 9.3 x 13.05 x 2.1 mm 
Precio unidad 59.6 €2 23.9 €3 14.52 €4 
Tabla 10 - Comparativa módulos Bluetooth Smart Ready 





Actualmente los teléfonos móviles de nueva generación equipan módulos Bluetooth Smart 
Ready para que sean compatibles con los nuevos dispositivos que implementen Bluetooth Smart 
sin renunciar a los periféricos que requieren Bluetooth clásico como manos libres o altavoces. 
Los teléfonos móviles que incorporan Bluetooth Smart Ready son: 
- Windows Phone: Nokia Lumia (520, 620, 625, 720, 820, 920, 925, 928, 1020, 1320). 
- Android: Samsung (Galaxy S3, S3 Mini, Galaxy S4, S4 Mini, Note 2, Note 3), LG 
(Nexus 4, Nexus 5, Optimus G, 4X, G2), HTC (One, One Mini, One Max, Desire 300, 
Desire 601, Desire 500, Butterfly S) y XIAOMI (Mi2s, Mi3). 
- Apple: iPhone (4s, 5, 5C, 5S), iPad (a partir de la versión 3), iPod Touch 5 y iPad mini. 
-  BlackBerry: Z10, Q10, Q5, Z30. 
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3.2 Dispositivo seleccionado 
Durante el estudio de mercado de los dispositivos Bluetooth Smart, se ha notado como los 
fabricantes están en pleno desarrollo de la reciente tecnología para mejorar y hacer más 
competitivos sus productos en el mercado. Cuando se dispone a empezar la búsqueda de 
fabricantes y modelos de módulos Bluetooth Smart, se observa que los fabricantes solo 
disponen de uno, o como máximo dos, modelos disponibles en el mercado y anuncian nuevas 
mejoras de los productos en desarrollo, incrementando la eficiencia y facilidad de uso,  pero no 
se anuncia su salida al mercado.  
En el caso de Bluetooth Smart la mayoría de dispositivos usan el SoC de Texas Instruments, el 
CC2540, por lo que las características de la tabla la memoria e interfaces son muy parecidas. 
Las empresas que más información ofrece al usuario acerca de sus herramientas y el soporte son 
Bluegiga, Blue Radios y Panasonic. El resto de compañías, se ha podido comprobar a través de 
intentar contactar con ellos y mediante búsquedas en foros, que no disponen de un servicio al 
cliente eficiente para dar información de sus productos. Este hecho hace desconfiar de su 
calidad en el servicio post venta y de la resolución de problemas que puedan surgir durante el 
uso de sus dispositivos. A priori, la opción más segura era apostar por el modulo BLE112 de 
Bluegiga, debido a que, desde el CETpD, ya se ha trabajado con otro modelo de Bluegiga de 
Bluetooth clásico como es el WT12. Sin embargo, el modelo de Blue Radios ofrece unas 
características más atractivas como, mejor consumo, tamaño más reducido y más memoria, 
debido a que incorpora un SoC más reciente, el TI CC2541. 
Por todo ello, se decide optar por la compra del módulo de Blue Radios BR-LE4.0-S3A a través 
de la misma página web del fabricante. Además, dado que disponen de kits de evaluación, se 
contacta con ellos, pero su respuesta al pedido fue negativa, argumentando que no venden a 
universidades ni a particulares, además de que su mercado es principalmente estadounidense. En 
la página web también se indica un distribuidor oficial, Digikey, pero al acceder a la web se 
comprueba que no disponen de información ni de disponibilidad de estos módulos Bluetooth 
Smart. 
Durante el tiempo de negociación con Blue Radios y Digikey, Bluegiga anunció el lanzamiento 
de un nuevo módulo Bluetooth Smart, el BLE113, con características muy similares al BR-
LE4.0-S3A y a un precio también asequible.  
Bluegiga es una empresa que trabaja muy bien el soporte al cliente tanto en servicios pre como 
post venta, ya que en su propia página web disponen de foros de ayuda, documentos y ejemplos 
que guían al usuario a desarrollar aplicaciones para sus productos. Además, ofrecen al usuario 
un lenguaje de programación, el Bgscript para desarrollar aplicaciones standalone de manera 
más sencilla con un lenguaje de alto nivel. Otra ventaja de este fabricante consiste en que, 
proporcionan una API muy bien detallada y una suite de testeo para las aplicaciones. 
Finalmente, cabe destacar que la red de distribuidores de Bluegiga es más extensa que las otras 
compañías de la competencia, con lo cual se pueden comparar precios y escoger también un 
vendedor más cercano. Se decidió, entonces, esperar las dos semanas que restaban para el 
lanzamiento del BLE113, y se encargaron a través de su distribuidor oficial Matrix en España. 
Puesto que Bluegiga disponía de toda la gama de productos Bluetooth Low Energy, también se 
decidió comprar el modulo Bluetooth Smart Ready BT111 Host Controller interface (HCI), ya 
que las opciones eran limitadas debido a que no se podía adquirir el modulo Blue Radios y el de 
ConnectBlue era demasiado caro. Finalmente se adquirieron los siguientes artículos: 
 1x Kit de evaluación BLE113   1x Kit de evaluación BT111  
 1x Modulo BLE113  1x Modulo BT111 HCI 
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3.2.1 Kit de evaluación BLE113 
 
Figura 4 - Placa de desarrollo Bluegiga BLE113 
La placa de desarrollo viene con varios periféricos para poder crear programas ejemplo y probar 
su funcionamiento a un modo más práctico. Este kit dispone de: 
- Alimentación por USB o pila CR2032 
- Periféricos: acelerómetro, altímetro, potenciómetro, botones de interrupción, 
termómetro y amperímetro. 
- Pines E/S digitales en forma de jumpers. 
- Convertidor USB – UART para comunicarse con la misma alimentación USB. 
- Puerto SPI para flashear y usar el LCD. 
Además, el kit de evaluación incluye: 
- 2x módulos BLE113  
- 1x dongle BLED112 
- 1x Texas Instruments CC Debugger para programar 
- 1x Cable mini USB para Debugger 
- 1x Cable micro USB para alimentación de la placa de desarrollo. 
- 1x Pila CR2032 
- Documentación 
3.2.2 Kit de evaluación BT111 HCI 
 
Figura 5 - Placa de desarrollo Bluegiga BT111 
El kit de evaluación del BT111 HCI incluye la placa de desarrollo con conexión USB e interfaz 
SPI para programar parámetros de la radio. La placa de desarrollo al igual que el modulo es un 
Host Controller Interface, eso quiere decir que es necesario un host, como puede ser un PC que 
incluya los drivers para poder controlar el modulo. 
El contenido del kit es el siguiente: 




4 Bluetooth Smart 
Este capítulo está dedicado a describir en profundidad el funcionamiento y las capacidades que 
Bluetooth Smart presenta. La descripción presentada es el resultado del estudio realizado 
durante el trabajo de final de grado para permitir la creación de redes en el nuevo dispositivo 
9x2. 
El estándar de Bluetooth Smart abre nuevas posibilidades de transferir tramas de datos con un 
consumo muy bajo. Su modo de funcionamiento se caracteriza por establecer una conexión 
cuando uno de los sensores o periféricos dispone de información que comunicar al maestro de la 
red o a un oyente. Este modo de funcionamiento permite a los dispositivos permanecer en 
reposo durante el tiempo que no necesitan intercambiar información y conectarse cuando tengan 
datos a transmitir. De esta manera, las conexiones se establecen en un tiempo menor a 6ms [13], 
lo cual permite tener la información al instante, sin necesidad de tener una conexión establecida 
permanentemente que consuma energía para mantenerla activa. 
El estudio de Bluetooth Smart se realiza a partir del documento de la especificación del estándar 
Bluetooth [15] y permite conocer las herramientas que proporciona el grupo Bluetooth SIG para 
desarrollar aplicaciones con módulos Bluetooth y que sean compatibles con cualquier 
dispositivo que cumpla con el estándar. 
Por ello se detallan las características a tener en cuenta para desarrollar una aplicación 
interoperable y estandarizada. 
4.1 Perfiles 
Para poder utilizar la tecnología inalámbrica Bluetooth, el dispositivo que la implemente debe 
utilizar perfiles Bluetooth. Los perfiles Bluetooth permiten a los distribuidores de dispositivos y 
de software crear productos estandarizados e interoperables. Existen perfiles estandarizados por 
el Bluetooth SIG definidos por un UUID único de 16 bits para que los desarrolladores puedan 
crear aplicaciones utilizando perfiles predefinidos para que sean interoperables entre otros 
dispositivos, pero también está abierto para que los desarrolladores puedan crear sus propios 
perfiles para un uso específico, caracterizándolos con un UUID de 128 bit. 
Todos los perfiles describen los requerimientos necesarios de los dispositivos para conectarse, 
encontrar servicios de aplicaciones disponibles e información necesaria para realizar 
conexiones. 
4.1.1 Generic Acces Profile (GAP) 
Este perfil es común en todas las versiones de Bluetooth pero, en este trabajo, solo se estudiaran 
los métodos que implementa Bluetooth Smart, como son los canales de comunicación, los 
procedimientos de seguridad, el protocolo de atributos, los procedimientos de escaneo y la 
asociación de dispositivos.  
El perfil GAP es la base de los demás perfiles, debido a que este perfil se encarga de la conexión 
y gestión de las capas de uso de un dispositivo Bluetooth. Por lo tanto, este perfil es la base de 
cualquier dispositivo que soporte el estándar y por lo tanto se integra en todas las aplicaciones 
por defecto. De no ser así, la aplicación fundamental que es la comunicación entre dispositivos, 
no se podría realizar.  




- Maestro: El dispositivo se puede comunicar con uno o varios esclavos. 
- Esclavo: Solo se puede comunicar con un maestro a la vez. 
- Avisador: Anuncia paquetes con información pero no puede recibirlos. 
- Escáner: Recibe los paquetes de los avisadores y puede establecer comunicación con 
ellos. 
 
Figura 6 – Topología de red en Bluetooth Smart 
Las topologías de red soportadas por Bluetooth Smart son de tipo estrella o punto a punto. Tal 
como se ha comentado, una la red de dispositivos se denomina piconet. El rol de cada 
dispositivo puede variar según esté configurada la implementación, pero la configuración de una 
comunicación es única.  
Existen una serie de generalidades en Bluetooth que deben ser seguidas para diseñar una red de 
este tipo: 
- Un periférico esclavo solo puede estar conectado con un maestro a la vez, por lo que, si un 
avisador se convierte en esclavo de un maestro, este ya no podrá ser conectado a otro maestro 
hasta que no se acabe la conexión previamente establecida. 
- Un maestro conectado en una piconet con varios esclavos puede realizar, también, la función 
de escáner, para escuchar paquetes que puedan ser interesantes y cuando sea preciso, establecer 
una conexión para intercambiar datos.  
- Los esclavos a su vez, pueden actuar fuera de la conexión con el maestro sin perder la 
comunicación con éste, ya que pueden enviar paquetes de aviso sin necesidad de un destinatario 
concreto para anunciar algún tipo de información en su cabecera de aviso y que otro dispositivo 
escáner la recoja. Sin embargo, no tienen disponible la opción de establecer otra conexión 
debido a que éste ya está emparejado con un maestro y no se puede realizar otro 
emparejamiento hasta que no se termine dicha conexión.  
- Para poder realizar correctamente la comunicación dentro de una piconet, es necesario ajustar 
los tiempos de latencia entre los esclavos y el maestro para que no haya solapamiento de 



















En la figura 7, se puede observar como un maestro conectado con otros esclavos puede 
inicializar una nueva conexión con un nuevo dispositivo avisador. 
 
Figura 7 – Cambio de rol en red de dispositivos 
Los dispositivos Bluetooth Smart requieren la implementación de GAP en todas las 
aplicaciones, así, en lo más alto de la estructura de perfiles existe un perfil denominado 
Application Profile, que controla la interoperabilidad entre los perfiles genéricos y el GAP. 
 
Figura 8 – Estructura de perfiles gobernados por Application Profile 
4.1.2 Attribute Protocol (ATT) 
El protocolo de atributos ATT se utiliza para almacenar la información de un servicio de 
Bluetooth Smart. La información se almacena en bloques denominados atributos y se componen 
de una dirección de memoria de 16bit (handle), un UUID para caracterizarlo y un valor 
numérico. La arquitectura de este protocolo en una conexión punto a punto, los roles de los 
dispositivos son cliente y servidor: 
- Servidor: Es el dispositivo encargado de recopilar una información y la expone como 
uno o varios atributos. Por ejemplo podría ser un sensor encargado de recopilar la 
información de temperatura de una sala. 





















Figura 9 – Roles dispositivos 
Como se ha dicho anteriormente, los atributos disponen de direcciones denominadas handles 
con el que el cliente acede al atributo del servidor, también disponen de un UUID único de 16 o 
128 bits para identificarse. 
Handle UUID Valor Descripción 
0x0001 0x1804 0x0000 Ganancia TX en dBm 
0x0002 0x2a00 0x426c75656769676120546563686e6f6c6f6769657 Nombre dispositivo UTF-8 
Tabla 11 – Ejemplo de atributos 
Los atributos se pueden configurar de acuerdo a uno de los siguientes permisos: 
 Solo lectura 
 Solo escritura 
 Lectura y Escritura 
Los atributos también pueden requerir: 
 Autentificación para leer o escribir 
 Autorización para leer o escribir 
 Encriptación y emparejamiento para leer o escribir 
El protocolo de atributos usa la siguiente metodología. 
Método Descripción Dirección 
Encontrar información Encuentra handles, tipos y descripciones. Cliente → Servidor 
Buscar según tipo Devuelve los handles que coinciden con el tipo especificado. Cliente → Servidor 
Leer grupo Lee los valores de los atributos en un rango determinado. Cliente → Servidor 
Leer tipo Lee los valores de los atributos de un tipo determinado. Cliente → Servidor 
Leer handle Lee el valor de un atributo (máximo 22 bytes). Cliente → Servidor 
Leer doble Lee el valor de un atributo (máximo 64 kBytes). Cliente → Servidor 
Leer múltiple Lee varios atributos de unos handles determinados. Cliente → Servidor 
Escribir handle Escribe un valor en el atributo que indica el handle. Cliente → Servidor 
Preparar escritura Prepara un escribir en un handle y lo pone en cola del servidor. Cliente → Servidor 
Notificación  Pasa el valor que ha cambiado en un atributo (20 bytes). Servidor → Cliente 
Indicación  
Pasa el valor que ha cambiado en un atributo (20 bytes) y espera 
confirmación del cliente. 
Servidor → Cliente 
Error Devuelve información sobre un error. Servidor → Cliente 









4.1.3 Generic Attribute Profile 
El GATT es la aplicación directa del protocolo de atributos ATT para establecer las operaciones 
de transporte y almacenaje de datos en los atributos. GATT engloba los atributos en servicios y 
los valores de esos datos, son expuestos como características.  
 
Figura 10 - Arquitectura GATT 
Una aplicación utiliza el perfil GATT para que cliente y servidor puedan interactuar, así los 
conjuntos de servicios de un dispositivo servidor se muestran a un cliente para que se proceda al 
intercambio de información. Los servicios se dividen entre primarios y secundarios. Un servicio 
primario ofrece la principal funcionalidad del servicio, mientras que un servicio secundario 
contiene otras funcionalidades auxiliares para el servicio primario. 
Las propiedades del servicio se denominan características y se representan en los siguientes 
campos:  
- Declaración: Describe las propiedades del valor de la característica, si se puede leer, 
escribir o indicar, el numero que representa entre las demás características (handle) y el 
valor UUID. 
- Valor: Contiene el dato de la característica. 
- Descripción: Contiene información adicional acerca de la característica, del propio 
fabricante o desarrollador. 
 
Figura 11 – Composición de una característica 
Los perfiles creados con GATT se utilizan en todas las aplicaciones Bluetooth Smart para el 
intercambio de información. Un perfil creado con GATT recoge todos los servicios con las 
















Figura 12 – Jerarquía de un perfil basado en GATT 
4.2 Procedimientos 
Para el correcto funcionamiento y compatibilidad de los dispositivos Bluetooth Smart, es 
necesario cumplir con las especificaciones de procedimientos del estándar. 
4.2.1 Procedimiento de filtrado 
Este procedimiento lo aplican los controladores de una piconet para reducir el número de 
conexiones soportadas que requieren contestación, es decir, este filtrado actúa cuando no es 
preciso responder a peticiones de conexión cuando el dispositivo o los datos a recibir no son del 
interés del controlador. El filtrado se realiza basándose en la lista blanca de dispositivos del 
controlador que se alojan en la memoria interna del chipset. Con este procedimiento, se reduce 
el consumo de recursos energéticos y de procesamiento de los dispositivos. 
4.2.2 Procedimiento de aviso 
Un avisador utiliza este procedimiento para anunciar información de manera unidireccional en 
su radio de actuación. Esta información puede ser de carácter informativo o bien una petición de 
conexión. Si el avisador se encuentra en una conexión, la información carece de la petición de 
conexión y solo es de carácter informativo, pero sino, el avisador puede transmitir información 
y/o peticiones de conexión. El avisador, aparte de enviar paquetes con información básica 
también puede responder peticiones de un maestro/escáner en un escaneo activo, en este caso la 
petición se responde únicamente al demandante y la información transmitida es distinta  a la de 






































En un escaneo activo se suele informar del nombre del dispositivo y los servicios que ofrece, en 
cambio, en un escaneo pasivo, se informa sobre la dirección del avisador, la potencia que 
transmite, modos de conexión y datos específicos del fabricante. 
 
Figura 13 – Tipos de escaneo, activo y pasivo 
4.2.3 Procedimiento de escaneo 
Un dispositivo escáner recibe los paquetes de los avisadores y puede filtrar su contenido, como 
se ha comentado anteriormente, para discriminar datos. En un escaneado activo, el escáner 
puede requerir más información al avisador y debe de contestar a la dirección especifica del 
anunciante.  
Este procedimiento revisa los datos recibidos de un anunciante y puede actuar iniciando una 
conexión o bien guardando los datos para gestionarlos en otro momento. 
4.2.4 Procedimiento localizador 
Los dispositivos Bluetooth utilizan el procedimiento de aviso y el procedimiento de escaneo 
para localizar dispositivos cercanos, o para ser reconocidos. 
El procedimiento localizador es asimétrico. Un dispositivo que pretende encontrar otros 
dispositivos cercanos se conoce como localizador, mientras que el dispositivo que espera ser 
encontrado se denomina dispositivo reconocible. 
4.2.5 Procedimiento de conexión 
El procedimiento de conexión es asimétrico y requiere que un dispositivo Bluetooth utilice el 
procedimiento de escaneado mientras otro dispositivo Bluetooth utiliza el procedimiento de 
aviso, así, el escáner recibe un paquete con información de conexión de un avisador y el escáner 
manda una petición de conexión al avisador con la información del tiempo de conexión, el canal 
utilizado y la latencia de esclavo para distribuir los turnos de transmisión con los demás 
esclavos a fin de evitar colisiones de información. 
 
Figura 14 - Secuencia de conexión 
Escáner Avisador




















4.2.6 Canales de comunicación 
En una piconet, el maestro puede gestionar hasta 37 canales de comunicación con los otros 
dispositivos de la red. El canal de comunicación es configurado por el maestro al establecer la 
conexión y se compone de cuatro elementos, el primero es un numero aleatorio que contiene la 
secuencia de canales de la red, el segundo contiene el mapeo de los canales usados de la 
piconet, el tercero contiene el índice del canal con el dispositivo y el cuarto el instante de tiempo 
que se ha realizado la conexión. Con esta estructura, el maestro puede derivar los datos a cada 
una de las conexiones ya que dispone de la información de los canales que está usando. 
El canal de avisos es el que utilizan los avisadores y los dispositivos escáner para transmitir 
peticiones de conexión o bien transmitir tramas de  datos sin necesidad de una previa conexión. 
 
Figura 15 – Canales de comunicación LE 
El canal de comunicación Low Energy (LE) Avisador informa a cualquier dispositivo que esté 
en modo de escucha de las actividades que puede realizar el propio avisador, así como el modo 
que permite conectarse, datos que pueda transmitir o bien los servicios que ofrece. Esta 
información puede ser recibida por otro dispositivo y actuar en consecuencia, conectándose con 
el emisor de dicha información o bien utilizando los datos que anuncia. 
Los canales LE piconet son canales creados a partir de una conexión entre maestro y esclavo. 
Estos canales quedan permanentemente ligados entre ambos nodos con los parámetros 
configurados por el maestro y no se termina hasta que uno de los dos extremos decide acabar la 
conexión. 
Ambos canales son bidireccionales, en el caso del LE Avisador, puede que el extremo que este 
escuchando requiera más información, por lo que el extremo recibe la petición y responde con 

















4.3 Bluetooth Smart SDK 
El fabricante Bluegiga ofrece una suite completa para el desarrollo de aplicaciones con 
Bluetooth Smart. Bluetooth Smart SDK soporta dos tipos de arquitecturas: 
- Arquitectura standalone: Toda la suite de Bluetooth 4.0, incluidos los perfiles y la 
implementación del usuario se incluye dentro del mismo hardware del módulo 
Bluetooth. 
- Arquitectura hosted: Las funcionalidades de Bluetooth 4.0 y los perfiles se incluyen en 
el hardware del modulo, pero la implementación del usuario se realiza a través de otro 
controlador, como por ejemplo un ordenador o un microcontrolador. 
Los dos tipos de configuración del Bluetooth Smart ofrecen todas las funcionalidades de la 
especificación de Bluetooth 4.0, pero por parte de Bluegiga se ha implementado una adaptación 
de las funciones para hacer su uso más intuitivo. 
 
Figura 16 – Arquitecturas de control de un modulo Bluetooth Smart de Bluegiga 
La suite de Bluegiga Bluetooth Smart SDK incluye los siguientes componentes: 
- Implementación del stack Bluetooth 4.0. 
- Protocolo de comunicación binario BGAPI para controlar el modulo en modo hosted. 
- Librería en C para desarrollo de aplicaciones en Windows 8. 
- Lenguaje de programación BGScript para aplicaciones en standalone. 
- Herramienta para la creación de perfiles basados en GATT. 
Con los componentes que incorpora la suite, un módulo puede trabajar sin hardware adicional 
(arquitectura standalone) ejecutando una aplicación con el lenguaje BGScript, pero también en 
función de hosted, con el protocolo de comunicación binario BGAPI, se pueden mandar 
comandos mediante los canales UART, USB CDC (COM Virtual) o I2C desde un 
microcontrolador ARM por ejemplo. 
 La implementación de Bluegiga de la especificación de Bluetooth 4.0, es compatible con 
cualquier aplicación del estándar e incluye todas las funcionalidades que ofrece el estándar. 
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La  programación con la suite Bluegiga, divide los parámetros de configuración [21] de los 
módulos en distintos archivos, que una vez configurados, se guardan en la memoria flash del 
dispositivo. Los parámetros de configuración se dividen en: 
- <gatt.xml> Fichero con los servicios y características que implementa el modulo 
Bluetooth. 
- <hardware.xml> Fichero con la configuración del hardware  del dispositivo como son 
puertos de comunicación, periféricos u opciones de energía. 
- <config.xml> Fichero en el que se configuran parámetros de la aplicación, como 
cuantas conexiones permite a la vez o bien la carencia de envío de paquetes entre otras. 
- <bgscript.bgs> Archivo que contiene el código BGScript para aplicaciones en 
standalone. 
- <usb_main.xml> Fichero con la configuración para conectarse a través de un puerto 
USB. 
- <out.hex> Los anteriores archivos se indexan en otro archivo denominado 
project.bgproj, el cual se compila y como resultado se crea el out.hex, que servirá para 
flashear la memoria del dispositivo a través de la herramienta BLE SW Update Tool. 
4.3.1 Definición del API 
En el protocolo de comunicación binario propio, BGAPI, se dividen los paquetes en tres tipos; 
comandos, respuestas y eventos. Los comandos enviados al modulo tienen una longitud máxima 
de 64 Bytes, lo que descontando los 4 Bytes de cabecera, dejan 60 Bytes para transmitir otro 
tipo de información. Los acknowledges (ACKs) son respuestas del modulo Bluetooth al recibir 
correctamente un comando, tienen la misma estructura y longitud que un comando. Otro tipo de 
respuesta que se producen en el modulo son los eventos, se producen cuando el modulo ha 
recibido alguna información o a cambiado el estado a causa de un dispositivo conectado 
remotamente. 




Longitud Descripción Notas 
Octeto 0 7 1 bit Tipo de mensaje 
0: Comando 
1: Evento 
… 6-3 4 bits Tipo de tecnología 
0000: Bluetooth 4.0 
0001: Wi-Fi 
… 2-0 3 bits Longitud parte alta Longitud del payload (alta) 
Octeto 1 7-0 8 bits Longitud parte baja Longitud del payload (baja) 
Octeto 2 7-0 8 bits ID de  clase ID comando clase 
Octeto 3 7-0 8 bits ID del comando ID del comando 
Octeto 4-n - 0 – 60 Bytes Payload Información adicional dependiendo de la clase. 
Tabla 13 - Formato de los paquetes BGAPI 
Los cuatro primeros octetos hacen referencia a la cabecera del mensaje, por lo que se puede 
determinar las propiedades del mismo, ya que hace referencia a la clase del mensaje y el 
comando, así como también si se trata de un comando o un evento y la longitud que tiene el 
paquete. 





Tipo de mensaje Valor Descripción 
Comando 0x00 Comando del host al modulo 
Respuesta (ACK) 0x00 Respuesta del modulo al host 
Evento 0x80 Evento del modulo al host 
Tabla 14 - Tipos del mensaje, octeto 0 
ID de clase Clase Descripción 
0x00 Sistema Acceso a la información el sistema 
0x01 Datos de almacenaje Acceso a los parámetros de configuración del modulo 
0x02 Base de datos de atributos Acceso  la base de datos GATT local 
0x03 Conexión Acceso a las funciones que gestionan las conexiones 
0x04 Atributo cliente Funciones para acceder a las bases de datos GATT remotas 
0x05 Gestión de seguridad Funciones de gestión de seguridad 
0x06 Generic acces profile Acceso a las funciones GAP, como escanear o avisar 
0x07 Hardware Acceso a los periféricos del modulo como pines o relojes 
Tabla 15 - Clases, octeto 2 
Las clases de mensajes engloban funciones especificas de Bluetooth Smart que se guardan en el 
octeto 3 y se especifican en el manual de referencia del API [22]. 
4.3.2 BGScript 
Los módulos Bluetooth Smart de Bluegiga ofrecen a los desarrolladores la posibilidad de crear 
aplicaciones para dispositivos autónomos sin la necesidad de utilizar un controlador externo. 
Esto es posible ya que Bluegiga ofrece un modo de programación para sus dispositivos 
denominado BGScript. Este lenguaje de programación implementa todas las funcionalidades del 
estándar Bluetooth 4.0 en una serie de comandos definidos por Bluegiga en su API [23]. 
El lenguaje BGScript permite también la comunicación con los periféricos del módulo BLE a 
través de los puertos UART, SPI o USB para transmitir o recibir información de estos. 
 
Figura 17 – Gestión del módulo a través de BGScript 
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La sintaxis de BGScript es parecida a BASIC, como la definición de variables DIM, cadenas de 
caracteres o algunos comandos. El código es ejecutado solamente como respuestas de los 
eventos que envía el modulo y su orden de ejecución se realiza de manera consecutiva 
empezando desde la definición del evento hasta el return o end. Cuando el dispositivo arranca, 
siempre se ejecuta el primer evento que sirve como punto de partida para empezar con la 
configuración de la aplicación, el evento en cuestión es el siguiente: 
 
Este evento devuelve los parámetros de versión del módulo hardware, pero su función es 
importante para inicializar la configuración del módulo al ejecutarse en primera instancia. Por 
ejemplo este evento se podría utilizar para establecer el módulo en modo avisador. 
 
Para establecer el modo avisador, se utiliza la función gap_set_mode como se define en el API y 
se llama utilizando el comando call seguido de la función. Todas las funciones definidas en el 
API pueden ser utilizadas en BGScript utilizando el comando call y pasándole los parámetros 
de configuración que requiera cada función. BGScript también permite utilizar comandos 
condicionales e iteraciones como while o if, la sintaxis y nomenclatura se encuentra en la guía 
de desarrollo de aplicaciones con BGScript de Bluegiga [24]. 
En el siguiente código muestra un ejemplo de código en BGScript el cual al iniciar el 
dispositivo incrementa la variable hasta 10, únicamente para mostrar un ejemplo de uso de la 
iteración while, seguidamente establece el modulo en modo avisador e inicia un temporizador 





event system_boot(major ,minor ,patch ,build ,ll_version ,protocol_version ,hw ) 
    numero = 0 
    while numero < 10 
        numero = numero + 1 
    end while 
  
    # Establece el módulo en modo avisador 
    call gap_set_mode(gap_general_discoverable,gap_undirected_connectable) 
 
    # Inicia el temporizador para que genere un evento cada segundo, con el numero  
    # de interrupción 0 y se repite constantemente 
    call hardware_set_soft_timer(32768,0,0) 
end 
event system_boot(major, minor, patch, build, ll_version, protocol_version, hw) 
   call gap_set_mode(gap_general_discoverable,gap_undirected_connectable) 
end 
event system_boot(major, minor, patch, build, ll_version, protocol_version, hw) 
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5 Creación de una red inalámbrica en Bluetooth Smart 
En este capítulo se describe la creación de una red de dispositivos que simula las conexiones y 
el intercambio de datos que se realizaría en la red BAN del proyecto REMPARK mostrada en la 
introducción. Esta red consta de tres elementos: un sensor de movimiento situado en la cintura, 
un sensor de movimiento situado en la muñeca y un móvil. En este capítulo se detalla el 
funcionamiento del módulo Bluetooth Smart elegido y se diseña la red inalámbrica de tres 
nodos que se crea. 
5.1 Descripción de los dispositivos seleccionados 
Como se ha descrito en el marco de referencia, el trabajo se basa en el proyecto REMPARK, 
con el fin de adaptar el protocolo de comunicación Bluetooth Smart a la nueva versión del 
dispositivo 9x2. En el proyecto REMPARK se definen varios dispositivos en red que precisan 
poder intercambiar información entre sí, por lo que en el proyecto, se mantendrán los roles de 
los dispositivos de la BAN de REMPARK, como son el sensor de muñeca, el de cadera y en 
este caso, se cambiará el teléfono móvil por un ordenador. 
 
Figura 18 – Ubicación de los sensores y ordenador en el proyecto REMPARK 
5.1.1 Sensor de muñeca 
Para emular el sensor de muñeca se utilizará la placa de desarrollo DKBLE113 que equipa un 
módulo Bluetooth Smart BLE113 y además añade varios periféricos que se utilizarán para llevar 
a cabo la aplicación. Este dispositivo trabajará en arquitectura de standalone por lo que se 
programara un código en BGScript para que realice la implementación deseada, este código se 
encuentra explicado en el anexo I. 
Este dispositivo utilizará los siguientes periféricos: 
- La pantalla conectada al puerto SPI para mostrar los datos recogidos de los otros 
dispositivos. 
- El potenciómetro conectado al ADC del pin 0.6 para variar los datos a transmitir. 
- El puerto SPI para cargar la configuración del módulo a través de un CC Debugger de 
Texas Instruments. 
- El slot para la alimentación con batería. 
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5.1.2 Sensor de cadera 9x2 
Este dispositivo es el que se utilizará en los proyectos del CETpD como actualización del 9x2, 
por ello es necesario crear la librería BLELib la cual se dedica el capitulo 6 para detallar su 
funcionamiento. Esta librería es necesaria para controlar el modulo BLE113 a través del 
microcontrolador STM32-F417 y utilizará para crear la red de dispositivos que define el 
proyecto, el código de la cual se encuentra en el anexo II.  
Para poder comunicar el STM32-F417 con el módulo Bluetooth, la librería de funciones 
utilizará la DMA del microcontrolador para controlar el puerto UART y así enviar o recibir 
comandos. El dispositivo Bluetooth por su parte se configurará en arquitectura hosted con el fin 
de que los datos que lleguen por el puerto UART se conviertan en comandos a través del 
BGAPI y se alimentará a través de un pin de 3.3V que dispone el microcontrolador. 
5.1.3 Ordenador 
Un módulo USB BLED112 que incorpora un módulo Bluetooth Smart BLE112. Configurado en 
arquitectura hosted, el módulo BLED112 se conecta a un ordenador que realizará las funciones 
de recopilador, al igual que el teléfono móvil, el ordenador tiene capacidad de conectarse a 
internet y poder subir los datos recogidos de la red de dispositivos Bluetooth Smart a un 
servidor. Este dispositivo es controlado a través de una aplicación Windows creada con 
Labview, por lo que el módulo Bluetooth habilitara el puerto USB para comunicar los datos al 
protocolo BGAPI y transformarlos en comandos y la aplicación Labview utiliza las librerías de 
comunicación VISA para leer o escribir en el puerto serie virtual creado por el módulo 
BLED112. 
5.2 Descripción de la red inalámbrica 
La red inalámbrica que se desea implementar, permite transmitir el valor del potenciómetro de 
cada dispositivo integrante de la red y obtener el valor  de los potenciómetros del resto de 
dispositivos para mostrarlos finalmente por pantalla. La finalidad de esta aplicación es crear una 
red para el intercambio de información entre dispositivos Bluetooth Smart. 
 
Figura 19 – Topología de comunicación de la red inalámbrica 
Como se muestra en la figura 19, cada dispositivo dispondrá de un canal LE para comunicarse 
con cada uno de los integrantes de la red. A los dispositivos descritos en el apartado anterior, se 
les dará un nombre en clave particular que será usado en la explicación de la red y como 
identificación en los códigos de cada uno de los dispositivos, de este modo el sensor de muñeca 
se denominará Devkit, el sensor de cadera 9x2 y el ordenador Dongle. 
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La creación de la red inalámbrica se divide en varias partes: 
- Primeramente se describirá el funcionamiento de la red de dispositivos, como es el 
modo de reconexión y el intercambio de datos. 
- Seguidamente, se expondrán los servicios creados para conseguir el intercambio de 
datos y la identificación de los módulos para cumplir con los requisitos del estándar. 
- Se describirán los parámetros de configuración hardware de los dispositivos de la red. 
- En el siguiente punto se expondrá el tratamiento de errores en la red a través del evento 
de desconexión, ya que este evento permite conocer la incidencia que ha provocado una 
desconexión y se usara para la reconexión y conseguir así, un intercambio óptimo de 
información. 
- Finalmente se estudiara el consumo del STM32-F417 y del módulo BLE113 durante el 
intercambio de datos en la red. 
5.2.1 Diagrama de funcionamiento de la red  
El inicio de la aplicación sucede cuando el dispositivo conectado al ordenador Dongle, inicia el 
procedimiento de conexión con el sensor de muñeca Devkit. Cuando se ha establecido la 
conexión, el ordenador, enviará el valor de su potenciómetro al dispositivo remoto, este le 
responderá con un ACK, si la recepción ha sido satisfactoria, el ordenador pedirá al dispositivo 
remoto su valor del potenciómetro y este le devolverá el valor. Cuando el intercambio de 
valores se haya completado, el equipo que ha iniciado la conexión y actúa como maestro, 
desactiva la conexión y el dispositivo remoto inicia la comunicación con el sensor de cadera 
9x2, el cual actúa de la misma forma que el ordenador, así, la comunicación entre dispositivos 
se vuelve cíclica y no terminaría nunca, hasta que uno de los dispositivos se apagara por 
voluntad del usuario o se terminara la batería de uno de los dispositivos. 
En la figura 20 se muestra cual es el procedimiento que siguen los dispositivos para llevar a 
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Figura 20 - Diagrama de flujo de la secuencia de comunicación en la red 
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5.2.2 Configuración de los servicios Bluetooth Smart 
La utilización de los perfiles Bluetooth es imprescindible para el correcto funcionamiento de la 
aplicación que se le desea dar. Los tres dispositivos utilizarán los mismos servicios, creados 
específicamente para la aplicación, así mismo, los dispositivos utilizarán los servicios base 
estándar para poder ser identificados entre sí. 
La herramienta de creación de perfiles que provee la suite de Bluegiga, permite la creación de 
perfiles desde un fichero gatt.xml, con todas las características que permite el estándar. La 
estructura para la creación de un perfil sigue el siguiente orden: 
 
Como se explica en el apartado de la creación de perfiles en GATT, los servicios contienen 
características y estas,  con unas propiedades y valores de hasta 20 bytes. El servicio GAP es 
imprescindible en cualquier dispositivo Bluetooth Smart, debido a que contiene toda la 
información necesaria para la identificación del dispositivo. 
 
El UUID 1800 corresponde al servicio GAP como determina el estándar Bluetooth [15]. La 
descripción se usa simplemente para identificar el servicio que hace referencia el UUID. El 
servicio GAP implementa dos características, el nombre del dispositivo (UUID 2a00) y la 
apariencia del dispositivo (UUID 2a01). Ambas características tienen la propiedad de solo leer y 
son constantes, esto significa que estarán disponibles para que otro dispositivo remoto pueda 
leerlas pero no podrá modificar los parámetros.  
El nombre del dispositivo en este caso, es el de la placa de desarrollo Devkit y la apariencia es 
“1088”, lo que se identifica como un sensor que se utiliza para monitorizar la marcha. En esta 
característica, se puede asignar un tipo de dispositivo especifico para cada dispositivo de la lista 
que ofrece Bluetooth [13] en el apartado de características de la especificación de GATT, por 
ejemplo el dispositivo 9x2, tendría un valor de “1091” que lo identificaría como un sensor de 
monitorización de la marcha pero ubicado en la cadera, y el teléfono móvil (o Dongle, en este 
caso) el numero “0064” que lo identifica como un teléfono 
Se utiliza, también, el servicio que identifica al fabricante del dispositivo para conocer su 
procedencia. 
<service uuid="1800"> 
    <description>Generic Access Profile</description> 
    
    <characteristic uuid="2a00"> 
        <properties read="true" const="true" /> 
        <value>Devkit</value> 
    </characteristic> 
 
    <characteristic uuid="2a01"> 
        <properties read="true" const="true" /> 
        <value type="hex">1088</value> 
    </characteristic> 
</service> 
<?xml version="1.0" encoding="UTF-8" ?> 
<configuration> 
    <service> 
      <description> 
      <characteristic> 
        <properties> 
        <value> 






El dispositivo ha sido desarrollado en el CETpD, por lo tanto, en el servicio UUID 180A que se 
refiere al fabricante del dispositivo, se incluye la característica UUID 2A29 que indica el 
nombre del fabricante, en este caso CETpD. Las propiedades de la característica son solo de 
lectura y constantes, ya que el nombre del fabricante no tiene porqué cambiar. 
Para la implementación de la aplicación se requiere crear dos nuevos servicios debido a que no 
existe ningún servicio para el fin que se le pretende dar a la aplicación. Como se explica en el 
apartado de la implementación de la aplicación, un dispositivo de la red se conecta con otro 
remotamente y le indica su valor del potenciómetro, y a su vez el dispositivo local lee el valor 
del potenciómetro del dispositivo remoto. 
 
Los servicios estandarizados se identifican con un UUID único de 16bit, en cambio el servicio 
que se crea específicamente para una aplicación es un UUID de 128bits único que lo identifica. 
El UUID del servicio creado para el intercambio de valores del dispositivo es el UUID 
2eac6b5e-c782-11e2-8497-f23c91aec05e, y se ha generado con la herramienta que recomienda 
la Bluetooth SIG en www.uuidgenerator.net. 
Las características de este servicio son dos: 
- UUID 49969782-c782-11e2-8497-f23c91aec05e: Esta característica hace referencia al 
valor del potenciómetro local, es decir, cuando un dispositivo remoto pide leer el valor 
del potenciómetro del dispositivo local, lo hace a través de esta característica y usa el 
identificador handle para referirse a la posición que ocupa en los atributos de la base de 
datos del dispositivo. Esta característica tiene la propiedad de ser leída, de longitud 
1byte y del tipo “user” que significa que el valor se consulta en una aplicación 
programada en el BGScript.  
- UUID 14c18e57-7305-4b30-b28d-796ada2b5979: Esta característica identifica el valor 
del potenciómetro remoto, por lo que cuando un dispositivo remoto indica el valor de su 
potenciómetro, este lo escribe sobre esta característica, por lo tanto la característica 
tiene la propiedad de poder escribir y con la longitud máxima de 1 byte. 
Ambas características, se identifican con un ID (gatt_potenciometro, gatt_remoto), esta 
identificación solo se usa en el código BGScript para poder consultar o escribir el valor de la 
característica. 
Finalmente, la unión de todos los servicios será la información que deberá contener el archivo 
gatt.xml para cada uno de los dispositivos, cambiando únicamente, el nombre del dispositivo y 
apariencia. 
<service uuid="2eac6b5e-c782-11e2-8497-f23c91aec05e"> 
   <description>Servicio Potenciometro</description>        
   <characteristic uuid ="49969782-c782-11e2-8497-f23c91aec05e" 
id="gatt_potenciometro"> 
      <description>Valor potenciometro local</description> 
      <properties read ="true" /> 
      <value type="user" length="1"/> 
   </characteristic> 
 
   <characteristic uuid ="14c18e57-7305-4b30-b28d-796ada2b5979" id ="gatt_remoto"> 
      <description>Valor potenciometro remoto</description> 
      <properties write="true" /> 
      <value length ="1"/> 
   </characteristic> 
</service> 
<service uuid="180A"> 
    <description>Fabricante</description> 
    <characteristic uuid="2A29"> 
        <properties read="true" const="true" /> 
        <value>CETpD</value> 




5.2.3 Parámetros hardware de los módulos 
Las opciones de hardware de cada módulo Bluetooth, deben de ser configuradas dependiendo de 
cómo se controle el modulo en cada caso. Así mismo, los módulos Bluetooth se pueden 
controlar externamente a través de los puertos USART o bien a traves de un script guardado en 
la memoria del modulo. Los parámetros a configurar se encuentran en los ficheros 
hardware.xml y config.xml para cada dispositivo. La definición de los parámetros se encuentra 
en el manual de configuración de Bluegiga [22]. 
5.2.3.1 Configuración de conexiones 
El fichero de configuración de conexiones se encuentra en config.xml y se encarga por ejemplo, 
de definir el número de conexiones simultáneas que soporta el dispositivo y la carencia de envío 
de tramas a un nivel más bajo, entre otras. Todas las opciones disponibles de estos parámetros 
se encuentran en el apartado 5 del manual de configuración [22] de Bluegiga. 
 Valor 
Conexiones simultaneas 1 
Carencia de envío Modo ahorro 
Tabla 16 - Parámetros de configuración de conexiones 
 Cada dispositivo solo se deberá de comunicar con un dispositivo a la vez, por lo tanto carece de 
sentido programar el modulo para que soporte varias conexiones simultaneas. El dispositivo 
además se configura para que consumir lo mínimo, por tanto, la carencia de envío de paquetes 
es en modo ahorro. El siguiente código es el contenido del fichero config.xml en lenguaje XML. 
 
5.2.3.2 Configuración hardware del sensor de muñeca 
El sensor de muñeca deberá configurar como periféricos, una pantalla LCD conectada al puerto 
SPI y un potenciómetro, además de habilitar la ejecución del código en BGScript. En la tabla 17 
se exponen los diferentes parámetros de configuración hardware del dispositivo para poder ser 
utilizado en arquitectura de standalone y los periféricos necesarios. 
 Configuración 
Sleeposc (Idle) Modos ahorro energético [24] 1, 2, 3 habilitados. 
USB Deshabilitar puerto USB COM virtual. 
Potencia de transmisión Potencia de transmisión máxima 0dBm 
USART Modo SPI maestro a 57600 baudios 
Script Habilitado 
Sleep (Pin de enable) Deshabilitado 
Pines puertos 0, 1, 2 Pull-up 
Convertidor DC/DC externo Pin 7 
Tabla 17 - Configuración hardware del sensor de muñeca 
El dispositivo se ha configurado de acuerdo con los objetivos de mejorar la eficiencia energética 
del sistema. Este dispositivo se alimenta de una batería CR2032 de 3V que alimenta todo el 
sistema. Las características de los parámetros configurados se detallan a continuación: 
<? xml version="1.0" encoding="UTF-8" ?> 
<config> 
    <connections value="1" /> 




- Sleeposc: Esta opción habilita o deshabilita el reloj que permite al controlador entrar en 
los modos de ahorro energético. Si se habilita el parámetro, se activa el reloj externo de 
32.768KHz que permite entrar al microcontrolador en un modo de reposo, por ejemplo 
entre los intervalos de conexión o envío de paquetes, si no se habilita, el controlador 
utiliza el reloj interno de 32KHz lo que supone un incremento en el consumo. Esta 
opción se ha habilitado para reducir el consumo del dispositivo y se ha definido la 
exactitud del reloj a 30ppm que es un valor, que recomienda el fabricante. 
- USB: Se ha deshabilitado esta opción al no necesitar ningún tipo de comunicación con 
USB debido a que la aplicación se encuentra alojada en la memoria interna. 
- Tx Power: Se ha utilizado el valor máximo de potencia de transmisión que equivale a 
+0dbm. El valor del amplificador bias se ha usado el recomendado por el fabricante. 
- USART: El puerto USART se configura para comunicarse con la pantalla LCD, por lo 
que el puerto se ha configurado como SPI y los parámetros se han ajustado a los 
requeridos por el manual de la pantalla. En la placa de desarrollo, el USART conectado 
a la pantalla se encuentra en el canal 0, y la alternativa 2, la polaridad es positiva y la 
velocidad es de 57600 baudios. El modo de recepción definido por el fabricante, es del 
bit más significativo (msb). 
- Script: El dispositivo, al utilizarse en arquitectura standalone, es necesario habilitar el 
parámetro de script para que lo utilice al iniciar el dispositivo. 
- Sleep: Se han deshabilitado los modos de reposo que permiten al controlador activarse a 
través de una interrupción externa, debido a que el dispositivo trabaja sin necesidad de 
un host para controlarlo. 
- Port: Todos los pines de los canales, se han configurado como entrada con resistencia 
pull-up, para evitar derivas en el sistema y que los pines 1_0 y 1_1, que por defecto se 
configuran como entradas, consuman más corriente. 
- P_Mux: Esta opción se utiliza para configurar un pin de control para utilizar un 
convertidor DC/DC externo y así reducir los picos de consumo en el envío y recepción 
de mensajes que es cuando más consume el dispositivo. En la placa de desarrollo 
DKBLE113, se encuentra en el pin 7. 
Las opciones de configuración se incluyen en el fichero hardware.xml del dispositivo como el 
siguiente código muestra. 
 
  
<? xml version="1.0" encoding="UTF-8" ?> 
<hardware> 
    <sleeposc enable="true" ppm="30" />  
    <usb enable="false" endpoint="none" /> 
    <txpower power="15" bias="5" /> 
    <usart channel="0" mode="spi_master" alternate="2”  polarity="positive" phase="1" 
endianness="msb” baud="57600" endpoint="none" /> 
    <script enable="true" /> 
    <sleep enable="false" /> 
    <port index="0" pull="up" tristatemask="0" /> 
    <port index="1" pull="up" tristatemask="0" /> 
    <port index="2" pull="up" tristatemask="0" /> 




5.2.3.3 Configuración hardware del 9x2 
Este dispositivo se compone de un modulo BLE113 conectado por UART al microcontrolador 
STM32-F417. La implementación de la librería BLELib en el microcontrolador, lo dota de 
capacidad para poder establecer comunicación con otros dispositivos Bluetooth, y así, 
intercambiar información con otros nodos.  
Usando la librería de funciones, se ha creado la aplicación que permite el intercambio del valor 
del potenciómetro. Como se ha definido anteriormente, el modulo BLE113 es controlado por el 
microcontrolador a través de UART, por ello, se debe configurar el canal por donde se realizara 
la conexión con el microcontrolador. Los parámetros de la configuración del hardware se 
muestran en la tabla 18.  
 Configuración 
Sleeposc (Idle) Modos ahorro energético [24] 1, 2, 3 habilitados. 
USB Deshabilitar puerto USB COM virtual. 
Potencia de transmisión Potencia de transmisión máxima 0dBm 
USART Modo UART a 9600 baudios conectado al BGAPI 
Script Deshabilitado 
Sleep (Pin de enable) Deshabilitado 
Pines puertos 0, 1, 2 Pull-up 
Convertidor DC/DC externo Deshabilitado 
Tabla 18 - Configuración hardware del módulo en el 9x2 
La configuración hardware del modulo Bluetooth Smart se detalla a continuación. 
- Se habilitan los modos de ahorro energético entre conexiones en el parámetro sleeposc.  
- Se desactiva la opción de controlar el dispositivo mediante USB. 
- Se establece la señal a la máxima potencia, 0dBm a través de las opciones power y bias. 
- Se configura el canal USART 1, como UART para la comunicación con el 
microcontrolador. La velocidad es de 9600 baudios y los datos hexadecimales que 
llegan por el puerto, se traducen en comandos a través de BGAPI. 
- De deshabilita el script por el hecho de estar funcionando en arquitectura hosted. 
- Se deshabilita la opción de sleep debido a que el módulo interrumpe al 
microcontrolador para sacarlo de estados de ahorro energético. Si el modulo entrara 
también en un modo de ahorro energético, ambos no recibirían ninguna señal que les 
permitiera cambiar de estado. 
- Se configuran todos los pines como pull-up para prevenir derivas de corriente en el 
sistema. 
- Se deshabilita la opción del convertidor DC/DC externo, debido a que el modulo no 
dispone de ningún convertidor en ninguno de sus pines. 
Estos parámetros, se establecen el fichero hardware.xml que se carga en la memoria flash del 





El microcontrolador utiliza la DMA para gestionar el puerto UART para la gestión del envío y 
recepción de los comandos de la librería. A continuación se detallan la configuración de la 
DMA y el UART. 
 UART 
Velocidad 9600 baudios 
Longitud por palabra 8 bit 
Stop bits 1 bit 
Paridad Sin paridad 
Hardware flow control Sin hardware flow control 
Numero de puerto UART UART3 
Tabla 19 – Parámetros de configuración del UART3 
  
 DMA UART Tx DMA UART Rx 
Canal  Canal 4 Canal 4 
Stream Stream 3 Stream 1 
Nombre del buffer aTxBuffer aRxBuffer 
Tamaño del buffer Variable (máx. 64 bytes) 64 bytes 
Dirección Memoria a periférico Periférico a memoria 
Interrupción asociada USARTx_DMA_TX_IRQHandler USARTx_DMA_RX_IRQHandler 
Tabla 20 - Parámetros de configuración de la DMA asociada al UART3 
La aplicación también requiere de la lectura del potenciómetro a través del ADC, el cual se ha 
configurado para ser gestionado también a través de DMA. 
 ADC Potenciómetro 
Numero de ADC 3 
Canal Canal 7 
Modo Analógico 
Resolución 12 bit 




<? xml version="1.0" encoding="UTF-8" ?> 
<hardware> 
      <sleeposc enable="true" ppm="30" /> 
      <usb enable="false" endpoint="none"/> 
      <txpower power="15" bias="5" /> 
      <usart channel="1" alternate="1" baud="9600" endpoint="api" mode="uart"/> 
      <script enable="false" /> 
      <sleep enable="false" /> 
      <port index="0" pull="up" tristatemask="0" /> 
      <port index="1" pull="up" tristatemask="0" /> 




 DMA ADC 
Canal  Canal 2 
Stream Stream 0 
Nombre del buffer ValorADC 
Tamaño del buffer 1 byte 
Dirección Periférico a memoria 
Tabla 22 - Parámetros de configuración de la DMA asociada al ADC3 
El la lectura del ADC no se gestiona a través de interrupciones, ya que solo se pretende acceder 
en un momento concreto de la ejecución de la aplicación. 
El microcontrolador además, debe de inicializar la pantalla LCD para mostrar los valores del 
potenciómetro de los dispositivos. Esta inicialización y las anteriores, se pueden encontrar en el 
archivo Inicializar.c del anexo. 
5.2.3.4 Configuración hardware USB dongle 
El dispositivo dongle, hace la función del recopilador en la aplicación. La aplicación del dongle 
sigue el mismo diagrama que los demás dispositivos, pero este es controlado por una aplicación 
desarrollada en el software de Labview. La aplicación de Labview gestiona el modulo a través 
de un puerto serie virtual que emula el dongle en su conexión USB. Esta opción y otras en el 
hardware del modulo se definen en la tabla 23. 
 Configuración 
Sleeposc (Idle) Modos ahorro energético [24] 1, 2, 3 deshabilitados. 
USB Habilitar puerto USB COM virtual. 
Potencia de transmisión Potencia de transmisión máxima, 0dBm 
USART Deshabilitado 
Script Deshabilitado 
Sleep (Pin de enable) Deshabilitado 
Pines puertos 0, 1, 2 Deshabilitados 
Convertidor DC/DC externo Deshabilitado 
Tabla 23 – Configuración del dongle USB BLE112 
La configuración hardware del modulo Bluetooth Smart se detalla a continuación. 
- Se deshabilitan los modos de ahorro energético por recomendación del fabricante 
Bluegiga [22] en este modulo. 
- Se activa la opción de controlar el dispositivo mediante USB y los datos hexadecimales 
que llegan por el puerto, se traducen en comandos a través de BGAPI. 
- Se establece la señal a la máxima potencia, 0dBm a través de las opciones power y bias. 
- Se deshabilitan los USART. 
- De deshabilita el script por el hecho de estar funcionando en arquitectura hosted. 
- Se deshabilita la opción de sleep por recomendación [22] del fabricante. 
- Se deshabilitan todos los pines. 
- Se deshabilita la opción del convertidor DC/DC externo. 




5.2.4 Gestión de errores 
La gestión de los errores se realiza cuando se pierde una conexión y se informa al controlador a 
través del evento que envía el modulo. Este evento contiene un parámetro que indica un código 
con la razón de la desconexión, en el que se pueden dar los distintos casos de desconexión: 
- 0x0213: El dispositivo remoto ha terminado la conexión. 
- 0x0216: El dispositivo local ha terminado la conexión. 
- 0x023E: El dispositivo ha iniciado la conexión pero ha fallado en establecerla al no 
recibir paquetes del dispositivo remoto. 
- 0x0208: La conexión ha expirado. 
A partir de la información de los códigos de desconexión y el rol que tiene el dispositivo en 
cada desconexión, se pueden tratar los errores con el fin de recuperar la conexión para el 
reenvío de información y evitar la pérdida de esta. El esquema diseñado en la aplicación para la 
gestión de la desconexión se muestra en el diagrama de la figura 21. 
Desconexión
Rol?Esclavo






conexión con el 
siguiente dispositivo
Seguir en modo esclavo 
y esperar re conexión 
con el anterior dispositivo
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Figura 21 - Diagrama de gestión de la desconexión 
En el diseño de la aplicación, cuando se termina una conexión, si el dispositivo es esclavo y ha 
respondido correctamente a la petición de lectura, significa que el intercambio se ha completado 
con éxito y se procede a lanzar una petición de conexión hacia el siguiente dispositivo, por 
contra, si llega a la desconexión sin haber notificado de la lectura, significa que la conexión ha 
terminado inesperadamente y se vuelve al modo avisador esperando la re conexión con el 
<? xml version="1.0" encoding="UTF-8" ?> 
<hardware> 
      <sleeposc enable="false" ppm="30" /> 
      <usb enable="false" endpoint="api"/> 
      <txpower power="15" bias="5" /> 
      <script enable="false" /> 




anterior dispositivo. El dispositivo que actúa como maestro, si recibe una desconexión con uno 
de los códigos de error (0x0208 o 0x022E) vuelve a lanzar el procedimiento de conexión contra 
el dispositivo que estaba conectado. Si la desconexión se ha realizado localmente, significa que 
se han intercambiado la información correctamente y se pasa al modo avisador esperando de 
nuevo una petición de conexión. 
5.2.5 Consumos 
Para comprobar cuál es el consumo de la aplicación que se ha realizado, se ha mesurado el 
consumo del microcontrolador y del modulo BLE113 durante la ejecución de la aplicación y 
con distintas configuraciones, con el fin de tener unos valores orientativos de lo que consume 
cada elemento del sistema. 
En las siguientes tablas, se muestra el consumo del microcontrolador ejecutando la aplicación y 
con distintas configuraciones en los periféricos para determinar el consumo que supone cada 
uno de ellos. Las opciones son: la pantalla LCD, el convertidor ADC y el modo idle. 
 Modo avisador TX  
 Min Typ Max Min Typ Max Unidades 
Sin LCD, IDLE, sin ADC 26.548 26.605 27.701 26.598 26.622 27.732 mA 
Sin LCD, IDLE, con ADC 36.473 36.510 36.551 36.502 36.531 36.701 mA 
Sin LCD, sin IDLE, sin ADC 41.068 41.104 41.148 41.091 41.199 42.036 mA 
Sin LCD, sin IDLE, con ADC 52.809 52.919 52.984 52.261 53.008 54.856 mA 
Con LCD, IDLE, sin ADC 30.209 30.297 30.333 27.852 28.600 32.853 mA 
Con LCD, IDLE, con ADC 39.020 39.123 39.160 36.697 37.370 42.400 mA 
Con LCD, sin IDLE, sin ADC 50.822 50.848 50.895 48.100 50.720 73.765 mA 
Con LCD, sin IDLE, con ADC 62.062 62.124 62.328 58.789 62.330 90.987 mA 
Tabla 24 - Consumos del microcontrolador con distintas configuraciones 
Los valores de consumo de la tabla 24 se han tomado con un multímetro Agilent modelo 
34405A. En la tabla se puede observar como habilitando el modo idle, el consumo se reduce 
significativamente, así como también la pantalla LCD que al ser retroiluminada el consumo de 
esta es mayor. El uso del ADC, la pantalla LCD y sin modo idle, es la configuración que más 
consumo requiere, pero para el uso de la aplicación, se ha configurado al dispositivo para que 
permita entrar en modo idle y solo se active cuando una interrupción en la DMA asociada al 
UART se active, de este modo, el dispositivo se gestiona de manera más eficiente. 
También se ha obtenido el consumo del modulo BLE113 en los distintos estados de la 
aplicación. Para mostrar la diferencia entre los parámetros de configuración de la gestión de 
conexiones [22], se han obtenido los consumos del modulo para dos configuraciones distintas, 
la cadencia de envío (throughput) en los modos ahorro energético (power) y máximo 
rendimiento (performance). 
 Modo avisador TX  
 Min Typ Max Min Typ Max Unidades 
Throughput = "performance" 8.19 8.24 10.75 7.72 9.93 26.22 mA 
Throughput = "power" 4.98 5.06 8.86 6.98 8.06 26.17 mA 
Tabla 25 - Consumos del módulo BLE113 gestionado por el microcontrolador 
Como se muestra en la tabla 25, la configuración en máximo rendimiento, supone un 
incremento en el consumo del modulo cuando está en modo avisador, ya que aumenta la 
carencia de envío de avisos. En la aplicación que se ha diseñado, se ha configurado en modo 
ahorro energético debido a que los módulos de la aplicación utilizan el procedimiento de 
conexión directa en vez del de escaneo y no es necesaria la información de aviso. 
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6 Librería Bluetooth Smart BLELib 
El modulo Bluetooth BLE113 que equipa el dispositivo 9x2, trabaja en arquitectura hosted e 
interpreta secuencias de números hexadecimales para la gestión de las funcionalidades 
Bluetooth Smart a través del protocolo BGAPI. El usuario debe de poder gestionar esas 
funcionalidades sin la necesidad de recurrir a  la secuencia de números hexadecimales 
equivalente, por ello, se ha creado una librería en C que incorpora las funciones para controlar el 
módulo BLE113 desde el microcontrolador. Esta librería se ha creado usando la nomenclatura 
existente en la definición del API de Bluegiga, con el fin de contar con el soporte del fabricante, 
donde, en el manual de referencia, se explican todos los parámetros configurables para cada una 
de las funciones. Las funciones de esta librería se encuentran en el anexo II. 
La librería, incluye las funciones necesarias para: establecer conexiones, intercambiar de datos, 
controlar el acceso y otras funcionalidades del sistema del propio BLE113 como obtener 
información del estado de la conexión o reiniciar el modulo entre otras. Aunque no se han 
implementado todas las funciones existentes en Bluetooth Smart, se han implementado las 
necesarias para poder llevar a cabo los procedimientos básicos de conexión, gestión de atributos 
y seguridad, que se usan en toda aplicación. 
Como se especifica en la definición del API, las funciones se dividen en clases y dentro se 
definen las clases de mensaje. Las clases de mensaje, son funciones específicas que permiten 
gestionar los procedimientos de Bluetooth. Las funciones, llevan asociadas eventos que 
devuelven información sobre el procedimiento que se ha efectuado. A continuación se 
enumeraran las clases de funciones utilizadas y sus clases de mensaje, así como también, los 
eventos asociados a las funciones que correspondan. 
6.1 Funciones de acceso al sistema 
Las funciones de sistema se utilizan para acceder a los registros del modulo BLE113, donde se 
almacena información del propio dispositivo y se gestionan sus recursos. 
6.1.1 Reset 
 
Secuencia hexadecimal: 00 01 00 00. 
La función reinicia el modulo BLE113 por software. 
Evento asociado: WakeUp. Este evento indica que el dispositivo se ha iniciado. 
6.1.2 Hello 
 
Secuencia hexadecimal: 00 00 00 01. 
La función hace devolver al módulo una secuencia de datos. Esta función se utiliza para 
comprobar si la conexión con el módulo es correcta. 







6.1.3 Dirección MAC propia 
 
Secuencia hexadecimal: 00 00 00 02. 
La función pide el valor de la dirección MAC del modulo. 
Respuesta: 00 06 00 02 [MAC]. Devuelve el valor de la MAC en formato  litte endian. 
6.1.4 Lista blanca 
 
Secuencia hexadecimal: 00 07 00 0A [MAC] [Tipo] 
Añade la dirección MAC de un dispositivo a la lista blanca, para aceptar las peticiones de 
conexión de otros dispositivos. Los parámetros de la función son, la propia MAC del dispositivo 
a añadir y el tipo de MAC. El tipo de MAC puede ser pública o aleatoria, 0 o 1 respectivamente. 
Una dirección MAC pública se refiere a una MAC con una cabecera única para cada fabricante, 
mientras que una MAC aleatoria se genera sin seguir una estandarización. 
Respuesta: 00 02 00 0B [Resultado]
1
.  
6.2 Funciones de gestión de la conexión 
 
Secuencia hexadecimal: 00 01 03 00 [Conexión]. 
La función termina la conexión actual establecida. El parámetro conexión, indica el número de 
conexión que debe de terminar. 
Respuesta: 00 03 03 00 [Conexión] [Resultado]. 
6.3 Funciones de la gestión del GAP 
Las funciones de esta clase, gestionan el perfil GAP para realizar los procedimientos de 
conexión, escaneo y aviso. 
6.3.1 Procedimiento de escaneo 
 
Secuencia hexadecimal: 00 01 06 02 [Modo de escaneo]  
                                                     
 
1
 El resultado es un código de 16bit e indica si se ha efectuado el procedimiento correctamente, siendo el 
resultado 0x0000 si es correcto o bien el código de error que se detallan en la página 176 de la API [12]. 
void ble_cmd_gap_discover (uint8_t Discover_Mode) 
 
void ble_cmd_connection_disconnect (uint8_t conex) 






Inicia el procedimiento de escaneo. Para utilizar esta función, el modulo no debe haber iniciado 
otro procedimiento de escaneo o de avisador anteriormente. 
El parámetro de modo de escaneo puede ser de tres tipos: 
- gap_discover_limited: Busca solo dispositivos con el flag limited en la cabecera de 
avisador. 
- gap_discover_generic: Busca solo dispositivos con el flag genéric o limited en la 
cabecera de avisador. 
- gap_discover_observation: Busca todos los dispositivos en modo avisador. 
Respuesta: 00 02 06 02 [Resultado]. 
Evento asociado: Listar dispositivos - Devuelve la información de los dispositivos escaneados, 
como la dirección MAC, numero de emparejamiento e información de conexión. 
6.3.2 Establecer conexión 
 
Secuencia hexadecimal: 00 0F 06 03 [MAC]. 
El dispositivo inicia la conexión con otro Bluetooth dada una dirección MAC. 
Respuesta: 00 03 06 03 [Resultado] [Handle]. 
En el parámetro handle se indica el número asociado a la conexión establecida. 
Evento asociado: Estado de conexión - El evento devuelve los parámetros configurados cuando 
se establece una conexión, así como son el numero de conexión, la dirección MAC, el tipo de 
MAC, el intervalo de conexión, el tiempo de desconexión a causa de pérdida de paquetes, la 
latencia, y el numero de emparejamiento si tiene, sino el genérico es 0xFF. 
6.3.3 Procedimiento de avisador 
 
Secuencia hexadecimal: 00 02 06 01 [Modo visibilidad] [Modo conectable] 
Inicia el procedimiento de avisador, el dispositivo es visible para dispositivos escáner según la 
configuración del parámetro discoverable y acepta conexiones según la configuración de  
connectable. Para utilizar esta función, el modulo no debe haber iniciado otro procedimiento de 
escaneo o de avisador anteriormente. 
Los parámetros configurables en el caso de visibilidad, pueden ser: 
- gap_non_discoverable: No es visible. 
- gap_limited_discoverable: Información limited en el flag. 
- gap_general_discoverable: Información general en el flag. 
- gap_broadcast: No es visible. 
- gap_user_data: Información personalizada por el usuario para mostrar sin necesidad de 
establecer conexión, como el nombre del dispositivo o los perfiles que soporta. 
void ble_cmd_gap_set_mode(uint8_t Discoverable, uint8_t Connectable) 




Respuesta: 00 02 06 01 [Resultado] 
Evento asociado: ConnectionStatus. 
6.3.4 Filtrado 
 




Define los parámetros de filtrado en el escaneo y en modo de avisador, basados en las 
direcciones de la lista blanca. 
Respuesta: 00 02 06 06 [Resultado]. 
6.4 Funciones de acceso a los atributos GATT remotos 
Las funciones de acceso a atributos remotos, permiten al usuario acceder a los datos 
almacenados en los atributos de un dispositivo conectado remotamente. Las funciones que se 
utilizaran serán las de lectura y escritura de atributos. 
6.4.1 Escritura de atributos remotos 
 
Secuencia hexadecimal: 00 04 04 05 [Conexión] [Atributo] [Datos]. 
La función escribe el valor pasado en el parámetro value de hasta 20bytes, en un atributo del 
dispositivo remoto, dado el numero de conexión (conex) y el atributo (atthandle). 
Respuesta: 00 03 04 05 [Conexión] [Resultado]. 
Evento: Procedimiento completado - El evento informa que el dato se ha escrito correctamente 
en el atributo remoto. 
Desconexión - La conexión se pierde si en 30 segundos, el dispositivo no ha informado de que 
se ha escrito correctamente el valor en el evento de procedimiento completado. 
6.4.2 Lectura de atributos remotos 
 
Secuencia hexadecimal: 00 04 04 05 [Conexión] [Atributo] [Datos]. 
                                                     
 
2
 Los parámetros configurables se definen en la página 99 del API de Bluegiga [23]. 
 
void ble_cmd_attclient_read_by_handle(uint8_t conex, uint8_t chrhandle) 
 
void ble_cmd_attclient_attribute_write(uint8_t conex, uint8_t atthandle, uint8_t 
value) 
 




La  función pide leer al dispositivo remoto el valor de un atributo dado el numero de conexión 
(conex) y el numero de atributo (chrhandle). La función lee atributos de hasta 22 bytes. 
Respuesta: 00 03 04 04 [Conexión] [Resultado]. 
Evento: Valor de atributo remoto cambiado - El evento devuelve el valor del atributo que se ha 
pedido leer. 
Procedimiento completado  - Si el dispositivo remoto no ha respondido a la petición de lectura, 
el evento de procedimiento completado aparece con los datos de la conexión, el atributo a leer y 
el error asociado. 
6.5 Funciones de acceso a los atributos GATT locales  
La escritura y lectura de los atributos locales se realiza mediante las funciones de acceso a los 
atributos GATT. 
6.5.1 Escritura en atributos locales 
 
Secuencia hexadecimal: 00 04 02 00 [Atributo] [Offset] [Valor]. 
Permite la escritura en un atributo de la base de datos local de hasta 22 bytes, dado el numero de 
atributo (handle), la posición a partir de donde quiere escribir (offset), la longitud del valor a 
escribir (value_len) y el valor (value_data). 
Respuesta: 00 02 02 00 [Resultado]. 
6.5.2 Lectura de atributos locales 
 
Secuencia hexadecimal: 00 04 02 01 [Atributo] [Offset] [Valor]. 
La función permite la lectura de un atributo dado su número (handle) y la posición a partir de la 
cual se quiere leer (offset). 
Respuesta: 00 07 02 01 [Atributo] [Offset] [Resultado] [Valor]. 
6.5.3 Respuesta a petición de lectura remota 
 
Secuencia hexadecimal: 00 03 02 03 [Conexión] [Valor]. 
La función se utiliza después de recibir un evento de petición de lectura remota. La función 
contesta a la petición de lectura del numero de conexión que lo requiera (conex) y el valor que 
se le quiera pasar (value_data), el que puede ser obtenido mediante la función 
ble_cmd_attributes_read. 
Respuesta: 00 00 02 03. 
void ble_cmd_attributes_user_read_response(uint8_t conex, uint8_t value_data) 
 
void ble_cmd_attributes_read(uint8_t handle) 
void ble_cmd_attributes_write (uint8_t handle, uint8_t value_len, uint8_t value_data) 
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6.6 Gestión de envío y recepción de comandos 
La comunicación con el modulo se realiza mediante el UART3 de la placa de desarrollo 
STM32F4, pero la gestión del UART3 la controla la DMA1 en el stream asociado al puerto de 
transmisión (stream 3) y de recepción (stream 1). La configuración de la DMA se realiza en la 
función ConfigurarUSART() y se encuentra en el archivo Inicializar.c. 
El sistema utiliza las interrupciones asociadas a los streams de la DMA1, para enviar o recibir 
datos del modulo Bluetooth Smart. De este modo, el microcontrolador entra en modo ahorro 
energético (idle) cuando los buffers del UART están vacios y sale de este cuando se activa una 
interrupción, así el microcontrolador deriva toda la carga de procesamiento a la DMA y este 
ahorra recursos energéticos y de proceso. 
En la figura 22, se muestra cual es el procedimiento que se lleva a cabo cuando se activa una 
interrupción asociada a los buffers de envío o recepción. La recepción de mensajes, se realiza 
mediante la DMA y en la interrupción asociada, se guarda el mensaje como una estructura y 
posteriormente se puede analizar el mensaje ya que este contiene una cabecera que discrimina 
de qué tipo de mensaje se trata. 
Para el envío de comandos, cada función de la librería BLELib.c, llama a la función 
EnviarPaquete(...) que empaqueta los datos y los guarda a la memoria de la DMA Tx. Esta 
función se define a continuación: 
 
Si el flag de envío de la DMA no está activo, la función crea un vector con los parámetros type, 
length, classID, comID y payload. Los parámetros de cabecera se definen por defecto en cada 
función, pero el payload, son las opciones de configuración del comando a enviar, como por 
ejemplo los modos de escáner, o la dirección MAC a conectar.  
Una vez creado el vector, se guarda en la memoria de la DMA Tx, se activa el flag de envío 
(FlagTx) y se habilita la DMA para que envíe la trama guardada en memoria. 
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Figura 22 – Diagrama de la gestión de envío y recepción de comandos 
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7 Conclusiones y trabajo futuro 
Las comunicaciones inalámbricas, en la actualidad se encuentran en la mayoría de dispositivos 
de nuestro entorno debido a que facilitan la transferencia de datos en cualquier situación. Por 
ello, los fabricantes, apuestan por las tecnologías que tienen más posibilidades de 
interoperabilidad entre dispositivos para distintos usos, además, Bluetooth ofrece una extensa 
gama de productos que pueden ser utilizados por la mayoría de teléfonos móviles o 
ordenadores.  
El consumo de las comunicaciones inalámbricas, juega un papel importante en todo dispositivo 
en la que se desee implementar. Esto es debido a que el rendimiento de los dispositivos móviles 
aumenta desproporcionadamente a la duración de las baterías que estos incorporan, por eso y 
mientras se estudian nuevas formas de mejorar la duración de las baterías, se pretende que todos 
los periféricos que incorporan los dispositivos, sean lo más eficientes posibles y consuman lo 
mínimo para llevar a cabo su tarea. Por ello, las tecnologías de comunicación, ofrecen cada vez 
más modalidades de comunicación de bajo consumo, como es el caso del  Bluetooth, que 
empezó como un protocolo de comunicación que transmitía largas tramas de datos como un 
puerto serie, a actualizar su estándar para mejorar la eficiencia en comunicaciones pero 
reduciendo la tasa de transferencia. Como se ha comprobado durante la realización del trabajo, 
los fabricantes de módulos deben de tener un servicio al cliente fiable, que ofrezca a los 
desarrolladores herramientas y soporte para el uso de sus productos, si estas quieren establecerse 
como principales marcas proveedoras de la tecnología en el mercado. Desde este punto de vista, 
Bluegiga, ofrece un excelente soporte a los desarrolladores, poniendo a disposición de ellos 
ejemplos explicativos de configuración y desarrollo a modo de tutoriales, además de ofrecer 
foros de ayuda y personal dedicado a la resolución de incidencias y productos. Por este motivo 
en la red, se encuentran los módulos de Bluegiga como los más utilizados por los 
desarrolladores y esto favoreció a la elección del fabricante del modulo. 
La implementación de la tecnología en tres tipos de dispositivos distintos, me ha aportado 
conocimientos en las distintas áreas que se han trabajado. El trabajo final de grado me ha 
aportado los conocimientos necesarios para: 
- El desarrollo de aplicaciones en sensores inalámbricos que no necesiten de un 
controlador externo en Bluetooth Smart. 
- La creación e implementación de librerías para un microcontrolador y el 
funcionamiento de este. 
- La creación de una aplicación para gestionar un modulo Bluetooth Smart en Labview. 
Como trabajo futuro se deberán de adaptar los demás dispositivos de la red BAN de REMPARK 
a la tecnología Bluetooth Smart, así, se deberá de diseñar una aplicación para un sistema 
operativo móvil que soporte el estándar, como podría ser Android, IOS o Windows Phone. 
En la librería creada se deberá de añadir el resto de funciones que se definen en el API, para 
completar todas las opciones que ofrece el estándar, por si más adelante se requiere alguna de 
ellas, que estén todas disponibles para su uso. El dispositivo de muñeca podría equipar la misma 
combinación de microcontrolador y módulo Bluetooth Smart que el 9x2, para utilizar así la 
librería creada. También se deberá de adaptar la red de Bluetooth Smart a la longitud  y 
cadencia del envío de datos para finalmente comunicar los estados que detecten los sensores 
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9.1 Anexo I: Descripción del código BGScript 
9.1.1 Programa principal 
La aplicación se desarrolla en controlador y se configura en el archivo bgscript.bgs. Este 
lenguaje de programación se divide entre eventos y funciones. Los eventos suceden cuando el 
módulo recibe una notificación y ejecuta el código dentro de la función “event” hasta “end”. 
Las funciones se llaman a través de la sintaxis “call” seguido de la función a utilizar. A 
continuación se detallarán las funciones utilizadas para ejecutar la aplicación. 
9.1.2 Declaración de variables 
 
Las variables son fijas de 32bit, con signo y en formato litte-endian y requieren ser definidas 
previamente, antes de su uso como “dim”. En BGScript los vectores definen su longitud con el 
valor entre paréntesis. Más adelante se expondrá el uso de cada variable en cada caso. 
9.1.3 Inicialización del dispositivo 
 
Esta función se inicia al principio del programa, nada mas alimentar el dispositivo. La función 
devuelve varios valores del hardware, como la versión de compilación o la versión del hardware 
entre otras que no se utilizaran en la aplicación. En esta función se aprovechará para inicializar 
las variables y los elementos que utilizara el dispositivo. 
Los elementos a inicializar son: el identificador de si el dispositivo actúa como maestro, si se ha 
recibido el valor del potenciómetro remoto y las direcciones MAC del dispositivo al que debe 
conectarse remotamente. En BGScript, los valores de los vectores se añaden especificando, 
primero, la posición y seguido de dos puntos, el tamaño del vector. 
Master = 0 
ResponseOK = 0 













event system_boot (major, minor, patch, build, ll_version, protocol_version, hw) 
dim Master, ResponseOK, Potenciometro 
dim Conn, a, b 
dim Ascii(4) 





En la inicialización de los parámetros, se configura los datos a mostrar en la pantalla. La 
pantalla dispone de dos líneas donde puede mostrar hasta 16 caracteres por línea, para ello, 
primero se establece la pantalla en modo configuración para iniciarla, se mueve el cursor al 
inicio de la primera línea y se escribe la palabra “Dongle:” donde se mostrará el valor del 
potenciómetro del ordenador. 
 
Se configura la siguiente línea, donde se ubicarán los valores del potenciómetro del modulo con 
el microcontrolador (9x2) y el del propio potenciómetro. 
 
Finalmente, al inicializar el dispositivo, el dispositivo, con la función system_whitelist_append, 
añadirá la dirección MAC del dispositivo que mandará petición de conexión y con 
gap_set_filtering se establecen las opciones de privacidad para que solo puedan conectarse el 
dispositivo que aparezca en la lista de direcciones MAC, pero que sea visible para cualquier 
dispositivo Bluetooth Smart. Se iniciará el modo avisador en el modulo Bluetooth, preparado 
para recibir una petición de conexión por parte del dispositivo Dongle. Se han establecido las 
opciones gap_general_discoverable para que sea visible el nombre del dispositivo, y 
gap_undirected_connectable para aceptar las peticiones de conexión de un dispositivo remoto 
que aparezca en la lista de dispositivos admitidos. 
9.1.4 Conexión establecida 
 
Al establecerse la conexión, se guarda el valor del numero de conexión o handle para poder 
usarlo como parámetro en futuras funciones. Si el dispositivo se ha conectado como maestro, se 
procederá a leer el ADC que está conectado al potenciómetro de la placa de evaluación, para 
enviar el valor al dispositivo remoto. 
event connection_status(connection, flags, address, address_type,        
conn_interval, timeout, latency, bonding) 
  Conn = connection 
  if Master = 1 then 
    call hardware_adc_read(6,1,2) 
  end if 
end 
call system_whitelist_append (AddressDongle(0:6), 0) 
call gap_set_filtering (gap_scan_policy_whitelist,gap_adv_policy_whitelist_connect,1) 









call hardware_spi_transfer(0,8,"BLE:             ") 
#Configurar la pantalla en modo recibir comando 
call hardware_io_port_write(1,$7,$1) 
call hardware_io_port_config_direction(1,$7) 
#Inicializar la pantalla 
call hardware_spi_transfer(0,11,"\x30\x30\x30\x39\x14\x56\x6d\x70 \x0c\x06\x01") 
# Cambiar la posición del cursor 
call hardware_spi_transfer(0,1,"\x80") 
#Configurar la pantalla en modo recibir datos 
call hardware_io_port_write(1,$7,$3) 
#Escribir "Dongle:" en la posición especificada 
call hardware_spi_transfer(0,16,"Dongle:         ") 
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9.1.5 Envío efectuado 
 
Este evento se produce al recibir un ACK del dispositivo remoto cuanto este ha recibido el valor 
que se le ha indicado. Si el valor se ha enviado correctamente, la variable result será 0, y si ha 
sido en el atributo gatt_remoto, se procederá a la lectura del potenciómetro remoto. Si por lo 
contrario, el envío no se ha realizado de forma satisfactoria, el dispositivo maestro volverá a leer 
el ADC para volver a realizar el envío 
9.1.6 Petición de lectura del valor del potenciómetro 
 
El evento se produce cuando el dispositivo actúa como esclavo, el maestro de la red pide leer el 
valor del potenciómetro y se procede a llamar a la función para su lectura. 
9.1.7 Lectura del potenciómetro 
 
 
Al leer el valor del ADC, se ejecuta el evento asociado que devuelve el valor leído en el campo 
value. El valor se cambia de escala para valores de 0-100 y se guarda en la variable 
Potenciómetro. Si el dispositivo se ha conectado como maestro se escribe en el atributo 
gatt_remoto del dispositivo conectado, si en cambio, el dispositivo se ha conectado como 
esclavo, significa que el dispositivo remoto, ha pedido leer el valor del atributo 
gatt_potenciometro y se contesta a la petición. La variable ResponseOK sirve para conocer que 
el dispositivo ha contestado correctamente a la petición. 
event hardware_adc_result(input,value) 
  Potenciometro=value/317-3          
  if Potenciometro<0 | value>35000 then 
    Potenciometro=0 
  end if 
  if Potenciometro>100 then 
    Potenciometro=100 
  end if 
  
  if Master = 1 then 
    call attclient_attribute_write(Conn,gatt_remoto,1,Potenciometro) 
  end if 
  if Master = 0 then 
    ResponseOK = 1 
    call attributes_user_read_response(0,0,1,Potenciometro) 
  end if 
event attributes_user_read_request(connection,handle,offset, maxsize) 
  call hardware_adc_read(6,1,2) 
end 
event attclient_procedure_completed(connection, result, chrhandle) 
  if result = 0 && chrhandle = gatt_remoto then 
    call attclient_read_by_handle(Conn, gatt_potenciometro) 
  end if 
  if result != 0 && chrhandle = gatt_remoto then 
    call hardware_adc_read(6,1,2) 






Al leer el valor del potenciómetro, también se actualiza su valor en la pantalla en la segunda 
línea, posición 12. Para ello se separan los decimales y se realiza la conversión para mostrar los 
valores.. Los valores se representan como un valor porcentual, si el valor es 100, el dispositivo 
deberá mostrar 3 números, por lo que se contempla un caso especial. En el resto de casos, se 
suma 48 para mostrar el valor correspondiente a la tabla de cambio especifica  de la pantalla 
[23], donde los valores se representan en 1byte binario. 
9.1.8 Atributo gatt_remoto actualizado  
 
El evento se produce cuando el dispositivo remoto se ha conectado como maestro y ha escrito 
en el atributo, el valor de su potenciómetro, este evento recoge el valor actualizado y lo muestra 
por la pantalla en la primera línea, posición 8, correspondiente al Dongle. 
event attributes_value(connection, reason, handle, offset, value_len, value_data) 
  if handle = gatt_remoto then 
    if value_data(0:1) = $64 then 
      Ascii(0:1) = 49 
      Ascii(1:1) = 48    
      Ascii(2:1) = 48  
      Ascii(3:1) = 37  
    else 
      a = value_data(0:1) / 10 
      b = value_data(0:1) + (a*-10) 
      Ascii(0:1) = 0 
      Ascii(1:1) = a + 48  
      Ascii(2:1) = b + 48  
      Ascii(3:1) = 37  
    end if 
    call hardware_io_port_write(1,$7,$1) 
    call hardware_spi_transfer(0,1,"\x88") 
    call hardware_io_port_write(1,$7,$3) 
    call hardware_spi_transfer(0,4,Ascii(0:4)) 
  end if 
end 
 
  if Potenciometro = $64 then 
    Ascii(0:1) = 49 
    Ascii(1:1) = 48    
    Ascii(2:1) = 48  
    Ascii(3:1) = 37  
  else 
    a = Potenciometro / 10 
    b = Potenciometro + (a*-10) 
    #+48 Es para conversión Decimal -> Ascii 
    Ascii(0:1) = 0 
    Ascii(1:1) = a + 48  
    Ascii(2:1) = b + 48  
    Ascii(3:1) = 37  
  end if     
  call hardware_io_port_write(1,$7,$1) 
  call hardware_spi_transfer(0,1,"\xcc") 
  call hardware_io_port_write(1,$7,$3) 





9.1.9 Atributo gatt_potenciometro actualizado 
 
El evento se produce cuando el dispositivo esclavo remoto ha respondido a la petición de lectura 
del valor de su potenciómetro, en el atributo gatt_potenciometro. Este evento actualiza el valor 
del 9x2 en la segunda línea a la posición 3. Cuando ha leído el valor, la conexión se da por 
terminada y se procede a la desconexión con el dispositivo remoto. 
9.1.10 Gestión de la desconexión 
 
El dispositivo gestiona la desconexión del dispositivo según si el dispositivo era el maestro o el 
esclavo de la red. Si el dispositivo era esclavo y el dispositivo remoto a contestado 
correctamente a la petición de lectura, este manda una petición de conexión al siguiente 
dispositivo de la red y se activa la variable Master y se reinicializa la variable de ResponseOk. 
Si en cambio, el dispositivo remoto no ha respondido correctamente a la petición de lectura, 
significara que ha ocurrido un error en la conexión y este vuelve al estado de esclavo activando 
de nuevo el modo avisador. 
Si usaba el rol de Maestro, se discrimina por el motivo de la desconexión. El evento de 
desconexión devuelve la razón de la desconexión a través de la variable reas, así, se puede 
diferenciar entre los errores 0x023E y 0x0208. Cuando sucede una desconexión de este tipo, el 
modulo vuelve a establecer la conexión con el anterior dispositivo para terminar con el 
intercambio de información, sino, el dispositivo activa el modo avisador. 
event connection_disconnected(conn, reas) 
  if Master = 0 then  
    if ResponseOK = 1 then 
      ResponseOK = 0 
      Master = 1 
      call gap_connect_direct (Address9x2(0:6), 0, 6, 6, 500, 0) 
    else 
      call gap_set_mode(gap_general_discoverable,gap_undirected_ connectable) 
    end if 
  else 
    if reas = $023e || reas = $0208 then 
      call gap_connect_direct (Address9x2(0:6), 0, 6, 6, 500, 0) 
    else 
      Master = 0 
      call gap_set_mode(gap_general_discoverable,gap_undirected_ connectable) 
    end if 
  end if 
end 
event attclient_attribute_value(connection, atthandle, type, value_len, value_data) 
  if atthandle = gatt_potenciometro then 
    if value_data(0:1) = $64 then 
      Ascii(0:1) = 49 
      Ascii(1:1) = 48    
      Ascii(2:1) = 48  
      Ascii(3:1) = 37  
    else 
      a = value_data(0:1) / 10 
      b = value_data(0:1) + (a*-10) 
      Ascii(0:1) = 0 
      Ascii(1:1) = a + 48  
      Ascii(2:1) = b + 48  
      Ascii(3:1) = 37  
    end if 
    call hardware_io_port_write(1,$7,$1) 
    call hardware_spi_transfer(0,1,"\xc3") 
    call hardware_io_port_write(1,$7,$3) 
    call hardware_spi_transfer(0,4,Ascii(0:4)) 
    call connection_disconnect(Conn) 





9.2 Anexo II: BLELib 
9.2.1 Cabeceras BLELib.h 
 
/*****------------------------------------------------------------***** 
 *****                                                            ***** 
 *****  Definiciones Bluetooth Smart                              ***** 
 *****  @author adria rica <adria.rica@estudiant.upc.edu>         ***** 
 *****  @dscrpt Declaración de las cabeceras de funciones y       ***** 
 *****          definciones para el uso del Bluetooth Smart       ***** 
 *****  @refer  Bluetooth_Smart_Software_API_Reference_v12.pdf    ***** 






  #include "stm32f4xx.h" 
  #include "stm324xg_eval.h" 
  #include "stm32f4xx_dma.h" 
  #include "stdio.h" 
  #include "stm324xg_eval_lcd.h" 
 
 
  /* Definición para los recursos del Bluetooth Smart API Reference pg.98-100 */ 
  #define gap_discover_limited  ((uint8_t) 0x00)  
  #define gap_discover_generic  ((uint8_t) 0x01) 
  #define gap_discover_observation  ((uint8_t) 0x02) 
  #define gap_scan_policy_all   ((uint8_t) 0x00) 
  #define gap_scan_policy_whitelist  ((uint8_t) 0x01) 
  #define gap_adv_policy_all   ((uint8_t) 0x00) 
  #define gap_adv_policy_whitelist_scan ((uint8_t) 0x01) 
  #define gap_adv_policy_whitelist_connect ((uint8_t) 0x02) 
  #define gap_adv_policy_whitelist_all ((uint8_t) 0x03) 
  #define CABECERA_EVENT   0x80 
  #define CABECERA_COMMAND   0x00 
 
  /* Definición para los recursos del USART */ 
  #define USARTx                           USART3 
  #define USARTx_CLK                       RCC_APB1Periph_USART3 
  #define USARTx_CLK_INIT                  RCC_APB1PeriphClockCmd 
  #define USARTx_IRQn                      USART3_IRQn 
  #define USARTx_IRQHandler                USART3_IRQHandler 
 
  #define USARTx_TX_PIN                    GPIO_Pin_10                 
  #define USARTx_TX_GPIO_PORT              GPIOC                        
  #define USARTx_TX_GPIO_CLK               RCC_AHB1Periph_GPIOC 
  #define USARTx_TX_SOURCE                 GPIO_PinSource10 
  #define USARTx_TX_AF                     GPIO_AF_USART3 
 
  #define USARTx_RX_PIN                    GPIO_Pin_11                 
  #define USARTx_RX_GPIO_PORT              GPIOC                     
  #define USARTx_RX_GPIO_CLK               RCC_AHB1Periph_GPIOC 
  #define USARTx_RX_SOURCE                 GPIO_PinSource11 
  #define USARTx_RX_AF                     GPIO_AF_USART3 
 
  /* Definición para los recursos de la DMA */ 
  #define BUFFERSIZE                       64 
  #define USARTx_DR_ADDRESS                ((uint32_t)USART3 + 0x04)  
 
  #define USARTx_DMA                       DMA1 
  #define USARTx_DMAx_CLK                  RCC_AHB1Periph_DMA1 
    
  #define USARTx_TX_DMA_CHANNEL            DMA_Channel_4 
  #define USARTx_TX_DMA_STREAM             DMA1_Stream3 
  #define USARTx_TX_DMA_FLAG_FEIF          DMA_FLAG_FEIF3 
  #define USARTx_TX_DMA_FLAG_DMEIF         DMA_FLAG_DMEIF3 
  #define USARTx_TX_DMA_FLAG_TEIF          DMA_FLAG_TEIF3 
  #define USARTx_TX_DMA_FLAG_HTIF          DMA_FLAG_HTIF3 





  #define USARTx_RX_DMA_CHANNEL            DMA_Channel_4 
  #define USARTx_RX_DMA_STREAM             DMA1_Stream1 
  #define USARTx_RX_DMA_FLAG_FEIF          DMA_FLAG_FEIF1 
  #define USARTx_RX_DMA_FLAG_DMEIF         DMA_FLAG_DMEIF1 
  #define USARTx_RX_DMA_FLAG_TEIF          DMA_FLAG_TEIF1 
  #define USARTx_RX_DMA_FLAG_HTIF          DMA_FLAG_HTIF1 
  #define USARTx_RX_DMA_FLAG_TCIF          DMA_FLAG_TCIF1 
 
  #define USARTx_DMA_TX_IRQn               DMA1_Stream3_IRQn 
  #define USARTx_DMA_RX_IRQn               DMA1_Stream1_IRQn 
  #define USARTx_DMA_TX_IRQHandler         DMA1_Stream3_IRQHandler 
  #define USARTx_DMA_RX_IRQHandler         DMA1_Stream1_IRQHandler 
 
  /* Definición para los recursos del ADC */ 
  #define ADCx                     ADC3 
  #define ADC_CHANNEL              ADC_Channel_7 
  #define ADCx_CLK                 RCC_APB2Periph_ADC3 
  #define ADCx_CHANNEL_GPIO_CLK    RCC_AHB1Periph_GPIOF 
  #define GPIO_PIN                 GPIO_Pin_9 
  #define GPIO_PORT                GPIOF 
  #define DMA_CHANNELx             DMA_Channel_2 
  #define DMA_STREAMx              DMA2_Stream0 
  #define ADCx_DR_ADDRESS          ((uint32_t)0x4001224C) 
 
  /* Estructura respuesta o evento recibido */ 
  struct DataRecived { 
   uint8_t Type; 
   uint8_t Length; 
   uint8_t Class; 
   uint8_t ClassID; 
   uint8_t Payload[60]; 
  }; 
 
  /* Funciones BLELib referencia: Bluetooth Smart API Reference v12*/ 
  void ble_cmd_system_reset(void); 
  void ble_cmd_system_hello(void); 
  void ble_cmd_system_address_get (void); 
  void ble_cmd_system_whitelist_append(uint8_t *MacAddr, uint8_t address_type); 
  void ble_cmd_connection_disconnect (uint8_t conex); 
  void ble_cmd_gap_discover (uint8_t Discover_Mode); 
  void ble_cmd_gap_connect_direct (uint8_t *Address); 
  void ble_cmd_gap_set_mode(uint8_t Discoverable, uint8_t Connectable); 
  void ble_cmd_gap_set_filtering(uint8_t scan_policy, uint8_t adv_policy, uint8_t 
scan_duplicate_filtering); 
  void ble_cmd_attclient_attribute_write(uint8_t conex, uint8_t atthandle, uint8_t 
value); 
  void ble_cmd_attclient_read_by_handle(uint8_t conex, uint8_t chrhandle); 
  void ble_cmd_attributes_write (uint8_t handle, uint8_t value_len, uint8_t 
value_data); 
  void ble_cmd_attributes_read(uint8_t handle); 
  void ble_cmd_attributes_user_read_response(uint8_t conex, uint8_t value_data); 
 
  /* Funciones gestion Mensajes */ 
  void Comparar(struct DataRecived input); 
  void EnviarPaquete(uint8_t type, uint8_t length, uint8_t classID, uint8_t comID, 
uint8_t *payload); 
 
  /* Funciones Inicializar */ 
  void ConfigurarUSART(void); 
  void ConfigurarADC(void); 
  void ConfigurarLCD(void); 
  void ConfigurarIntKEY(void); 
  uint8_t LeerADC (void); 
 




9.2.2 Declaración de variables globales 
 
9.2.3 Funciones BLELib 
 
/*****------------------------------------------------------------***** 
 *****                                                            ***** 
 *****  Funciones Bluetooth Smart BLE113                          ***** 
 *****  @author adria rica <adria.rica@estudiant.upc.edu>         ***** 
 *****  @dscrpt funciones especificas para BGAPI y basadas en la  ***** 
 *****          nomenclatura estandar del fabricante:             ***** 
 *****           1. Funciones de acceso al sistema                ***** 
 *****           2. Funciones de gestion de la conexion           ***** 
 *****           3. Funciones de la gestión del GAP               ***** 
 *****           4. Funciones de acceso a atributos GATT remotos  ***** 
 *****           5. Funciones de acceso a atributos GATT locales  ***** 
 *****           6. Gestion recepcion de comandos                 ***** 
 *****  @refer  Bluetooth_Smart_Software_API_Reference_v12.pdf    ***** 
 *****                                                            ***** 
 *****------------------------------------------------------------****/ 
  
/* Includes */ 
#include "BLELib.h" 
 
/* Variables */ 
extern int k, FlagRx, ResponseOK; 
extern uint8_t ConnectionHandle, DataSend[60]; 
extern __IO uint16_t ValorADC ; 
extern uint8_t LCDBuffer [50]; 
extern uint8_t MacDongle[6], MacDevkit[6]; 
extern uint8_t Master; 
extern struct DataRecived ConnectionStatus, AttributesValueChanged, 
AttClientValueChanged, UserReadRequest, ProcedureCompleted, WakeUp,  
Disconnected, Response, WhiteList, FilterOk; 
/*****------------------------------------------------------------***** 
 *****                                                            ***** 
 *****  Variables globales                                        ***** 
 *****  @author adria rica <adria.rica@estudiant.upc.edu>         ***** 
 *****  @dscrpt Declaración de las variables golbales utilizadas  ***** 
 *****          en la creación de una red Bluetooth Smart.        ***** 
 *****  @refer  Bluetooth_Smart_Software_API_Reference_v12.pdf    ***** 
 *****                                                            ***** 
 *****------------------------------------------------------------****/  
 
uint8_t RxCounter; 
uint8_t aTxBuffer[BUFFERSIZE] ; 
uint8_t aRxBuffer[BUFFERSIZE] ; 
uint8_t end, payload_array[60], ConnectionHandle; 
uint8_t LCDBuffer [50], DataSend [60]; 
uint8_t Master = 0; 
uint8_t MacDongle[6] = {0x3a,0x6d,0x67,0x80,0x07,0x00}; 
uint8_t MacDevkit[6] = {0xcb,0xa9,0x62,0x9d,0xc7,0xe0}; 
 
int i, k, FlagRx, FlagTx = 0, ResponseOK = 0; 
 
struct DataRecived DataRX; 
 
__IO uint16_t ValorADC = 0; 
__IO uint8_t ValorConvertido = 0; 
 
struct DataRecived ConnectionStatus =       {CABECERA_EVENT,0x00,0x03,0x00,0x00}; 
struct DataRecived AttributesValueChanged = {CABECERA_EVENT,0x00,0x02,0x00,0x00}; 
struct DataRecived AttClientValueChanged =  {CABECERA_EVENT,0x00,0x04,0x05,0x00}; 
struct DataRecived UserReadRequest =        {CABECERA_EVENT,0x00,0x02,0x01,0x00}; 
struct DataRecived ProcedureCompleted =     {CABECERA_EVENT,0x00,0x04,0x01,0x00}; 
struct DataRecived WakeUp =                 {CABECERA_EVENT,0x00,0x00,0x00,0x00}; 
struct DataRecived Disconnected =           {CABECERA_EVENT,0x00,0x03,0x04,0x00}; 
struct DataRecived Response =               {CABECERA_COMMAND,0x00,0x02,0x03,0x00}; 
struct DataRecived WhiteList =              {CABECERA_COMMAND,0x00,0x00,0x0A,0x00}; 




/* Funciones de acceso al sistema */ 
void ble_cmd_system_hello (void){ 
    EnviarPaquete(0,0,0,1,0); 
} 
 
void ble_cmd_system_address_get (void){ 




    DataSend[0] = 0x00; 
    EnviarPaquete(0,1,0,0,DataSend); 
} 
 
void ble_cmd_system_whitelist_append(uint8_t *MacAddr, uint8_t address_type){ 
    for (k=0; k<6; k++) DataSend[k] = MacAddr[k]; 
    DataSend[6] = 0; 
    EnviarPaquete(0,7,0,0x0A,DataSend); 
} 
 
/* Gestion conexion */ 
void ble_cmd_connection_disconnect (uint8_t conex){ 
    DataSend [0] = conex; 
    EnviarPaquete(0,1,3,0,DataSend); 
} 
 
/* Funciones de la gestion del GAP */  
void ble_cmd_gap_discover (uint8_t Discover_Mode ){ 
    DataSend [0] = Discover_Mode; 
    EnviarPaquete(0,1,6,2, DataSend); 
} 
 
void ble_cmd_gap_set_mode(uint8_t Discoverable, uint8_t Connectable) { 
    DataSend [0]=Discoverable; 
    DataSend [1]=Connectable; 
    EnviarPaquete(0,2,6,1,DataSend); 
} 
 
void ble_cmd_gap_connect_direct (uint8_t *MacAddr){ 
    for (k=0; k<6; k++)  DataSend[k] = MacAddr[k]; 
    DataSend[6] = 0; 
    DataSend[7] = 0x3c; 
    DataSend[8] = 0; 
    DataSend[9] = 0x4c; 
    DataSend[10] = 0; 
    DataSend[11] = 0x64; 
    DataSend[12] = 0; 
    DataSend[13] = 0; 
    DataSend[14] = 0; 
    EnviarPaquete(0,0x0F,6,3,DataSend); 
} 
void ble_cmd_gap_set_filtering(uint8_t scan_policy, uint8_t adv_policy, uint8_t 
scan_duplicate_filtering){ 
    DataSend [0]=scan_policy; 
    DataSend [1]=adv_policy; 
    DataSend [2]=scan_duplicate_filtering; 
    EnviarPaquete(0,3,6,6,DataSend); 
} 
 
/* Funciones de acceso a los atributos GATT locales  */ 
void ble_cmd_attributes_user_read_response(uint8_t conex, uint8_t value_data){ 
    DataSend [0] = conex; 
    DataSend [1] = 0x00; 
    DataSend [2] = 0x01; 
    DataSend [3] = value_data; 







void ble_cmd_attributes_write (uint8_t handle, uint8_t value_len, uint8_t 
value_data){ 
    DataSend [0] = handle; 
    DataSend [1] = 0x00; 
    DataSend [2] = value_len; 
    DataSend [3] = value_data; 
    EnviarPaquete(0,4,2,0,DataSend); 
} 
 
void ble_cmd_attributes_read(uint8_t handle){ 
    DataSend [0] = handle; 
    DataSend [1] = 0x00; 
    EnviarPaquete(0,4,2,1,DataSend); 
} 
 
/* Funciones de acceso a los atributos GATT remotos */ 
void ble_cmd_attclient_attribute_write(uint8_t conex, uint8_t atthandle, uint8_t 
value){ 
    DataSend [0] = conex; 
    DataSend [1] = atthandle; 
    DataSend [2] = 0x00; 
    DataSend [3] = 0x01; 
    DataSend [4] = value; 
    EnviarPaquete(0,5,4,5,DataSend); 
} 
 
void ble_cmd_attclient_read_by_handle(uint8_t conex, uint8_t chrhandle){ 
    DataSend [0] = conex; 
    DataSend [1] = chrhandle; 
    DataSend [2] = 0x00; 




 * La función compara las respuestas o eventos del modulo BLE,  
 * con las cabeceras predefinidas. 
*/ 
 
void Comparar(struct DataRecived input){ 
  /* BLE despierta */ 
  if (input.Type == WakeUp.Type & input.Class == WakeUp.Class & input.ClassID == 
      WakeUp.ClassID){ 
    Master = 0; 
    ble_cmd_system_whitelist_append(MacDevkit, 0); 
  } 
 
  /* Respuesta al añadir a lista blanca una MAC */ 
  if (input.Type == WhiteList.Type & input.Class == WhiteList.Class & input.ClassID 
      == WhiteList.ClassID){ 
  ble_cmd_gap_set_filtering(gap_scan_policy_whitelist, 
    gap_adv_policy_whitelist_connect, 1); 
  } 
  
  /* Respuesta al establecer filtros */ 
  if (input.Type == FilterOk.Type & input.Class == FilterOk.Class & input.ClassID == 
      FilterOk.ClassID){ 
    ble_cmd_gap_set_mode(2,2); 
  } 
  
  /* Evento: se ha entrado en una conexion */ 
  if (input.Type == ConnectionStatus.Type & input.Class == ConnectionStatus.Class & 
      input.ClassID == ConnectionStatus.ClassID){ 
    ConnectionHandle = input.Payload[0]; 
    if (Master == 1){ 
      ble_cmd_attclient_attribute_write (ConnectionHandle, 0x0e, LeerADC()); 
    } 





  /* Evento: Indicacion que ha cambiado correctamente el Atributo */ 
  if (input.Type == ProcedureCompleted.Type & input.Class == ProcedureCompleted.Class 
      & input.ClassID == ProcedureCompleted.ClassID){ 
    //Lee valor potenciomentro remoto 
    ble_cmd_attclient_read_by_handle(ConnectionHandle, 0x0B);  
  } 
  
  /* Evento: Piden leer el valor del potenciometro */ 
  if (input.Type == UserReadRequest.Type & input.Class == UserReadRequest.Class &  
      input.ClassID == UserReadRequest.ClassID){ 
    //Contestacion con el valor del potenciometro 
    ble_cmd_attributes_user_read_response(input.Payload[0], LeerADC()); 
  } 
  
  /* Confirmacion de respuesta a la petición de lectura */ 
  if (input.Type == Response.Type & input.Class == Response.Class & input.ClassID ==  
      Response.ClassID){ 
    ResponseOK = 1; 
  } 
  
  /* Evento: Valor del atributo remoto que se ha pedido leer */ 
  if (input.Type == AttClientValueChanged.Type & input.Class ==  
      AttClientValueChanged.Class & input.ClassID == AttClientValueChanged.ClassID){ 
    if (input.Payload[1] == 0x0B){ 
    sprintf((char*)LCDBuffer," Dongle = %d %% ", input.Payload[input.Length]); 
    LCD_DisplayStringLine(LCD_LINE_7, LCDBuffer); 
    ble_cmd_connection_disconnect(ConnectionHandle); 
    } 
  } 
  
  /* Evento: Valor del atributo local que ha cambiado un dispositivo remoto */ 
  if (input.Type == AttributesValueChanged.Type & input.Class ==  
    AttributesValueChanged.Class & input.ClassID == AttributesValueChanged.ClassID){ 
    if (input.Payload[2] == 0x0e){ 
      sprintf((char*)LCDBuffer,"    BLE = %d %% ", input.Payload[input.Length]); 
      LCD_DisplayStringLine(LCD_LINE_1, LCDBuffer); 
      } 
   } 
  
   /* Evento: Gestion de la desconexion */ 
   if (input.Type == Disconnected.Type & input.Class == Disconnected.Class &  
         input.ClassID == Disconnected.ClassID){ 
      if (Master){ 
         if (input.Payload [1] == 0x3e || input.Payload [1] == 0x08){ 
            ble_cmd_gap_connect_direct(MacDongle); 
         } 
      else { 
         Master = 0; 
         ble_cmd_gap_set_mode(2,2); 
      } 
     } 
   else { 
      if (ResponseOK){ 
         ResponseOK = 0; 
         Master = 1; 
         ble_cmd_gap_connect_direct(MacDongle); 
      } 
      else { 
      ble_cmd_gap_set_mode(2,2); 
      } 
   } 
   } 









 *****                                                            ***** 
 *****  Funciones de la DMA                                       ***** 
 *****  @author adria rica <adria.rica@estudiant.upc.edu>         ***** 
 *****  @dscrpt Funciones especificas de uso de la DMA:           ***** 
 *****            1. El envio de los comandos al modulo BLE113    ***** 
 *****            2. Conversión del valor del potenciometro 0-100 ***** 





extern int i, FlagTx, FlagRx; 
extern uint8_t aTxBuffer[BUFFERSIZE], uint8_t LCDBuffer [50]; 
extern __IO uint16_t ValorADC ; 
extern __IO uint8_t ValorConvertido; 
/** 
  * @brief  Envia por DMA un comando al modulo Bluetooth si el flag de envio esta               
d *          deshabilitado. 
  * @param  Cabecera del comando: Tipo, longitud, clase, comando. 
  * @param  Mensaje a enviar: Payload. 
  * @retval No 
  */ 
void EnviarPaquete (uint8_t type,uint8_t length, uint8_t classID, uint8_t comID, 
uint8_t *payload){ 
  
  while (FlagTx){} 
     aTxBuffer[0] = type; 
     aTxBuffer[1] = length; 
     aTxBuffer[2] = classID; 
     aTxBuffer[3] = comID; 
     if(length!=0) { 
        for(i=4; i<length+4; i++) aTxBuffer[i] = payload[i-4]; 
     } 
     FlagTx = 1; 
     /* Variar tamaño del Buffer de la DMA*/ 
     DMA_SetCurrDataCounter(USARTx_TX_DMA_STREAM, length + 4); 
     /* Habilitar DMA USART TX Stream */ 
     DMA_Cmd(USARTx_TX_DMA_STREAM,ENABLE); 
     /* Habilitar USART DMA TX Requests */ 




  * @brief  Lee el valor del potenciometro y lo convierte en un 
  *         valor de 0 a 100 
  * @param  No 
  * @retval Valor del potenciometro de 0-100 
  */ 
 
uint8_t LeerADC (void) { 
  if (ValorADC <= 0){ 
     ValorConvertido = 0; 
  } 
  else if (ValorADC >= 0xfa0){ 
     ValorConvertido = 100; 
  } 
  else ValorConvertido = (ValorADC/40); 
 
  sprintf((char*)LCDBuffer,"     uC = %d %%  ", ValorConvertido); 
  LCD_DisplayStringLine(LCD_LINE_4, LCDBuffer); 





9.2.5 Inicializar periféricos 
 
/*****------------------------------------------------------------***** 
 *****                                                            ***** 
 *****  Inicializar perifericos                                   ***** 
 *****  @author adria rica <adria.rica@estudiant.upc.edu>         ***** 
 *****  @dscrpt funciones para inicializar perifericos:           ***** 
 *****           1. Configurar e inicializar pantalla LCD         ***** 
 *****           2. Configurar ADC                                ***** 
 *****           3. Configurar e inicializar USART por DMA       ***** 
 *****           4. Configurar interrupción boton KEY             ***** 
 *****                                                            ***** 
 *****------------------------------------------------------------****/ 
  
/* Includes */ 
#include "BLELib.h" 
 
/* Variables */ 
DMA_InitTypeDef  DMA_InitStructure; 
extern uint8_t aTxBuffer[BUFFERSIZE] ; 
extern uint8_t aRxBuffer[BUFFERSIZE] ; 
extern __IO uint16_t ValorADC ; 
 
/** 
  * @brief  La funcion reinicia el LCD y configura las propiedades del 
  *         texto y de fondo. 
  * @param  No 
  * @retval No 
  */ 
void ConfigurarLCD(void){ 
  /* Inicializa el LCD */ 
  LCD_Init(); 
  /* Limpia la capa de fondo */  
  LCD_Clear(LCD_COLOR_WHITE); 
  /* Configura el color de fondo */ 
  LCD_SetBackColor(LCD_COLOR_BLUE); 
  /* Configura el color del texto */ 
  LCD_SetTextColor(LCD_COLOR_WHITE); 
  /* Configura el tamaño del texto */ 
  LCD_SetFont(&Font8x12); 
 
  /* Configura el tamaño del texto */ 
  LCD_SetFont(&Font16x24); 
 
  /* Configura el color de fondo */ 
  LCD_SetBackColor(LCD_COLOR_WHITE); 
  /* Configura el color del texto */ 







  * @brief  Configuracion del ADC para el potenciometro 
  * @param  No 
  * @retval No 
  */ 
void ConfigurarADC(void){ 
  ADC_InitTypeDef       ADC_InitStructure; 
  ADC_CommonInitTypeDef ADC_CommonInitStructure; 
  DMA_InitTypeDef       DMA_InitStructure; 
  GPIO_InitTypeDef      GPIO_InitStructure; 
 
  /* Habilita ADCx, DMA y GPIO clocks ****************************************/  
  RCC_AHB1PeriphClockCmd(RCC_AHB1Periph_DMA2, ENABLE); 
  RCC_AHB1PeriphClockCmd(ADCx_CHANNEL_GPIO_CLK, ENABLE);   
  RCC_APB2PeriphClockCmd(ADCx_CLK, ENABLE); 
 
  /* Configuracion de la DMA2 Stream0 channel2 */ 
  DMA_InitStructure.DMA_Channel = DMA_CHANNELx;   
  DMA_InitStructure.DMA_PeripheralBaseAddr = (uint32_t)ADCx_DR_ADDRESS; 
  DMA_InitStructure.DMA_Memory0BaseAddr = (uint32_t)&ValorADC; 
  DMA_InitStructure.DMA_DIR = DMA_DIR_PeripheralToMemory; 
  DMA_InitStructure.DMA_BufferSize = 1; 
  DMA_InitStructure.DMA_PeripheralInc = DMA_PeripheralInc_Disable; 
  DMA_InitStructure.DMA_MemoryInc = DMA_MemoryInc_Disable; 
  DMA_InitStructure.DMA_PeripheralDataSize = DMA_PeripheralDataSize_HalfWord; 
  DMA_InitStructure.DMA_MemoryDataSize = DMA_MemoryDataSize_HalfWord; 
  DMA_InitStructure.DMA_Mode = DMA_Mode_Circular; 
  DMA_InitStructure.DMA_Priority = DMA_Priority_Low; 
  DMA_InitStructure.DMA_FIFOMode = DMA_FIFOMode_Disable;          
  DMA_InitStructure.DMA_FIFOThreshold = DMA_FIFOThreshold_HalfFull; 
  DMA_InitStructure.DMA_MemoryBurst = DMA_MemoryBurst_Single; 
  DMA_InitStructure.DMA_PeripheralBurst = DMA_PeripheralBurst_Single; 
  DMA_Init(DMA_STREAMx, &DMA_InitStructure); 
  DMA_Cmd(DMA_STREAMx, ENABLE); 
 
  /* Configuracion del  ADC3 Channel7 pin como entrada analogica */ 
  GPIO_InitStructure.GPIO_Pin = GPIO_PIN; 
  GPIO_InitStructure.GPIO_Mode = GPIO_Mode_AN; 
  GPIO_InitStructure.GPIO_PuPd = GPIO_PuPd_NOPULL ; 
  GPIO_Init(GPIO_PORT, &GPIO_InitStructure); 
 
  /* Inicializar ADC */ 
  ADC_CommonInitStructure.ADC_Mode = ADC_Mode_Independent; 
  ADC_CommonInitStructure.ADC_Prescaler = ADC_Prescaler_Div2; 
  ADC_CommonInitStructure.ADC_DMAAccessMode = ADC_DMAAccessMode_Disabled; 
  ADC_CommonInitStructure.ADC_TwoSamplingDelay = ADC_TwoSamplingDelay_5Cycles; 
  ADC_CommonInit(&ADC_CommonInitStructure); 
 
  /* Inicializar ADC3  */ 
  ADC_InitStructure.ADC_Resolution = ADC_Resolution_12b; 
  ADC_InitStructure.ADC_ScanConvMode = DISABLE; 
  ADC_InitStructure.ADC_ContinuousConvMode = ENABLE; 
  ADC_InitStructure.ADC_ExternalTrigConvEdge = ADC_ExternalTrigConvEdge_None; 
  ADC_InitStructure.ADC_ExternalTrigConv = ADC_ExternalTrigConv_T1_CC1; 
  ADC_InitStructure.ADC_DataAlign = ADC_DataAlign_Right; 
  ADC_InitStructure.ADC_NbrOfConversion = 1; 
  ADC_Init(ADCx, &ADC_InitStructure); 
 
  /* Configuracion del regulador del canal7 para el ADC3 */ 
  ADC_RegularChannelConfig(ADCx, ADC_CHANNEL, 1, ADC_SampleTime_3Cycles); 
 
 /* Habilita las peticiones de ADC despues del la ultima transmisión */ 
  ADC_DMARequestAfterLastTransferCmd(ADCx, ENABLE); 
 
  /* Habilita la DMA ADC3 */ 
  ADC_DMACmd(ADCx, ENABLE); 
 
  /* Habilita ADC3 */ 






  * @brief  Configuracion del USART y DMA 
  * @param  No 
  * @retval No 
  */ 
void ConfigurarUSART (void){ 
  USART_InitTypeDef USART_InitStructure; 
  GPIO_InitTypeDef  GPIO_InitStructure; 
  NVIC_InitTypeDef  NVIC_InitStructure; 
 
  /* Habilita GPIO clock */ 
  RCC_AHB1PeriphClockCmd(USARTx_TX_GPIO_CLK | USARTx_RX_GPIO_CLK, ENABLE); 
   
  /* Habilita USART clock */ 
  USARTx_CLK_INIT(USARTx_CLK, ENABLE); 
   
  /* Habilita DMA clock */ 
  RCC_AHB1PeriphClockCmd(USARTx_DMAx_CLK, ENABLE); 
   
  /* Configuracion de la GPIO del USARTx */  
  /* Conectar los USART pins al AF7 */ 
  GPIO_PinAFConfig(USARTx_TX_GPIO_PORT, USARTx_TX_SOURCE, USARTx_TX_AF); 
  GPIO_PinAFConfig(USARTx_RX_GPIO_PORT, USARTx_RX_SOURCE, USARTx_RX_AF); 
   
  /* Configurar USART Tx y Rx como funcion push-pull */ 
  GPIO_InitStructure.GPIO_Mode = GPIO_Mode_AF; 
  GPIO_InitStructure.GPIO_Speed = GPIO_Speed_100MHz; 
  GPIO_InitStructure.GPIO_OType = GPIO_OType_PP; 
  GPIO_InitStructure.GPIO_PuPd = GPIO_PuPd_UP; 
   
  GPIO_InitStructure.GPIO_Pin = USARTx_TX_PIN; 
  GPIO_Init(USARTx_TX_GPIO_PORT, &GPIO_InitStructure); 
   
  GPIO_InitStructure.GPIO_Pin = USARTx_RX_PIN; 
  GPIO_Init(USARTx_RX_GPIO_PORT, &GPIO_InitStructure); 
  
  /* Configuracion USART3 */ 
  /* Habilitar el  USART OverSampling por 8 */ 
  USART_OverSampling8Cmd(USARTx, ENABLE);  
   
  /* Configuracion del USARTx */  
  USART_InitStructure.USART_BaudRate = 9600; 
  USART_InitStructure.USART_WordLength = USART_WordLength_8b; 
  USART_InitStructure.USART_StopBits = USART_StopBits_1; 
  USART_InitStructure.USART_Parity = USART_Parity_No; 
  USART_InitStructure.USART_HardwareFlowControl = USART_HardwareFlowControl_None; 
  USART_InitStructure.USART_Mode = USART_Mode_Rx | USART_Mode_Tx; 
  USART_Init(USARTx, &USART_InitStructure); 
  
  /* Configuracion de la DMA para gestionar las peticiones del UART TX y RX */ 
    
  /* Configuracion de la estructura de inicio de la DMA */ 
  DMA_InitStructure.DMA_BufferSize = BUFFERSIZE ; 
  DMA_InitStructure.DMA_FIFOMode = DMA_FIFOMode_Disable ; 
  DMA_InitStructure.DMA_FIFOThreshold = DMA_FIFOThreshold_1QuarterFull ; 
  DMA_InitStructure.DMA_MemoryBurst = DMA_MemoryBurst_Single ; 
  DMA_InitStructure.DMA_MemoryDataSize = DMA_MemoryDataSize_Byte; 
  DMA_InitStructure.DMA_MemoryInc = DMA_MemoryInc_Enable; 
  DMA_InitStructure.DMA_Mode = DMA_Mode_Normal; 
  DMA_InitStructure.DMA_PeripheralBaseAddr =(uint32_t) (&(USARTx->DR)) ; 
  DMA_InitStructure.DMA_PeripheralBurst = DMA_PeripheralBurst_Single; 
  DMA_InitStructure.DMA_PeripheralDataSize = DMA_PeripheralDataSize_Byte; 
  DMA_InitStructure.DMA_PeripheralInc = DMA_PeripheralInc_Disable; 
  DMA_InitStructure.DMA_Priority = DMA_Priority_High; 
  /* Configuracion TX DMA */ 
  DMA_InitStructure.DMA_Channel = USARTx_TX_DMA_CHANNEL ; 
  DMA_InitStructure.DMA_DIR = DMA_DIR_MemoryToPeripheral ; 
  DMA_InitStructure.DMA_Memory0BaseAddr =(uint32_t)aTxBuffer ; 




  /* Configuracion RX DMA */ 
  DMA_InitStructure.DMA_BufferSize = 1 ; 
  DMA_InitStructure.DMA_Channel = USARTx_RX_DMA_CHANNEL ; 
  DMA_InitStructure.DMA_DIR = DMA_DIR_PeripheralToMemory ; 
  DMA_InitStructure.DMA_Memory0BaseAddr =(uint32_t)aRxBuffer ;  
  DMA_Init(USARTx_RX_DMA_STREAM,&DMA_InitStructure); 
          
  /* Habilitar USART */ 
  USART_Cmd(USARTx, ENABLE); 
  
  /* Habilitar interrupción de transferencia completada del USARTx_RX_DMA_STREAM */ 
  DMA_ITConfig(USARTx_RX_DMA_STREAM, DMA_IT_TC, ENABLE); 
  /* Habilitar interrupción de transferencia completada del USARTx_TX_DMA_STREAM */ 
  DMA_ITConfig(USARTx_TX_DMA_STREAM, DMA_IT_TC, ENABLE); 
  
  /* Habilita DMA USART RX Stream */ 
  DMA_Cmd(USARTx_RX_DMA_STREAM,ENABLE); 
  /* Habilita las peticiones del USART DMA RX */ 
  USART_DMACmd(USARTx, USART_DMAReq_Rx, ENABLE); 
 
  /* Habilita interrupción del DMA1_Stream1 IRQn RX  */ 
  NVIC_InitStructure.NVIC_IRQChannel = DMA1_Stream1_IRQn; 
  NVIC_InitStructure.NVIC_IRQChannelPreemptionPriority = 0; 
  NVIC_InitStructure.NVIC_IRQChannelSubPriority = 0; 
  NVIC_InitStructure.NVIC_IRQChannelCmd = ENABLE; 
  NVIC_Init(&NVIC_InitStructure); 
  
  /* Habilita interrupción del DMA1_Stream3 IRQn TX  */ 
  NVIC_InitStructure.NVIC_IRQChannel = DMA1_Stream3_IRQn; 
  NVIC_InitStructure.NVIC_IRQChannelPreemptionPriority = 0; 
  NVIC_InitStructure.NVIC_IRQChannelSubPriority = 0; 
  NVIC_InitStructure.NVIC_IRQChannelCmd = ENABLE; 










 *****                                                            ***** 
 *****  Interrupciones de la aplicacion                           ***** 
 *****  @author adria rica <adria.rica@estudiant.upc.edu>         ***** 
 *****  @dscrpt recoge las interrupciones de los perifericos:     ***** 
 *****           1. Interrupcion UART DMA Rx                      ***** 
 *****           2. Interrupcion UART DMA Tx                      ***** 
 *****           3. Interrupcion boton KEY                        ***** 
 *****                                                            ***** 
 *****------------------------------------------------------------****/ 
  





/* Variables */ 
extern __IO uint32_t TimeOut; 
extern uint8_t aRxBuffer [BUFFERSIZE]; 
extern uint8_t RxCounter; 
uint8_t j=0; 
extern uint8_t end, payload_array[60]; 
extern int FlagRx, FlagTx; 
extern struct DataRecived DataRX; 
/** 
  * @brief  Configura la interrupción del boton KEY para sacar el uC del modo idle. 
  * @param  No 
  * @retval No 
  */ 
void ConfigurarIntKEY(void) 
{ 
  EXTI_InitTypeDef   EXTI_InitStructure; 
  GPIO_InitTypeDef   GPIO_InitStructure; 
  NVIC_InitTypeDef   NVIC_InitStructure; 
 
  /* Habilitar reloj GPIOG */ 
  RCC_AHB1PeriphClockCmd(RCC_AHB1Periph_GPIOG, ENABLE); 
  /* Habilitar reloj SYSCFG */ 
  RCC_APB2PeriphClockCmd(RCC_APB2Periph_SYSCFG, ENABLE); 
   
  /* Configurar pines como entradas */ 
  GPIO_InitStructure.GPIO_Mode = GPIO_Mode_IN; 
  GPIO_InitStructure.GPIO_PuPd = GPIO_PuPd_NOPULL; 
  GPIO_InitStructure.GPIO_Pin = GPIO_Pin_15; 
  GPIO_Init(GPIOG, &GPIO_InitStructure); 
 
  /* Conectar la interrupcion al pin 15 */ 
  SYSCFG_EXTILineConfig(EXTI_PortSourceGPIOG, EXTI_PinSource15); 
   
/* Configurar interrupción */ 
  EXTI_InitStructure.EXTI_Line = EXTI_Line15; 
  EXTI_InitStructure.EXTI_Mode = EXTI_Mode_Interrupt; 
  EXTI_InitStructure.EXTI_Trigger = EXTI_Trigger_Falling; 
  EXTI_InitStructure.EXTI_LineCmd = ENABLE; 
  EXTI_Init(&EXTI_InitStructure); 
 
  /* Habilitar interrupción con prioridad minima */ 
  NVIC_InitStructure.NVIC_IRQChannel = EXTI15_10_IRQn; 
  NVIC_InitStructure.NVIC_IRQChannelPreemptionPriority = 0x0F; 
  NVIC_InitStructure.NVIC_IRQChannelSubPriority = 0x0F; 
  NVIC_InitStructure.NVIC_IRQChannelCmd = ENABLE; 






  * @brief  Esta funcion coje la interrupción de la DMA1 Stream1. 
  *         Lee UART RX por DMA. Espera el primer valor de cabecera un 0x80 o 0x00,  
  *         cuando llega lee el segundo valor que es la longitud total de los datos  
  *         sin contar la cabecera. Guarda el mensaje en una estructura, cuando a  
  *         llegado al final del mensaje y limplia el Flag de la interrupción y  
  *         habilita de nuevo la DMA. 
  * @param  No 
  * @retval No 
  */ 
void USARTx_DMA_RX_IRQHandler (void){ 
 
  if(DMA_GetITStatus(USARTx_RX_DMA_STREAM, DMA_IT_TCIF1)){ 
    /* Explorar el mensaje recibido */ 
    switch (RxCounter){ 
     case 0:     //Caso 0: Detecta un inicio de trama Evento o Respuesta 
      if (aRxBuffer[0] == CABECERA_EVENT || aRxBuffer[0] == CABECERA_COMMAND ){ 
         DataRX.Type = aRxBuffer[0]; 
         RxCounter++; 
      } 
     break; 
    
     case 1:   //Caso 1: Despues de la cabecera guarda longitud del payload 
         DataRX.Length = aRxBuffer[0]; 
         RxCounter++; 
     break; 
    
     case 2:   //Caso 2: Guarda Class 
         DataRX.Class = aRxBuffer[0]; 
         RxCounter++; 
     break; 
    
     case 3:  //Caso 3: Guarda ClassID, si el payload esta vacio resetea el contador  
         DataRX.ClassID = aRxBuffer[0]; // y estructura sino, inicializa el buffer 
         if (DataRX.Length == 0){       // para payload. 
             for (j=0 ; j<60; j++){ 
                 DataRX.Payload[j] = 0; 
             } 
             RxCounter = 0; 
             FlagRx = 1; 
          } 
          else { 
             end = 0; 
             RxCounter++; 
          } 
     break; 
       
     case 4:  //Caso 4: Guarda payload en array y lo pasa a una estructura 
         if (end < (DataRX.Length-1)){ 
            payload_array[end] = aRxBuffer[0]; 
            end++; 
         } 
         else { 
            end++; 
            payload_array[end] = aRxBuffer[0];  
            for (j=0; j<sizeof(payload_array); j++) { 
                DataRX.Payload[j]=payload_array[j]; 
            } 
            FlagRx = 1; //Se activa el flag de recepcion de trama 
            RxCounter = 0; 
            end = 0; 
         } 
         break;  
     } 
     /* Borra el bit de la interrupcion Tx completado */ 
     DMA_ClearITPendingBit(USARTx_RX_DMA_STREAM, DMA_IT_TCIF1); 
     /* HAbilita DMA USART RX Stream */ 
     DMA_Cmd(USARTx_RX_DMA_STREAM,ENABLE); 
     /* Habilita las peticiones del USART DMA RX */ 
     USART_DMACmd(USARTx, USART_DMAReq_Rx, ENABLE); 






9.2.7 Programa principal 
 
/*****------------------------------------------------------------***** 
 *****                                                            ***** 
 *****  Programa principal                                        ***** 
 *****  @author adria rica <adria.rica@estudiant.upc.edu>         ***** 
 *****  @dscrpt Implementacion de la libreria BLELib para la      ***** 
 *****          creación de una red de dispositivos Bluetooth     ***** 
 *****          Smart para el intercambio del valor del           ***** 
 *****          potenciometro.                                    ***** 
 *****                                                            ***** 
 *****------------------------------------------------------------****/ 
  




int main (void){ 
   
   /* Configuración del USART, LCD, ADC y KEY */ 
   ConfigurarUSART(); 
   ConfigurarLCD(); 
   ConfigurarADC(); 
   ConfigurarIntKEY(); 
 
   /* Se inicializa el ADC */ 
   ADC_SoftwareStartConv(ADCx); 
   /* Se reinicia el modulo bluetooth para prevenir estados anteriores */ 
   ble_cmd_system_reset();  
   
   while (1) { 
    if (FlagRx){ 
       Comparar(DataRX); 
    } 
    else __WFI(); 





  * @brief  Esta funcion recoge la interrupción de la DMA1 Stream3. 
  *         Si la transmision de datos se ha completado, se deshabilita 
  *         el flag de la interrupción y se habilita la DMA 
  *         para enviar de nuevo. 
  * @param  No 
  * @retval No 
  */ 
void USARTx_DMA_TX_IRQHandler (void){ 
  
     if(DMA_GetITStatus(USARTx_TX_DMA_STREAM, DMA_IT_TCIF3)){ 
        /* Borra el bit de la interrupcion Tx completado */ 
        DMA_ClearITPendingBit(USARTx_TX_DMA_STREAM, DMA_IT_TCIF3); 
        /* Habilita DMA USART TX Stream */ 
        DMA_Cmd(USARTx_TX_DMA_STREAM,DISABLE); 
        /* Habilita las peticiones del USART DMA TX */ 
        USART_DMACmd(USARTx, USART_DMAReq_Tx, DISABLE); 
        FlagTx = 0; 




  * @brief  Recoge la interrupcion del boton KEY, mientras esta pulsado mantiene el     
* *         uC despierto 
  * @param  No 
  * @retval No 




9.3 Anexo III: Interfaz Labview 
 
Figura 23 – Interfaz de usuario para utilizar el modulo Bluetooth Smart en el ordenador. 
 
