Module checking is a decision problem proposed in late 1990s to formalize verification of open systems, i.e., systems that must adapt their behavior to the input they receive from the environment. It was recently shown that module checking offers a distinctly different perspective from the better-known problem of model checking. Module checking has been studied in several variants. Syntactically, specifications in temporal logic CTL and strategic logic ATL have been used. Semantically, the environment was assumed to have either perfect or imperfect information about the global state of the interaction. In this work, we rectify our approach to imperfect information module checking from the previous paper. Moreover, we study the variant of module checking where also the system acts under uncertainty. More precisely, we assume that the system consists of one or more agents whose decision making is constrained by their observational capabilities. We propose an automata-based verification procedure for the new problem, and establish its computational complexity.
Introduction
Module checking [20, 22] is a formal method to automatically check for correctness of open systems. The system is modeled as a module that interacts with its environment, and correctness means that a desired property must hold with respect to all possible interactions. The module can be seen as a transition system with states partitioned into ones controlled by the system and by the environment. The environment represents an external source of nondeterminism, because at each state controlled by the environment the computation can continue with any subset of its possible successor states. In consequence, we have an infinite number of computation trees to handle, one for each possible behavior of the environment. Properties for module checking are usually specified in temporal logics CTL or CTL* [9, 11] .
It was believed for a long time that module checking of CTL/CTL* is a special (and rather simplistic) case of model checking strategic logics ATL/ATL* [2] . Because of that, active research on module checking subsided shortly after its conception. The belief has been recently refuted in [17] . There, it was proved In [18] , we extended module checking to handle specifications in the more expressive logic ATL. However, [18] focused on modules of perfect information, i.e., ones where all the participants have, at any moment, complete and accurate knowledge of the current global state of the system. The assumption is clearly unrealistic, as almost all agents must act under uncertainty. In this paper, we focus on that aspect, and investigate verification of open systems that include uncertain agents. In fact, our study in [18] mentioned systems where the environment might have imperfect information. However, our treatment of such scenarios did not really capture the feasible patterns of behavior that can be produced by uncertain environments. Here, we give a new interpretation to the problem. Moreover, we generalize ATL module checking to modules that include uncertainty also on the part of the system. Finally, we investigate formal properties of the new problem in terms of expressive power, automata-based algorithms, and computational complexity.
Related Work. Module checking was introduced in [20, 22] , and later extended in several directions. In [21] , the basic CTL/CTL* module checking problem was extended to the setting where the environment has imperfect information about the state of the system. In [7] , it was extended to infinite-state open systems by considering pushdown modules. The pushdown module checking problem was first investigated for perfect information, and later, in [4, 6] , for imperfect information. [3, 13] extended module checking to μ-calculus specifications, and in [26] the module checking problem was investigated for bounded pushdown modules (or hierarchical modules). Recently, module checking was also extended to specifications in alternating-time temporal logics ATL/ATL* [18] . From a more practical point of view, [24, 25] built a semi-automated tool for module checking in the existential fragment of CTL, both in the perfect and imperfect information setting. Moreover, an approach to CTL module checking based on tableau was exploited in [5] . Finally, an extension of module checking was used to reason about three-valued abstractions in [10, [14] [15] [16] .
It must be noted that literature on module checking became rather sparse after 2002. This should be partially attributed to the popular belief that CTL module checking is nothing but a special case of ATL model checking. The belief has been refuted only recently [17] , which will hopefully spark renewed interest in verification of open systems by module checking.
Verification of Open Multi-Agent Systems
We first recall the main concepts behind module checking of multi-agent systems.
Models and Modules
Modules in module checking [20] were proposed to represent open systemsthat is, systems that interact with an environment whose behavior cannot be
