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Cílem této práce bylo naprogramovat grafické demo v OpenGL, které by příhodně reagovalo na 
hudbu, která bývá nedílnou součástí grafických dem. Práce pozůstává se dvou hlavních částí, první je 
vytvoření real-time grafického enginu a druhá vytvoření grafického dema, které by běţelo na 
grafickém enginu vytvořeném jako součást této práce. První část spočívá ve vytvoření OpenGL 
aplikace, která by v reálnem čase renderovala scénu s pouţítím vybraných technik počítačové grafiky. 
Druhá část spočívá v grafické činnosti, potaţmo modelovaní a texturování, vytváření animace a 
napojení na hudbu (reakce prostředí a animací na změny v hudební stopě).    
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Abstract 
The goal of this thesis was to create graphical demo in OpenGL, which would appropriately react on 
music, which is inseparable part of graphical demos. Work consists of two main parts, first is 
programming of real-time graphical engine, second is creating graphical demo which would run on 
graphical engine created in first part. First part focues on programming of OpenGL based application, 
which would render scene in real-time using techniques from computer graphics. Second part focuses 
mainly on graphical activity, which includes 3D modeling, texturing, creating animation and 
connection to music (reaction of environment and animations to changes in music)  
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Grafické demá sú okrajovým ţánrom multimediálnej kultúry a počítačového umenia. Sú to krátke 
animované sekvencie renderované v reálnom čase, sprevádzané hudbou, na ktorú častokrát reagujú 
zmenou stavu scény. Tipickým príkladom je reakcia animácie a prostredia na pravidelne sa opakujúce 
udalosti v hudobnej stope. Takouto udalosťou môţe byť zmena melódie alebo začiatok doby, určenej 
doprovodom bicých nástrojov (reakcia na „beat“ v hudbe). Dĺţka trvania grafického dema je väčšinou 
daná dĺţkou hudobnej stopy, ktorá ju sprevádza. Výber hudby v grafickom deme je daný náladou, 
emóciou alebo témou, ktoré má multimediálne animované dielo vyjadrovať.  
Rozhodol som sa pre túto tému, pretoţe implementácia grafického dema je ukáţka spojenia 
technických a umeleckých schopností autora. Čo je dôvodom prečo sa jedná o tak okrajovú umeleckú 
a zároveň technickú záleţitosť. Od autora totiţto vyţaduje programátorské, matematické, grafické 
a umelecké schopnosti.  
Základom tejto diplomovej práce z technického pohľadu, je tvorba grafického enginu, teda 
aplikácie, ktorá je v reálnom čase schopná renderovať objekty, s dôrazom na aproximáciu reality do 
najväčšej moţnej dosaţiteľnej miery. Grafický engine, je zauţívaný názov pre takúto aplikáciu, ktorá 
sa preváţne vyuţíva v priemysle počítačových hier, ale aj na interaktívne architektonické 
vizualizácie. Pre aproximáciu reality a zvýšenie vizuálnej atraktívnosti dema som si zvolil niekoľko 
techník popísaných v kapitole 2, ktoré sa v súčasnej real-timovej grafike beţne pouţívajú. Niektoré 
z nich je moţné pouţívať prakticky len krátkú dobu, pretoţe hardware s dostatočnou výpočtovou 
kapacitou sa na trhu objavil len v posledných rokoch. Grafické demo vytvorené v tejto diplomovej 
práci je preto určené pre súčasný grafický hardware (presnejšie 2 roky starú generáciu grafických 
kariet). Presnejšie poţiadavky na hardware sú špecifikované v kapitole 6. 
Nad grafickým enginom bola následne vystavaná vrstva schopná prehrávať animáciu, 
sprevádzaná hudbou, čo vo výsledku tvorí spomínané grafické demo. Vytvorenie dema nad 
grafickým enginom vyţaduje namodelovanie scén, rozmiestnenie osvetlenia, textúrovanie objektov 
a prácu s časovou kompozíciou vo vzťahu animácia a hudba. Podrobnejší popis tejto časti práce sa 





Táto kapitola sa v prvom rade sústredí na teoretickú časť popisu základnej filozofie fungovania 
aplikácie zobrazujúcej scénu v reálnom čase, ďalej nazývanú „grafický engine“, spolu s popisom 
a teroetickým základom piatich technológií real time počítačovej grafiky, ktoré boli v rámci 
diplomovej práce naprogramované. Tieto efekty sú hrubou aproximáciu fyzikálnych javov, ktoré 
v prírode vytvárajú osvetlenie a tieňovanie, poprípade pohyb a generovanie časticových systémov. 
Implementované techniky grafického enginu pre túto diplomovú prácu sú: Per-Pixel Lighting, DOT3 
Bump Mapping, Parallax mapping, Časticový systém, Glow a Screen Space Ambient Occlusion. 
Z diplomovej práce Ing. Borisa Kudlača boli prevzaté zdrojové kódy implementujúce techniku 
renderovania tieňov s názvom Stencil Shadow Volumes. 
 
2.1 Náhlad na grafický engine 
 
Grafický engine, ktorý implementuje viacero techník sa tradične navrhuje ako Multipass, teda viac 
priechodový. Základnou filozofiou tohto prístupu je v kaţdom priechode („pass“) vyrenderovať jednu 
techniku alebo efekt do textúry alebo bufferu s rozmermi yNxM kde M a N sú šírka a výška 
nastaveného rozlíšenia a ,0, yx . Regulovaním x a y je moţné zvýšiť alebo zníţiť kvalitu 
renderovania daného priechodu. Zníţením rozlíšenia cielového bufferu je moţné niektoré priechody 
urýchliť pri zanedbatelnej alebo malej strate na kvalite a naopak zvýšením rozlíšenia zlepšiť kvalitu 
aproximácie reality. Tento prístup sa veľmi často pouţíva ak niektorá z techník má len sekundárny 
účinok na kvalitu výsledného renderu (výsledok bufferu po všetkých priechodoch) a pri tom inú ako 
lineárnu zloţitosť. Vyberať vhodné nastavenie rozlíšenia daného priechodu a jednotlivých 
kvalitatívných parametrov grafickej techniky je často heuristický prístup k riešeniu problému 
(rýchlosť vs. vizuálna kvalita). Nastavenie daného priechodu je úzko spojené s aktuálne pouţitou 
scénou a celkovou filozofiou vzhľadu vytváraného projektu. 
 
Po špecifikácii parametrov jednotlivých priechodov a ich následnom renderovaní sa výsledné buffery 
s rastrom ako výsledkom daného efektu (techniky) neskôr  skladajú do finálneho obrazu scény, ktorý 
sa vykreslí na monitor. Postup skladania jednotlivých bufferov je v praxi riešený na prvý pohľad 
veľmi primitívne a to prostým vykreslením obdĺţnika pred kameru s rastrom textúry ako hodnotou 
rastra bufferu daného priechodu. Výsledná hodnota kaţdého pixelu sa skladá pouţítím vhodnej 
funkcie priehladnosti  pre jednotlivé obdĺţniky prekreslené cez seba. Pri vykreslovaní týchto 
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obdĺţnikov (v anglickej terminológii nazývaných ako „full screen quad“) je nutné vypnúť osvetlenie, 
tieňovanie a renderovanie tieňov. Tak isto je doleţité dbať na to aby bol obdĺţnik pred kameru 
vykreslený celý a aby sa jeho kraje dotýklali ploch pohľadového telesa kamery. V zásade teda priamo 
na monitor nevykresľujeme scénu štandardným postupom. Pri dodrţaní istých podmienok však 
uţívateľ nespozná rozdiel a grafický engine tak dostane moţnosť rozširovať sa o nové efekty 
a techniky, poprípade moţnosť ich vypínať pre zvýšenie výkonu na slabších zostavách. 
 
2.2 Ambient Occlusion 
 
Jednou z techník ktoré som sa rozhodol implementovať do grafického enginu je Ambient Occlusion. 
Jedná sa o tieňovaciu metódu, ktorá pomáha pridať realizmus aproximáciou lokálnych odrazov svetla 
pri braní do úvahy utlmenia svetla vzhladom na oklúziu (bránenie v šírení) okolitých objektov. 
Ambient occlusion sa pokúša aproximovať spôsob akým sa svetlo vyţaruje v skutočnom svete, 
špeciálne z povrchov normálne povaţovaných za matné. Narozdiel od lokálnych metód je Ambient 
Occlusion globálnou metódov, znamenajúc, ţe osvetlenie v kaţdom bode je výsledkom funkcie, ktorá 
berie do úvahy objekty z celej scény. Jedná sa však len o hrubú aproximáciu global illumination, 
ktorá je však jednoduchá a po úpravách vhodná pre zobrazovanie v reálnom čase. 
Technika pracuje tak, ţe z osvetlovaného bodu sú vrhané lúče a počíta sa, koľko z týchto lúčov 
narazilo na nejaký objekt. Čím viac takých lúčov bolo, tým sa bod vyhodnotí ako tmavší. Čím sa 
vlastne simuluje vplyv ambientného (všadeprítomného) svetla a je zrejmé, ţe ako najviac tmavé se 
vyhodnotia rohy. 
 
Obr.  2-2-1: princíp fungovania ambient occlusion 
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Lúče sa vrhajú len v pologuli v smere normály povrchu a nekedy se táto pologuľa ešte 
zmenšuje, aby nedochádzalo k ztmaveniu mierne zvlnených povrchov. Na obrázku 2-2-1 je názorne 
vidieť fundamentálny princíp fungovania tejto techniky. Červeným sú znázornené lúče, ktoré po 
vyslaní z testovaného bodu narazily na prekáţku, modrým zase lúče ktoré sa bez prekáţky šíria ďalej 
do scény. Ako vidieť len tri z piatich lúčov pokračujú v šírení sa prostredím bez prekáţky. Výsledné 
osvetlenie bodu tak závisí na počte lúčov, ktoré narazily na prekáţku a vzdialenosti danej prekáţky. 
V prípade z obrázku 2-2-1 teda moţno uvaţovať, ţe plocha bude osvetlená len z 43 percent. Po 
kontakte s prekáţkou sa lúč netestuje na ďalšie šírenie prostredím, pretoţe odraz lúčov sa zanedbáva. 
Pri správnom nastavení vzdialenosti do ktorej sa lúče šíria a ich počtu je však aj bez simulácie 









2.2.1 Screen-Space Ambient Occlusion 
 
Aby bol Ambient occlusion pouţiteľný pre real-time rendering je moţné uvaţovať nad dvoma 
fundamentálne odlišnými prístupmi. Prvý z nich je predpočítanie ambient occlusion faktoru pre celú 
scénu pri inicializácii scény. Tento prístup sa však nedokáţe vysporiadať s pohybujúcimi sa 
objektami v scéne, napriek tomu však dáva veľmi realistické výsledky. Predpočítaný occlusion faktor 
sa renderuje do mapy, ktorá sa cez techniku multitexturingu aplikuje na scénu. Z čoho vyplýva, ţe 
takto implementovaný Ambient Occlusion je náročnejší na pamäť, ale len minimálnym spôsobom 
zaťaţuje výkon grafickej karty. 
Preferovanou technikou v tejto práci z dovodu neschopnosti predpočítavaného occlusion 
faktoru vysporiadať sa s pohybujúcimi  objektami v scéne, je preto takzvaný Screen-Space Ambient 
Occlusion (SSAO). Táto technika bola v praxi prvý krát pouţitá v roku 2007 v grafickom engine 
CryEngine pre počítačovú hru Crysis, ktorý nastolil nový štandard pre real-time rendering čo sa týka 
realističnosti. Jedná sa o hrubú aproximáciu ambient occlusion algoritmu, kompletne realizovanú cez 
fragment shader, ktorý ako vstup pouţíva hodnoty Depth Bufferu a normal mapu aktuálneho pohladu 
na scénu (normála kaţdého pixelu zakódovaná do RGB). Z depth bufferu a pozície pixelu na 
obrazovke sa extrahuje pozícia pixelu v scéne vzhľadom k pozorovateľovi a pomocou jeho normály 
sa určí smer poľogule šírenia testovacích lúčov. Skutočnú pozíciu v scéne nepotrebujeme, pretoţe 
v algoritme ide predovšetkým o vzájomné pozície medzi objektami. Tento prístup je preto na rozdiel 
od prvého spomínaného skutočne real-time, avšak môţe byť pomerne náročný na výpočtový čas 
grafickej karty. Nastavenie algoritmu je tieţ vysoko závislé na pouţitej scéne a v praxi sa tento 
algoritmus obohacuje ešte o mnoho optimalizácií. 
Aby došlo k presnej aproximácii bolo by potrebné z kaţdého pixelu vyslať pribliţne 100 lúčov. 
Tento problém sa ale dá obísť vysielaním menšieho počtu lúčov v náhodných smeroch a následným 
rozmazaním výsledného renderu. Výber vhodnej techniky rozmazania je tak isto dôleţitý ako 
nastavenie samotného algoritmu. Vyuţívajú sa rôzne techniky, ktoré pri rozmazávaní berú do úvahy 
geometriu scény. V tejto diplomovej práci sa však kvôli jednoduchosti pouţíva len obyčajné rastrové 
rozmazanie podľa Gaussovej krivky. Komplexný a kompletný náhľad na tento algoritmus je svojím 
rozsahom pouţiteľný ako predmet pre samostatnú diplomovú prácu. 
 
Výhody SSAO 
 Nezávislé na komplexnosti scény a počte objektov v nej 
 Nie je potrebné ţiadne predspracovávanie dát 
 Pracuje s dynamickými scénami 




 Viac-menej lokálny algoritmus 
 V mnohých prípadoch závyslí na pohľade na scénu 
 Náročný na správne rozmazanie/vyhľadenie bez narušenia hĺbkových nespojitostí, 
napríklad pri hranách. 
 
Doleţitou výhodou a zároveň nevýhodou tohto algoritmu je fakt, ţe pracuje len v screen-sapce. 
Problém teda nastáva s pixelmi na okraji obrazovky, pretoţe sa pre ne occlusion faktor nepočíta 
v plnej miere. Neberú sa do úvahy pixely s daným pixelom susediace ale nenachádzajúce sa na rastri 
aktuálneho pohľadu na scénu. Tento problém sa v praxi obchádza počítaním SSAO vo vačšom 
rozlíšení a naslednom orezaní na poţadované rozlíšenie. Screen Space Ambient Occlusion má tak isto 
problémy so vzdialenými objektami. Pretoţe vzdialené objekty sú logicky vo výslednom rastri 
zastúpene menším počtom pixelov ako objekty blízke. Aj napriek nepomeru ich skutočnej veľkosti. 
Occlusion faktor vypočítaný pre vzdialené objekty pomocou tejto techniky je preto menej presný. 
Avšak aj so základnou implementáciou SSAO je moţné pre malé scény dostať veľmi uspokojivé 
výsledky. 
 
2.3 Stencil Shadow Volumes 
 
Technika renderovania tieňov známa ako Stencil Shadow Volumes bola v tejto práci prebratá 
z diplomovej práce Ing. Borisa Kudlača s názvom „Techniky výpočtu tieňov v reálnom čase“. Preto 
sa nebudem zaoberať podrobným popisom tejto techniky. Algoritmus bol prebratý s drobnými 
zmenami, ktoré mali za následok optimalizáciu rýchlosti pre praktické pouţitie v grafickom engine 
a miernu optimalizáciu výslednej vizuálnej kvality. 
 
Prvou nutnou optimalizáciou bolo predpočítanie objemových telies tieňov pre statické objekty 
a statické svetlá. Tak aby sa logicky objemové telesá nepočítali znova aj v prípade, ţe výsledkom 
tohto výpočtu bude rovnaké tieňové objemové teleso. V originálnej verzii od Ing. Kudlača sa totiţto 
objemové telesá prepočítavali v kaţdom priechode renderovacej funkcie.  
Druhou implementovanou optimalizáciou je dynamické rozhodovanie o pouţitej technike, na 
základe pozície kamery v scéne. Stencil Shadow Volumes sa implementujú pouţitím techník Z-Pass 
a Z-Fail. Prvá z nich je pribliţne dvakrát rýchlejšia ako druhá, ale kompletne zlyháva v prípadoch 
kedy sa kamera nachádza vo vnútri tieňa. Preto sa v  grafickom engine tejto diplomovej práce pri 
kaţdom pohybe kamery prehodnocuje pre ktorý objekt pouţiť Z-Pass a pre ktorý Z-Fail. Čo je aj 
v praxi pouţívaný prístup k riešeniu tohto problému. 
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Treťou optimalizáciou, ktorá nesúvisí s rýchlosťou algoritmu ale z jeho vizuálnou kvalitou bola 
snaha dosiahnuť „soft-shadow“ aproximáciu. Aby boli výsledné tieňe jemnejšie, renderuje sa scéna 
bez osvetlenia a textúrovania len s tieňmi. Výsledkom je teda čierno biely raster, ktorý v miestach kde 
sa nachádza tieň obsahuje čierny pixel a v miestach, ktoré niesú zatieňené ţiadnym objektom pixel 
biely. Tento raster sa následne posiela do fragment shaderu implementujúceho rozmazanie obrazu 
pomocou gaussovej krivky. Týmto postupom dojde k odstráneniu ostrých hrán tieňov (a aliasingu) za 
minimálneho zníţenia rýchlosti renderovania. Implementačné podrobnosti optimalizácií sa 
nachádzajú v kapitole 3.2. 
Veľkou nevýhodou tohto algoritmu je, ţe sa nedá kompletne naprogramovať len za pouţitia 
shaderov. Problém je v tom, ţe pri počítaní objemových telies tieňov treba vytvárať nové vertexy, 
ktoré toto objemové teleso budú reprezentovať. Jedným z moţných prístupov k tomuto problému je 
vytvorenie záloţných vertexov, ktoré sa neskôr pouţijú na tieňové objemové telesá. Týmto prístupom 
však takmer zaručene vyprodukujeme viac vrcholov ako je nutné. Nádej do blízkej budúcností dávajú 
nové grafické karty a nové verzie DirectX 11 alebo OpenGL. V novej verzii vertex shaderov je totiţto 
moţné vytvárať nové vrcholy a objekty, čím by sa mohlo zásadne urýchliť počítanie tieňov pomocou 
tejto techniky. Stencil Shadow Volumes by tak mohla opäť vytlačiť v súčasnosti dominantne 




2.4 DOT3 Bump Mapping 
 
DOT3 Bump mapping, tieţ známy ako Normal Mapping je technika pouţívaná na aproximáciu 
osvetlenia priehlbín a výstupkov na povrchu objektu. Pouţíva sa na pridanie detailov bez zväčšovania 
počtu polygónov modelu, čo umoţní vykresľovať zdanlivo komplexné objekty pri pouţití modelu 
s nízkym počtom polygónov. Normálová mapa je typicky RGB textúra s korešpondujúcimi zloţkami 
normálového vektoru X,Y a Z zakódovanými do RGB zloţiek textúry. Normálová mapa sa väčšinou 
generuje z polygonálne komplexnejšej verzie modelu. Táto technika bola prvý krát prakticky pouţitá 
v roku 2004 pre počítačovú hru DOOM 3 a s veľkým úspechom sa v priemysle real-time grafických 




 Obr.  2-4-1 Normálová mapa kamennej podlahy 
 
S vyuţitím DOT3 Bump mapping techniky sa pri počítaní osvetlenia miesto normál vrcholov 
trojuholníka tvoriaceho povrch objektu, pouţíva normála extrahovaná z normálovej mapy, čím 
dochádza k simulácii väčšej polygonálnej komplexity objektu, keďţe normálova mapa býva často 
krát generovaná zo zloţitejšej verzie daného objektu. Nevýhoda tejto techniky však vyjde na povrch 
ak sa na plochu pozeráme z uhla menšieho ako 
90  blíţiaceho sa 
0 . V takomto prípade je vidieť, ţe 
povrch nie je v skutočnosti členitý. Preto sa DOT3 Bump mapping typicky pouţíva s Parallax 
Mapping technikou, ktorá tento problém pomáha eliminovať. 
 
 
2.5 Parallax Mapping 
 
Je technika ktorá redukuje komplexnosť modelu kódovaním povrchovej informácie do textúry. 
Povrchová informácia typicky pouţívaná je výšková mapa. Keď sa renderuje model berie sa pri 
rekonštrukcii pixelu z farebnej textúry (textúra obsahujúcu informáciu o farbe povrchu) do úvahy 
jeho výška vzhľadom na plochu polygónu na ktorom sa nachádza (výška, ktorý by vyšla najavo pri 
pouţití polygonálne komplexnejšej verzie modelu). Výška sa udáva od 0.0 do 1.0 a v textúre sa 
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Obr.  2-5-1 Výšková mapa kamennej podlahy 
 
 
Algoritmus v zásade funguje tak, ţe upraví textúrovacie súradnice pixelu o informáciu o jeho 
výške. Technika je demonštrovaná na nasledujúcom obrázku. Štandardným spôsobom textúrovania 
by bol vybratý bod A, pretoţe je to miesto povrchu polygónu ktoré pretína pohladový vektor kamery. 
V prípade, ţe by bol povrch namodelovaný komplexne, pomocou väčšieho počtu polygónov kamera 
by v tomto bode sledovala bod C na zakrivenom povrchu telesa. Pri pouţití Parallax Mapping 
techniky sa preto textúrovacia súradnica posunie tak aby sa vybrala hodnota textúry z bodu B. Čo je 
otázkou jednoduchej geometrie. 
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Obr.  2-5-2 Princíp techniky Parallax Mapping 
 
       Obr.  2-5-2 Porovnanie Normal & Parallax Mapping techník oproti štandardnému spôsobu. 
 
2.6 Per Pixel Lighting 
 
Normal mapping a Parallax Mapping sú techniky pracujúce per pixel, inak povedané sú počítané pre 
kaţdý pixel rastra obrazovky. V grafickom engine implementovanom v rámci tejto diplomovej práci 
sa pouţíva aj techinka Specular Mapping, ktorá definuje hodnotu spekulárnej zloţky osvetlenia pre 
kaţdý pixel. Specular Map je textúra na prvý pohľad vizuálne identická s výškovou mapou. Hodnota 
spekulárnej zloţky je zakódovaná do odtieňa šedej mapy. Ziskom informácii o objekte (danom 
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pixely) pomocou týchto troch techník je moţné počítať pomerne realistický model osvetlenia v duchu 
per pixel, alebo inak výpočet osvetlenia pre kaţdý pixel scény. Kombináciou troch rôznych máp je 
moţné vytvárať zloţitejšie materiály pre objekty v scéne, čo dáva väčší priestor pre grafikom pri 
modelovaní  a vytváraní  výsledného pocitu, ktorý daná scéna evokuje.  
 
2.7 Časticové systémy 
 
Termín časticové systémy sa pouţíva pre techniky počítačovej grafiky simulujúce niektoré fuzzy 
javy, ktoré by sa za pouţitia konvenčných techník počítačovej grafiky (renderovanie 3d modelu) 
simulovali veľmi nákladne na výpočtový čas. Medzi takéto javy patria typicky plyny rôzneho druhu, 
efekty fontány a kvapiek vody, oheň, alebo iskry a iné malé častice vyskytujúce sa vo veľkom počte. 
Typicky sa problém veľkého počtu polygónov pre kaţdú časticu obchádza technikou zvanou bill-
boarding. Častica sa vykreslí ako textúrovaný štvorec, ktorý je orientovaný tak aby normála plochy 
tohto štvorca smerovala vţdy smerom k pozorovateľovi scény (smerom k pozícii kamery). Takţe je 
častica vţdy otočená smerom k pozorovateľovi. Pozícia časticového systému v trojdimenzionálnej 
scéne je určená polohou emiteru, teda objektu, ktorý vylučuje častice do scény. Tento objekt má na 
starosti generovanie nových častíc v čase. Výraz emiter je v súvislosti s časticovými systémami 
zauţívaným termínom pre tento typ objektu, preto bude v texte pouţívaný aj naďalej. 
Častica (Particle) v ponímaní tejto techniky je objekt s atribútmi ako ţivotnosť, veľkosť, smer, 
rýchlosť, ktoré určujú jej chovanie a tým pádom s časti ovplyvňujú aj výslednú vizualizáciu celého 
systému. Emiter ako objekt vylučujúci častice ma tak isto atribúty, ktorými je moţné upravovať 
výslednú vizuálnu kvalitu modelovaného javu (v subjektívnom zmysle vnímania). Medzi atribúty 
emiteru patria maximálny počet častíc, smer vylučovania a priestor vylučovania častíc („okolie“ 
z ktorého sa častice vylučujú). Aby sa časticové systémy viac priblíţili realite, dodáva sa do kaţdého 
atribútu akýsi fuzzy rozmer. Teda miera náhodnosti, alebo inak rozsah z ktorého sa daná hodnota 
atribútu náhodne vyberá. Tým sa simuluje neistota týchto javov v prírode daná ich chaotickou 
povahou. 
Ďalšou vlastnosťou časticového systému býva správanie sa v čase, alebo takzvaný Behaviour 
(tak isto štandardný termín pre časticové systémy). Behaviour je typicky trieda alebo funkcia, ktorá 
mení vlastnosti častice v čase. Úprava vlastností danej častice závisí na implementácii konkrétneho 
Behaviour systému a môţe ísť od obyčajného pričítania smerového vektoru k pozícii, cez simuláciu 
gravitácie aţ po kmitanie častíc v smere niektorej z ôs. Pomocou týchto troch základných pilierov 










Glow je technika simulujúca ţiaru okolo svetiel a objektov, ktoré vyţarujú svetlo (pozorovateľné 
napríklad pri pouličnom osvetlení). Základným princípom tohto algoritmu je vyrenderovať scénu 
s takzvanou glow maskou. Ktorá určuje, ktoré objekty budú ţiariť a ich farbu ţiarivosti. Časti scény, 
ktoré majú byť vyrenderované bez okolitej ţiary sa do bufferu vykreslia s čiernou textúrou – čo 
s vypnutým osvetlením znamená, ţe nebudú viditeľné. Miesto pouţitia glow masky je moţné do alfa 
kanálu farebnej textúry zakódovať mieru svietivosti danej časti textúry. Týmto spôsobom ale nie je 
moţné dosiahnuť inú farbu svietivosti ako je farba povrchu objektu. 
Ak máme celú scénu vyrenderovanú s glow maskou, je dosiahnutie svietivosti otázkou 
aplikácie dvoj dimenzionálneho filtra, ktorý scénu rozmaţe. Na rozmazanie jedného pixelu do šírky d 
musíme pristúpiť do 
2d okolitých pixelov. Čo nás vedie ku kvadratickej zloţitosti. Aby sme sa 
tomuto problému vyhli je moţné rozmazanie separovať do dvoch filtrov (separovateľná konvolúcia). 
Vo výsledku bude teda náročnosť výpočtu 2d.  
Separovateľná konvolúcia funguje tak, ţe sa raster rozmaţe najprv v smere jednej osy pre 
kaţdý pixel a potom v smere osy druhej. Najvhodnejší spôsob rozmazania pre tento účel je aplikácia 




Obr.  2-8-1 Princíp techniky separovateľnej konvolúcie 
 
Glow efekt simuluje ţiaru okolo objektov, ktoré sú v reálnom svete zdrojom svetla. Jeho 
implementácia dáva dojem, ţe objekty v scéne svietia a tým pádom šíria do scény ďalšie fotóny. 
Výsledok priechodu Glow sa však nijakým sposobom nezapočítáva do výpočtu osvetlenia a vrhania 
tieňov v scéne. V poslednom roku sa v praxi prvý krat objavilo pouţitie techniky zvanej Deffered 
Lighting, ktora v spolupráci s Glow technikou ponúka simulovať realistické vykresľovanie 
takzvaných minoritných svetiel scény. Teda svetiel, ktoré len lokálne ovplyvňujú osvetlenie 
(kontrolky ovládacieho panela, monitor, reklamný nápis). Deffered Lighting je tak isto ako SSAO 





Ak hovoríme o deme ako o multimediálnom diele, je potrebné zakomponovať do výsledku animáciu, 
teda istý druh pohybu, či uţ v rámci trojrozmerného priestoru scény alebo v rámci parametrov svetiel 
alebo aplikácie samotnej. 
Animáciu v najzákladnejšom ponímaní budeme chápať ako prechod z bodu A do bodu B. 
Pričom pokiaľ ide o body A a B môţu obsahovať akúkoľvek sadu atribútov. A a B musia mať 
rovnaký počet a typ atribútov, musia byť teda objektmi rovnakej triedy alebo skupiny tried. 
Interpretácia atribútov závisí na prípade pouţitia a v podstate je obmedzená len svojím tipom. Či uţ 
budeme brať [x, y, z] ako pozíciu v priestore alebo ako farebné zloţky svetla, je pre animáciu 
samotnú bezpredmetné.  
Po definovaní dvoch bodov, ktoré nazveme kľúčové rámce (angl. Key Frame), je potrebné 
vykonať postupnú interpoláciu v čase. Na to je nutné k definícii kľúčového rámca pridať časovú 
známku (angl. Time Stamp) a typ interpolácie. Následne je vykonanie animácie len otázka nájdenia 
správnej funkcie, ktorá ma ako vstupný parameter čas. Pri zhode aktuálneho času behu aplikácie s 
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časovou známkou kľúčového rámca bodu A, vráti funkcia jeho pôvodné atribúty a pri časovej 
známke kľúčového rámca bodu B tak isto. V prípade, ţe ako vstup pouţijeme čas nachádzajúci sa na 
časovej ose medzi časovými známkami A a B, je návratová hodnota funkcie závislá na type 
interpolácie, teda na type alebo kategórii funkcie, ktorá interpoláciu vykonáva. Rozlišujeme 






Celkovú animáciu z globálnejšieho pohľadu na problematiku je potom moţné reprezentovať 
ako sériu niekoľkých kľúčových rámcov, zoradených na základe hodnoty časovej známky od 
najmenšieho po najvačší. Vykonanie animácia je potom len otázkou následnej postupnej interpolácie 





Grafické demo napojené na hudbu si uţ názvom nutne pýta definovať spomenuté prepojenie. Počas 
celej dĺţky trvania dema je prehrávaná zvuková stopa. Spektrálnou analýzou v danom časovom bode 
je moţné detekovať udalosť o danej frekvencie a úrovni hlasitosti v decibeloch. Definíciou hodnôt 
očakávanej udalosti je moţné na ňu vytvoriť poţadovanú reakciu, v podobe animácie alebo zmeny 
stavu scény.  
Problém nastáva pri zloţitejšej kompozícii, v ktorej sa v danom okamţiku mieša niekoľko 
roznych nástrojov. Nástroje moţu produkovať tóny ľubovoľnej výšky, inak povedané z ľubovoľnej 
oktávy. Hudobná stopa tieţ moţe obsahovať ne-harmonické zvuky, ako hovorené slovo, šum 
a zvukové efekty. To robí z analýzy očakávanej udalosti veľmi problematický úkon a svojím 
rozsahom presahuje rámec tejto diplomovej práce. Preferovaným prístupom k problému je preto 
zvoliť vhodnú hudobnú stopu, alebo vhodný hudobný ţáner. Náladou, štylistikou a hlavne 
charakteristikou spektrálnej analýzy bola preto zvolená hudba spadajúca do kategórie „minimalistická 
elektronická hudba“. Tento ţáner sa vyznačuje nízkym počtom zvukov a jednoduchou kompozíciou. 





3 Implementácia grafického enginu 
Grafický engine implementovaný pre túto diplomovú prácu nesie pracovný názov Orange. Projekt je 
implementovaný v C++ za pouţitia grafickej kniţnice OpenGL a jazyka pre shadere Cg. Pre chod 
aplikácie na operačnom systéme a pre vyuţitie niektorých jej funkcií sa pouţíva kniţnica GLUT. 
V duchu filozofie multipass rendering sa výsledný obraz scény skladá z 32 k  bufferov, kde 
k je počet svetiel v scéne. Obsah bufferu sa vţdy vykreslí na obrazovku ako texturovaný obdĺţnik 
prekrývajúci celú obrazovku. Textúra pre tento obdĺţnik pouţitá sa hodnotou svojho rastru rovná 
obsahu bufferu. Tento prístup je veľmi jednoduchý za pouţitia OpenGL rozšírenia 
EXT_framebuffer_object, poskytujúce rozhranie pre renderovanie do textúry na príncípe zviazania 
buffer objektu a textúry. Čokoľvek vyrenderované do takto definovaného bufferu bude uloţené 
v textúre s ním spojenej. Obdĺţniky prekrývajúce celú obrazovku s korešpondujúcim výsledkom 
daného priechodu sa vykreslujú na rovnakej polohe so zapnutým stavom opengl GL_BLEND . 
Nastavenie glBlendFunc funkcie je špecifické pre kaţdý priechod. Nasledujúci graf znázorňuje 
tento návrh s podrobnejšími informáciami špecifickými pre kaţdý priechod a ich funkcu. Tento 
spôsob renderovania je implementovaný vo funkcii Render() nachádzajúcej sa v súbore main.cpp. 
 
Obr.  3-1: Implementácia viac priechodového grafického enginu 
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3.1 SSAO Pass 
Aby bolo moţné implementovať techniku screen-space ambient occlusion je najprv nutné zo scény 
získať poţadované dáta a to normálovú mapu celej scény a hĺbkovú mapu scény (vzdialenosť od 
pozorovateľa). V mojej implementácii grafického enginu som sa rozhodol miesto dvoch separátnych 
máp scény generovať len jednu. Do RGB zloţiek obrazu je zakódovaná normála daného pixelu a do 
alfa kanálu jeho vzdialenosť od pozorovateľa (technicky pixel nie je nijak vzdialený od pozorovateľa 
pretoţe sa jedná o dvojrozmerný útvar, myslí sa však vzdialenosť danej časti objektu, ktorý pixel 
reprezentuje a tak isto nejde doslova o vzdialenosť od pozorovateľa ale o vzdialenosť od plochy 
definovanej „Up“ a „Right“ vektormi kamery viď. Kapitola 4.2). O výpočet a prípravu týchto máp sa 
starajú vertex shader normal_map_vertex.cg a fragment shader normal_map_fragment.cg.  
Samotný výpočet SSAO je vykonávaný vo fragment shadery ssao.cg. Vstupom do tohto 
shadera sú vyššie spomínaná mapa obsahujúca normálu a vzdialenosť pixelu a šumová mapa (noise 
map). Šumová mapa je textúra obsahujúca náhodne hodnoty, ktoré sa pouţívajú ako vzorka pseudo 
náhodných vektorov, ktoré sú z počítaného pixelu vystrelované do zrekonštruovanej scény. Pozícia 
pixelu v scéne (rozumieme pozícia tej časti objektu reprezentovanej daným pixelom) sa následne 
jednoducho rekonštruuje z alfa hodnoty normálovej mapy scény (vzdialenosť pixelu od pozorovateľa) 
a jeho pozície na obrazovke. Tým môţeme získať informáciu o ich vzájomnej polohe a tým pádom 
počítať occlusion faktor pre daný pixel. 
Výsledok SSAO shaderu sa ukladá do záloţného bufferu, konkrétne implementovanom ako 
frame buffer object OpenGL. Obsah tohto bufferu sa pošle cez shadery zodpovedné za rozmazanie 
obrazu podľa gaussovej krivky (fungujúce na princípe separovateľnej konvolúcie špecifikovanej 
v kapitole 2.8). Výsledný obraz, ktorý je moţné vidieť na obrázku 3-1-1, je teda získaná occlusion 
mapa. Táto sa po vyrenderovaní tieňov a osvetlenia „prelepí“ cez scénu s nasledovnými parametrami 
funkcie glBlendFunc(GL_ZERO, GL_ONE_MINUS_SRC_COLOR);. Zatienené oblasti sú označené 
bielou farbou a svetlé tmavou, čo je na prvý pohľad opačne oproti logicky očakávanému výstupu. 
Zmienené nastavenie funkcie glBlendFunc() však zaručí správnu aplikáciu tieňov. Farby sú 
invertované, pretoţe shader zodpovedný za rozmazanie upravuje hodnotu susedných pixelov na 
základe priemernej hodnoty okolitých pixelov (hodnota váhy sa vyberá na základe gaussovej krivky). 




Obr.  3-2-1: Výsledok priechodu 1.] 
3.2 Shadows Pass 
 
Základom výpočtu tieňov sú metódy triedy Model CastStencilShadow() a  
CastStencilShadowStatic().  V prvej z nich sa pred počítaním tieňov vypočítava lokálna 
pozícia svetla v súradnicovom systéme objektu a orientácia jednotlivých ploch objektu. V druhej sa 
pouţívajú predpočítané hodnoty. Funkcia CastStencilShadow() bola prebratá z diplomovej 
práce Ing. Borisa Kudlača „Techniky výpočtu tieňov v reálnom čase“.  Konkrétne implementačné 
detaily výpočtu tieňov pomocou techniky „stencil shadow volumes“ preto nájdete v odkazovanej 
diplomovej práci. Funkcia CastStencilShadowStatic()bola derivovaná z prvej funkcie v rámci 
tejto diplomovej práce a jedná sa o prvú optimalizáciu rýchlosti počítania tieňov pre statické objekty 
a statické svetlá.  
Druhou optimalizáciou je rozhodovanie o pouţitej technike (Z-Pass vs. Z-Fail). Testovanie je 
implementované v metóde triedy Model TestShadowMethodUsed(), ktorá má ako vstup pozíciu 
kamery v scéne. Následne sa vypočítava, či sa kamera nachádza v objemovom telese tieňa daného 
objektu. V prípade, ţe je výsledok testu pravdivý sa pouţije Z-Fail (pomalšia ale univerzálna metóda) 
a v opačnom prípade Z-Pass (rýchlejšia technika, ktorá však zlyháva v prípade, ţe je kamera vo vnútri 
objemového telesa tieňa). Testovanie pouţitej techniky sa tým pádom vypočítava pre kaţdý objekt 
zvlášť. Čo si môţeme dovoliť z dovodu priepastného rozdielu výkonnosti týchto dvoch techník. 
Rýchlosť funkcie zisťujúcej, či kamera leţí vo vnútri tieňa je jedným z miest s priestorom pre 
optimalizáciu. Implementovaná verzia nefunguje stopercentne v kaţdom prípade. Pre niektoré tiene 
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vráti pravdivú hodnotu (kamera sa nachádza vo vnútri) aj keď by pri podrobnejšom výpočte vrátila 
nepravdu. Opačne to ale nefunguje, takţe sa nikdy nestane, ţe by funkcia indikovala fakt, ţe sa 
kamera nenachádza v tieni aj keď sa v ňom nachádza. Toto je priestor pre ďalšiu optimalizáciu 
výkonu tohto priechodu.  
Posledná optimalizácia má v snahe zvýšiť vizuálnu kvalitu tieňov. Tiene sa vykresľujú 
podobne ako SSAO do samostatného bufferu. A následne sa sa pošle cez shadery zodpovedné za 
rozmazanie obrazu podľa gaussovej krivky. Výsledný obraz je do scény zapasovaný pomocou 




Obr.  3-2-1: Výsledok priechodu 2.] 
3.3 Lighting Pass 
Osvetlenie sa tak isto ako tiene počíta pre kaţdé svetlo v scéne zvlášť, výkon tohto priechodu 
podobne ako aj predchádzajúceho výrazne závisí na ich počte. Na rozdiel od výpočtu tieňov však 
pohyb svetla nijak neovplyvňuje rýchlosť výpočtu. V jednotlivých medzi krokoch pre kaţdé svetlo sa 
výsledok ukladá do záloţného bufferu implementovaného pomocou OpenGL rozšírenia nazývaného 
Frame Buffer Object. Jednotlivé rastre zo záloţných bufferov sa cez seba prelepia pri nasledovnom 
nastavení funkcie glBlendFunc(GL_ONE, GL_ONE); .  
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Vlastný výpočet osvetlenia, ktorý v sebe zahŕňa počítanie bump mappingu (pomocou DOT3 
normal mapping techniky), parallax mappingu a specular mappingu sa vykonáva vo vertex shadery: 
bump_vertex.cg a fragment shadery: bump_fragment.cg. Pre výpočet osvetlenia pomocou týchto 
techník je potrebné mať pre kaţdý objekt v scéne predpočítané takzvané tangentny a binormály. 
Pomocou normály, tangenty a binormály sa definuje lokálny súradnicový systém plochy objektu 
v danom vrchole. V zásade platí, ţe tangenta je zhodná s U smerom textúrovacej súradnice 
a binormála s V smerom. Sú však vyjadrené v súradnicovom systéme scény, nie danej plochy. 
Hodnoty týchto vektorov sa počítajú pri incializácii objektov v metóde triedy Model Init().  
Okrem vyššie spomínaných vektorov sa do fragment shaderu zodpovedného za vlastný výpočet 
osvetlenia posielajú atribúty svetla, normálová mapa objektu cez textúrovaciu jednotku 1, výšková 
mapa cez textúrovaciu jednotku 2, spekulárna mapa cez textúrovaciu jednotku 3 a samozrejme 
samotná textúra určujúca farbu povrchu objektu cez textúrovaciu jednotku 0. Platí, ţe nie pre kaţdý 
povrch je nutné definovať všetky mapy (okrem farebnej textúry, tá je nutná vţdy). V prípade, ţe 
neexistuje výšková mapa, tak sa pouţije implicitná výšková mapa, ktorá ma vo všetkých bodoch 




Obr.  3-3-1: Výsledok priechodu 3.] 
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3.4 Particle Systems Pass 
 
Priechod, ktorý renderuje časticové systémy a efekty (ku ktorým sa dostaneme neskôr) musí 
nasledovať po osvetlení a počítaní tieňov, pretoţe časticové systémy v týchto častiach renderovania 
nefigurujú. Je neţiadúce aby napríklad oheň, vrhal tieň alebo bol osvetlený. Tak isto je neţiadúce aby 
sa tieň z nejakého objektu objavil na povrchu ohňa. Pre niektoré časticové systémy je ţiadúce aby tieň 
vrhali (dym), pre jednoduchosť implementácie je však táto moţnosť vynechaná. V tomto priechode sa 
teda vykresľujú časticové systémy popísané v kapitole 2.7 a takzvané efekty. Efekty sú nepohybujúce 
sa obdĺţnikové útvary, ktorým sa v čase mení textúra. Jedná sa teda o animáciu (v zmysle meniaceho 









3.4.1 Implementácia Časticových systémov 
 
Časticové systémy sú implementované v triede Particle_System, ktorá je zodpovedná za správu 
objektov triedy Particle, reprezentujúcich samotné častice. Objekt častice obsahuje atribúty ako 
pozícia, smer, rýchlosť, energia (0 znamená zánik častice) a veľkosť. Textúra je pre všetky objekty 
v danom časticovom systéme spoločná. Základnou metódou triedy Particle_System je Update(), 
ktorá je volaná kaţdých 10 milisekúnd. Táto funkcia sa stará o výpočet billboardingu, zánik, zrod 
častíc a aplikovanie zmeny správania sa v čase. 
Základom kaţdého časticového systému sú objekty typu emiter, ktoré vysielajú častice do 
priestoru a nastavujú ich počiatočné hodnoty. Táto vlastnosť je implementovaná pomocou bázovej 
triedy s názvom Emiter, od ktorej sú podedené konkrétne tipy vysielačov častíc. Bázová trieda 
Behavior, slúţi ako rozhranie pre implementáciu správania sa častice posunom na časovej ose. 
Časticový systém moţe mať niekoľko rôznych objektov tried podedených od bázových tried Emiter 
a Behaviour. Rozne implementácie triedy Emiter sa volajú jeden za druhým a vytvárajú tak nové 
častice, na ne sa následne aplikujú všetky vzorce správania sa (triedy podedené z Behaviour), ktoré sú 
časticovému systému priradené. V jednom časticovom systéme je tým pádom moţné kombinovať 
tieto objekty a dosiahnuť nové chovanie systému bez implementácie nových Behaviour a Emiter 
tried. 
Nastavenia jednotlivých tipov časticových systémov sú uloţené v externom súbore 




 Pouţitý fragment shader 
 Frekvencia vytvárania nových častíc 
 Fade_in a Fade_out – z a do akej hodnoty energie sa častica postupne 
objavuje/mizne 
 Alfa hodnota 
 Zoznam implementácií Behaviour 
 Zoznam implementácií Emiter 
 Billboarding (ano-nie) 





Efekty ako animované nepohybujúce sa obdĺţniky v scéne sú implementované v triede Effect. Jej 
hlavnými atribútmi sú časová perióda medzi jednotlivými obrázkami, pozícia a zoznam jednotlivých 
snímkov animácie implementovaný ako vector zo štandardnej kniţnice šablón C++ nesúci objekty 
typu GLuint (číslo textúry v OpenGL systéme). Efekt môţe byť podobne ako časticové systémy 
vykresľovaný s alebo bez pouţitia billboarding techniky. Ktorá je ţiadúca napríklad v prípade 
animácie ohňa a neţiadúca v prípade animovaného filmu premietaného na stenu.  
Pomocou triedy efekt je vytvorený napríklad oheň v scéne číslo 4. V minulosti bolo 
štandardnou snahou vytvoriť oheň pomocou časticového systému. Tieto snahy pretrvávajú dodnes 
a oheň býva častým príkladom časticového systému. V praxi sa však v súčasnosti tento prístup 
pouţíva len málokedy, pretoţe zatiaľ ani zďaleka nie je moţné vytvoriť taký komplexný a čo do 
počtu častíc rozsiahly systém, aby sa oheň aspoň trochu podobal realite. Je preto oveľa výhodnejšie 
(čo do kvality aj rýchlosti) pouţívať animáciu ohňa vyrenderovanú externým (non-real-time) 
nástrojom. S čoraz väčším dôrazom na multifunkčnosť grafických kariet a ich schopnosť počítať 
fyzikálne výpočty je však kompletne realistický oheň pomocou časticových systémov otázkou veľmi 
blízkej budúcnosti. 
 
3.5 Glow Pass 
 
Cez posledný priechod grafického enginu prechádzajú časticové systémy, efekty a všetky objekty 
scény. Pre kaţdý štandardný objekt scény (tým sa myslí objekt iný ako časticový systém alebo efekt) 
sa nastaví ako primárna textúra jeho glow maska. V prípade, ţe objekt nemá definovanú glow masku, 
alebo inak masku svietivosti, pouţije sa implicitná glow maska, ktorá je v celej svojej ploche čierna. 
Všetky tieto objekty sa vyrenderujú do záloţného buffera bez osvetlenia, takţe vo výsledku bude 
mapa na nesvietivých miestach čierna a na miestach objektov, ktoré majú vytvárať ţiaru farebná. 
Výsledok sa najprv podsampluje (z anglického slova downsample), čo znamená, ţe sa textúra 
zmenší a nechá vykresliť na obdĺţnik prekrývajúci obrazovku o rovnakej veľkosti ako pôvodný 
buffer, čím dojde k automatickému rozmazaniu pomocou OpenGL. Na tento výsledok sa aplikujú dva 
fragment shadery: gaussian7cols.cg a gaussian7rows.cg. Prvý rozmaţe obrázok podľa gaussovej 
krivky v smere osy Y a druhý v smere osy X. Táto istá procedúra sa aplikuje aj na povodný obsah 
záloţného buffera (povodná vyrenderovaná scéna s glow maskou). Tieto dva medzi výsledky sa 










3.6 Výsledok všetkých priechodov 
Kombináciou rastrov zo všetkých predchádzajúcich priechodov dostaneme výsledný obraz scény. 
Osvetlená scéna, ktorá simuluje zloţité povrchy za pouţitia nízkeho počtu polygónov, s realistickými 
tieňmi, so simuláciou global illumination pomocou SSAO, časticovými systémami, efektmi 




Obr.  3-6-1: Výsledný obraz poskladaný z priechodov 1.] až 5.] 
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4 Podporná implementácia 
Predchádzajúca kapitola sa zaoberala priechodmi grafického enginu, implementujúcimi jednotlivé 
techniky a efekty počítačovej grafiky. Aby ale grafický engine a samotné grafické demo fungovalo 
kompletne, je nutné implementovať niekoľko podporných modulov. Na ne je nutné delegovať 
sekundárne úkony, ako správa zdrojov, kamera, načítavanie a správa modelov a správa shader 
programov. V tejto kapitole bude vysvetlená aj implementácia animácie, ktorá síce vzhľadom na 
zameranie tejto diplomovej práce nie je sekundárna avšak rozhodne ju nemoţno zaraďovať do 
kapitoly zaoberajúcej sa výlučne renderovaním. 
 
4.1 Manažment zdrojov 
 
Pod tento pojem spadá načítavanie a správa textúr, správa záloţných bufferov a správa shader 
programov. Kaţdý jeden z týchto úkonov je zaobalený do samostatnej triedy, ktorá poskytuje 
rozhranie pre jednoduchú manipuláciou s vyššie zmienenými zdrojmi. Často pouţívané úseky kódu 
sú tak zaobalené do samostatných modulov, ktorých funkcionalita je otestovaná a overená.  
 
4.1.1 Správa textúr 
 
Správa textúr je implementovaná triedou Texture_Container. Poskytuje rozhranie pre získavanie 
textúr podľa názvu cez metódu get_texture_by_name(), ktorá je preťaţená tak aby ako 
parameter brala objekt triedy string ako aj pointer na typ char. Pomocou metódy 
load_models_textures() sa vykoná načítavanie textúr zo súborov. Metóda prechádza kontajner 
s objektmi scény a z názvu objektu získava názov poţadovanej textúry. Objekty preto musia mať 
názov vo formáte: [názov_objektu]T:[názov_súboru_textúry]#. Takto definovaný názov textúry 
označuje súbor s farebnou textúrou. Metóda následne detekuje prítomnosť súborov s rovnakým 
názvom ale sufixom _normal_map, _height_map, _specular_map a _glow_mask. V prípade, ţe na 
súbor s takýmto názvom nenarazí, načítajú sa takzvané implicitné textúry, ktoré reprezentujú nulovú 
masku. V prípade výškovej mapy (height map) sa jedná o čiernu textúru, vyjadrujúcu fakt, ţe objekt 
ma po celej svojej ploche výšku 0. Metóda načítava kaţdú textúru len jediný raz a v prípade, ţe 















Načítavanie BMP formátu je implementované funkciou NeHeLoadBitmap() prevzatej 
z tutoriálov NeHe (Neon Helium) zaoberajúcimi sa základnými princípmi programovania v OpenGL. 
Na načítavanie ostatných formátov je pouţitá open-source kniţnica s názvom Simple OpenGL 
Image Library (SOIL). 
 
 
4.1.2 Správa pomocných bufferov 
 
Pomocný buffer je implementovaný za pouţitia rozšírenia OpenGL s názvom 
GL_EXT_framebuffer_object. Štruktúra framebuffer následne zaobaľuje potrebné zdroje 
reprezentujúce framebuffer object. Je nutné poznamenať, ţe s jedným framebuffer objektom moţe 
byť spojených niekoľko textúr. V OpenGL je totiţto moţné definovať renderovanie do viacerých 
bufferov naraz (pojmy buffer a framebuffer object nie sú totoţné). Obsah je teda reprezentovaný 
textúrou.  
O správu štruktúr framebuffer sa stará trieda FBO_manager, ktorá poskytuje rozhranie pre 
vytvorenie niekoľkých objektov typu framebuffer object. Konštruktor tejto triedy má tri parametre 
a to počet, šírka a výška. Trieda ďalej implementuje metódy na zmenu veľkosti bufferu, na získanie 
textúry, na získanie framebuffer objectu, zapnutie pouţívania stencil bufferu, prepínanie medzi 
pouţívaním hĺbkovej textúry alebo hĺbkového bufferu. Je moţné zmeniť aj typ pouţívanej textúry, 
ktorá reprezentuje obsah bufferu. Aplikácia pouţíva dva typy textúry a to klasickú štandardnú textúru 
OpenGL s rozmermi NN kde 
xN 2 alebo textúru implementovanú OpenGL rozšírením 
ARB_texture_rectangle, ktorá umoţňuje pouţívať aj textúry s ľubovoľnými rozmermi (rozmermi, 
ktoré nespĺňajú predchádzajúcu podmienku) 
.  
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4.1.3 Správa shader programov 
 
Správu shaderov má na starosti trieda Shader_Container. Poskytuje rozhranie implementujúce 
štandardné operácie nad shader programami ako sú zapínanie/vypínanie vertex alebo fragment 
profilu, zapínanie/vypínanie zvoleného vertex alebo fragment programu, nastavenie parametrov 
roznych typov a update parametrov s detekciou chybových hlásení.  
Shader programy podporované triedou Shader_Container, musia byť implementované v jazyku 
Cg. Nepodporuje shader programy jazyka Cg s názvom Cg Effect. Cesty k jednotlivým zdrojovým 
kódom sú definované v hlavičkovom súbore shaders.h. Kaţdý shader je následne označený vlastným 
názvom reprezentovaným typom Enum. Shader programy je teda moţné pridávať do aplikácie 
prostým pridaním cesty a novej poloţky do príslušnej Enum definície (vertex a fragment programy sú 
definované zvlášť). K programom je tým pádom moţné pristupovať pomocou ich symbolických 
názvov. Konštruktor triedy načítava zdrojové súbory pri spustení programu a vykonáva ich kontrolu 
syntaxe, v prípade, ţe v niektorom s načítavaných shader programov nachádza syntaktické chyba, tak 





Kamera je zásadnou súčasťou kaţdej aplikácie renderujúcej scénu v reálnom čase. Kamera je objekt 
reprezentovaný tromi základnými vektormi, určujúcimi jej orientáciu, pozíciou v scéne a blízkou 
a ďalekou reznou plochou (near and far clipping plane). Tieto vektory označujeme ako „Up“, „View“, 
„Right“ (poprípade „Left“). Pričom „Right“ vektor sa neukladá, pretoţe je veľmi jednoducho 
vypočítateľný vektorovým súčinom ostatných dvoch vektorov. Čo si môţeme dovoliť z dôvodu, ţe 
všetky vektory musia byť na seba navzájom kolmé. Pri počítaní s floating point číslami dochádza 
vţdy k nejakej chybe, preto môţe byť nutné priebeţne kontrolovať uhly medzi vektormi a v prípade 
potreby prepočítať ich hodnoty. V aplikácii s tak krátkou dobou behu, ako je grafické demo, je však 
tento problém zanedbateľný. 
Aj keď nastavenie kamery je za pouţitia funkcie kniţnice GLUT gluLookAt() veľmi 
jednoduché, je nutné zaobaliť sadu operácii nad kamerou ako pohyb a rotácia okolo ľubovoľnej osy, 
získanie projekčnej matice, pohľadovej matice, definovanie plôch pohľadového telesa. Spomenutá 
funkcionalita je implementovaná triedou Camera. Táto trieda tieţ poskytuje rozhranie pre takzvané 
„first-person“ ovládanie. Pohyb v scéne je teda moţné ovládať z prvej osoby. Vo výslednom deme 
túto funkcionalitu nie je moţné badať, bola vyuţitá najmä na testovanie a vývoj aplikácie. 
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Aby bolo vôbec čo pomocou grafického enginu zobrazovať je nutné namodelovať scénu 
a reprezentovať ju vhodnou dátovou štruktúrou alebo triedou. Scény sa prakticky vţdy vytvárajú 
v externých programoch, ktoré scénu s objektmi dokáţu exportovať do širokej palety súborov. 
Zvoleným prístupom v aplikácii implementovanej pre túto diplomovú prácu je formát ASE (ASCII 
Scene Export). Jedná sa o zápis scény v textovom formáte, ktorý je jednoduchý na parsovanie. Ďalšou 
doleţitou problematikou spojenou s modelmi je sposob ich vykresľovania, keďţe OpenGL ponúka 
hneď niekoľko moţností. Systém modelov je veľmi jednoduchý a nepouţíva ţiadnu hierarchiu tried 
rozvetvenú na základe funkcionality a atribútov. Toto je priestor pre mnoţstvo optimalizácií, rovnako 
ako implementácia LOD (level of detail) mechanizmu. Rovnako ako označení nedokonalých miest 
projektu je aj v tomto prípade nutné podotknúť, ţe spolu s ostatným implementovaným kódom by aj 




4.3.1 Trieda Model 
 
Model v real-time počítačovej grafike prakticky vţdy chápeme ako sieť trojuholníkov, pretoţe 
trojuholník je natívny objekt pre drvivú vačšinu dnešných grafických kariet. Trieda model poskytuje 
rozhranie pre základné operácie nad modelom a tak isto atribúty, ktoré ukladajú model ako taký 
v duchu trojuholníkovej reprezentácie. Model je teda v prípade triedy model reprezentovaný poľom 
vrcholov, normál daného vrcholu a textúrovacej súradnice daného vrcholu. Počet vrcholov je vţdy 
násobok čísla 3 (trojuholníky). Trieda okrem bodov uchováva aj pole štruktúr typu Face, ktorá 
definuje trojuholník. Táto štruktúra obsahuje rovnicu plochy a indexy do poľa bodov a susedných 
plôch a vyuţíva sa pri výpočte tieňov. Ďalšími dôleţitými atribútmi modelu sú pivot, pozícia 
a rotácia. 
Po načítaní zo súboru je nutné zavolať metódu init(), ktorá vypočíta zo série bodov 
trojuholníky, vypočíta normály, tangenty a binormály, potrebné pre normal mapping. Ďalšou 
dôleţitou skupinou atribútov definovaných v triede model, sú indexy jednotlivých textúr. 
Renderovanie objektov má na starosti metóda Draw(), ktorá vykresľuje objekty pomocou Opengl 
Vertex Array techniky, umoţňujúcej poslať do OpenGL priamo pole všetkých vrcholov, normál 
a textúrovacích súradníc. Táto technika poskytuje oveľa uspokojivejší výkon ako postupné jednotlivé 
definovanie vrcholov uzavretých medzi funkciami glBegin() a glEnd() a je praktickejšia na 




4.3.2 Načítanie zo súboru 
 
Načítavanie modelov zo súboru má na starosti trieda ASELoader. Jej rozhranie tvorí jediná metóda 
a to je Load_Models () s parametrom názvu súboru obsahujúceho scénu vo formáte ASE. Jedná sa 
o jednoduchý parser, ktorý z ASE súboru berie len vrcholy a textúrovacie súradnice. Ignoruje 
akékoľvek definície normál, materiálov, kriviek a pod. Táto metóda načítané modely postupne 
pridáva jeden za druhým do kontajneru pre modely, do premennej typu vector, ktorý uchováva 
ukazatele na triedu Model. Premenná nesie názov model_list a uchováva všetky modely scény. 
Metóda Load_Models () načítava okrem modelov aj pozíciu časticových systémov, svetiel a efektov 




4.3.3 Správa scény 
 
V predchádzajúcej podkapitole bola definovaná premenná ako kontajner všetkých modelov 
načítaných zo súboru. Keďţe sa v grafickom deme s veľkou pravdepodobnosťou bude striedať 
viacero scén, je nutné modely filtrovať a renderovať len tie, ktoré v danú chvíľu majú byť vidieť. 
Premenná vector<Model*> scene je špecifikovanejším selektorom kompletného kontajnera. A na 
základe práve zvolenej scény sa v nej ukladajú pointre na modely aktuálnej scény. Kaţdý model nesie 
vo svojom názve prefix s názvom scény, pomocou ktorého sa jednotlivé modely filtrujú na ţiadosť 





Na základe analýzy z kapitoly 2.9 je animácia implementovaná hierarchicky v dvoch vrstvách. 
Spodná vrstva implementuje vlastnú interpoláciu medzi dvoma kľúčovými rámcami animácie 
a nachádza sa v kaţdej jednej entite aplikácie, od ktorej sa očakáva nejaký pohyb alebo zmena stavu 
počas priebehu grafického dema. Druhá nadradená vrstva je správcom animácie ako celku, stará sa 
o tok celého priebehu dema. Jej primárnou úlohou je prideľovanie interpolácií a ich správa a načítanie 





V hlavičkovom súbore motion.h sú definované tri triedy. Prvou z nich je Clock, ktorá slúţi ako 
rozhranie pre prácu s časovými údajmi. Je teda pouţiteľná na meranie času, záznam času alebo ako 
časová známka. Druhou je Key_Frame, čo je trieda definujúca kľúčový rámec animácie. Obsahuje 
objekt triedy Clock, pouţívaný v tomto prípade ako časová známka a atribúty: pozícia, rotácia, ID a 
typ. Pozícia a rotácia sú reprezentované tromi premennými typu float. Ich názov je zvolený podľa 
majoritnej interpretácie významu kľúčového rámca v deme. Vačšina objektov totiţ interpoluje medzi 
kľúčovými rámcami hlavne pozíciu a rotáciu. Interpretácia je však kompletne na rozhodnutí 
pouţívateľa interpolácie (rozumieme objekt, ktorý daný objekt zaobaľujúci interpoláciu vlastní). V 
prípade, ţe sa jedná o hlavnú aplikáciu, mení sa interpretácia pozície na nastavenie parametrov 
niektorých shaderov. 
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Typ interpolácie je určuný funkciou pomocou, ktorej sa vykonáva výpočet prechodu z jedného 
rámca do druhého. Dostupné sú nasledujúce typy: 
 
 START – prvý kľúčový rýmec 
 LINEAR – interpolácia lineárnou funkciou 
 QUADRATIC – interpolácia kvadratickou funkciou 
 SQUARE_ROOT – interpolácia odmocninovou funkciou 
 ORBIT_X – krúţenie okolo osy X, stred krúţenia definovaný pozíciou 
 ORBIT_Y – krúţenie okolo osy Y, stred krúţenia definovaný pozíciou  
 ORBIT_Z – krúţenie okolo osy Z, stred krúţenia definovaný pozíciou 
 JUMP – ţiadna interpolácia, skok na ďalší rámec po uplynutí času 
 
Treťou a poslednou triedou definovanou v hlavičkovom súbore Motion.h je Motion. Táto trieda 
vykonáva samotnú interpoláciu medzi kľúčovými rámcami A a B, podľa typu rámca B. A je vţdy 
jeden, zatiaľ čo objektov typu Key_Frame označených ako B, moţe byť viac. Čím je moţné 
dosiahnuť kombinované animácie, ako napríklad krúţenie okolo daného bodu podľa osy Y a zároveň 
stúpanie v smere osy Y podľa kvadratickej funkcie, čo má za následok efekt pohybu po špirále. Táto 
trieda sa teda v zásade stará len o prechod z bodu A do bodu B.  
 
 
4.4.2 Trieda Demo 
 
V hlavičkovom súbore Demo.h sa nachádza trieda Demo, ktorá implementuje správcu celej animácie. 
Jej primárnou úlohou je teda prideľovanie kľúčových rámcov, alebo inak objektov triedy Key_Frame 
jednotlivým modelom, svetlám a iným entitám scény podľa celkového plánu animácie.  
Pri inicializácii celej aplikácie sa volajú metódy triedy Demo s názvom LoadFromFile() a 
AppendFromFile(). Prvá z nich načítava časový plán prideľovania kľúčových rámcov zo súboru 
a rešpektuje časové známky v tomto súbore definované. Druhá načíta jednotlivé kľúčové rámce ale 
časové rámce upravuje o ofset, definovaný poslednou časovou známkou v uţ načítanom priebehu 
animácie. Druhá menovaná metóda bola implementovaná z praktických dôvodov. Kaţdá scéna ma 
svoj vlastný súbor s animáciu čím bolo moţné kaţdý z nich vytvárať a dolaďovať samostatne 
a hlavne rýchlo tak, ţe sa ako prvá renderovala scéna, na ktorej sa práve pracovalo. 
 Trieda Demo vyuţíva triedu Time_Stamp podedenú z triedy Clock, za účelom uchovávania 
času. Time_Stamp ďalej obsahuje vektor kľúčových rámcov. Jednotlivé objekty triedy Time_Stamp sú 
v triede Demo uloţené do časovej osy, definovanej ako typ vector. Počnúc prvou skupinou kľúčových 
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rámcov uloţených v Time_Stamp sa začína animácia a podľa ID jednotlivých rámcov trieda Demo 
prideľuje rámce a typ interpolácie jednotlivým entitám scény. Dohliada na plynulý chod animácie 
a presné prideľovanie vzhľadom na čas. 
Celý priebeh animácie dema je uloţený v niekoľkých konfiguračných súboroch. V nich je 
presne definované, čo a kedy a ako sa má animovať (interpolovať). Ako aj zapínanie a vypínanie 
stavov objektu reagujúceho na hudbu, čo je ďalšou funkciou triedy Demo. V prípade, ţe nastane 
poţadovaná zvuková udalosť v stope, volá sa metóda On_Beat(), ktorá do časového plánu zaradí 
nové kľúčové rámce podľa zvoleného typu. Typy animácií sú kódované priamo v tejto funkcii. 
Nasleduje príklad konfiguračného súboru: 
 
 
                         Time: 0 00 00 
                         ID: sceneB#change_scene 
                         ID: on_beat#sceneBCrusher#A 
                         ID: app_var 
                         START 
                         0.92 1.0 0.0 
                         0 0 0 
                         ID: camera 
                         START 
                         20.8526 4.96676 -36.4884 
                         11 180 0 
                         # 
 
                         Time: 0 29 00 
                         ID: camera 
                         LINEAR 
                         8.60452 11.2116 -37.4973 
                         36.8334 209.833 0 
                         ID: app_var 
                         LINEAR 
                         0.92 1.0 10.0 
                         0 0 0 
                         ID: off_beat#sceneBCrusher 
                         # 
 
                         Time: 1 10 500 
                         ID: camera 
                         ORBIT_Y 
                         4.60452 11.2116 -37.4973 
                         720 









Na prehrávanie a prácu s hudbou pouţíva aplikácia implementovaná v rámci tejto diplomovej práce 
viacúčelovú zvukovú kniţnicu s názvom FMOD. Jedná sa o veľmi rozšírenú komerčnú kniţnicu, 
ktorá je pre nekomerčné pouţitie voľne dostupná. Je pouţívaná rôznymi veľkými multimediálnymi 
a hernými projektmi.  
V hlavičkovom súbore Music.h je deklarovaných niekoľko funkcií, ktoré prácu s kniţnicou 
FMOD zaobaľujú. Okrem štandardných funkcií pre prácu so zvukom (play, pause, volume) sa v ňom 
nachádza aj funkcia BeatDetection(), ktorá vykonáva spektrálnu analýzu a hľadá v hudobnej 
stope výskyt „beatu“. Beat chápeme ako úder bicieho nástroja, ktorý však nemusí byť bez 
podmienečne generovaný skutočným fyzickým hudobným nástrojom. V prípade pouţitej hudobnej 
stopy sa jedná o elektronické sample. Funkcia konkrétne hľadá takzvaný „snare“, označovaný aj ako 
rytmičák, jedná sa o bubon vyššieho tónu. Pre detekciou tohto typu beatu v zvolenej hudobnej stope 
funkcia očakáva výskyt dostatočne veľkej energie v rozmedzí frekvencií 1205 HZ aţ 1460 HZ. 




4.6 Manažment času 
 
Kniţnica GLUT poskytuje funkciu glutTimerFunc(), ktorá umoţňuje registrovať callback funkciu 
spúšťajúcu sa v pravidelných časových intervaloch. Funkcia takto v aplikácii registrovaná je 
TimerFunction(), definovaná v súbore main.cpp. Aplikácia očakáva, ţe táto funkcia bude volaná 
kaţdých 10 milisekúnd. Keďţe GLUT nezaručuje, ţe sa časová funkcia spustí presne po 
špecifikovanom čase, ale len najskôr po uplynutí daného času, bolo nutné funkciu 
TimerFunction() upraviť. Funkcia si uchováva nahromadenú odchýlku času a následne 
kompenzuje opakovaným spustením série aktualizácií poţadovaných premenných a objektov. 
Táto funkcia ma na starosti volanie funkcie na detekciu beatu, update svetiel, objektov, posun 
animácie efektov, aktualizáciu časticových systémov, update kamery a hlavne update objektu triedy 
Demo, ktorý sa o samotný pohyb a animáciu stará. Vo funkcii sa tieţ prepočítavajú štruktúry 
súvisiace s renderovaním tieňov v prípade, ţe nastane pohyb svetla alebo modelu. K zmene pohybu 
totiţto dochádza práve v tejto funkcii, takţe by bolo zbytočné toto prepočítavanie vykonávať 
v hlavnej renderovacej funkcii. 
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5 Grafické demo 
Po implementácii grafického enginu a podporných modulov je nutné samotné demo, vnímajúc ho ako 
multimediálne dielo, vytvoriť. Tento proces zahŕňa rôzne úkony od Grafických prác aţ po vytváranie 
samotnej animácie, poprípade hudby. Postup vytvárania animácie bol definovaný v kapitole 4.4.2. 
špecifikovaním formátu konfiguračného súboru pre animáciu. Hudba vytvorená Ing. Borisom 
Kudlačom bola pouţitá so súhlasom autora. Modelovanie, textúrovanie, osvetľovanie scén bolo 
vykonané autorom diplomovej práce. 
 
5.1 Vytváranie scény 
 
Na vytvorenie scény je moţné pouţiť akýkoľvek 3D modelovací nástroj schopný exportovať scénu 
do súboru formátu ASE. Zvoleným nástrojom bol Autodesk 3D Studio Max. Pri vytváraní scény je 
nutné dodrţiavať pravidlo pre formát názvu objektov: 
[názov_scény][názov_objektu]T:[názov_súboru_textúry]#, ktorý je parsovaný pri načítavaní 
modelov. V modelovacom nástroji je nutné po vymodelovaní objektov vygenerovať textúrovacie 
súradnice pre kaţdý objekt. Vačšina nástrojov síce implicitne generuje textúrovacie súradnice 
automaticky, ich pouţiteľnosť v praxi je však veľmi obmedzená. Okrem umiestnenia modelov do 
scény, je treba definovať pozíciu aj pre ostatné objekty ako svetlá a časticové systémy. Nasleduje 
výpis formátov pre názvy jednotlivých typov objektov: 
 
 Časticový systém - [názov_scény][názov_časticového_systému]#PS 
 Cieľ časticového systému (pod týmto rozumieme smer šírenia častíc, ten sa počíta ako 
vektor stredov objektov Cieľ časticového systému a  Časticový systém) 
[názov_časticového_systému]#PSTarget 
 Svetlo - [názov_scény][názov_svetla] 
 Efekt - [názov_scény]Effect[názov_efektu]T:[názov_súboru_textúry]# [T|F] – T alebo 
F znamená true alebo false pre pouţitie billboardingu 
 
Po rozmiestnení objektov do scény je potreba definovať konfiguráciu pre svetlá a časticové 
systémy. Táto konfigurácia sa ukladá do samostatných konfiguračných súborov. Pre svetlá je to 
„lights.cfg“ a pre časticové systémy „particle_systems.cfg“. Nasleduje popis formátu pre svetlá 
a časticové systémy: 
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Formát konfigurácie svetla: 
ID: [názov_svetla] 
R G B – hodnoty ambientnej zložky svetla 




Formát konfigurácie časticového systému: 
ID: [názov časticového systému] 
texture [názov súboru textúry] 
time_period [perióda s akou sa majú vytvárať nové častice] 
fragment_program [názov pouţitého fragment shaderu] 
fade_out [od akej hodnoty energie majú častice miznúť] 
fade_in [od akej hodnoty energie majú mať častice plnú viditeľnosť]  
alpha [všeobecná alfa hodnota] 
behaviours CFG – zoznam objektov behaviour, reprezentovaných písmenami 
emiters CAD – zoznam objektov emiter, reprezentovaných písmenami 
billboarding [1 pre true, 0 pre false] 
max_energy [maximálna energia častice - počiatočná] 
 
5.2 Detailnejší náhľad na jednotlivé scény 
 
Jedným z najdôleţitejších údajov, ktoré je pri vytváraní scény sledovať je počet polygónov, 
pretoţe ide o najzásadnejší faktor pri určovaní rýchlosti s akou scéna bude renderovaná. V prípade 
tejto práce je počet polygónov určujúcim atribútom zodpovedným za rýchlosť vykresľovania, keďţe 
sa pre tiene pouţíva technika Stencil Shadow Volumes. V prípade pouţitia Shadow Mapping 
techniky, by počet polygónov modelu scény nebol tak zásadným aspektom. Rozhodovalo by skôr 
nastavené rozlíšenie obrazovky, počet a veľkosť textúr a nastavenia parametrov jednotlivých 
priechodov. Samotný súčet počtov polygónov jednotlivých modelov v scéne, však nie je jediným 
faktorom ovplyvňujúci výsledný počet polygónov. Keďţe kaţdá scéna obsahuje aj niekoľko 
časticových systémov, ktoré v konečnom dôsledku generujú ďalšie polygóny. Tieto však nevstupujú 
do priechodu výpočtu tieňov. V tejto kapitole budú tieţ uvedené aj výsledky počtu snímkou za 
sekundu pre kaţdú scénu (FPS) - testované na zostave špecifikovanej v kapitole 6.   
 
Na obrázku 5.2.1 je vidieť drôtený model scény 1. Hoci je počet objektov tejto scéne veľmi 
malý, je táto scéna počtom polygónov na druhom mieste z celého dema, za čo môţe hlavne guľa, 
reprezentujúca akúsi abstraktnú planétu. V scéne sa ďalej nachádza 6 časticových systémov 
(generujúcich dohromady 1133 častíc) a 2 svetlá. Na testovanej zostave sa priemerný počet snímkou 
za sekundu pohyboval v rozmedzí 30 aţ 38. 
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Obrázok 5.2.2 ukazuje náhľad na scénu číslo 2. Počet polygónov je veľmi nízky, keďţe táto 
scéna bola navrhovaná v minimalistickom duchu. Cieľom bolo aby bol stroj, čo najjednoduchší aby 
neodvádzal pozornosť od diania v scéne a textúr na stenách vyjadrujúcich dţungľu mesta. V scéne sa 
nachádzajú 4 časticové systémy (generujúce 234 častíc) a 1 svetlo. Na testovanej zostave sa 
priemerný počet snímkou za sekundu pohyboval v rozmedzí 36 aţ 55. 
Drôtený model scény 3 je moţno vidieť na obrázku 5.2.3. Táto scéna je čo do počtu polygónov 
najrozsiahlejšia a taktieţ vyuţíva najväčší počet textúr, čo malo za následok obmedzenie v pouţívaní 
časticových systémov. V scéne sa nachádzajú len 2 (generujú spolu 156 častíc). S jedným svetlom 
v scéne sa priemerný počet snímkou za sekundu pohyboval v rozmedzí 43 aţ 49. 
Na obrázku 5.2.4 je vyobrazený náhľad na poslednú scénu. Počet polygónov je veľmi malý. Do 
scény boli ďalej umiestnené 2 svetlá a 3 časticové systémy (generujúce však len 75 častíc). Táto 
scéna vyuţíva najväčší počet textúr a to najmä kvôli efektu ohňa, ktorý pozostáva so 163 snímkou 
(kaţdý uloţený v samostatnej textúre).  Priemerný počet snímkou za sekundu v tejto scéne sa 
pohyboval v rozmedzí 37 aţ 39. 
 
 
Obr.  5-2-1 Drôtený model scény 1 s informáciami o zložení scény. 
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Obr.  5-2-2 Drôtený model scény 2 s informáciami o zložení scény. 
 
Obr.  5-2-3 Drôtený model scény 3 s informáciami o zložení scény. 
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Obr.  5-2-4 Drôtený model scény 4 s informáciami o zložení scény. 
 
5.3 Umelecký zámer 
 
Grafické demo nesie jemnú melancholickú náladu a zaoberá sa problematikou zaradenia sa jedinca do 
kolosu spoločnosti západnej civilizácie. V prvej scéne sledujeme zrod objektov, ktoré putujú 
priestorom do ruţových nádejných a svetlých zajtrajškov. Po prechode portálom objekty naráţajú na 
stroj, ktorý ich formuje pre svoj obraz. Vytvára z nich robotov zo sériovým číslom, ktorý potom 
postupujú ďalej. Dostavajú sa do systému a zapadajú jeden po druhom do pre nich pred pripravené 
miesta, v ktorých je ich energia vysávaná Veľkým. Nakoniec však nastáva únik a hľadanie zadnej 
cestičky a nájdenie pokojného vlastného miesta. Alebo to bol len sen? Pri vytváraní tohto dema som 
sa snaţil poskytnúť divákovi aj originálnu vizuálnu stránku. Dôraz bol preto kladený aj na formálnu 






6 Hardwarové požiadavky 
Grafické demo bolo vyvíjane a testované na zostave s nasledujúcimi parametrami: 
 
Procesor: Intel Core2 Duo 2.67 GHz 
Pamäť: 2 GB DDR II 
Grafická Karta: Nvidia Geforce 8800GT 
Operačný systém: Windows 7 (64-bit) 
Rozlíšenie obrazovky:  1680 x 1050 
 
 
Aplikácia je len minimálne náročná na CPU a pri relatívne nízkom počte textúr, ktoré sa 
vyuţívajú aj na pamäť. Najzásadnejším parametrom (tak ako v kaţdej real-time grafickej aplikácii) 
teda ostáva grafická karta. Hoci je aplikáciu moţné spustiť aj na starších rodinách grafických kariet, 
odporúčaná je aspoň rada 8000 od výrobcu Nvidia, alebo ekvivalentné karty od iných výrobcov. 
Demo nebolo testované na iných grafických kartách, nie je preto zaručený beh na platforme ATI. 
Aplikácia si po spustení nastaví rozlíšenie rovné systémovému nastaveniu a je vyvinutá len pre 

















Grafické demo bolo vypracované v súlade so zvoleným zadaním. V druhej a tretej scéne je moţno 
vidieť napojenie na hudbu a reakciu na rytmickú sekciu hudobnej stopy. Ostatné scény a vlastne 
demo ako celok sa sústredilo predovšetkým na silnú vizuálnu stránku. Na originalitu obrazového 
vyjadrenia myšlienky vo výtvarnom štýle minimalizmus opretom o grafický design. Technologicky 
boli dosiahnuté uspokojivé výsledky v oblasti real-time renderovania. Implementovaných bolo 
niekoľko techník patriacich k súčasnému štandardu na poli real-time renderovania. V mnohých z nich 
je ešte pomerne dosť priestoru pre optimalizáciu, napríklad čo sa týka výkonnosti v prípade SSAO ale 
aj jeho väčšej univerzálnosti. Cieľom tejto práce však nebola kompletná a komplexná analýza 
zvolených techník renderovania, ale vytvorenie grafického dema. Uţ len o samotnom Ambient 
Occlusion sa dá napísať samostatná diplomová práca. Grafický engine ako taký, ktorý z tejto 
diplomovej práce (v kombinácii s časťami diplomovej práce Ing. Borisa Kudlača) vyšiel, je slušným 
základom a po výkonnostných úpravách a reštrukturalizácií systému správy modelov, je pouţiteľný aj 
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Príloha 1. CD so zdrojovými kódmi aplikácie a videom z výstupu aplikácie. 
