Abstract-The more or less traditional manner in which software is developed has been recently challenged through the introduction of a number of the so-called agile methodologies, of which Extreme Programming is probably the best known and, arguably, the most controversial example. This paper presents the results of a pilot study aimed to find out more about the perceptions of Extreme Programming, with the ultimate goal of investigating the adoption of this methodology in software development practice.
I. INTRODUCTION
The development of software systems is plagued by the chronic problems of imprecise and changing requirements, schedule and budget overruns, and insufficiently tested applications. For many years, the preferred solution was (and, for some, still is) to search for newer technologies, such as novel modeling and programming paradigms, better languages, and more sophisticated tools. Another, less popular approach emphasizes the fact that software development is done by humans and, consequently, strives to tailor the development process to match the way humans work.
The latter approach is the essence of the so-called agile technologies [11] , a number of which have been introduced in recent years. While there is no consensus yet whether those technologies really 'work', a growing body of evidence suggests that they have the potential to cope with some of the problems that seem inherent to software development. If this potential is to be fully developed, two problems may be identified that need research attention. On the technical side, we need to develop the best methodology (or methodologies) with their tasks and procedures, and adapt them to obtain the best results. On the social and management side, we need to investigate the factors that affect the adoption of those methodologies. The goal of this paper is to initiate research in the latter direction. This is done through a small pilot study, the results of which will be presented in the following.
The paper begins with a brief overview of Extreme Programming in Section II. Section III discusses why the established technology acceptance models cannot be directly applied to the adoption of XP and agile methodologies in general, and discusses some of the factors that may facilitate of impede that adoption. Section IV presents the pilot study and basic information obtained through it and discusses its main results. Section V concludes the paper.
II. AGILE DEVELOPMENT: THE CASE OF EXTREME PROGRAMMING
As mentioned above, a number of the so-called agile methodologies have been proposed in recent year; a nice overview is given in [11] . Among those, Extreme Programming is probably the best known and, arguably, the most controversial example. Extreme Programming (XP) has been devised and subsequently refined by Beck, Cunningham, and Jeffries [4] , as a lightweight approach to software development. It is technology-neutral, i.e., it does not prescribe the use of any particular programming language, development tool, hardware/software platform, or modeling paradigm. Instead, XP focuses on the manner in which human programmers work and collaborate, and utilizes this knowledge to organize the programming process most effectively. To that end, four core values are identified:
Precise, constructive and timely communication helps everyone understand what the project is about, what are its expected results, and how to proceed in order to obtain those results. This principle emphasizes the fact that software development is a labor-intensive process performed by teams of collaborating humans, and communication allows those teams to function effectively and efficiently.
Change is an inevitable part of software development. Anything can change -requirements, priorities, and designs alike -and many will change during the development of a single project. Therefore, the development process should be able to embrace change, i.e., accept changes, accommodate them, and still obtain the best possible results.
Feedback allows the communication to develop its full potential, in particular with respect to changes in requirements, priorities, designs, and other conditions that may affect the course of actions.
The goal is to find the simplest solution that can possibly work; in this manner, the impact of changes, and (in particular) the effort needed to cope with them, is thus minimized. Thus, simplicity actually translates into efficiency, but also into effectiveness, as the process is constantly reoriented toward the desired goal.
These values are the basis for a number of practices, the most popular set of which are listed below (in alphabetical order). should be written by the customers, or at least with direct customer involvement. (Other tests are written by the programming team.) Acceptance tests directly correspond to the requirements, and thus ultimately determine the success or failure of the project. 5) Metaphor refers to the common vision of the application and the way it operates; this vision evolves and should be embraced by the entire team, so as to improve the understanding of the project and maximize team productivity. 6) Pair programming means that all production code is (or should be) built by teams of two programmers working side by side at the same computer; one of them actually types at the keyboard while the other provides feedback. In this manner, production code is subject to continuous inspection, which should lead to improved quality and productivity. 7) Planning game refers to the procedure of creating shortterm plans with heavy customer involvement, with the primary goal of delivering value to the customers while keeping the project manageable. The procedure itself is deliberately kept simple, thus allowing transparent and flexible handling of changing requirements and task priorities. 8) Refactoring refers to the process of frequent rearranging and restructuring production code without changing its externally observable functionality. These improvements facilitate understandability and maintainability of the design later on in the product lifecycle [10] . 9) Simple design is meant to facilitate the overall development process. By avoiding big design up front, the programming team can immediately start delivering functionality, while keeping the design flexible enough to cater for changing requirements. 10) Small (and, therefore, frequent) releases make it easier to cope with changing requirements and priorities while delivering software of increasing value to the customer; at the same time, they help keep the project under control. 11) Sustainable pace is required so that individual team members can always give their best in the long run. While occasional overtime cannot be avoided, it should not happen to often, as the overall work satisfaction and (ultimately) productivity will suffer. 12) Test-driven development requires that tests are written before the code they are intended to test. The test suite evolves together with the production code, which is simply not allowed to deviate too much from the behavior prescribed by the specifications. We note that different authors give somewhat different sets of values and practices; the list given above is a common denominator for most of those sets.
III. MAIN DETERMINANTS OF ADOPTION
Acceptance or adoption of various kinds of technology in general, and information technology in particular, is a well researched topic. A number of models have been proposed to describe acceptance (or the lack thereof) of various technologies, from the Theory of Reasoned Action of Fishbein and Ajzen [9] and its descendant, Theory of Planned Behavior [2] , to the Technology Acceptance Model [6] , [7] . A number of comparative studies investigated the competing models [14] and tried to develop a unifying theory of technology acceptance [17] . However, straightforward application of those models to the acceptance of agile software development methodologies is impossible due to the following conditions.
First, most of the papers focus on advances such as third generation programming languages [1] , object-oriented programming languages [8] , and object technology [16] , which typically remain confined to the technical aspects of software development. Social and process-oriented aspects, which are equally (if not even more) important in determining the success or failure of software projects, have attracted much less attention.
Second, the focus of many of those models is the acceptance of new technology by individuals, possibly in a social context. However, the acceptance or rejection at the organizational level is every bit as important [13] , the more so because the acceptance of a development methodology is an organizational issue par excellence -modern software applications are far too complex to be developed by individual programmers. In the case of XP, the decision to use XP or not is either made at the team level or is imposed on the team from above, possibly (but not necessarily) because the customers wanted it; there is little voluntariness in choosing XP at the individual level.
This observation introduces us to the third condition, tightly related to the previous ones. Namely, adoption of XP is determined through a complex interaction between the key stakeholder groups: developers, managers, and customers, schematically shown in Fig. 1 . Changes in the development process cannot be undertaken by developers only without being approved of, or dictated by, the managers (which is essentially the second condition above). At the same time, the managers will do so only if they know that the customers explicitly request it, or at least approve of it. Each group is also affected by the experiences and opinions which are prevalent in the business environment and articulated through papers in magazines and scholarly journals, conference presentations, and other information dissemination channels.
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A number of factors that may facilitate or impede the adoption of agile methodologies may be identified. One of them is their perceived 'radicalness', as agile approaches advocate a number of practices that go against widely accepted notions on the manner in which software is to be developed [4] , [5] . Resistance to such changes may be expected from different directions, as developers might exhibit certain inertia in adopting the new practices, managers may be repulsed by the apparent lack of long term planning and well defined schedules, and customers may be reluctant to approve of the methodology without a proven track record [12] .
At the same time, traditional approaches are known not to be too effective and efficient, in particular for projects where requirements are likely to change quite often. As the demands of modern business environment and the rate at which new technology is being introduced keep increasing, most, if not all, projects are likely to experience volatility in requirements []. The ability of agile approaches to cope with such changes, if proven, may be a positive factor that might overcome their perceived 'radicalness'.
Another factor that may accelerate the acceptance of agile methodologies is the fact that they are a bottom-up development: the original ideas and their refinement have come from practitioners, rather than academics. (In fact, academics have been noticeably reluctant to adopt and advertise such methodologies.) Therefore, agile methodologies might appear more credible to other practitioners-developers, managers, perhaps even customers-than if they were the result of academic research. (For a counter-example, suffice it to remember the formal methods, most of which were designed in the academia, but few of which were ever accepted by the community of practitioners.
Finally, much like other social aspects of human activities, software development requires certain discipline, and agile methodologies are no exception. The discipline, in this case, is not reflected in a strict, cookbook-like sequence of prescribed steps and deliverables; instead, it translates into a flexible adoption and practicing of a number of practices, while keeping the ultimate goal in mind at all times. The absence of visible discipline, together with the disciplined flexibility that should replace it, may be viewed as either positive or negative factor, depending on the established dynamics of team interaction and the personalities and habits of individuals in the team.
IV. THE PILOT STUDY
Evidently, the adoption or rejection of agile methodologies deserves a careful and detailed study which ought to be built upon existing results on technology acceptance as well as in other areas. In order to initiate this research track and to find out more about different aspects of XP as perceived by software development practitioners, we have conducted a pilot study through an online survey with about 25 questions. The invitation to take the survey has been disseminated through several channels, including a group of final-year students of the Computer Science major at the University of Manitoba who are currently participating (or have recently participated) in the co-op program, a number of software developers working in the Greater Toronto Area, and an open call on a number of web sites. In all cases, the introductory comments invited the addressees to fill in the survey, but also to forward it to interested colleagues, team leaders, managers, and others. We have assumed that the respondents have the basic knowledge of XP core values and practices as well as of software development in general. On account of this, we did not include any description of XP core practices and values; this has also helped to keep the time and effort needed to complete the survey within reasonable limits.
A. Demographic profile
The invitation resulted in a total of 82 responses: 44 via the University of Manitoba student group, 27 via the Toronto group, and the remaining 10 through the web site links. Basic information about different demographic aspects of respondents' profile is given in the following. From Table I we see that the respondents' age is somewhat skewed toward younger and less experienced, although almost forty percent of respondents have over 10 years of software development experience. The roles they have played during that time (Table II) overwhelmingly consist of programming tasks (73.2% of the respondents), but also team leadership and team management tasks; a number of respondents have also acted as customers, as well as in other roles.
Regarding team sizes the respondents participated in and managed, shown in Tables III and IV , respectively, almost half of the respondents have had experience with small teams (up to five persons) only. The other half of the answers are evenly divided between the other options offered. As for managing teams, about a quarter of the respondents have managed teams of up to ten persons, while the remaining half have managed even larger teams and about 10% of the respondents have managed teams over 20 persons.
The range of software applications the respondents had experience in developing is rather wide, as can be seen from Table. V. These include applications for in-house use, applications for a known customer, and applications to be sold on the market, but also research and academic applications and a couple of other answers. Overall, these numbers indicate that the sample was sufficiently representative, although we would have liked to have more respondents that acted as customers and, to a lesser extent, team managers. Small teams and acting in different roles at different times are characteristic of small software companies, and IT departments in small to medium size companies in other areas.
B. Experience with XP
Our next set of questions focused on respondents' experience with XP. Table VI shows that more than three-quarters of the respondents have has experience with XP; if other agile methodologies are included, it appears that only about one out of every six respondents has had no experience with these software development methodologies.
The next question invited opinions as to what types of projects XP may be suitable for (Table VII) . About 84% of the respondents perceived XP as the approach which gives results under certain circumstances, while only about one-sixth could not think of any such circumstances. It may be interesting to note that some of those (4, or 4.9% of the total number) have previously reported not having any experience with XP or agile methodologies unlike the remaining 9 (11.0%) that have had such experience. While the number of samples is too small to draw any conclusions, perhaps this relationship deserves further attention. Finally, we have asked whether the respondents' respective companies are using XP, or have plans to use it. As can be seen from Table VIII, the answers were almost evenly split between companies that already use XP and those that have no plans to do so. This might be attributed to the 'radicalness' 0-7803-9139-X/05/$20.00 ©2005 IEEE.
of XP we have mentioned earlier, but of course no conclusions can be drawn.
C. On XP core values and practices
The final part of the pilot study were four groups of questions that asked for respondents' opinions about the relevance of particular XP core values and practices to successful software development, as well as about the ease with which those values and practices can be followed and/or achieved in the actual development process. The answers roughly gauge the usefulness and ease of use for each of the corresponding XP values and practices.
We have decided not to follow the common question structure in which both perceived usefulness and perceived ease of use are assessed through separate groups of several questions each (see [6] for an oft-cited example). First, it was felt that this question structure may not be best suited in this case: some of the questions do not lend themselves to simple modifications to suit an XP-oriented questionnaire, while others are not directly applicable in the XP context. Second, previous point notwithstanding, the sheer number of core values and practices (four and twelve, as outlined above) makes it highly impractical to use seven to ten questions per each of these items.
In this pilot study, in order to keep the questionnaire tractable, we have asked straightforward questions about the relevance and ease of use for each of the four XP values and twelve core practices. The results can be summarized as follows.
All four principles were found to be relevant through the t-test, at better than 0.01 significance level. In fact, only one of the answers actually listed one of the values (simplicity) as totally irrelevant. The most relevant principle was communication, with nearly two-thirds of all answers being 'crucial' and all the remaining ones being 'very relevant'. At the same time, opinions on how those values are easy or achievable in practice differed, with communication and feedback deemed to be easier to achieve in practice. It may be interesting to note that both are predominantly social mechanisms with some psychological elements but with little or no dependence on technology, unlike the other two values. This observation may be interesting for the design of software engineering curricula where much emphasis is put on technology, although (perhaps) more benefits may be obtained by emphasizing social and communication skills necessary for successful software development.
Regarding twelve XP core practices, most of them were deemed useful or very useful, with simple design and testdriven development leading the way. The t-test for deviation of the mean shows that all the results for usefulness are significant well below 0.05, except for the planning game, which did come a little unexpectedly. This may be due to the small sample size, or perhaps because small team sizes tend to discourage formal planning sessions in favor of constant re-adjustments on the fly. This result certainly deserves further investigation.
Perhaps surprisingly, most of the practices were deemed easy or very easy to achieve. Simple design was deemed the most difficult, closely followed by pair programming, customer tests, and collective code ownership. Note that the last two are predominantly social, or social and management-related categories, rather than technical; pair programming is a social and psychological category with some technical content; and simple design, although nominally of technical nature, could also be classified as a design category. Altogether, this means that the four most difficult practices are only marginally technical in nature. Obviously, this confirms the aforementioned observation on social-vs.-technical skills.
It may be worth noting that simple design was the most useful and the most difficult to achieve. This result may be interpreted as compliant with the emergent design paradigm advocated by the authors of XP. It may also mean that the results obtained with this methodology might improve (and, by extension, the methodology might benefit) by placing more emphasis on design-related issues [3] .
Among the core practices, planning game was deemed the easiest one to achieve. This may be attributed to the simplicity of the exercise and the short time span it attends to. The second easiest one was adherence to coding standards, possibly because of the availability of automated tools which may provide the necessary support.
It may be interesting to note that metaphor was deemed to be the least useful practice, but also the third least difficult one to achieve. This might be due to the fact that metaphor is more of a design category, so that metaphor-related decisions are likely to be made by more senior programmers, architects (who are usually more experienced), or interface designers. Alternatively, the number of choices for the metaphor may effectively be reduced by the prevalence of graphical user interfaces such as Windows, MacOS, or various flavors of Linux GUI. Since there are fewer choices to be made, metaphor is seen as an easy and, thus, less important practice. Still, other explanations, including the possibility that the results are inaccurate due to the small sample size, cannot be ruled out.
V. CONCLUSION
Overall, the results of this pilot study gives valuable input (or should we say feedback?) about the perceptions of Extreme Programming and, by extension, other agile methodologies. Several conclusions may be drawn, most notably that quite a few developers among the respondents actually use XP and that quite a few among them finds it useful under certain circumstances.
From the methodological point of view, the pilot study shows the authors of Extreme Programming were quite successful in pinpointing the main practices that might improve the quality and timeliness of the software development process. While all of the practices prescribed by XP are perceived as comparatively easy to achieve, it is worth noting that the most difficult ones are, in fact, those that depend the least on technology. Instead, they are either social and managementoriented, or focus on design-related issues.
This observation may serve as a useful reminder to managers and educators that software development, being a creative and labor-intensive process, must focus on human characteristics; technology, while necessary, nonetheless plays a subordinate, perhaps more of a supportive, role in this process.
We are currently working towards developing a model that would describe the adoption of agile methodologies. This model will be supported and validated through a different questionnaire that will investigate whether the factors identified so far (some of which have been described above) can account for the intention of individuals and groups to use agile methodologies in their software development practice.
