Abstract
which can convert and validate the code generation, we use the Spoofax/XL [9] to define AADL syntax. Spoofax/XL uses the SDF (syntax definition formalism) [10] . SDF is declarative and highly modular, which merges lexical definitions and context-free grammar definitions into a single formal framework. And its production rules [11] can define both concrete and abstract syntax. Figure 1 show the lexical definition which is defined in AADL. 
Implementation of AADL Syntax based on K

AADL Syntax Definition
As shown in Figure 3 , it is AADL lexical definitions by SDF and can be able to identify digital forms which contain positive and negative integer and floating-point data types. Figure 3 we can tell that the module in AADL is composed of module name and some definitions such as specific statements, input statement or action.
AADL Context-free Grammar Definition
AADL components fall into three categories: software components, composition component, application platform components. Figure 4 shows the SDF syntax specification of Figure 2 . AADL can be extended as appendix according to the syntax specification. Various component types and components in the system implementation can be declared as component appendix, which can supplement the component description. At Spoofax/XL, we only defines the syntax for AADL standard appendix [12] . 
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Parser Testing based on Spoofax/XL
In Spoofax/XL, the parser which is based on the specific syntax definition automatically transforms the AADL syntax into abstract syntax trees. Figure 5 is a simple module of AADL, and this module defines a package which includes a data input ports and the security level attribute. The AADL abstract syntax tree generated by the parser as shown in Figure 6 . Spoofax/XL use Stratego [13] to describe the semantics of programming languages. Stratego provides an integrated approach for code analysis, transformation and code generation. Spoofax/XL defines description of editor and implementation of transformation. This design ensures flexibility of the service implementation and allow to integrate with other languages and frameworks in the future.
Rewrite Rule
Stratego is based on term rewriting that supports programmable rewriting policies introduced by [14] .The based transformation are defined by a conditional term rewrite rules: r : t1 -> t2 where s
In this term, r is the name of the rule, and t1 and t2 are first-order terms, and s is a strategy expression. When t1 matches the item and the conditions meets s, one rule is applied to an item and will generate an instance matching t2 on the right. Otherwise, the application fails.
According to the program's abstract description, term rewriting rules can be represented by a simple transformation. Using content assist provides an abstract syntax, Spoofax/XL environment supports preparation of these rules and provides a results view of abstract language grammar and transformation.
The context-sensitive transformation can be describe by dynamic rewrite rules, which is instantiated at run time. Its definition is as follows: r : t1 -> t2 where rules(dr : t3 -> t4)
The dynamic rules dr will be defined when r is applied and t1 matching the entries. All the shared variable in t3 and t4 will be inherited in the instantiation of dr.
Transformation Rule
For transforming AADL component modules to C, the basic idea is to use header file declares the ports and subcomponents, and source file includes component called subroutines, component implementation. The detailed mapping from AADL models to C as described below: 1. The package in AADL models is defined by the #include macro in C file. 2. The software component is defined by the structures in C and variables in the structures indicates the software component properties. And the implementation of the software component is defined as the initialization function which initializes the structures. 3. The header file of component need to declare the related header files which define the subcomponents. 4. The data components in AADL models are correspond to the relevant variables in C and the type of data components are correspond to relevant data types in C. 5. The subprogram components declaration in AADL can be transformed to function call in C, and the implementation of function is consistent with the subprogram components.
6. The process component in AADL models maps to the management structure and modules of processes in C. AADL thread component can be called during initialization of the relevant module.
Code Generation
Spoofax/XL has realized method of code generation based on the target grammar. Therefore, designers can directly write the familiar language syntax without the need to master the code format at the time of transformation. Spoofax/XL parser will automatically transform these specific syntax code to generate abstract syntax tree which is significant at the stage of code generation. Figure 7 shows the control rules in the transformation rules of AADL model into C. The control rules, debug-generate-aterm, define abstract syntax tree, while control rules, generate-c, transform the selected code into C code.
In Figure 8 , we design and implement a simple AADL models which contains three data members, four program components and thread components. Figure 9 shows the transformation of the C code for AADL models, which bases on the transformation rules in Section 6.2. In the transformation, data elements are transformed to corresponding structures, and subprogram calls are transformed to a relevant function. 
Conclusion and Future Work
In this paper, we introduces how to use the Spoofax/XL to describe AADL syntax and propose the method for transforming the AADL model into C code and give the relevant implementation rules. At last, we use an example to describe the transformation result of AADL model to C code.
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