This paper presents a survey on Software Engineering techniques for the power systems area. Our goal is to identify tools and techniques that can improve the life cycle management of customized applications for Energy Management Systems (SCADA/EMS), by applying a Model Driven Engineering (MDE) approach. We conducted a systematic literature review of published works related to the design and development of such applications. Two main repositories of publications in the area were used as sources and four search strategies were applied. Several works found are not directed to SCADA/EMS, but are related to other power systems applications. We have collected evidence that such applications are more commonly modeled using concepts specific to the power systems' domain, like control theory, rather than traditional techniques and tools from the software industry, like UML. However, few details about the process of transforming those specifications into software artifacts could be gathered. On the other hand, a few published works mention the MDE approach for power systems related applications, although clear methodology or frameworks applicable to the production of fully functional software are still missing. We have also identified promising technologies that need to be evaluated in order to propose such a framework, like domain specific languages, transformation engines and integration interfaces. The appealing MDE concept of automatically transforming design and specification models into programs and other software artifacts has the potential to facilitate the porting and migration of EMS applications from one platform to others. Ultimately, such an approach may help improving software quality and cutting development costs.
I. INTRODUCTION
Power industry relies on a set of centralized control software applications known as SCADA/EMS package, the ''Supervisory Control and Data Acquisition/Energy Management System''. In power systems operation, energy management is defined as ''the process of monitoring, coordinating, and controlling the generation, transmission, and distribution of electrical energy'' [1] . The EMS can be seen as a supervisory layer on top of the SCADA. The SCADA layer is responsible for more basic functions like data acquisition, device control, alarm processing and human-machine interface. On the other hand, typical EMS layer functions related to hydro power plant operation include: short term hydro scheduling, joint
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EMS applications fit the definition of Cyber-Physical System (CPS), in the sense that they integrate computation with physical processes through feedback control loops where the processes affect computations and vice versa [3] . Particularly when the physical system being managed is a power plant, the SCADA/EMS may be seen as the equivalent to a MES (Manufacturing Execution System). The MES is defined as a layer of information systems responsible for the planning, monitoring and control of manufacturing processes, in the space between enterprise (corporate) level systems and plant automation and control equipment acting directly on the physical process [4] . In the particular case of a power plant, the physical process is the production of electricity. VOLUME 7, 2019 This work is licensed under a Creative Commons Attribution 4.0 License. For more information, see http://creativecommons.org/licenses/by/4.0/ Commercial ''Off-The-Shelf'' (COTS) SCADA/EMS products are available from several suppliers, each of them implementing both standardized and highly specialized applications. COTS applications are not always the best solution to cope with every utility's unique circumstances, like regulatory requirements, thus customized EMS applications may be necessary. Custom software may also offer strategic advantage over competitors by fitting specialized needs and specificities of the production process. Customized EMS applications are usually built upon or integrated to COTS SCADA package. The development of such applications may involve the utility's personnel, suppliers and also third party integrators altogether.
On the other hand, customized EMS applications have important drawbacks, specially when facing upgrades of the SCADA software: changes to the underlying platform may break the integration, and in the worst case may require a full refactoring. Refactoring applications increases cost and development time, with the additional risk of introducing software defects.
Ideally the EMS applications that were previously well specified and verified should integrate easily after upgrades of the SCADA layer. It should be even possible to integrate them into a different SCADA product line. Reciprocally, EMS applications should easily accommodate evolutions required by the utilities' processes without impact on the SCADA layer.
In this scenario, having the EMS applications requirements and specifications expressed in a high level language, independent of the underlying SCADA platform, would facilitate the life cycle management of the customized software. A high level language capable of expressing power systems related concepts would also allow domain experts, like control and protection specialists, to work closely with software engineers. Furthermore, the concepts expressed in such a language could be automatically processed, validated and transformed into lower level, platform specific, software artifacts. Those artifacts could then be deployed along virtually any base SCADA package, as long as its application program interfaces are known.
From the perspective of the power utility company, the goals of this work are related to the study of techniques and tools for: (a) development of customized EMS applications for centralized plant control; and (b) integration of those applications with COTS SCADA software. That task sets us face to face with the following challenges: (a) the life cycle management of the base SCADA platform (upgrades and evolution) may break customized modules integration; and (b) re-implementing those modules requires executing the whole, expensive and time consuming, software engineering process (development, validation, etc). We expect to address these challenges by applying a Model Driven Engineering (MDE) approach to the development of customized EMS applications, and adopt standardized middleware and Application Programming Interfaces (API) to integrate them with COTS SCADA.
A. OBJECTIVES AND SCOPE OF THIS WORK
This work aims to identify in the current literature studies describing the development process of EMS applications, and also other power systems related software in areas like automation and smart grids, which are generically referred to as ''Power Systems Applications''. From these studies we have collected information like: 1) domain specific languages used for modeling the applications; 2) the type of software artifacts produced from those models; 3) how the models described in the domain specific language are transformed into lower level software artifacts; 4) the methods used for integrating applications to the computerized control environment associated to the power system.
Although we acknowledge that the MDE paradigm has already been proved successful in different areas, like medicine [5] , aeronautics [6] and industrial control systems [7] , our research is focused exclusively in power systems related areas. Based on the information collected from this literature review, we have mapped promising technologies that can be applied to propose a framework of MDE for energy management applications, and also identified gaps and research challenges in this particular domain. We believe that the specificities of the power system's domain, like the paradigms applied to model the underlying processes, require the tailoring of a dedicated MDE approach. For instance, power system's specialists rely extensively in tools such as control theory and network analysis. It would be natural for them to express models in terms of those concepts. This work focus exclusively in the software engineering process, tools and techniques for power applications development. The physical and logical aspects of each particular application, like controller design or specialized calculations are outside the scope of this work. These aspects are, in principle, independent of the software engineering process, therefore can be addressed separately.
In Section II we describe the basic concepts of MDE. In section III we present the literature review process employed and the raw search results. In section IV we present the analysis of the selected studies and formulate answers to our research questions. Finally in section V we present our conclusions and outline future works.
II. MODEL DRIVEN ENGINEERING
A model is an abstractions of reality, having the ability to provide insight and predict the behavior of a process [8] . Models are used in place of the real components of a system (physical, logical or both), to allow a simpler, safer and cost-effective way to study and design these components.
Model Driven Engineering (MDE) is an approach to the construction of computing systems in which programs and other artifacts are automatically generated from their corresponding models [9] . In such approach, models are used as primary engineering artifacts throughout the development life cycle, and nor just as an accessory for design and specification.
The following two concepts are central to the MDE approach [10]: 1) Domain-Specific modeling Languages (DSLs) whose type systems formally represent the application structure, behavior, and requirements within a particular domain; 2) Transformation engines and generators capable of process the models expressed in the above languages, and produce various types of software artifacts such as source code, simulation inputs, deployment descriptions, or alternative model representations.
A DSL is a high level programming or specification language that offers, through appropriate notations and abstractions, the capability of expressing concepts focused on, and usually restricted to, a particular problem domain [11] . One example of problem domain is the power system, and possible concepts related to this domain are generators, power lines and switchgear operations. If a DSL is used to ''write'' a program, that program needs to be translated into a lower level language, and/or calls to a common subroutine library. From the user's point of view, a DSL provides means to raise the abstraction level to a set of concepts that he or she is familiar with, hiding the complexity of lower level programming languages and libraries.
By employing an abstract domain-specific representation and automatically transforming it into lower level artifacts, MDE can help coping with the complexity involved in developing software for one particular target platform. Software artifacts produced by model transformation ensure the consistency between the design and actual implementations, virtually eliminating programming errors. Moreover, if the target platform changes, the model remains valid and therefore can be more easily ported to the new platform. That portability however, often depends on the use of standardized middleware, APIs or frameworks, rather than lower-level OS APIs.
Below we list some of the possible specific advantages of the MDE approach to EMS applications development:
• utilize, at least partially, languages and models developed in other areas or project phases, e.g. electrical, electromechanical and protection models used for design and simulation of a power plant could be reused in the software engineering process of the plant's EMS;
• since a model can be verified and validated, its design correctness is assured at an early stage, even before other software artifacts are produced. Therefore, an MDE approach can reduce software defects related to implementation errors;
• overall software quality is improved by applying a well defined and highly automated process;
• aspects like consistency of implementation with respect to the design and requirements traceability are enforced;
• reduce overall SCADA/EMS project cost and effort. According to [12] , the software engineering process represents up to 80% of the total cost of such systems.
III. A LITERATURE REVIEW ON SOFTWARE ENGINEERING OF POWER SYSTEMS APPLICATIONS
In this section we describe a literature review on the subject of the software engineering process applied to the development of power systems control applications. The review is inspired in the concept of systematic literature review [13] , [14] .
A. GOALS AND REVIEW PLAN
This review aims at gathering information about the software engineering process applied to the development of power systems applications. Using this information we identify some of the challenges faced by engineers in the process of describing system requirements and transforming abstract models into lower level software artifacts. We wish to elucidate how domain knowledge is currently being captured from the power system specialist, and how that knowledge is used in high-level system specification, validation and implementation.
Based on a literature review of recent publications about the development of power systems applications and related areas, the following research questions are answered, from a software engineering perspective: 1) RQ1: What are the overall characteristics of the software engineering process being applied to the development of power systems applications? By answering this question we seek to identify the type or format of models representing requirements and specification (the source model) and the format of the software artifacts into which the source model is transformed. We also wish to identify the transformation process, whether it is automated or manual. 2) RQ2: Is the concept of MDE being applied to the development of EMS, or other power system's applications? Answers to this question shall also help identify promising DSLs for this type of application, transformation techniques and tools, and related standards applicable to the integration with commercial SCADA packages.
B. SOURCES OF PUBLICATIONS AND SEARCH PROCESS
We used the IEEE Xplore 1 Digital Library (DL) and the ACM DL 2 to look for publications, since they include journals and conferences related to both power systems and software engineering. We performed key-word searches in the libraries in March 2019, querying for studies with publication dates from 2006 and newer. Therefore the review contemplates studies published in the time frame from January 2006 3 until March 2019. The search results include both conference and journal papers, and the word ''study'' is generically used to refer to either type of publication. We adopted four different strategies to search for relevant studies in the DLs. Exactly the same search strings were used on both DL queries. Search strategies ''1'', ''3'' and ''4'' were limited to publications metadata only, while strategy ''2'' included both metadata and text. 1) Strategy 1: this search aimed at finding studies describing the development process of EMS applications. The key word terms and structure of the query expands into expressions like ''load frequency control'', ''automatic generation control'' and ''voltage control''. The term ''secondary'' is also included in the query, along with ''control'' and ''regulation'', therefore studies mentioning alternate forms of referring to the same concept, like ''secondary voltage control'' or ''secondary voltage regulation'' are returned. The studies of our interest shall also mention software engineering related concepts, like ''software specification'', ''program development'' or other combinations of occurrences of such terms. The following DL query string was used: (''load frequency'' OR ''automatic generation'' OR secondary) AND (control OR regulation) AND (''power system'' OR voltage) AND (software OR application OR program) AND (development OR specification OR requirements OR design OR model) 2) Strategy 2: with this strategy we expect to find works applying the MDE concept in the development of supervisory, control or automation systems in the power industry. Compared to Strategy 1, it widens the application domain to a larger range of power systems related software (including PLCs, SCADA or other CPS), while narrowing the software engineering approach to ''model driven''. The DL query was designed to expand into a combination of terms like ''power systems'' in conjunction with ''cyberphysical'' and ''model driven engineering''. Despite being strict in requiring the occurrence of the term ''model driven'', this particular search returned a considerable number of hits, since it was applied to both metadata and the actual text of the studies in the DL. The following query string was used: ((power AND (plant OR system)) OR energy OR turbine OR generator) AND (cyber-physical OR SCADA OR PLC) AND (''model driven'') AND (design OR engineering) 3) Strategy 3: this search aimed at studies related to the use of DSLs to model power systems related concepts. Compared to the previous two, this strategy specifically targets studies mentioning the expression ''domain specific'', accompanied by terms that could link them to our domain of application, like ''power plant'' or ''energy''. The following DL query string was used: ''domain specific'' AND (''power plant'' OR ''power system'' OR energy OR turbine OR generator) 4) Strategy 4: with this search we expect to find studies describing a model-driven approach to the development of software artifacts for any power systems related area. Compared to Strategy 2, it widens even more the application domain, while specifically targeting typical software engineering key words like ''requirements'' and strictly mentioning the expression ''model driven''. Despite widening the application domain, this query returned a smaller number of hits than Strategy 2 because it was applied to metadata only, due to DL limitations. The following DL query string was used: (software OR firmware OR program OR application) AND (development OR specification OR requirements OR design OR model) AND ''power system'' AND ''model driven''
C. SELECTION OF RELEVANT STUDIES
On the raw results obtained from the DL search, we applied the following procedure to select the studies for review:
• the metadata (title, keywords, publication date, etc.) queried from the DLs were imported into a relational database, with SQL-style query language for flexibility in further refinements of the results. Each search result set was associated with one specific database table;
• refinement SQL queries, described below, were applied to the metadata, in order to limit the quantity of candidate studies to a manageable number;
• the title and key words were manually examined, and studies that could not be associated to our research topic were ruled out;
• the abstract of each remaining work was examined in order to select the ones that would be fully reviewed;
• the remaining works' full text were examined, and exclusion criteria, described below, were applied to obtain the list of studies that compose the review;
• the references cited by the studies obtained from the previous step were also examined, and the relevant ones were included in the review.
1) SQL REFINEMENT
The following SQL statements were applied to each database 
2) MANUAL SELECTION AND EXCLUSION CRITERIA
After manually selecting candidate studies by examining title and key words, the remainder studies' full text was read, and the following exclusion criteria were applied as a last stage filter to eliminate: 1) studies not related to the research questions.
2) studies expressing opinions or comparisons without supporting evidence. 3) preliminary conference papers of included journal papers. 4) studies composed of more than one article (for instance: part I, II) are counted as one. Table 1 presents the number of studies resulting in each step of the selection process described in Section III-C. The column ''Hits'' represents the raw number of studies returned using each combination of search strategy and DL. Column ''SQL Filter'' is the number of studies whose metadata match the criteria expressed in the SQL statements described in Section III-C. Column ''Manual Sel.'' is the number of studies manually selected by title, keywords and abstract. Column ''Ref.
D. SEARCH RESULTS AND DATA EXTRACTION
List'' is the number of studies included from the references of the manually selected studies above. Column ''Excluded'' is the number of studies excluded from the review by applying the exclusion criteria; Finally, column ''Reviewed'' represents the number of studies selected for the review. Table 2 lists the reference to each of the studies under review, according to the search strategy and DL. The number of studies according to the type of publication (journal or conference paper) is also presented. We extracted data from the 40 studies selected for review using a spreadsheet form. The form was filled with the following fields, for each of the studies:
• identifier for bibliographic reference; • title, year and type of publication; • outline of the study;
• source and target model formats used; • transformation techniques and tools applied; • possible technologies applicable to the integration of applications to the SCADA;
IV. REVIEW RESULTS DISCUSSION
Out of the 40 studies selected for review, those found using ''strategy 1'' are closely related to energy management applications. Most of them describe models for load/frequency control or voltage control applied to bulk generation or transmission systems. Several works describe lab experiments or simulation results, and some of them report real world applications. Studies found using ''strategy 2'' are closely related to power systems automation. Most of them are related to the development of smart grid applications. The majority or works describe lab experiments, simulations or Proof Of Concepts (POC). A few describe real case studies or applications.
Studies found using ''strategy 3'' involve some kind of language applied to model one or more aspects of power systems operation. Examples of such aspects are: grid model (load flow), phasor measurements, automation and distributed control logic, communication between applications and/or power system's equipment and the behavior of energy management functions. The purposes of such models include application development (references [48] - [50] ) and co-simulation of more than one aspect of the power system (references [45] - [47] ).
Subject of studies found using ''strategy 4'' involve automatic generation of simulation models from a standardized power system model [52] , deriving test bed configurations for automation systems validation [53] and model transformations for survivability analysis [54] . Study [51] is a survey of promising standards for network and device modeling to be used in a development environment.
In the following sections we have formulated answers to our research questions based on the data extracted from the selected studies.
A. ANSWERS TO RESEARCH QUESTION 1
Regarding the software engineering process of power system's related applications, particularly the models being used for design or specification (source models), the format of the software artifacts being produced (target models) and the transformation process, we have collected the information below.
A considerable portion of the studies reviewed, particularly those found using search ''strategy 1'', concentrate on presenting the application's model and the results of tests or simulation. In those cases, little detail is provided about how the models are transformed into software artifacts, or about the nature of such artifacts. On the other hand, studies found using other strategies have provided more detailed information about the source models, transformation process and the artifacts being produced. Table 3 presents the source model formats mentioned in the reviewed studies, and also the number of mentions, while Table 4 presents the target formats identified, with the respective number of studies mentioning each one. The total number of mentions observed exceeds the number of studies reviewed, since some studies mention more than one source or target models. Another interesting observation is that models that in some cases are described as source models, in other cases may be described as target models.
The most common type of source models mentioned by the reviewed studies are briefly described below. Models having less than three mentions are not described, but are listed along in Table 3 . 
1) Traditional control theory models. This category
includes block diagrams, state space models, differential/integral equations, s or z domain equations or a combination of those. 2) Models specified in the ''Communication networks and systems for power utility automation'', the IEC 61850 standard [55] . Particularly the Substation Configuration Language (SCL), defined in IEC 61850-6, is frequently used for representation of modeled data and communication services. The SCL only specifies interfaces to functions implemented by Intelligent Electronic Devices (IED), and data communication between them. The actual implementation of those functions have to be modeled using other languages, not included in the IEC 61850 standard [33] . 3) Models specified in the IEC 61499 standard [56] . IEC 61499 provides a modeling approach for distributed control applications using the Function Flock (FB) concept. The standard also specifies an event-oriented model of computation. An IEC 61499 FB requires its interfaces (data types and events) and also its Execution Control Chart (ECC) to be defined, therefore the standard can be used to specify the actual implementation of the model. 4) The energy management system application program interface, also known as the Common Information Model (CIM), composed of a set of standards, including the IEC 61970 [57] . Although the acronym ''CIM'' is widely used in the MDE literature referring to Computational Independent Model, in this paper it refers exclusively to the meanings attributed to it in the IEC 61970 standard. The CIM is an abstract information model in which the components of a power system are represented as classes in UML class diagrams. The model also describes the relationships between the classes (inheritance, association and aggregation) and defines the parameters within each one. The focus of the CIM is to promote information exchange among systems involved with power systems operation, planning, maintenance, customer support and electricity market business processes [58] . The intended use of the CIM is to facilitate the exchange of power system data between applications. Therefore the CIM is not appropriate to model application behavior. 5) Systems Modeling Language (SysML), also standardized by the ISO/IEC 19514 [59] . SysML is a general-purpose modeling language for systems engineering, defined as a UML profile. It provides constructs for modeling a wide range of systems, including hardware, software, information, processes, personnel, and facilities, or a combination of these. 6) UML or UML-profiled diagrams. The UML is a visual language, providing tools for analysis, design, and implementation of software-based systems as well as for modeling business and similar processes [60] . The UML metamodel can be tailored or extended for different platforms or domains, and this extensions are called ''profiles''. 7) Modelica, an object-oriented modeling language capable of representing a range of applications in different domains. A Modelica model is described by schematics, also called ''object diagrams'', and by an associated equation-based description of the model in the ''Modelica Language'' [61] .
We were unable to identify the target model format in half of the reviewed studies, therefore in those cases it was considered to be ''unspecified''. For those studies mentioning at least one target model, the most frequently mentioned models are described below.
1) The IEC 61499 executable model; 2) Platform specific, legacy or other proprietary formats; 3) Textual artifacts like program source code, XML files or configuration files; 4) Matlab and/or Simulink models; 5) Artifacts describing the address space for IEC 62541 (OPC-UA) compliant application, in XML format; 6) Modelica language artifacts; 7) IEC 61850 artifacts.
In many of the reviewed studies (24) we were unable to identify sufficient details about the process of transforming the source model into the target model. One of them mentions the manual transformation and 15 studies mention the use of automatic transformation techniques.
B. ANSWERS TO RESEARCH QUESTION 2
We have observed that a significant number of the reviewed studies clearly mention concepts related to MDE, like the use of domain-specific modeling languages and/or transformation engines capable of process these models and produce other types of software artifacts. In total, 25 out of the 40 reviewed studies mention such concepts. Out of these 25 studies, 20 are closely related to power systems automation or smart grids applications, and just five mention concepts related to energy management (references [4] , [17] , [46] , [51] , [52] ).
Therefore, based on the reviewed studies we may conclude that the MDE approach for power systems applications development is a subject having considerable research activity. Particularly in the area of automation and smart grids applications, several studies have been identified, however a considerable number of publications apparently originate in the same research group, since they have some authors in common (references [4] , [33] - [36] , [38] , [40] - [42] , [45] , [47] ). On the other hand, since only a few studies related to the area of EMS have mentioned MDE concepts, we can infer that those techniques are not widespread in the development of EMS applications.
1) DOMAIN SPECIFIC LANGUAGES
In terms of languages being used for application modeling, the following observations can be made:
• Models from the control theory are widely used to describe the behavior of power systems applications. Control theory is a subject well known by the power system's specialists. However, those models by themselves cannot be considered a software modeling language, since they cannot specify all the necessary structure and behavior. Ideally a good DSL for power applications should be able to accommodate the description of software structure and behavior, with the additional feature of being familiar to the domain of specialist.
• The use of IEC 61850 SCL in the context of MDE is observed in seven of the reviewed studies (references [33] - [36] , [43] , [47] , [51] ). SCL however is focused in the automation level, and its applicability to EMS applications development is questionable. Besides, SCL is a specification language for communication interfaces between power system's automation functions, being inadequate to model the application's behavior, since it lacks the means to capture implementation details of the functional specifications [48] . On the other hand, an IEC 61850 model can be mapped into IEC 61499 [34] , [35] . Therefore those two standards complement each other, and can be combined to model a complete power application.
• The use of IEC 61499/61131 models for distributed control applications, as the source model, is mentioned by six of the reviewed studies (references [33] , [34] , [36] , [37] , [45] , [47] ). One important feature of those IEC standards is that they can be actually used to develop and deploy applications. On the other hand, they do not incorporate domain specific concepts related to power systems and energy management. IEC 61499 is also based in an event-oriented model of computation, which may be difficult to adapt to EMS applications scenario.
• Five studies mention the use of the IEC 61970/61968 EMS API (CIM) standards for modeling some properties of power systems applications (references [4] , [36] , [51] , [52] , [54] ). Since the CIM does not specify behavior, its use is focused in the representation of physical properties of the power network, like electrical equipment parameters and connectivity. Behavioral properties of the application, like the control strategy and interactions between components need to be modeled using other languages [4] , [36] .
• SysML and UML diagrams are mentioned in several studies as viable languages for modeling power systems applications (references [31] - [33] , [36] , [39] , [42] , [50] ). Those languages are appropriate for describing software structure and behavior. Moreover, if described with sufficient detail, the models can be automatically transformed in functional applications. However, SysML and UML are specific to systems and software modeling domain, therefore the power system's specialists may not be familiar with them.
• Modelica models, or comparable simulation environments, like Matlab/Simulink or Scilab are often used for describing power systems models (references [17] , [31] , [37] , [40] , [45] , [46] ). Although such models are usually intended for study and simulation, they possess features for describing the power system and associated controls, and therefore are suitable to perform model validation through simulation. Moreover, they offer an environment integrating both a visual schematic and an equation-based description of the model under consideration, which can be used, for instance, to express concepts from the control theory. The drawback of those environments is that models built for them are not, in principle, meant to be transformed into a complete and independent application, since the ''instructions'' on how to execute the model are not included in the model itself, being rather part of the simulation environment. In other words, those models were not meant to be executed outside the simulation environment.
In the context of modeling EMS applications, all of the above languages have desirable features and drawbacks. The studies we have reviewed do not compare nor discuss in depth the pros and cons of each one. Therefore determining a suitable language (or subset of languages) for modeling EMS applications is a subject for further research.
2) TRANSFORMATION ENGINES AND GENERATORS
In terms of techniques and tools applied to the transformation of high level models into lower level software artifacts, we have identified the use of the following technologies:
• The Eclipse Modeling Framework (EMF) and Ecore notation are mentioned by [31] as the tools responsible for generating program code from a SysML/Modelica model. In [50] EMF is described as the tool used for translating a custom DSL into target execution technology specific formats. EMF is also mentioned by [40] for describing a meta-model of control applications,
• The Eclipse Atlas Transformation Language (ATL) is used by [38] to describe rules for transforming textual programming languages into IEC 61499 applications. The ATL is also used by [40] for defining transformation rules mapping control applications, modeled using Matlab/Simulink, into IEC 61499 applications.
• W3C XML-based technologies like XML Schema Definition (XSD) and Document Type Definitions (DTD) are mentioned by [35] and [36] . In these studies, model-to-model or model-to-text transformations are performed trough a mapping between IEC 61850 elements and IEC 61499 elements. The IEC 61850 SCL meta-model is defined in XML schema, while the IEC 61499-2 meta-model is specified according to DTD. An MDE work flow is defined in [53] using eXtensible Stylesheet Language (XSL), and model-to-model through XSL Transformation (XSLT). In this case, the source model is a proprietary Excel/XML spreadsheet and the target model is a custom XML file format.
• The OMG Query Views Transformations (QVT) is used in [41] to transform models defined in a custom DSL called Power System Automation Language (PSAL) into IEC 61499 artifacts. QVT is also mentioned by [40] .
• The Semantic Web Rule Language (SWRL) is extended by [48] , and used as transformation language to perform ontology transformations on a specification described as an ontology model.
• Custom model-to-model transformations, like the CIM-baT [4] , a plug-in developed for the Enterprise Architect (EA) modeling and design tool. The plug-in exports the OPC-UA address space definition, in XML, from the IEC 61970 CIM, in UML. Another study mentioning similar model-to-model transformations is [52] , in which a power network model described in the IEC 61970 CIM is used for deriving Modelica models of physical power systems for dynamic simulations.
3) INTEGRATION WITH SCADA/EMS
Technologies and standards for interoperability, related to the integration of applications with legacy SCADA are discussed in some of the reviewed studies. The prominent integration technologies we were able to identify in this review are the following:
• The IEC 61970/61968 EMS API (CIM), referenced in the following studies: [4] , [36] , [51] , [52] , [54] . Those standards suggest a meta-model for information exchange, and also a middleware services architecture for application integration. Such architecture consists in integrating applications through a single Enterprise Service Bus (ESB), as depicted in Figure 1 . Such architecture, along with a profiled CIM meta-model mapped to XML schema, can provide mechanism for applications to communicate using a predefined message format and requires only a single interface to be written for each application [58] . Although the IEC 61970 is mentioned in the reviewed studies, we have not observed any actual implementations of the ESB concept among them. • The IEC 62541 (OPC-UA) standard, referenced in the following studies: [4] , [47] , [51] . The standard defines two protocol mappings: UA Web Services and UA Native. The first mapping uses SOAP and other web services specifications, while the second is a simple binary format on top of TCP/IP [62] . The OPC UA services provide functionality for effectively integrating power systems applications, and can also be used along with the CIM model, as suggested by [4] , [51] .
• The IEC 61850 standard also addresses interoperability related solutions, since it specifies a vendor neutral model for substation data objects and a service model for device access. These models are mapped, at the station level, to ISO/OSI-like protocol stack based on the Manufacturing Message Specification (ISO 9506 MMS) on top of TCP/IP. MMS was developed for exchanging real-time data and perform supervisory control between networked devices and computer applications in a vendor neutral and application independent manner [63] . Therefore, the protocols and information model described in IEC 61850 have the potential to be used to integrate EMS applications, although this type of integration have not been mentioned in any of the studies we have reviewed.
C. FURTHER CONSIDERATIONS
As discussed before, the studies retrieved using ''strategy 1'', deal mostly with EMS applications. Most of these studies do not provides details about the software engineering process applied to the application development, except [17] which mentions the use of Scilab/Scicos environment to create a mathematical model that is automatically transformed into textual artifacts (C source code) for the Linux RTAI platform.
For the remaining studies in that group, the software engineering process for application development is not described in detail, and the project's design/modeling phases are apparently decoupled from software development. In such cases, we assume that the design artifacts produced by the power system engineers (diagrams, equations) are not directly transformed into software artifacts. Software artifacts have to be created in a separate process, which includes manually writing program code. This process is error prone, therefore the software artifacts produced may contain defects that are inherent to the manual task of producing program code. Reciprocally, out of the 25 studies that mention MDE-related concepts, only five are related to EMS applications. Apparently the MDE approach has been rarely applied on the development of EMS applications, or at least we have not been able to find evidence of its widespread use. Therefore the full potential and benefits of the MDE techniques for the development of EMS applications is still to be determined.
V. CONCLUSION AND FUTURE WORK
Based on the 40 studies reviewed in this paper, we can outline the answers to our research questions below: RQ1: Its not straightforward to characterize the software engineering process applied to the development of power applications, including EMS. Apparently few publications explicitly deal with this problem, however we were still able to identify the following characteristics:
(1) the IEC 61499/61131 executable format, (2) platform specific, legacy or other proprietary formats and (3) textual artifacts. However, several of the reviewed studies do not specify the type of artifacts produced, as shown in Table 4 ;
• regarding the transformation process of the source model into other other software artifacts: we were unable to identify how this process is performed in most of the cases, although 15 studies mention the use of automatic transformation techniques and one of them explicitly mentions a manual process. RQ2: Judging by the search results obtained from the DLs, we can infer that, so far, few studies have investigated about the MDE approach to the development of EMS applications. Although we have observed a significant number of studies mentioning MDE-related concepts, only five of them are specifically concerned with EMS. Relevant information obtained from the review include:
• regarding domain-specific languages: (1) EMS systems are frequently modeled using control theory concepts, and although such models are widely accepted among power systems' specialists, they cannot be considered as software modeling languages. (2) We were unable to collect information about performance and adequacy of those techniques and tools in the reviewed studies, and their evaluation is out of the scope of this work.
• for integration with commercial SCADA packages, many publications mention the IEC 61970/61968 EMS API, which defines the Enterprise Service Bus architecture of Figure 1 . The IEC 61850 station-level interoperability definition, based on the ISO 9506 MMS protocol is also mentioned. The viability of such technologies needs further evaluation, since none of the reviewed studies describe actual EMS applications integrated through them. The IEC 62541 (OPC-UA) standard, on the other hand, is mentioned by some studies along instances of real applications.
A. CONSIDERATIONS ABOUT MDE FOR EMS
In the set of studies reviewed in this work, the generation of complete applications using the MDE approach is rarely seen. Most of the studies mentioning MDE-related concepts describe the generation of part of the system, like an IEC 61850 specification or a simulation model. Particularly in the case of EMS applications, we were unable to identify concrete instances where the MDE approach has been explicitly applied to the development of full applications, except possibly by reference ( [17] ), which asserts that ''from the simulated mathematical model, a C source code is automatically generated''. On the other hand, the MDE approach is apparently being adopted for automation and distributed smart grid applications. Therefore, the viability and advantages of this approach to EMS applications development are yet to be determined. However we believe that MDE approach may bring significant improvements to the engineering process of EMS applications:
• it makes possible to reuse artifacts from the application design through the whole development process, by performing the transfer and automatic model transformations between modeling phases [64] . Ideally, the same artifacts used by power systems engineers to specify the control system behavior should be transformed into software components;
• it can allow the power system's control specialists to actively participate in the development process, using domain specific, but platform independent modeling languages;
• by being platform independent, the DSL may facilitate the porting and migration of applications from one platform to others;
• utilities, SCADA/EMS vendors, service providers and integrators can all benefit from those concepts, applying MDE methodology to more easily design, develop and deliver customized solutions.
• ultimately MDE approach may cut development costs and time, reduce defects, improve software quality, maintainability and requirements traceability.
Thus, the MDE concept has the potential to make the whole EMS application development process more agile and less error prone.
B. FUTURE RESEARCH
At the moment, we were unable to identify in the literature any specific methodologies (guides or ''recipes'') for model-driven development of EMS applications, or its integration with COTS SCADA. Therefore, an interesting research area is the study and proposal of an MDE-inspired methodology or framework specifically tailored for the development of such applications. In this sense, this work has identified some candidate technologies that can be a starting point for further research and the proposition of a model-driven framework for engineering EMS applications, and also gaps that need to be filled. The three main components of such framework, which need to be evaluated in order to build it, are: Domain Specific Languages: a good DSL for this task should use concepts familiar to the power system's specialists and at the same time be expressive enough to specify, with sufficient detail, the desired structure and behavior of the application. Existing languages need to be evaluated with respect to these requirements, and perhaps the definition of new DSLs may be necessary.
Transformation engines and generators: techniques and tools for process and transform models expressed in the above DSL into lower level software artifacts need to be evaluated. Possibly new dedicated or customized engines need to be created in order to cope with the specificities of this particular domain, like the DSLs and the deployment environment.
Integration with SCADA: standardized API and communication infrastructure should be used preferably for this task. However, this is not an absolute requirement of the model-driven methodology. Proprietary APIs may also be used along with the proposed methodology.
Additionally, other MDE methodologies already proved in other domains, like the WebML, UWE, NDT and GenER-TiCA [65] - [68] may provide useful insights for proposing an approach for the EMS domain.
