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Webová  aplikace  Petbook  vytvořená  jazykem  Java  s  pomocí  rámce  Struts  2,  postavená  na 
architektuře MVC využívající technologii AJAX a komunikující s databází PostgreSQL. Uživatel v 
systému eviduje svůj chov sloužící pro plemenitbu, přidává se do skupin s uživateli se společnými 
zájmy. Aplikace mezi uživateli umožňuje skupinovou či soukromou komunikaci.
Abstract
The Petbook web application was created using the Java language and Struts 2 MVC architecture 
built on AJAX. The application communicates with the PostgreSQL database. The user of the system 
keeps records of hers breeds used for breeding purposes and she can join groups of people sharing 
common interests. The application allows mass and private communications. 
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S rozvojem informačních  technologií  roste  i  počet  připojených uživatelů  k  internetu  a  dle  okolí  
každého z nás roste i uživatelská délka připojení k této veřejné světové síti, což vede i k rychlému  
rozvoji  webových  aplikací  a  stálému  zdokonalování  webových  technologií,  kterými  se  v  textu 
budeme  z  části  zabývat  pro  objasnění  složení  naší  aplikace,  kterou  si  následně  popíšeme, 
naimplementujeme a nakonec i otestujeme a shodnotíme. 
Abychom  však  věděli  dle  čeho  aplikaci  skládat  a  co  nás  čeká,  nahlédneme  i  do  
zootechnického  oboru,  kde  nás  bude  především  zajímat  chov,  ze  kterého  již  můžeme  snadněji  
pochopit praktické využití aplikace, kterou jsme nazvali Petbook.
Název vznikl  analogií  s rozsáhlou sociální  webovou sítí  Facebook, kterou naše AJAXová 
webová aplikace svým uživatelským rozhraním a možnostmi do jisté míry připomína.
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2 Plemenný chov
Než si řekneme něco o plemených chovech, vysvětlíme si názvosloví, které při jeho popisu budeme 
používat. Začneme klasifikací organismů, motivujeme se cílem chovu, na což si rozdělíme i plemena 
a dostaneme se i k jejím kmenům. Dále si  již uvedeme, co se skrývá pod pojmem chov, kterým 
navážeme na linii a rodinu. Závěrem se dostaneme i k jedinci a jeho značení v chovu.
2.1 Taxonomie
Každý z nás při vycházce do přírody již někdy měl  možnost  potkat srnku, zajíce, káně či zmyji.  
Většinou si ani  jedno ze zvířat  nestihneme prohlédnout neboť jsou velmi  plachá,  avšak na první 
pohled se v mnohém liší.
Některé ze zvířat uteče, uletí a nebo se odplazí. Káždá z těchto možností má vlastní vlastnosti, 
kterými  se  liší  od  ostatních.  Těmito  odlišnostmi  se  zabývá  taxonomie,  která  je  vědním oborem 
klasifikikujícím organismy. Jejím cílem je klasifikovat všechny známé  biologické skupiny (taxony) 
podle určitých pravidel do jednotlivých hierarchicky uspořádaných biologických kategorií. 
Taxonomy pak mají roli identifikace, při niž rozdělujeme jedince do známých taxonů. Logické 
zařazování jednotlivých taxonů do obecnějších „škatulek“ ve výsledku tvoří biologickou klasifikaci.
Za základní taxonomickou jednotku z pohledu zoologie považujeme druh a plemeno (rasa).  
Druhem označujeme historicky vzniklý soubor jedinců, vyznačující se společným původem, stejnými 
znaky a  vlastnostmi  v jednotlivých generacích a  stejným systémem adaptace na vnější  prostředí. 
Rozdělení na druhy jako taxonomické jednotky vychází především z morfologických, fyziologických a 
ekologických odlišností  mezi  jednotlivými  druhy,  které  jsou  vzájemně  reprodukčně  izolované od 
jednotlivých druhů, tj. jde o neschopnost vzájemného páření příslušníků odlišných druhů, vyplývající 
z neschopnosti produkce úplně plodného potomstva.
Dále  nás  bude  zajímat  plemeno,  což  je  definováno  jako  populace  zvířat  stejného 
fylogenetického  původu,  která  byla  vytvořena  člověkem  za  určitých  sociálně  ekonomických  a 
přírodně geografických podmínek. Plemenem jsou tedy všichni jedinci stejného druhu, kteří se od 
ostatních  liší  charakteristickými  znaky a  vlastnostmi,  které  při  podobných životních  podmínkách  
přenášejí na své potomstvo. Tedy platí, že jedinci stejného plemene mají vždy minimálně shodný 
původ, taktéž i morfologické, fyziologické a hospodářsky významné vlastnosti, které jsou předávány 
z  generace  na  generaci.  Odlišnosti  jednotlivých  plemen  označujeme  jako  plemenné  znaky  a 
vlastnosti, se kterými se ještě setkáme později. Předpokladem plemene je jeho dostatečná početnost. 
Za  plemeno  např.  v  případě  psa  lze  považovat  populaci  od  400  jedinců  z  důvodu  vyloučení  
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příbuzenské plemenitby, která souvisí s označováním zvířat na základě zákona číslo 154/2000 Sb. o  
šlechtění. 
S využíváním metod plemenářské práce souvisí pojem užitkový typ, který můžeme popsat tvarovými 
a funkčními vlastnostmi zvířat a jejich chovným směrem. Např. u skupin zvířat vytvářených s určitým 
cílem byly využity metody křížení několika plemen, proto už nelze hovořit o plemenu a plemenném 
typu.  Od  takto  šlechtěných  užitkových  typů  zvířat  dostáváme  komerční  názvy:  drůbež,  prasata,  
králíci.
V této souvislosti si uvedeme 3 typy:
1. Pokud se jedná o jedince, jehož předci jsou příslušníky stejného plemene až do 5.generace, 
jde zootechnickém slova smyslu o čistokrevné zvíře, což je dokladováno rodokmenem.
2. Pokud  představitel  plemene  vlastní  výrazné  a  ustálene  znaky  plemenné  příslušnosti,  
nazýváme jej plnokrevníkem, jehož evidence se vede v plemenné knize.
3. Plemenitbou  plnokrevníka  s  neplnokrevným  zvířetem  vzniká  typ  označován  jako 
polokrevník.
Více také zde [1] a [2].
2.2 Chovný cíl
Hlavním úkolem plemenářské práce v případě chovu hospodářských zvíŕat je zdokonalovat vytyčené 
znaky a vlastnosti, které charakterizují v chovném cíli jednotlivá plemena.
Chovný cíl tedy můžeme vyjádřit morfologickými a fyziologickými znaky, mezi které patří vlastnosti 
tělesné stavby a zbarvení, ale i užitkovost či plodnost.
V případě hospodářských zvířat chovným cílém můžeme vyjádřit, které zvířata se nám vyplatí  
produkovat  z pohledu ekonomiky produkce, zdravotnímu stavu aj.
Souhrnem  požadavků  konretizujících  chovný  cíl  v  kratším  časovém  úseku  mluvíme  o 
plemenném  standardu,  který  se  týká  nejenom  užitkových  či  morfologických  vlastností,  ale  i 
růstových schopností určitého plemene.
Tedy plemenný standard můžeme rozložit na další 3 standardy:
1. standard  užitkových  vlastností,  který  zahrnuje  konkrétní  požadavky  např.  na  mléčnou 
užitkovost, výkrmnost a jatečnou hodnotu, plodnost, spotřebu krmiva na jednotku produkce 
atd.
2. standard morfologických znaků,  který charakterizuje tělesnou stavbu, typ,  rámec, zbarvení 
apod.
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3. růstový standard,  který zahrnuje konkrétní ukazatele od narození až do tělesné dospělosti 
(hmotnost, rozměry částí těla, atd.)
Více si můžete přečíst zde [4].
2.3 Třídění plemen
Pro třídění plemen existuje spousta kritérií. Třídit lze dle původu nebo podle kraniologických znaků 
vycházejících z  charakteristiky stavby lebky,  případně zádě a  ocasu.  Třídit  lze  taktéž  dle  stupně 
prošlechtěnosti,  na  čemž  se  podílí  člověk  na  vzniku  a  následného  vyšlechtění  plemene.  Stupeň 
prošlechtěnosti můžeme dále třídit na:
1. Primitivní  pro  plemena,  která  vznikla  v určitých  oblastech  převážně  vlivem  podmínek 
prostředí  za  minimálního  přičinění  člověka  jakožto  chovatele.  Vlastnosti  tohoto  plemene 
můžeme přirovnat k vlastnostem původních divokých forem. Vyznačují se otužilostí, tvrdou 
konstitucí, živým temperamentem a odolností vůči nepříznivým podmínkám. Zvířata později 
pohlavně a tělesně dospívají a jejich užitkovost je nízká.
2. Plemena se znaky primitivnosti s vyšším podílem člověka na jejich šlechtění označujeme za  
zušlechtěná. Tato plemena vznikla již za příznivějších chovatelských podmínek se záměrným 
zlepšováním jejich vlastností. Užitkové vlastnosti či tvarové znaky byly zlepšeny přikřížením 
ušlechtilých plemen a nebo výběrem jedinců ze zástupců plemene.  Můžeme zde zařadit  i  
plemena  krajová,  která  jsou  dokonale  přizpůsobená  místním  podmínkám  kraje,  kde  se 
vyznačují vysokou proměnlivostí znaků a vlastností.
3. Pokud se člověk dlouhodobě podílí na šlechtění daného plemene, označujeme jej za plemeno 
ušlechtilé nebo taky  kulturní. Tyto  plemena  pak mají  zpravidla nejvyšší  užitkovost,  čímž 
současně  dochází  v  mnoha  případech ke  snížení  odolnosti  a  zeslabení  konstituce,  což  je 
kompenzováno zlepšením chovatelských podmínek.
Dalším  důležitým  kritériem  pro  třídění  plemen  bývá  podle  užitkového  zaměření,  u  kterého 
rozlišujeme  specializovaná plemena šlechtěná na jeden užitkový směr či jednu základní vlastnost a 
kombinovaná  plemena šlechtěná  na  2  a  více  užitkových  směrů  či  vlastností.  A  jako  posledním 
kritériem nesmí chybět řazení dle geografického rozšíření, tedy dle vyhraněných oblastí světa jako je 
nadmořská výška či terén, rozlišujeme na plemena nížinná, horská, stepní a severská. 
Další informace můžete čerpat tady [2].
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2.4 Nižší taxonomické jednotky
V rámci  plemene  se  vyskytují  skupiny  zvířat  s určitými  rozdíly  od  průměru  plemene  příčinou 
přizpůsobivosti  k odlišným podmínkám prostředí  v nichž  jsou  chovány.  Plemeno  tedy není  zcela 
ucelenou jednotkou.
Nyní se můžeme dostat k rázu, což je část plemene chovaná na poměrně velkém území nebo v jiných 
klimatických a chovatelských podmínkách. Jedinci odlišující se rázem se od sebe odlišují velikostí  
těla, odstínem zbarvení, částečně užitkovostí a tělesnými tvary.
A na závěr si  již  můžeme říci  něco o  kmeni,  jakožto k pojmu,  se kterým se v aplikaci  můžeme 
setkávat.  Kmenem tedy označujeme menší taxonomickou jednotku v rámci rázu. Nejčastěji se tento 
termín používá v chovu koní, kdy název kmene vychází od vynikajícího zakladatele – hřebce. Pro 
změnu u chovu drůbeže označujeme kmenem rozmnožovací skupinu.
Další informace naleznete zde [4].
2.5 Chov
Nyní se již orientujeme v základech řazení zvířat a nyní si můžeme specifikovat, co je to ten chov 
jakožto po plemeni další část názvu našeho textu.
Chovem označujeme  skupinu příslušníků  plemene  chovaných na  určitém místě,  přesněji  v 
odlišných chovatelských a částečně i klimatických podmínkách. Chov může sloužit i jako označení 
chovu  uvnitř  oblasti,  případně  ve  smyslu  uzavřenosti  a  prošlechtěnosti  na  konkrétní  farmě.  Ale 
chovem může být i chov zvířat stejného druhu u stejného chovatele – jako příklad si můžeme uvést 
chovnou stanici psů.
Zdrojem byly literatury [2] a [3].
2.6 Linie
Tímto  pojmem  označujeme  skupinu  jedinců  pocházejících  od  společného  předka  se  shodnými  
morfologickými  znaky a užitkovými  vlastnostmi.  Základem linie  je  samec  označovaný také jako 
plemeník.  Významem linie je přenos individuálních vlastností  na skupinu zvířat  a následně jejich 
rozšíření v populaci.  Jedinci stejné linie mají větší stupeň příbuznosti  či  genetické podobnosti než 
jedinci pouze v rámci plemene.
Pramenem byla literatura [2].
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2.7 Rodina
Na rozdíl od linie je zakladatelkou rodiny samice, u které její vzájemně příbuzné potomstvo můžeme  
označit za rodinu. Oproti linii je menší jednotkou a představuje výběrovou a připařovací jednotku. Při 
plemenitbě je možno do rodiny zahrnout i méně příbuzné (sestřenice či bratrance).
Více se můžete dozvědět zde [2].
2.8 Jedinec
V zootechnické taxonomii je označován za nejnižší jednotku. Jedinec bývá zpravidla označován v 
plemenných knihách a záznamech, kde ma své jméno a číslo. V případě výběru jedince komisí pro 
plemenitbu označujeme jedince samce za plemeníka a samici za plemenici [4].
2.9 Označování zvířat
Hlavním důvodem pro značení zvířat je nezaměnitelnost v evidenci. Každý živočišný druh se značí 
jiným způsobem. Například u ryb se štípou části ploutví, u skotu se nastřelují umělohmotné známky 
do uší.  Ptákům bývají  na  běhák upevňovány kroužky.  Velikost  kroužků je  různá,  každý má  své 
konkrétní číslo série a zkratku státu. Zatím co u ptáků chovaných v zájmových chovech se kroužky 
převlékají na běhák mláďatům, u ptáků značkovaných venku jsou kroužky roztažitelné. 
Vycházím ze zákoníku [5].
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3 Použité technologie
Nejdřív se zmíním o námi zvoleném programovacím jazyku. Navážeme na rámec, ve kterém jsme 
vyvíjeli aplikaci. Nevynecháme ani MVC architekturu, která se s naším rámcem úzce váže. Zmíníme 
se i o námi využívaném AJAXu. Kapitolu zakončíme zvoleným externím uložištěm dat naší aplikace.
3.1 Java
Svět  programování  již  překonal  mnoho  změn  měnící  programátorské  návyky  a  jejich  postupy. 
Novodobý  vývoj  programovacích  jazykových  technologiích  v  posledních  letech  zakořenil  u 
oblíbeného  používání  objektově  orientovaných  jazyků  s  využíváním  modularity  a  psaní 
struktorovaných  zdrojových  kódů.  Jedním  z  těchto  nejpoužívanějších  programovacích  jazyků  na 
světě je java, který vyvinula firma Sun Microsystems a světu ho prezentovala 23. května 1995.
Díky své přenositelnosti umožňuje java budovat své programy, které dokáží pracovat na mnoha 
odlišných systémech jako jsou čipové karty, mobilní telefony a jiná zabudovaná zařízení, aplikace pro 
desktopové  počítače,  včetně  rozsáhlých  distribuovaných  systémech  spolupracujících  počítačů 
rozprostřených po celém světě.
Když bychom chtěli přirovnat jazyky C/C++ k jazyku java, tak můžeme říci, že jazyky mají 
velmi  podobnou  syntaxi,  avšak  v  java  odpadlo  mnoho  konstrukcí,  které  programátorům  činily 
problémy. Nemůžeme opomenout ani spoustu užitečných rozšíření, které v javě můžeme nalézt.
Java umožňuje snadnou tvorbu aplikací v síti, podporuje různé úrovně síťového spojení, práci 
se vzdálenými soubory a především pro nás umožňuje vytvářet distribuované klientské aplikace a 
servery. Java vlastní svůj virtuální stroj, pomocí kterého přeložený mezikód spustíme na jakékoliv 
platformě s podporou javy. Virtuální stroj běh programu značně urychluje, avšak za cenu rychlosti  
startu programu, což při ladění aplikace z vlastní zkušenosti opravdu dlouho trvá. Nevýhody však 
převažují  výhody,  kterých  bychom mohli  jmenovat  spousty,  z  čehož  plyne  i  naše  volba  výběru 
programovacího jazyka.
Pro naši práci jsme pro své kvality a dostupnost vybrali  od stejné firmy Sun Microsystems 
vývojářské  prostředí  Netbeans,  které  nám  značně  zpříjemnilo  práci  obzláště  s  tak  rozsáhlým 
frameworkem,  který si  uvedeme dále. Netbeans je vývojářským nástrojem typu opensource, který 
umožňuje začlenit do svých možností  i užitečné pluginy.  I v našem případě jsme těchto možností  
využili pro snadnější práci se zvoleným rámcem.
Čerpáno z literatury [8].
9
3.2 Struts
Jelikož naše aplikace byla produkována týmovou prací, byl pro její tvorbu vybrán framework neboli  
také rámec se zaměřením na MVC architekturu, kterou si probereme níže. Struts jakožto název našeho 
frameworku pro nás umožňuje nejenom snadné rozdělení kompoment pro snadné rozdělení práce v  
týmu, ale také snadné využití AJAXových možností, které má v sobě obsaženy.
Rámce Struts v roce 2000 vytvořil Craig. R. McClanahan. Struts nabral na atraktivitě a k jeho 
vývoji přidali svůj volný čas i další vývojáři pro zvýšení jeho kvality. Od doby svého založení došlo k 
mnoha vylepšením, naše aplikace je již stavěna na nové poslední verzi Struts 2. I přes její některé 
nedořešené  stavy  a  následně  vzniklé  problémy  si  nemohu  tento  framework  vynachválit  a  všem 
čtenářům této práce ho mohu jenom doporučit.
Rámec  obecně  zahrnuje  mnoho  tříd  a  komponent,  které  slouží  jako  abstrakce  nějakého 
konkrétního pojmu. U těchto abstrakcí je uvnitř rámce definováno, jakým způsobem budou spolu 
spolupracovat k vyřešení požadovaného problému. O rámci můžeme tvrdit, že je souborem tříd a  
rozhraní, které v programu řeší určitý typ problému pomocí ramcových komponent.
Rámec lze taktéž definovat jako soubor knihoven v našem případě jazyce java, avšak existuje 
rozdíl mezi softwarovou knihovnou (dále jen knihovnou) a rámcem. Knihovna obsahuje funkce či 
procedury,  jež  můžeme  v aplikaci  volat.  Rámec  však zahrnuje  použitelné pomocné  komponenty, 
pomocí kterých můžeme aplikace rozšířit o určitý soubor funkcí. Proto se někdy o rámci mluví jako o 
knihovně  „obrácené  naruby“,  právě  kvůli  jeho  obrácenému  fungování.  Tyto  rozdíly  naznačuje 
obrázek 3-1.
Dostupnou je literatura [6].
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Obrázek 3-1: Odlišnost mezi rámcem a knihovnou
3.3 MVC
Jak již zkratka napovídá, jedná se o znamou nebo aspoň již od dávného Smaltalku často používanou 
architekturu rozdělující  program na tři  na  sobě nezávislé  části  model,  view neboli  také pohled a 
controller.  Z praktického využití  bych  přidal  ještě i  čtvrtou nezávislou část  s  označením  library, 
kterou ve výkladu začneme. Víceméně se jedná o mé vlastní označení, kterým v aplikaci nazývám 
balíky seskupující datové struktury popsané v objektověorientovaném programování pomocí tříd a 
přenášeny pomocí instancí těchto tříd tedy objekty. Tyto objekty můžeme označit za zprávy určitého  
formátu  sloužící  ke  komunikaci  jednotlivých  částí  aplikace  model-view-controler.  Začneme  od 
uložiště dat, na které se zaměřuje model, který zpravidla reprezentuje data aplikace. Uložištěm bývá 
nejčastěji datábáze, ale může jim být i souborový systém lokálního nebo vzdáleného disku a nebo  
výsledek síťové komunikace určitého síťového protokolu.
Nyní máme k dispozici data reprezentovány některou datovou strukturou z library, se kterými 
již můžeme pracovat a předávat je dál. Tyto data koncovému uživateli prezentuje view. Pohledy tvoří 
uživatelské rozhraní naši aplikace na webové vrstvě obvykle skládající se z HTML a JSP stránek.  
HTML  stránky  tvoří  statický  obsah,  zatímco  JSP  stránky  mohou  generovat  obsah  statický  i  
dynamický. Další variantu webového rohraní mohou tvořit i WML stránky. Díky rozdělení aplikace  
dle vzoru MVC můžeme s jedním modelem svázat i více pohledů.
Nad použitím konkrétního pohledu či dat předávána z modelu rozhoduje controller nebo taky 
počeštěně řadič. Tato řídící část MVC odchytává uživatelské požadavky na adresy stránek či jejich 
vstupy,  které vyhodnocuje a konkrétnímu pohledu předává výstupní variantu či pro určité situace 
reprezentuje  aplikaci  s  jiným  pohlem.  O  řadiči  můžeme  říci,  že  pracuje  jako  prostředník  mezi 




Zkratka  pro  Asynchronous  JavaScript  and  XML  nám  označuje  obecně  technologie  pro  vývoj 
ineraktivních webových aplikací, které mění svůj webový obsah bez nutnosti obnovení celé stránky.  
Tato  technologie  pro  uživatele  zajišťuje  komfortnejší  prostředí  a  zajišťuje  tak  bezznovunačítání  
přehlednější a tím i rychlejší práci. AJAX však musí podporovat interpret webového prohlížeče, což u 
moderních prohlížečů již je většinou samozřejmostí.
Technologie AJAX využívá technologie pro prezentaci informací, mezi které se řadí HTML 
(HyperText  Markup  Language)  či  XHTML  (eXtensible  Hypertext  Markup  Language)  a  CSS 
(Cascading  Style  Sheets).  Pro  práci  s  dynamickým  obsahem  stránek  používá  technologii  DOM 
(Document  Object  Model),  která  nastavuje  výsledný  dokument  složený  z  elementů  pomocí 
objektověorientovaného jazyka  javascript.  Asynchroní  komunikaci  s  webovým serverem zajišťuje 
technologie  XHR  (XMLHttpRequest).  Data  se  zpravidla  mezi  klientem  a  serverem  předávají 
formátem XML (Extensible Markup Language), ale taky pomocí HTML, JSON (JavaScript Object 
Notation), EMBL (Extensible Binary Meta-Language) či obyčejným textem.
Vhodnou kombinaci těchto technologií nám zajišťuje náš zvolený rámec Struts v jednotlivých 
komponentách.
Další informace naleznete zde [7].
3.5 PostgreSQL
Jelikož  se  naše  aplikace  řadí  do  kategorie  informačních  systémů,  které  většinou  mají  své 
externí uložiště, uvedeme si něco o zvolené databázi jakožto námi používaném externím uložišti.
Pro svou aplikaci jsme zvolili PostgreSQL nebo někdy taktéž Postgres, který má otevřený 
zdrojový kóde vyvinutý a dostupný již od roku 1995 z původního projektu Ingres vyvíjeného na  
University  of  California,  přičemž  byl  nahrazen  původní  interpret  dotazovacího  jazyka  QUEL za 
interpret standardizovaného dotazovacího jazyka SQL.
Další zajímavé informace jsou k nalezení [9].
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4 Návrh implementace
Nejdříve  si  prozradíme  naše  zadání,  dále  se  inforumujeme  o  existenci  systémů  s  podobným 
zaměřením. Navrhneme si případy užití, strukturu databáze a závěrem se zmíníme o uživatelském 
rozhraní.
4.1 Neformální specifikace
Našim úkolem je naimplementovat informační systém pro evidenci  rodokmenů plemenných chovů. 
Původním zaměřením systému měla být evidence holubů, avšak aby měl systém širší záběr využití,  
návrh byl zobecněn pro evidenci jakéhokoliv druhu. Smyslem evidence je evidovat chovy takovým 
způsobem, aby z evidovaných dat bylo možné čerpat a vybírat jedince pro plemenitbu a případný 
vznik dalších chovů. Tento základ byl zaobalen evidencí chovatelů a skupin, do kterých se chovatelé 
mohou začlenit, či případně zúčastnit se se zvolenými jedinci soutěží.
Chovatelé mezi sebou budou moci uzavírat přátelství a dopisovat si.  Chovatelům umožníme 
nastavovat si úrovně zabezpečení svých soukromých informací včetně svých chovů, kde u zvířete  
umožníme zviditelnění v nabídkách plemenitby ostatním uživatelům.
Aby  uživatelé  mohli  projevit  své  společné  zájmy  a  dokázali  si  dohledat  chovatelé,  kteří  
naplňují  jejich  očekávání  od  systému,  bude  třeba  pro  seskupování  chovatelů  začlenit  v  aplikaci 
skupiny, kde uživatelům bude nabídnuta možnost společně diskutovat.
Jak již bylo naznačeno výše, pro splnění potřeb plemenitby bude v systému třeba začlenit i  
samotné  zvířecí  jedince,  které  uživatel  popíše  údaji  narození,  pohlaví,  otec  a  matka,  popisem, 
vlastnostmi a hlavně plemenným zařazením. U jedinců bude registrováno jejich připuštění, které se  
bude volit dle významnosti, jak již bylo popsáno v kapitole 2.
Pro další popis bude každý jedinec označen svou fotkou nebo  fotoalbem, stejně jako v případě 
chovatele, u kterého se bude spíše jednat o účel snadnějšího přehledu mezi uživateli.
Výsledné nároky uživatelského rozhraní na uživatele by měli počítat i s méně zkušenými lidmi 
ve světě informačních technoogií.
4.2 Existující nástroje
Na internetu se můžeme setkat s mnoha plemenářskými evidencemi, avšak většinou formou webovou 




Znázorníme si případy užití našeho systému pomocí diagramu popsaného jazykem UML (Unified 
Modeling Language), jenž je určen k definici chování systému z pohledu uživatele. Tento jazyk v 
systému znázorňuje role uživatelů spojené s akcemi, které se jim nabízí jakožto dostupné možnosti 
navrhované aplikace [10]. Vztahy mezi uživateli systému a rolemi budeme značit čárkovanou šipkou.
Aby mohl uživatel v evidenci vzniknout, musí se nejdříve registrovat. Při registraci se uvádí 
emailová adresa jakožto důležitý přihlašovací údaj. Abychom si tedy ověřili, že emailová adresa patří  
opravdu našemu uživateli, musí se uživatel prostřednictvím svého emailu aktivovat.
Na poslední krok již zbývá přihlášení. V případě dlouhodobě neaktivních či vůlgárních uživatel 
potřebujeme i nějakého správce, kterému umožníme držet si nad aplikací přehled a kontrolu vedoucí  
k  žádané  úrovni  aplikace.  Tyto  základní  uživatelské  možnosti  si  naznačíme  na  diagramu 
obrázkem 4-1 níže.
Nyní  již  nového  uživatele  přihlásíme  do  systému,  kde  je  mezi  ostatními  chovateli 
reprezentován svým profilem, který se skládá z profilových obrázků, jména, seznamu adres sídla a  
kontaktů. Adresy, kontaky a profilové obrazky umožníme uživateli přidávat či měnit a samozřejmě i 
mazat. Úlohu spravovat pro běžného uživatele dostupné typy kontaktů (telefon, email, www, atd.)  
přenecháme administrátorovi. Více obrázek 4-2.
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Obrázek 4-1: Základní uživatelské možnosti
 Uživateli bude umožněno vyhledat si skupinu chovatelů se společnými zájmy,  či si založit 
vlastní skupinu. Skupiny budou sloužit především ke společným diskuzím jejich členů, kde každému 
chovateli dané skupiny umožníme založit si téma diskuse, kterou bude oprávněn i smazat, stejně jako 
zakladatel  skupiny,  kterému  založením skupiny vzniká  i  právo pečovat  o  skupinu,  což  zahrnuje 
vyhodit ze skupiny některého z chovatelů či rozpustit celou skupinu. V následujícím diagramu na 
obrázku 4-3 si naznačíme jakým způsobem se uživatelé mohou začlenit v systému.
15
Obrázek 4-2: Profilové možnosti
Uživatelé již mají možnost získat si své vzájemné sympatie společnou diskusí, čímž mohou 
využít i navázání kontaktu vzájemnou konverzací pomocí zpráv. Aby na sebe nezapomněli mohou si  
chovatele přidat do svého seznamu kontaktů, který nazýváme přátelství. Proses přátelství proběhne 
nabídkou přátelství s případným vzkazem a následným přijetím či odmítnutím pomocí zpráv.
Tyto uživatelské vztahy si znázorníme na obrázku 4-4.
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Obrázek 4-3: Možnosti skupiny
Dostáváme se ke správě chovu,  kde každému uživateli  umožníme zařadit  si  do něj jedince 
jakéhokoliv plemene, které dále bude moci šlechtit a nabízet ostatním chovatelům k plemenitbě.
Jedinec může být jednou za čas připuštěn k páření, což nám systém bude evidovat. A když se  
zadaří, tak se chovatel může se svým jedincem pochlubit v některé ze soutěží.
Každému jedinci přísluší plemeno, které mu chovatel vybere ze seznamu plemen, který bude 
udržován aktuální administrátorem.
Více nám řekne obrázek níže.
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Obrázek 4-4: Vztahy mezi chovateli
Dostáváme se k závěrečnému případu užití, který již popisuje další praktické využití systému a 
tím jsou  soutěže,  které  může  založit  každý  chovatel  s  již  možností  informovat  o  nich  i  ostatní 
chovatelé ať už zprávou či diskusí ve skupině, při čemž si jednotliví chovatelé danou soutěž mohou 
dohledat  a  přidat  do  ní  své  zvířata.  Průběh  soutěže  a  její  vyhodnocovaní  je  již  na  každém 
organizátorovi jakožto zakladali soutěže. Sekce soutěž mu však umožní založit si anketu, do které se 
mohou zapojit libovolní chovatelé.
Detaily soutěže mohou být kdykoliv pozměněny jejim zakladatelem. Nabízí se i možnost celou 
soutěž smazat, což bude mít ve své nabídce kromě zakladatele i administrátor.
Organizátoři mohou kdykoliv jedince ze soutěže vyloučit, či jedince ocenit.
Více nám naznačí obrázek 4-6.
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Obrázek 4-5: Správa chovu
4.4 Návrh databáze
Nyní  si  zanalyzujeme  požadavky na  informační  potřeby naší  databáze.  Využijeme  k  tomu ERM 
(Entity Relationship Model), který lze nalézt v softwarovém inženýrství pro abstraktní a konceptuální 
prezentaci dat. Při modelování užíváme čtyř základních prvků, kterými jsou  entita,  atribut,  relace 
nebo taky  vzah a  poslením  hrana. Entity jsou popsány pomocí  jednotlivých vlastností,  které pod 
svým názvem nesou vlastnost určitých věcí, které můžeme rozeznávat v reálném světě.  Pro příklad 
barva jako vlastnost určité reálné entity může být zelená, modrá, 
žlutá atd. Tyto vlastnosti nazýváme atributy. Mezi entitami mohou být vztahy, které můžeme 
vyjádřit dějem.  Například entita student navštěvuje entitu učebna. Entity a 
vztahy  propojujeme  hranami,  které  nám  určují  kardinalitu vztahu.  Za  kardinalitu  považujeme 
mohutnost konečných i nekonečných množin. 
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Obrázek 4-6: Správa soutěže
Jedná se o metodu datového modelování, při níž vytváříme konceptuální schémata nebo sémantické 
datové modely systému. Pro naše požadavky systémem můžeme rozumět relační databázi. Pomocí  
této metody tvoříme ER diagramy. Návrh naší databáze si pomocí ER diagramů znázorníme. [11]
Začneme  popisem toho nejzákladnějšího  ze  systému.  Nejzákladnější  entitou  je  chovavatel, 
kterému  umožníme  sídlit  na  více  místech  pobytu.  V  dnešní  době  běžně  využíváme  více 
komunikačních prostředků, což se promítne i v našem návrhu a chovateli umožníme v našem systému 
vlastnit více kontaktů. Jelikož existují nějaké mezilidské vztahy, tak i v našem systému zabudujeme  
přátelství vyjadřující seznam chovatelů se společnými zájmy. Více nám řekne obrázek ER diagramu 
chovatele níže.
Než nahlédneme do obrázku, zmíníme se pro lepší orientaci primární klíče uvedené v tabulce.





Tabulka 4.1: Primární klíče
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Obrázek 4-7: ER diagram chovatele
Podobně jako chovatel i skupina má svá sídla a kontakty. Každá skupina má svého zakladatele, 
kterým je chovatel. Chovatelé v rámci skupiny prezentují své názory pomocí přispěvků pod určitým 
tématem.  Témata přísluší zvolené skupině. Entity téma i příspěvek vlastní svého autora. Všechny 
zmíněné entity vlastní svůj primární klíč pojmenovaný atributem id, výjimku opět tvoří kontakty, 
kde jsou primárním klíčem atributy  skupina a  typ.  Bližší  vazby mezi  uvedenými  entitami  si 
znázorníme na následujícím obrázku diagramu skupiny.
Navážeme na předchozí obrázek ER diagramu skupiny, ke kterému se z části váže i obrázek 
následující, na kterém můžeme vidět, že potřebujeme i entitu evidující chovatelé pro určitou skupinu, 
což nám ve výsledku poskytne analogii s členy skupiny.  Kromě evidence diskuzí,  potřebujeme v 
databázi vyhradit i místo pro korespondenci mezi jednotlivými chovateli. Korespondenci nám eviduje 
entita Zpráva, která mimo jiné vlastní hned dva odkazy na chovatele, kterými jsou autor a příjemce 
zprávy. Za primární klíč této entity můžeme označit její id.
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Obrázek 4-8: ER diagram skupina
Nyní přistoupíme k něčemu na první pohled složitému, ale skutečnost je jiná a obrázek 4-10, 
který si nyní popíšeme, se pokusíme zjednodušit. Rozdělme si ho svým pohledem na tři části. První  
částí začneme u toho nejjednoduššího, čímž je entita plemeno. Tato entita se v sobě zanořuje, což 
utváří hiearchickou strukturu této entity. Např.: Rod pes spadá pod čeleď psovití a čeleď psovití zase  
spadají  pod  řád  šelmy  atd.  Návrh  této  entity  nám takto  umožní  jednotlivé  stupně  označené  za 
plemeno hiearchicky třídit. Tuto entitu pak využijeme jako číselník pro atribut plemeno u entity 
jedinec, kterou si dovolíme pokračovat. Podobně jako u entity  plemene, i u entity  jedince 
použijeme podobnou hiearchickou strukturu a to u atributů  otec a  matka, kde se odkazujeme na 
další entity  jedince.  U jedinců dochází k připuštění,  které evidujeme entitou  sex.   A již nám 
zbývá  poslední  entita,  která  nám  eviduje  vlastněné  entity  jedinec entitou  chovatel,  což 
znázornění na obrázku uvádí zjednodušeně pod rolí vlastní.
Entity  plemeno a  jedinec pro nás již mají známý název primárního klíče, jež zachycuje 
atribut id. U entity sex si zavedeme tři primární klíče, kterými tedy budou všechny tři atributy otec, 
matka a  cas_pripusteni.   Poslední  primární  klíče  jsou  opět  dva  vztahující  se  k  entitě 
jedinec a  entitě  chovatel,  což  náleží  zjednodušené  entitě  vlastní.  Více  nám  řekne  již 
zmíněný obrázek 4-10.
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Obrázek 4-9: ER diagram komunikace chovatelů
Náš poslední  ER diagram věnujeme soutěžím,  kde začneme entitou  souteze.  Tato entita 
spadá  pod  kategorii  entity  plemeno.  Naše  entita  souteze dále  eviduje  účastníky  v  podobě 
soutěžících zvířat. Tedy   mezi entitami souteze a jedinec potřebujeme entitu ucast, která nám 
kombinace mezi těmito entitami rozepisuje. Více už obrázek níže.
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Obrázek 4-10: ER diagram zvířete
Obrázek 4-11: ER diagram soutěží
4.5 Návrh uživatelského rozhraní
Této části  našeho týmového projektu se věnovala  kolegině Radka Entlová,  která svou část 
rozepisuje ve své bakalářské práci, na kterou bych vás rád odkázal. Ukázku z jejího díla zachycuje 
obrázek níže.
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Obrázek 4-12: Uživatelské rozhraní
5 Popis implementace
V rámci týmového projektu s využitím MVC architektury běžící pod rámcem Struts 2 jsme si  





Naše aplikace využívá i  externí bálíky,  které z většiny skládají  námi  zvolený rámec Struts 2, ale  
najdou se mizi nimi i jiné. Především důležitý balík PostgreSQL JDBC Driver pro možnost 
zabezpečeného spojení a výměnu dat se službou PosgreSQL. Pro vstupní a výstupní operace a práci s 
nahráváním  souboru  přes  webové  rozhraní  využíváme  balíky  commons-io a  commons-
fileupload.
Začneme od prezentace externích dat  pro další  části  aplikace,  tedy modely.  Tím nejzákladnějším 
modelem je třída  Database, která obsluhuje komunikaci s databází s využitím zmíněného balíku 
PostgreSQL JDBC Driver.   Tato  třída  popisuje  předávání  informací  dle  protokolu,  jehož 
metody do jisté míry korespondují s SQL příkazy.
ukázka:
SELECT sloupec1, sloupec2 FROM tabulka WHERE podmínka
INSERT INTO tabulka VALUES hodnota / záznam
UPDATE tabulka SET sloupec=hodnota WHERE podmínka
DELETE FROM tabulka WHERE podmínka
Z ukázky vyplývá následující tabulka, která symbolem X u jednotlivých možností potvrzuje učast  
dané možnosti ve vyvíjené metodě.
SELECT INSERT UPDATE DELETE
Tabulka X X X X
Sloupec A/N - X -
Hodnota / záznam - X X -
Podmínka X - X X
Tabulka 5.1: Vstupy pro příkazy SQL
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Jelikož možnost tabulka je uvedena v každém příkazu těchto klíčových slov, tento vstupní parametr  
byl zabudován přímo do konstruktoru. Počíta se však i s možností, že tabulek může být i více či s 
využitím klíčového slova  JOIN. Toto nastavování vykonává metoda  void setTable(String 
value).
Dále již používáme stejnojmenné metody, tak jak jsme zvyklí u příkazů SQL:
void select(String cols, String where)
void insert(String values)
void update(String update, String where)
void delete(String where)
Tyto  metody  odesílají  žádost  zformátovanou  do  SQL  příkazu.  Žádná  metoda  nic  nevrací,  ale  
nastavuje chybové příznaky a atribut Statement, ze kterého můžeme v případě metody select číst 
záznamy.
Další  důležitou  třídou  je  Config,  kde  nastavujeme  a  následně  sbíráme  konfigurační  informace 
potřebné pro správný běh systému. Nastavujeme tyto údaje:
● dbUrl – řetězec složený z adresy serveru databáze, portu, názvu databáze a služeb
● dbUser – přihlašovací jméno k databázi
● dbPassword – heslo k databázi
● smtp – adresa smtp serveru
● smtpAdmin – email admina smtp serveru
5.1 Model
V systému dělíme modely na tři typy dle jejich oblasti zaměření. Každá oblast má svůj balík a v  
systému máme pro modely následující balíky:
● petbook.database.animal – oblast zvířat
● petbook.database.group – oblast skupin
● petbook.database.user – oblast uživatel
Všechny modely jsou podobné. Jejich konstruktory vytvoří instanci třídy Database s nastavením 
příslušného názvu tabulky, se kterou na pokyny prostřednictvím této pracují. Pokyny jsou obsaženy v 
metodách modelů. Metody modelů jsou zpravidla tyto základní:
● boolean create(Library object)
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Vytvoří v příslušné tabulce záznam, jehož položky jsou obsaženy v objektu. Použije se pokyn  
zavolání metody insert().
● Library get(long id)
Předáním id záznamu vrátí příslušný objekt. Volá se metoda select().
● List<Library> get(String parametr)
Podobně jako u předchozího, vrátí se celý seznam daného objektu.
● boolean set(Library object)
Provede změny na základě informací s předaného objektu. Volá se metoda update().
● boolean del(long id)
Odstraní konkrétní záznam na zavolání metody delete().
● a další metody pro databázi, které jsou většinou individuální a provádí i více SQL příkazů v 
řadě či jen nastavují konkrétní prvek, např. u modelu chovatel metoda 
boolean  activateChovatel(String  email,  long  id),  která  ověřuje 
zpracovává aktivační mail, na což v databázi nastaví atribut aktivovan
● další  výjimy se  nachází  opět  u  třídy chovatel  jako  třeba  práce  se  soubory při  nahrávání  
profilových obrázků nebo odesíláni aktivačních emailů
5.2 Kontrolér
Kontrolér odchytává uživatelské požadavky a následně je zpracovává. V našem případě navíc udržuje 
relaci  mezi  klientem a serverem a v případě časového odpojení  přesměrovává  na  pohled stránky 
login.
V našem projektu máme dva druhy kontrolérů rozděleny na balíky:
● Petbook,  v  němž  jsou  pasivní  kontrolery,  které  víceméně  reagují  jen  na  znovunačtení  
stránky, když odmyslíme zpracování vstupů v rámci našeho rámce Struts.
● Ajax považujeme za aktivní kontroléry, které vyhodnocují data i během práce na stránce bez 
znovunačtení.
Odchytnuté požadavky z pohledů pomocí obou typů kontrolerů následně předáváme do příslušných 
modelů, které nám vrací konkrétní objekty z  library či seznamy těchto objektů, které následně dle 
situace předáváme zvoleným pohledům.
5.3 Pohled
Tuto prezentační část MVC architektury sestavujeme především ze standardních komponent našeho 
rámce  Struts  formátované vlastními  kaskádovými  styly.  Komponenty,  které stojí  za  uvedení  jsou 
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především  iterátory,  které  nám  prochází  kontrolerem  předanou  strukturu  List  a  po  řádcích 
prezentují  data.  Tyto  data  mohou  být  strukturou  List  předána  i  do  uživateli  nápomocného 
vyhledávacího  pole  zvaného  autocompleter,  který  svému  kontroleru  předává  klíč  vybrané 
položky.  Hlavními  našimi  komponentami  jsou  spojení  AJAX  a  element  div,  který  je  AJAXem 
dynamicky měněn a tím i webová stránka na pozici tohoto elementu.
Této části se věnovala kolegině Radka Entlová. Více informací naleznete v její bakalářské práci.
5.4 Knihovna
Knihovny jsou v rámci naši aplikace třídy sloužící k předávání dat mezi ostatními částmi aplikace.  






Testování  a ladění  je nejdůležitější  a  zároveň časově nejnáročnejší  částí  aplikace.  Až testováním 
mnohdy zjistíme, že je aplikaci potřeba změnit až od základu v návrhu, napadne nás přitom spousty 
nových nápadů na rozšíření, ale takto by se aplikace mohla vyvíjet až do nekonečna. Byli jsme časově 
limitováni a tak si uvedeme, co vše bude možno zlepšit.
6.1 Vylepšení výkonu
Aplikace byla vyvíjena v závislosti na vzdáleném databázovém serveru, což mnohdy vedlo k pomalé 
odezvě, ale je odzkoušeno, že když databázové a webové služby běží na stejném serveru, jsou odezvy  
systému ve výsledku mnohem rychlejší.
Naše  zaměření  akcelerace  systému  byla  především  upjato  na  optimalizaci  SQL  dotazů  a 
efektivní využívání modelů kontrolerem.
6.2 Návrhy na zlepšení aplikace
Jelikož  naše  práce  byla  týmová  a  každý  si  návrh  vyložil  mírně  po  svém,  vedlo  to  mnohdy  k 
neefektivnímu  využití  některých  komponent  aplikace.  Do  budoucna  by  mohly  vzniknout  další 
varianty metod některých modelů pro efektivnější zpracování dat na straně pohledů.
Z pohledu programátora,  který není  autorem této práce,  by mohlo být  přehlednější  využití  
hibernate, což je rámec umožňující objektově orientované mapovaní.
Aplikace je snadno rozšířitelná a na základě, na kterém je stavěna je možno k ní přiobalit i  




Hlavním cílem bylo seznámit se s problematikou plemenných chovů, analyzovat požadavky na 
systém a navrhnout model systému pro jejich evidenci pro následnou možnost křížení plemenitby.  
Našim projektem jsme obohatili společnost o univerzální evidenci plemenných chovů, ke které se 
uživatelé mohou připojit prostřednictvím internetu s využitím prohlížeče podporující webové služby.  
Stavbou projektu jsem se seznámil především s využitím a bohatým přínosem MVC architektury a 
rámce Struts2 pro softwarové inženýrství.
Věřím, že aplikace umožní trávit příjemné chvíle všem chovatelům, kteří mají doma dostupný 
internet a rádi si povyměnují své zkušenosti s ostatními. S uživatelským rozhraním jsme se nechali  
inspirovat  rozsáhlou sociální webovou sítí Facebook.
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Seznam příloh
Příloha 1. CD obsahuje:
• zdrojové kódy projektu (adresář projekt)
• programovou dokumentaci (adresář doc)
• databázovou strukturu v SQL (db.sql)
• ER diagramy (adresář erd)
• Případy užití (adresář usecase)
• readme.txt
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