Abstract
Introduction
Learning theories are attempts to describe and understand the various ways in which people learn. They are an important resource for educational research, as they can both guide us in creating new educational approaches, and help us analyze and improve existing approaches.
In this book chapter, we propose that learning theories, which have thus far been explicitly leveraged in software engineering education in only a minimal way, can actually play quite a significant role in this domain. Specifically, we believe that learning theories can serve to move the field of software engineering education forward by helping us to categorize, design, evaluate, and communicate about software engineering educational approaches. Categorizing approaches in terms of learning theories can help us to understand the approaches in relation to each other, understand how they fit together, and point out areas of untapped potential. New approaches can be designed to leverage certain theories whose potential is unfulfilled or known to be especially valuable in our domain. Learning theories can be used to evaluate approaches by helping structure experiments to look for the presence of these and other theories in the processes of learners. And, we can use our newfound knowledge to communicate in a common languagethat of learning theories-about different approaches and our experience with them.
This chapter details this vision of principally using learning theories in the domain of software engineering education. We first briefly present a set of well-known (mainly constructivist) learning theories that are especially applicable. We then introduce a categorization of the major software engineering educational approaches to date in terms of the learning theories that they appear to have been designed around. Following this, we discuss the role learning theories can play in analyzing and improving the design of a software engineering educational approach (and designing new approaches), and focus on the analysis of one such approach (SimSE) as a case study. We then discuss how software engineering educational approaches can be evaluated in terms of learning theories, again using SimSE as a case study. We conclude with a summary in the final section.
Background -Learning Theories
To provide some background for our discussion on the role of learning theories in software engineering education, in this section we will briefly introduce the set of learning theories that we surveyed for the purposes of our analysis. We do not include here an exhaustive list of all learning theories with significant detail. Instead, the purpose of this section is to simply introduce some of the ones we have seen software engineering educational approaches centered around most frequently, and provide pointers to where more information about each one can be found. In addition, we will also briefly touch on implications and typical or possible applications of each theory for software engineering education.
We chose the particular set of learning theories discussed here because of two criteria: relevancy to software engineering and orthogonality among the factors defining the theory. In other words, these theories are the ones we have seen to be most clearly and/or frequently embodied in the software engineering educational approaches that we surveyed. Furthermore, there exists a great deal of overlap among learning theories, and there are several learning theories that encompass a number of others. In these cases, we either group theories that have the same basic idea, and omit those that simply combine a number of theories.
We acknowledge that these theories fall mainly into the constructivist paradigm (rather than the behaviorist or cognitive categories), however, given that constructivism is the most recentlydeveloped paradigm, and software engineering is a relatively new discipline, this is not surprising (it has been argued elsewhere, in fact, that the evolution of computer science education in the past decade or so has been significantly influenced by constructivism (Kolikant, 2001) ). While it is certainly true that most delivery methods generally contain a mix of various theories that fall into each of the three camps (constructivist, behaviorist, and cognitive), because the constructivist aspects are the most focused on, we have chosen to scope this survey and analysis to focus primarily on these theories. Surely similar surveys and analyses could be done with cognitive and behaviorist theories that would yield interesting results, however, such exercises are outside the scope of the one presented here. Nevertheless, some of the theories surveyed in this chapter do have elements of cognitive and/or behaviorist principles. For example, Learning through Failure involves a form of -punishment‖ (failure) meant to -extinguish‖ a certain behavior.
An additional issue that should be noted is the distinction between learning -theories,‖ learning -models,‖ and learning -methods,‖ as well as their counterparts in the domain of instructional design (instructional design theories, models, and methods). Because the lines between these are blurred and often used interchangeably, it should be noted that in this paper several of the -learning theories‖ we refer to can also be called by some of these other terms. When this is the case, we will point it out in our discussion of those theories. However, as is frequently done in the literature, we use the term -learning theory‖ broadly, as a term that covers all of these categories.
One of best-known learning theories is Learning by Doing, a theory based upon the premise that people learn a task best not by hearing about it, but by actually doing it (Dewey, 1916) . The implication of this theory for instructional design is the following: the learner should be provided with ample opportunity to actually perform the activities they are meant to learn, rather than using passive mediums such as lectures and readings. In software engineering education, this translates to going beyond just lectures and reading assignments (although, for most any domain, a certain amount of such scaffolding is necessary to provide the learner with the required background knowledge to effectively participate in the learning by doing). Software engineering educators have recognized this, and now a standard component of nearly all software engineering courses is the class project-a small software engineering project that students must develop using some of the techniques learned in class.
Situated Learning (Lave, 1988) is an educational theory that builds upon the Learning by Doing approach. While Learning by Doing focuses on the specific learning activities that the student performs, the Situated Learning theory is concerned with the environment in which the learning by doing takes place. In particular, Situated Learning is based on the belief that knowledge is situated, being in large part a product of the activity, context, and culture in which it is developed and used. Therefore, the environment in which the student practices their newly learned knowledge should be -authentic‖, resembling, as closely as possible, the environment in which the knowledge will be used in real life. A popular application of this theory in software engineering education focuses on incorporating aspects of realism (or -authenticity‖) into the class project, such as using an industrial participant to play the role of the customer (Hayes, 2002) , using maintenance-or evolution-based projects (McKim & Ellis, 2004) , or using large teams of people that are distributed across geographical locations (Favela & Pena-Mora, 2001 ).
Like Situated Learning, Keller's ARCS Motivation Theory (Keller, 1983 ) also focuses on motivating students to learn. However, rather than focusing on the physical environment in which they learn, Keller's ARCS Motivation Theory concerns itself with producing certain feelings in the learner that are believed to promote learning. In particular, these feelings are attention, relevance, confidence, and satisfaction.
 Attention: The attention and interest of the learner must be engaged. Proposed methods for doing so are: introducing unique and unexpected events; varying aspects of instruction; and arousing information-seeking behavior by having the learner solve or generate questions or problems.  Relevance: Learners must feel that the knowledge is relevant to their lives. The theory suggests that knowledge be presented and practiced using examples and concepts that are relevant to learners' past, present, and future experiences.  Confidence: Learners need to feel personal confidence in the learning material. This should be done by presenting a non-trivial challenge and enabling them to succeed at it, communicating positive expectations, and providing constructive feedback.  Satisfaction: A feeling of satisfaction must be promoted in the learning experience. This can be done by providing students with opportunities to practice their newly learned knowledge or skills in a real or simulated setting, and providing positive reinforcements for success. Keller's ARCS is technically considered an instructional design model that is rooted in various learning theories. Two of the most directly contributing theories are Andragogy (Knowles, 1984) and Expectancy-Value Theory (Fishbein & Ajzen, 1975) . Andragogy concerns adult learners in particular, and focuses on their need for self-directed, relevant, hands-on learning. Expectancy-Value Theory states that in order for a learner to put forth the effort required to learn, they must both value the knowledge/task/exercise and expect that they can succeed at it. Because Keller's ARCS combines these theories and provides more hands-on applicability than either theory alone, we have chosen to include it (rather than the theories it is based on) in our survey and analysis. While Keller's ARCS could be applied in a number of different ways in software engineering education, in general it entails providing the students with attention-grabbing, realistic, hands-on assignments that pose a significant, yet doable challenge. One class of approaches that explicitly sets out to accomplish such goals is that in which the class project is made purposely open-ended and/or vague. This is done in two main ways: either by allowing the students to define their own requirements (giving students the pseudo-experience of new product development based on market research) (Navarro & van der Hoek, 2005b) , or by allowing them to define their own process (giving students experience in not only following a process, but in designing the process that they follow) (Groth & Robertson, 2001 ). The stated purpose of these open-ended approaches is to mimic common, less-structured (authentic) real-world software engineering situations, giving the students more ownership of the project and therefore more interest in it, as well as a greater feeling of confidence and satisfaction when the project is completed.
Model-Centered Instruction (Gibbons, 2001 ) (which is also considered an instructional design theory) says educators should center all learning activities around models of three types: models of environments, models of cause-effect systems, and models of human performance. Presentation of general concepts and theories should be kept to a minimum. Instead, ModelCentered Instruction believes that knowledge is best learned by exploration of these models. In software engineering education, this translates to simulating realistic situations, presenting case studies, and assigning realistic problems for the students to solve. One software engineering educational approach that embodies this theory is the practice-driven one, in which the curriculum is largely lab-and project-based, and lectures are used only as supporting activities (Ohlsson & Johansson, 1995) .
The Discovery Learning theory (Bruner, 1967) takes a similar approach to Model-Centered Instruction in that it believes that an exploratory style of learning is best. Discovery Learning is based on the idea that an individual learns a piece of knowledge most effectively if they discover it on their own, rather than having it explicitly told to them. This theory encourages educational approaches that are rich in exploring, experimenting, doing research, asking questions, and seeking answers. Educational software engineering simulation approaches (Drappa & Ludewig, 2000; Navarro & van der Hoek, 2005a) are specifically designed to facilitate this type of learning-no knowledge is made explicit in the simulation, as it is rather discovered by students experimenting with different approaches and seeing the effects of their decisions on the outcome of the simulation. These types of approaches are generally given as structured exercises and combined with other teaching methods (such as lectures, readings, and projects). Including this type of scaffolding has been found to be crucial in making Discovery Learning maximally effective (Kirschner et al., 2006; Roblyer, 2005) .
Along the same lines as the Discovery Learning theory is the Learning Through Failure theory (Schank, 1997) . This theory is based on the assumption that the most memorable lessons are those that are learned as a result of failure. The theory argues that: (1) Learning through failure provides more motivation for students to learn, so as to avoid the adverse consequences that they experience firsthand when they do not perform as taught, and (2) Failure engages students, as they are motivated to try again in order to succeed. Proponents of the theory argue that students should be allowed to (and even set up to) fail to encourage maximal learning. Although Learning through Failure is usually applied to the realm of e-learning, there have also been some non-e-learning software engineering educational approaches in which the main avenue of learning is through failure. In these -sabotage‖ approaches, the instructor purposely sets the students up for failure by introducing common real-world complications into projects (e.g., crashing hardware just before a deadline), the rationale being that students will then be prepared when these situations occur in their future careers (Dawson, 2000) .
The theory of Learning through Reflection is primarily based on Donald Schön's work suggesting the importance of reflection activities in the learning process (Schön, 1987) . In particular, Learning through Reflection emphasizes the need for students to reflect on their learning experience in order to make the learning material more explicit, concrete, and memorable. Some common reflection activities include discussions, journaling, or dialogue with an instructor (Kolb, 1984) . One example of this in software engineering is (Tomayko, 1996) , a practice-driven industrial partnership approach that incorporates weekly one-on-one mentoring sessions with a -coach‖ to discuss each student's performance and help them reflect on their experience. The game-based simulation described in (Drappa & Ludewig, 2000) and the industrial simulation described in (Nulden & Scheepers, 2000) also incorporate dialogue and reflection as post-simulation activities in which students analyze and discuss their simulation experience with a tutor or instructor, and reflect on what they have learned.
Finally, the theory of Elaboration (Reigeluth & Rodgers, 1980) states that, for optimal learning, instruction should be organized in order of complexity, from least complex to most complex. Simplest versions of tasks should be taught first, followed by more complicated versions. This is a theory that is generally inherent to most curricula (as well as most other learning theories), as courses and topics are usually introduced in order of increasing complexity. In software engineering educational approaches, applying this theory can sometimes be difficult, as there is oftentimes no natural way to organize the information in terms of complexity (e.g., how can one do this for a class project?). One approach that has been able to do this is the industrial simulation approach described in (Collofello, 2000) . In this approach, students are assigned very simple simulations to begin with, and the complexity of the simulations is incrementally increased as the students progress in their knowledge.
As mentioned previously, what has been presented in this section is only a brief introduction to the relevant learning theories. There is much more detail to these theories than what we have discussed, detail which must be looked into further before one can effectively apply these theories to their educational approaches. Typically, subtleties are involved in each one, and care must be taken to pay attention to these details.
Learning Theory-based Categorization of Existing Approaches
One of the main ways that learning theories can be used in software engineering educational research is to provide the field with a way to analyze and categorize existing approaches, both independently and in relation to each other. Such a categorization can serve to help us understand how the different approaches fit together and create a picture of the field as a whole, so that areas of strengths, weaknesses, and untapped potentials can be unearthed. We have done such a categorization, which we will present in this section.
Before creating this categorization, in order to organize our analysis we first surveyed the major software engineering educational approaches published in the past several years and found that they can be lumped into three broad groupings: realism, topical, and simulation (these groupings can be broken down further into sub-groupings, as shown in Table 1 ). Realism approaches are those that focus on making various aspects of the students' project experience more closely resemble one they would encounter in the real world. Some of these have included industry participation (Beckman et al., 1997; Kornecki et al., 2003; Wohlin & Regnell, 1999) , emphasizing non-technical skills such as marketing and project management (Gnatz et al., 2003; Goold & Horan, 2002) , and focusing on making the nature and composition of the student teams that work on the project more realistic (e.g., making them very large (Blake, 2003) or composed of several sub-teams (Navarro & van der Hoek, 2005b) ). Topical approaches aim to educate students in detail about a topic generally not covered in depth in mainstream textbooks and lectures. These approaches do not focus on specific delivery methods, but instead focus on the mere addition of the topic as a crucial component of an effective and complete education in software engineering. Some examples of such topics are formal methods (Abernethy & Kelly, 2000) , real-time software engineering (Kornecki, 2000) , and specific software processes such as the Personal Software Process (Hilburn, 1999) or the Rational Unified Process (Halling et al., 2002) . Finally, simulation approaches are those that have students practice software engineering processes in a (usually) computer-based simulated environment. Within the realm of software engineering simulations, there are three main types: industrial simulations brought to the classroom (Collofello, 2000; Pfahl et al., 2000) , game-based simulations (Drappa & Ludewig, 2000; Navarro & van der Hoek, 2005a) , and group process simulations (Nulden & Scheepers, 2000; Stevens, 1989) . To categorize these approaches in terms of learning theories, we carefully studied each one to determine which learning theories appear to have been applied (whether intentionally or unintentionally), and which learning theories have clear potential to be employed. The resulting categorization is presented in Table 2 as a matrix of approaches and the learning theories that they leverage. (For a complete discussion of this categorization, see (Navarro, 2005 )-here we present only the highlights.) The presence of three stars in the table indicates that the approach embodies the particular theory, or is centered around it. The presence of two stars represents that the theory appears to be involved in the design of that type of approach, but is perhaps not an intrinsic part of it, and may not be involved in all approaches that fall within that type. The presence of one star indicates that there is an obvious potential for that particular type of approach to employ that learning theory, but there have been very few, or no known cases of it.
Example: Simulation and Learning Theories
As an example of how we analyzed each approach in terms of learning theories, in this section we will focus on the simulation category and walk through how we determined the applicability of each learning theory for these approaches. First of all, all aforementioned educational software engineering simulations allow students to learn software processes by participating in them (Learning by Doing), albeit virtually. This theory is central to the paradigm of educational simulations (hence, the three stars in the table). These simulations also employ Situated Learning by adding realism to the learning environment, although in different ways: Industrial simulations add realistic factors in the form of real project data in the simulation model; Game-based simulations add realism by immersing the student in the role of a participant in a realistic game scenario; Group process simulations inject realism through the simulated characters that behave similarly to real-world participants. Because these realistic factors are artificial in that they are virtual (rather than in a real-life setting), we put two stars in the table for this theory. Simulation approaches strongly fit with the Keller's ARCS model of learning. In particular, they are specifically designed to promote attention, relevance, confidence, and satisfaction (and have been shown to do so in some cases) in the following ways:
 Attention: A number of studies done with educational software engineering simulations have repeatedly shown that students find these simulations enjoyable, engaging, and an interesting challenge they are happy to take on (Baker et al., 2003; Dantas et al., 2004; Navarro & van der Hoek, 2005a; Sharp & Hall, 2000; Stevens, 1989) . This is particularly true for game-based simulations. Clearly this is the result of the elements of surprise, humor, challenge, and fun that are integral to many game-based simulations.  Relevance: Because learners can experience firsthand how the knowledge they are learning is relevant in a real-world situation (the one that is portrayed in the simulation), simulation promotes a feeling of relevance to students' future careers. This relevance can be enhanced by the usage of real-world data in the model to make the simulation more realistic. Furthermore, as the theory suggests, relevance is enhanced even further if the educational approach builds on previous and present knowledge. Simulations that are used to demonstrate concepts that have already been communicated to the students in another form (e.g., lecture or text) directly address this.  Confidence: Simulations provide a non-trivial challenge that is also doable. As students are given the opportunity to succeed at a simulation, they will feel a sense of personal confidence in the learning material. This is especially true in game-based simulations, in which students have the additional benefit of feeling they have -won the game.‖  Satisfaction: As students are able to practice their knowledge and skills in a realistic (yet simulated) setting, seeing the positive consequences of applying their knowledge correctly promotes a true feeling of satisfaction. Again, game-based simulations add to this if the student is also rewarded with a high score or some other game-relevant measure of success. Model-Based Instruction has not been utilized at all in simulation, but has obvious potential to be. In particular, simulations could be used as the model (realistic situation, case study, and problem, simultaneously) that instruction is centered around. In such a case, students would practice a simulation (or series of simulations) for each concept (or set of concepts) being taught. Simulations would allow for ample exploration-one of the basic tenets of Model-Based Instruction-as students could practice the same simulation multiple times, using a different approach each time, learning the consequences of various actions, and, as a result, learning a great deal about the process and concepts being simulated.
The exploratory quality of simulation in and of itself directly implements the Discovery Learning theory. The nature of simulation is highly conducive to allowing students to discover knowledge on their own, as they see phenomena played out in a simulation, and are encouraged to explore, experiment, do research, ask questions, and seek answers.
This type of exploratory learning is also inherently related to the Learning through Failure theory. As students explore the simulation and try different approaches, they are likely to fail at least a few times. In fact, one of the basic purposes of simulations is to allow students to -push boundaries‖, try different approaches, and fail without fear of the drastic and severe consequences that would occur in a real-world setting. For example, a student who fails in a simulated software project would only have to worry about getting a low game score or seeing an unhappy simulated customer, while in the real world such a failure could cost millions of dollars or have even more serious consequences.
Learning through Reflection has also been incorporated into simulation approach, although only limitedly: with the game-based simulation SESAM (Drappa & Ludewig, 2000) , and the industrial simulation described in (Nulden & Scheepers, 2000) . As mentioned previously, dialogue and reflection sessions have been incorporated into these learning processes as postsimulation activities. Some dialogue activity is also an inherent part of Problems and Programmers (Baker et al., 2003) , the educational software engineering card game simulation. The face-to-face, competitive nature of this physical card game has been shown to promote rich and useful discussion between student opponents, regarding such topics as why they took the approach they did, the reasons behind one person's win and another's loss, and their reactions to unexpected events.
Finally, the Elaboration theory has also been only limitedly incorporated into simulationbased software engineering educational approaches. In particular, Elaboration has only been leveraged in the process used with the industrial simulation described in (Collofello, 2000) . This process consists of assigning students very simple simulations to begin with, and incrementally increasing the complexity of the simulations as the students progress in their knowledge.
Categorization Highlights
The first thing to notice in general from Table 2 is that, although learning theories are not often explicitly discussed in software engineering education research, they are indeed applicable in our domain. Whether consciously or unconsciously, people have been building approaches toward them in various ways. If we look at how the different learning theories fare with respect to the number of approaches that incorporate them, we can clearly see that our domain has focused the most on Learning by Doing and Situated Learning. This is not a surprise, given the strong emphasis on preparing students for the -real world‖ that is intrinsic to the field. In contrast, Learning through Reflection is the most under-explored theory, but also has the most potential for greater use-every category of approach has the potential to leverage (or better leverage) this theory.
If we then look at each approach with respect to the learning theories they incorporate, we can see that most of them apply multiple theories at once. The -topical‖ category has one star for each theory because, since these approaches focus on the topic rather than on delivery methods, they theoretically have the potential to apply all of the theories, depending on the way that topic is taught. Simulation, on the other hand, directly incorporates, or has the potential to directly incorporate all of the theories considered in some way or another. While it certainly is not the case that any teaching method that addresses more learning theories than another is better than that other method (consider a combination of strategies put together haphazardly in some teaching method versus one well-thought-out and tightly-focused method cleverly leveraging one very good strategy), an approach that naturally addresses factors and considerations of multiple learning theories is one that is most definitely worth exploring. Simulation is such an approach, but one that has been significantly underexplored in software engineering education (Navarro, 2005) -something that we are attempting to address with the approach described in the following section.
Detailed Analysis/Design/Development of an Approach in terms of Learning Theories
In addition to providing the field with a way to categorize and analyze existing software engineering educational approaches, learning theories can also help in developing new approaches and modifying existing approaches to be more effective. Categorizations such as the one presented in the previous section can help guide the design (or re-design) of such approaches, as areas for potential are highlighted.
Case Study: The Design of SimSE
In this section, we present a case study of a software engineering educational approach that was actually not explicitly designed with learning theories in mind. In looking back at our approach in light of learning theories, however, we can see that several of our key decisions made in its design are highly relevant to some of these theories. We can also see missed opportunities of ways we could have leveraged additional learning theories to make it more effective.
The approach is SimSE, an educational game-based software engineering simulation environment. SimSE is a computer-based environment that facilitates the creation and simulation of realistic software process simulation models-models that involve real-world components not present in typical class projects, such as large teams of people, large-scale projects, critical decision-making, personnel issues, multiple stakeholders, budgets, planning, and random, unexpected events. In so doing, it aims to provide students with a platform through which they can experience many different aspects of the software process in a practical manner without the overarching emphasis on creating deliverables that is inherent in actual software development.
The graphical user interface of SimSE is shown in Figure 1 . SimSE is a single-player game in which the player takes on the role of project manager and must manage a team of developers in order to successfully complete an assigned software engineering project or task. The player drives the process by, among other things, hiring and firing employees, assigning tasks, monitoring progress, and purchasing tools. At the end of the game, the player receives a score indicating how well they performed, and an explanatory tool provides them with a visual analysis of their game, including which rules were triggered when, a trace of events, and the -health‖ of various attributes (e.g., correctness of the code) over time (See Figure 2) . To date, six SimSE game models exist: a waterfall model, an inspection model, an incremental model, an Extreme Programming model, a rapid prototyping model, and a Rational Unified Process model. For more information on SimSE, including its design, game play, and simulation models, see (Navarro, 2006) .
The idea of SimSE was originally motivated by the hypothesis that simulation can bring to software engineering education many of the same benefits it has brought to other educational domains. Specifically, we believed that software engineering process education could be improved by using simulation to allow students to practice managing different kinds of -realistic‖ software engineering processes. The constraints of the academic environment prevent students from having the opportunity to practice many issues surrounding the software engineering process in their course projects. Our approach therefore focused on providing this opportunity through the use of simulation.
To guide us in the design of SimSE, we performed two activities: (1) a study of the domain of software engineering education to discover what its unique needs are, and (2) a survey of well-known principles for successful educational simulations from the research literature. The result of this was a specific set of key decisions that are listed here and discussed in light of the learning theory (or theories) that we later discovered related directly to them:
1. Use of the Game Paradigm. We could have chosen to base our simulation approach on the industrial simulation or group process simulation paradigms mentioned previously, but instead we chose the game paradigm. It has been shown that game-like features such as graphics, interactivity, surprising random events, and interesting, life-like challenges are known to hold a student's attention and promote a feeling of confidence and satisfaction as they succeed in the game (Ferrari et al., 1999) . This directly corresponds to the Keller's ARCS theory, which suggests that such qualities promote a highly effective learning experience. 2. A Fully-Graphical User Interface. To make SimSE maximally engaging and visually realistic, we chose to design a fully graphical, rather than textual interface. As was shown in Figure 1 , the focal point of this interface is a typical office layout in which the simulated process is -taking place‖, including cubicles, desks, chairs, computers, and employees who -talk‖ to the player through pop-up speech bubbles over their heads. In addition, graphical representations of all artifacts, tools, customers, and projects along with the status of each of these objects are visible. This decision to graphically portray simulated software engineering situations turned out to be strongly in line with the theory of Situated Learning-the learner is provided with a visual context that corresponds to the real world situations in which the learned knowledge would typically be used. 3. A High Level of Interactivity. Keeping the attention of the learner engaged is not only done by making a user interface visually appealing, but also by continuously involving the learner. Thus, rather than designing SimSE as a continuous simulation that simply takes an initial set of inputs and produces some predictive results, we designed it in such a way that the player must make decisions and steer the simulation accordingly throughout the entire process. SimSE operates on a step-by-step, clock tick basis, and every clock tick the player has the opportunity to perform actions that affect the simulation. Keeping the learner continuously engaged and giving them ample opportunity to practice their skills and tackle challenges are tactics suggested by the Keller's ARCS theory for promoting attention, relevance, confidence, and satisfaction.
Customizable Simulation Models.
SimSE includes a model builder tool and associated modeling approach that allow an instructor to build simulation models and generate customized games based on these models. This feature adds the (unanticipated) potential for using SimSE in a way that follows the theory of Elaboration-instructors could build models of varying complexity and use them in order of increasing complexity with students. Although we have not yet built such models with SimSE, it is in our future plans to do so, as we now know that this potential for greater effectiveness is there. 5. An Explanatory Tool. An integral part of SimSE is its novel explanatory tool that provides players with a visual representation of how the simulated process progressed over time and explanations of the rules underlying the game. This feature promotes Learning through Reflection as it allows players to look back on their game and analyze their decisions and how those decisions affected the outcome. The explanatory tool output could also potentially be used as the focal point of a dialogue session between student and tutor/instructor. 6. Complementary Usage of SimSE. Rather than design SimSE to be a standalone tool meant to replace standard course components such as lectures, readings, and projects, we instead designed it to be used complementary to them, and have used it in such a setting. The simulation models we have built require a basic set of knowledge and skills in order to play and learn from them effectively, knowledge that students conceivably obtain in lectures and readings. Thus, in essence, SimSE allows them to -Learn by Doing‖ by learning through experience the lessons communicated through reading and lectures, as well as other lessons that are simply not adequately teachable through passive means. Linking the knowledge learned in SimSE to existing knowledge also promotes the feeling that what a student is learning is of relevance to them, a major tenet of Keller's ARCS. 7. Simulation models that provide a clear goal. SimSE allows the modeler to compose a -starting narrative‖ for the player that appears at the start of a game, and to which the player can refer back at any time during a game. In the models we have built, we have used this starting narrative to provide the player with the exact goals of the simulation, criteria for completion of these goals, and any hints or special notes that might help them along the way. Precisely defined objectives not only guide students through a simulation, but also pose a challenge that many students find hard to resist. Achieving the goal becomes a priority and Discovery Learning is employed as creative thinking is sparked in coming to an approach that eventually achieves that goal. 8. Simulation models that are adequately challenging. We have built into our simulation models interesting situations that are adequately challenging (engaging students' attention and making it likely that they learn through failure at times) but not impossible, promoting eventual success that leads to confidence in the learning material and satisfaction in the experience (central principles to Keller's ARCS). Looking back on the design of SimSE in light of learning theories served to link some of our intuition in the design of SimSE to these theories, thereby increasing our confidence of being on the right path with our approach. In addition to this, it also revealed some missed opportunities that we could have taken advantage of, had we originally designed SimSE with learning theories in mind. For example, we could have better taken advantage of the Elaboration theory by designing our models in incrementally complex versions, and introducing them to students in order of increasing complexity. In our usage of SimSE in courses and in out-of-class studies, we also could have made reflection a more central and structured part of the approach by providing the student with explicit explanatory tool exercises to complete, exercises that would encourage the type of reflection that would help solidify the lessons learned in the simulation (currently, the student is simply given the explanatory tool, and decisions about how to use it are left up to them). As another example, we could have better incorporated aspects of authenticity (promoting Situated Learning) by including more random events (a characterizing feature of the real world) in our models. These types of events are only used sparingly in many of our models.
Like most software engineering educational approaches, SimSE was not designed with learning theories in mind. However, by looking back on its design in light of learning theories, we have learned a great deal about how SimSE promotes learning and how it can be improved to foster greater learning, as we have seen in this section.
Learning Theory-Centric Evaluation
Although we did not explicitly use learning theories in SimSE's initial design, we did use them as a central guiding factor in designing a major part of its evaluation. Validating that the theories an approach was designed to employ (or appear to employ) are actually employed, as well as discovering if an approach incorporates aspects of any additional theories, can be highly useful exercises-such data can be used to make that and other similar approaches more effective as they are tailored to exploit the characteristics known to promote each theory (van Eck, 2006) . Thus, as part of SimSE's evaluation, we performed an in-depth observational study that focused on investigating the learning processes of SimSE players to determine whether they exhibited behaviors indicative of various learning theories.
Case Study: SimSE Evaluation Setup
For this study, we used as subjects 11 undergraduate students who had passed the introductory software engineering course at the University of California, Irvine. This requirement was put in place so that they would have at least the basic understanding of software engineering concepts required to play SimSE. The study occurred in a one-on-one setting-one subject and one observer. Each subject was first given instruction on how to play SimSE, and was then observed playing SimSE for about 2.5 hours. In order to evaluate how well the explanatory tool achieves its goal of aiding Learning through Reflection, we had eight students play SimSE with the explanatory tool and three without. (Differences in the behavior, attitudes, and opinions of each group could then be compared, though clearly, not to the extent of being statistically significant.) While subjects were playing, their game play and behavior were observed and noted. Following this, the subject was interviewed about their experience for about 30 minutes. In addition to any spontaneous questions the observer formulated based on a particular subject's actions or behavior during game play, all subjects were asked a set of standard questions. Several of these questions were designed to specifically detect the presence of one or more learning theories in the subject's learning process. Some questions did not target a particular theory or set of theories, but were instead meant to evoke insightful comments from the subject from which various learning theories could be inferred, and from which general insights into the learning process could be discovered. Some samples from the standard set of questions are listed here, with the targeted learning theory (or theories) There were also some questions primarily designed for comparison between the subjects who used the explanatory tool and those who did not. These questions were aimed at discovering how the player went about figuring out the reasoning behind their scores, as well as how well they understood this reasoning.  Where do you think you went wrong in game 1/2/x? (Learning through Reflection)  Please describe the process that you followed to figure out the reasoning behind your score, or where you went wrong/right. (Learning through Reflection) Following the experiment, the interviewer's observations and interview notes were analyzed to try to discover which behaviors and comments were indicative of the various learning theories, and how, as well as to discover any other insights about SimSE as a teaching tool that could be gained from this data.
Evaluation Results
The learning theory that was most clearly involved in every subject's learning process was Discovery Learning. All subjects were able to recount at least a few lessons they learned from SimSE, and none of these lessons were ever told to them explicitly during their experience. Rather, they discovered them independently through exploration and experimentation within the game. Interestingly, although all subjects that played a model seemed to discover the same lessons (for the most part), no two subjects discovered them in the same way. Every subject approached the game with a different strategy, but came away with similar new knowledge, suggesting that SimSE can be applicable to a wide range of students that come from different backgrounds with different ideas and possibly, different learning styles. This is a central aspect of a student-centered theory like Discovery Learning. Since learning depends primarily on the learner and not the instructor, the learner is free to use their own style and ideas in discovering the knowledge, rather than being forced to adhere to a rigid style of instruction.
Learning through Failure also seemed to be widely evident. Every subject seemed to take a -divide and conquer‖ approach to playing SimSE, isolating aspects of the model and tackling them individually (or a few at a time). When subjects described the progression of their games in the interviews, it was clear that the way they conquered each aspect was by going through at least one or two rounds of failure in which they discovered what not to do, and from this discovering a correct approach that lead to success. When asked explicitly about learning through failure, every subject stated that they learned when they failed, but the amount of learning they reported varied. Five subjects said they learned more from failure than success, two subjects said they learned more when they succeeded, and four subjects said they learned equally as much from failure and success. All but one subject said that they were motivated to try again after they failed. This motivation was also evident in the behavior of several subjects, as some, after the completion of one failed game, hurriedly and eagerly started a new one. One subject even tried to start a new game when the time for the game play portion of the experiment was up and he was already informed that it would be the last game.
The Learning by Doing theory seemed to be involved in most of the subjects' learning experience. Keller' s ARCS Motivation Theory were also evident, although certain aspects of the theory came out stronger than others. To explain, let us look at the four aspects of the theory (attention, relevance, confidence, and satisfaction) individually.
First, the attention of the subjects seemed to be quite engaged with SimSE. This was evident in their body language, the comments made both during game play and the interview, and their ratings of SimSE's level of engagement. Many of them spent the majority of their time during game play sitting on the edge of their seats, leaning forward and fixing their eyes on the screen. There were head nods, chuckles in response to random events and character descriptions, shouts of -Woo hoo!‖ after achieving a high score in a game, shaking of the head when things were not going so well for a player, and requests of, -Can I try this one more time?‖ when the experiment's allotted time for game play was coming to an end. Words some subjects used to describe SimSE in the interview were -challenging‖, -fun‖, -interesting‖, -addictive‖, and -amusing.‖ When explicitly asked how much SimSE engaged their attention, the students rated it quite high-4.1 on average out of five.
Second, relevance was rated moderately high, but not as high as level of engagement. Five of the subjects rated SimSE's relevance to their future experiences as -pretty relevant‖ or -very relevant‖, five described it as -somewhat‖ or -partially‖ relevant and one said it was not relevant at all. Although not explicitly asked about SimSE's relevance to their past experiences, nearly all of the subjects mentioned that they used some of the knowledge they had learned in software engineering courses to come up with their strategies for playing the game, suggesting that there is also a relevance between their past experiences (learning the concepts in class) and their learning experience with SimSE.
Third, most subjects felt their level of confidence in the learning material (the software process model simulated and software process in general) had increased at least somewhat since playing SimSE. Four subjects reported their level of confidence had changed -a lot‖ or -very much‖, five said it had changed -somewhat‖, and two said it had not changed at all.
Fourth, satisfaction was rated quite high by the subjects. Nine out of the 11 subjects reported that they were -quite satisfied‖, -very satisfied‖, -fully satisfied‖, or -pretty satisfied‖, and three subjects stated they were -somewhat satisfied.‖ Most of the reported factors that contributed to a feeling of satisfaction pertained to a subject's increasing success from game to game, although some also mentioned that the sheer fun and challenge of SimSE contributed to their satisfaction as well.
The explanatory tool did seem to promote Learning through Reflection, to some extent. Most of the subjects that had access to the explanatory tool did make use of it, the duration of its use after most games ranging from five to 25 minutes. It was obvious that the subjects who did not have the explanatory tool (to whom we will henceforth refer as -non-explanatory subjects‖) were significantly more confused and less confident about the reasoning behind their scores and how to improve than those who did have the explanatory tool (to whom we will henceforth refer as -explanatory subjects‖). All of the non-explanatory subjects expressed this, while only one explanatory subject stated such an opinion. The following are some of the comments made by the non-explanatory subjects: 
Implications of Evaluation Results
Evaluating SimSE in terms of learning theories provided us with several valuable insights into how SimSE helps students learn. In addition, it also helped us to discover ways to potentially make SimSE more effective. In this subsection, we describe how focusing on some of the theories in our evaluation provided us with knowledge that will help us maximize SimSE's effectiveness. Learning through Failure: Overall, the challenge of receiving a -failing‖ score and trying to improve it seemed to be a significant avenue of learning and a strong motivating factor of SimSE. This reinforced our notion that simulation models should be made challenging enough that students are set up to fail at times. It is these failures that provide some of the greatest opportunities for learning. By focusing on this aspect in our observations, we also discovered that one of our models (Rapid Prototyping) was not quite challenging enough, and students could sometimes get a good score without really learning the lessons. Thus, we have since added more challenges to this model, and will continue to build simulation models in the future that have an adequate level of challenge.
Learning by Doing: Several of the subjects' comments mentioned the ability to put previously learned knowledge into practice as a learning-facilitating characteristic of SimSE. This validates our choice to use SimSE complementary to other teaching methods, so that it can fulfill this important role of being an avenue through which students can employ Learning by Doing as they do the things they only heard about in class.
Situated Learning:
The realistic elements in SimSE seem to add significantly to its educational effectiveness. Thus, it is important that we continue to include elements of the real world in our models, in order to situate students' knowledge in a realistic environment.
Elaboration: It became clear from our observations that one of our models (waterfall) is much too large and complex for a -SimSE beginner.‖ (Although the waterfall process is a simple one, the corresponding SimSE model is quite complicated, incorporating several non-technical, managerial aspects.) By giving such a complex model to a student who has never played SimSE before, we were clearly violating the principles of the Elaboration theory. Thus, viewing this result in light of that theory taught us that such a model should not be introduced until the student has played other, simpler models first.
Keller's ARCS: Through this study we were able to discover what elements of SimSE and its models best hold students' attention by noting when students appeared to be most engaged, and what kinds of things they commented about favorably in the interviews. For example, several students mentioned that the random events in the models (e.g., the customer changing their mind and requiring the team to rework part of the code) added an element of surprise and realism that kept things entertaining. Thus, we will continue to build these elements into our future models, as well as try to maximize them in our current models. We also discovered which elements students found un-engaging. For instance, several subjects thought the inspection model was boring and repetitive. Through the interviews, we were able to detect exactly what it was about the inspection model that made it this way, and have recently implemented changes that we anticipate will make it more interesting for future SimSE players.
Learning through Reflection: The explanatory tool partially fulfills its goal of facilitating reflection, but it is clear that it needs to be improved. In particular, more help needs to be given to the user in generating meaningful, useful graphs, and the rule descriptions need to be more easily accessible. We have recently addressed these issues in our development by adding attributes to each model that are meant specifically for explanatory graphing purposes and by making the rule descriptions more accessible through the user interface.
Learning theories can help structure evaluations by providing ideas about what the researcher should be looking for in the learning processes of students. As we have seen with SimSE, this can be done even if the approach was not designed with learning theories in mind. A careful retro-analysis of the approach's design in terms of learning theories can reveal the aspects that a learning theory-centric evaluation should focus on. Conducting such an evaluation has the potential to both reveal the effectiveness of an approach, as well as guide future work in the area.
Certainly, not every aspect of an approach can be evaluated this way-an evaluation focused on learning theories should only be one part of an evaluation plan. In addition to the evaluation described here, SimSE's evaluation plan also included a pilot study, a comparative study, and inclass studies, each of which was designed to evaluate different aspects of SimSE to form a comprehensive picture of its ability as a teaching tool (see (Navarro & van der Hoek, 2007) for more information about these studies).
Summary
Learning theories are an important educational resource of which the software engineering educational community has not yet taken full advantage. Learning theories can be used to categorize, design, evaluate, and communicate about software engineering educational approaches, providing a structured and informed way to move our domain forward with approaches that are effective and well-understood. We have shown one example of applying learning theories to software engineering education in our analysis and evaluation of SimSE. It is our hope that educators can take this example and apply it to other approaches and areas of software engineering education to create more effective teaching strategies that are rooted in educational theory.
More Information
More information about SimSE, including downloads, evaluations, and publications, are available at http://www.ics.uci.edu/~emilyo/SimSE/.
