Interdisciplinary and/or multi-centre research projects require a common format for data exchange. The European data format for bio-signals (EDF) is a widely accepted standard. This paper proposes modifications to overcome some limitations of EDF. In addition to 16-bit integer numbers, various other data types including floating point numbers and strings are supported. Moreover, the Y2K problem is addressed and an automatic overflow detection of the data is incorporated. Data can be stored in time-based as well as in channel-based order.
INTRODUCTION
Biosignals are currently stored in a wide variety of mostly proprietary data-formats. It is, therefore, difficult for research groups to exchange data. Presently, the European Data Format (EDF, Kemp et al. 1992 ) is the most widely used format, which overcomes this problem. Software 1 for displaying EDF data is available. It is also used for interdisciplinary research projects like SIESTA (Dorffner 1998) where it is used to exchange data between "engineers" and "clinicians". This works well for raw data (e.g. digitized biosignals) whereas the transfer GDF V1.25 29-Mar- 05 Schlögl et al.
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of pre-processed data (e.g. Fourier coefficients) is hampered by the fact that EDF supports only one data type, namely, 2 byte signed integer. Pre-processed data, however, is usually available in floating point numbers. The restriction to 2 byte integers requires the conversion of the floating point numbers which introduces problems including the need for a proper mapping of the floating point numbers to integer (linear, logarithmic) and the definition of scaling coefficients for physical and digital minimum and maximum. Kemp et al. (1998) proposes a method to store floating-point numbers in the EDF in int16
format. The drawback of this solution is that important information might be lost due to the conversion. Other limitations of EDF are that the year information is stored only in 2 digits (Y2K problem) and that no automatic overflow detection is possible (Schloegl et al. 1999 ).
Furthermore, in multi-centre studies the information about the recording devices used is not available because it is not supported by the data format. This information is also required for quality management and should, therefore, be incorporated into the data format specification.
The Info2000 server 2 gives a good survey of available data exchange standards. Alternatives to EDF are EBS 3 project. For such research projects, a format definition for transporting measurement data from one lab to another is sufficient (transport-layer4 in the ISO/OSI reference model). A modification of the "simple" EDF format seems to be a comparatively simple solution. The most important drawbacks of EDF are (i) all data must be stored in integer16 format, (ii) dates use a two-digit year, and (iii) overflow detection can not be automated.
From a discussion with Bob Kemp and Peter Jacobi on the -recently founded -independent EDF mailinglist 10 , it can be concluded that there is no possibility to overcome these limitations by introducing a revised EDF specification. In this paper we propose GDF, an extension to EDF, which overcomes most of the limitations of EDF.
METHOD AND DATA
The following limitations of EDF were identified and are addressed in the proposed modifications:
1) The scaling coefficients, e.g. the physical minimum and maximum are stored in 8*ASCII fields. This can lead to a rounding error or resolution up to 9%, e.g. the difference between -1.0e-09 and -1.1e-09 is 1e-10 that is 9-10% of the actual value. Again for raw data this is not a real problem because the dimension can be stored in the "units" field of the EDF header. But in case of pre-processed data, when these scaling coefficients are generated automatically, this may cause problems. 2) EDF uses only one data type (integer with 16bit) but today, already 22bit Analogue-Digital Converters (ADC) are available. Besides, pre-processed data -usually floating point numbers -can not be stored without loss of accuracy.
3) Some extensions to EDF have already been published, e.g. for storing floating point numbers ) and annotations (Velde 1998) but have not been incorporated in the specification. 4) Automatic overflow detection is not possible with the current standard because the digital minimum and maximum "should correspond to these digital extremes", but there is no "must" for doing it. Without standardising it is impossible to perform automatic overflow detection.
5) Year2000 -problem (Y2K)
The header information uses only two digits for storing the year information. Today, more and more institutions, like hospitals and companies, are concerned about the millenium problem and a new data format should provide a solution for this problem.
6) The blocksize is limited to 61,440 bytes (31,220 samples) and some minor inconsistencies in the specification exist. E.g. the specification states "the duration of one data record … is recommended not to exceed 61,440 bytes". In the EDF FAQ 11 Q11 the excess of this size is classified as an "error" in EDF files. It is not clear whether a "recommendation" is a weak or a strict criterion.
7) EDF provides no support for quality management of recorded data. 8) Event information can not be stored in EDF. A modification of EDF (EDF+) supports the use of event information, but the decoding of the event information requires to read the whole data file. In many cases, this is not practical. 
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The specification is shown below. One goal of the specification was to keep it as similar as possible to the EDF specification. According to the specification of GDF, we adapted the "EDF toolbox for Matlab" and the "EDF Viewer for Matlab" 12 in order to show the feasibility of its implementation.
RESULTS

Specification
1. Data is stored in little endian format.
2. The number of data records is of type int64 (8byte); the duration of data records in seconds is a rational number consisting of the numerator (uint32) and a denominator (uint32) (together 8byte). The number of signals is of type uint32 (4byte) and the size and position of the variables has not changed, only its type definition has changed.
3. The "number of samples per record" field is changed from type 8*ASCII*NS to uint32 (4bytes)*NS. The other 4*NS bytes are used for storing the type information (see next point).
4. Various data types are defined (see Table 1 ). The type information is stored in the variable header as uint32 * NS (NS = number of channels) after "number of samples per record".
Each channel in each record is filled up to a full number of bytes. E.g. one channel of type and underflow is indicated by the value "Infinity" and "-Infinity", respectively. For the character data type (0) no overflow is defined.
8. The recording date and time is changed for Y2K compliance. The format "YYYYMMDDhhmmsscc" will be used. This format needs 16 bytes as in EDF and is at the same position (bytes 169-184). All digits must be numbers ranging from '0' to '9'
(ASCII(48) to ASCII(57)). Separating characters are must not be used. YYYY is the 4digit year, MM is the two digit month from 01 to 12, DD is the day from 01 to 31, hh hours from 00 to 23, mm minutes 00 to 59, ss are seconds from 00 to 59, and cc are 0.01s from 00 to 99. If cc is unspecified two blanks (ASCII 32) must be used.
9. The Version field is of type char[8] and is at the beginning of the file. The first three letters are always 'GDF'. During the testing period of GDF writing functions, 'GDF 0.11' should be used. It is planned that later when routines are generating valid GDF the field will contain "GDF 1.00"
10. The length of the header is defined in the field "number of bytes in header record". The number of bytes must be at least 256*(1+NS).
11. The table of events is stored after the data section. The starting position of the event table   (event table position ETP) can be calculated in the following way. [ Table 2 around here]
The encoding of the various event types is defined in Table 3 .
[ Table 3 around here]
Recommendation and Remarks:
It is recommended to have only one data type (e.g. int16, or float) in one GDF file. Current software implementation does support only GDF files with one data format. 
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The physical and digital minimum and maximum values are usually not used for the type 0 (char), 16 (float32) and 17 (float64). "Infinity" and "-infinity" can indicate the overflow and underflow of floating point numbers, respectively in the data section. In char-type channels no overflow detection is possible. The difference between char and int8 is that char is interpreted as character while int8 is assumed to contain numbers. If no scaling is needed, the maxima and minima can be set to 1 and 0, respectively.
The "equipment provider identification" (EP-key), "laboratory identification" (Lab-key) and
the "technician identification" (T-key) fields might be useful for a posterior quality control.
The default values are always 0x2020202020202020 (i.e. blank characters). It is planned that providers of recording equipment can get a unique EP-key and laboratories (e.g. for sleep) a unique Lab-key. The technician identification should indicate the responsible technician that performed the recording. It can be defined by each laboratory and must be unique. In case an EP-key is used, the first 12 bytes of the "reserved" field can be used to store the serial number of the equipment. These features can be used to certify the data generation according to the quality management standard ISO 9000.
Programming languages without support for 8 byte integer (int64 and uint64) should read and write two numbers of type int32. The first one (int32L) contains the actual number the second one (int32H) is usually (int32) 0 = 0x00000000, in case of a negative number it is (int32) (-1) = 0xFFFFFFFF.
The format definition of GDF is nearly as simple as the definition of EDF, as can be seen in Table 2 . The numeric data in the header is stored using a numeric data format instead of ASCII. Various data types are possible in the data section. The big advantage of GDF is that 12 pre-processed data -usually in float format -can be stored without loss of accuracy and it is not necessary to consider proper formatting of the scaling coefficient (and the loss of accuracy due to rounding effects at data conversion). The same precision that is used internally in computers can be used in GDF.
The proposed format specification was successfully implemented in Matlab®. The software implementation required only minor changes to upgrade from EDF to GDF. Several conversions from strings to numbers were replaced by using the appropriate type within the "fread"-function. The major change was considering the size of the different data types. The software is available "online" (see "EDF/GDF toolbox for Matlab" and "EDF/GDF Viewer for Matlab" 13 ) and is "free" under the terms of the "Free Software Foundation" 14 . Hence, it is published under the term of the "General Public License" (GPL).
The event table is defined only, if the number of records is known. Consequently, no eventtable can be stored in an ongoing recording, because the number of records is usually not known (NRec == -1). The eventtable can be only written to the GDF file, once the recording length (i.e. data size, number of blocks) is known.
DISCUSSION AND CONCLUSION
The present definition of GDF allows up to 2^32 (ca. 4e+9) channels, up to 2^63 (ca. 9e+18) data records, and up to 2^32 (ca. 4e+9) samples per channel and per record. This makes it possible to store the data in an arbitrary order. It is possible to use either one record, where 13 http://www.dpmi.tu-graz.ac.at/~schloegl/matlab/eeg/gdf/ 14 http://www.fsf.org/ 13 the data are stored in channel-based order, or to define one block as one sample. In latter case the data is stored in time-based order. This is possible because the length of one record is defined as a rational number, so the duration can be one over the sampling rate (1/Fs). But also the EDF recommendation can be used where "the duration is a whole number of seconds" and the number of samples of one record "… must not exceed 61440 bytes".
GDF overcomes many limitations of the EDF format and includes several new features. The Y2K problem is solved using a 4-digit number for the year. The rounding errors in the header information as well as in the data section do not matter anymore, due to the use of ASCII/integer have been removed. Various data types are supported and automatic overflow detection is possible, because of the strict definition of the digital minimum and maximum values. Moreover, the support of event information is included.
Several measures for the implementation of a quality management system are included in this definition. The patient identification and the recording time were already defined in EDF. In GDF it is possible to store identification and serial number of the equipment, the laboratory and the responsible technician. Possible overflow and saturation effects of the amplifier and the ADC are described by the extreme values. Parameters that influence the data quality can be documented, which is a prerequisite for a quality management system of scientific data recorded within the clinical routine. 14 package BIOSIG (Schlögl, 2003 (Schlögl, -2004 . It can be assumed, implementing these routines in other programming languages is not too difficult.
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