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Kurzfassung
Die rasante Entwicklung von XML (eXtensible Markup Language) als neue
Web-Sprache er

onet weitreichende M

oglichkeiten zur exiblen Realisie-
rung von verteilten Informationssystemen. Diese Diplomarbeit beschreibt
den grundlegenden Aufbau und die Erfahrungen, die bei der Entwicklung
eines universit

aren Informationssystems auf der Basis von XML gesammelt
wurden. Das Resource Description Framework (RDF) wurde dabei als kon-
zeptuelle Grundlage zur Datenmodellierung eingesetzt. Zur Manipulation
von XML-Dokumenten wurde eine CORBA-basierte Schnittstelle verwen-
det. Durch eine zur Zeit noch kaum in der Praxis eingesetzte Technologie-
Kombination konnten viele Schwierigkeiten heutiger Informationssysteme
mit vergleichsweise geringem Aufwand umgangen werden.
Das Datenmodell wird durch eine XML-basierte Speicherungsorganisation
realisiert. Die Daten werden transparent im WWW verteilt, der Zugri dar-
auf erfolgt mittels des HTTP-Protokolls. Dadurch da die in XML seman-
tisch ausgezeichneten Informationsobjekte maschinell verarbeitet werden
k

onnen, lassen sich aus dieser verteilten Datenstruktur alle ben

otigten Infor-
mationen extrahieren und f

ur eine detaillierte Recherche aufbereiten. Wei-
terhin verf

ugen die Daten

uber einen hohen Grad der Wiederverwendbarkeit
und lassen sich beispielsweise zur automatischen Generierung von Dokumen-
ten und zur Archivierung in einer digitalen Bibliothek einsetzen. F

ur die
Pr

asentation der Informationen ist ein Java-Modul zust

andig, das die Inter-
pretation und Formatierung der XML-Daten direkt vom Client-Rechner aus,
entsprechend den benutzerspezischen Pr

aferenzen, erm

oglicht, die ebenfalls
in Form einer XML-Datei im lokalen Dateisystem des Nutzers gespeichert
werden k

onnen. Durch die Verlagerung der Datenmanipulierung auf den Cli-
ent wird die Server-Last minimiert.
Ein ebenfalls in Java realisierter Server f

ur XML-Dokumente erm

oglicht
die Client-basierte Bearbeitung von Dokumenten

uber eine CORBA-
Schnittstelle. Mehrere Benutzer mit unterschiedlichen Zugrisrechten
k

onnen somit gemeinsam XML-Dokumente durch ein Web-Browser-
Interface editieren. Die Diplomarbeit geht darauf ein, welche Vorteile
und Probleme die Verwendung von XML und der verteilten Architektur
aufgeworfen hat, und stellt die grundlegenden Prinzipien und Techniken
vor, die dabei eingesetzt wurden.
Stichworte: verteilte Informationssysteme; Modellierung; Metadaten;
elektronische Bibliotheken; elektronisches Publizieren; Wissensrepr

asentati-
on; client-basierte Verarbeitung; Dokumentenverwaltung; XML, RDF, Java,
CORBA
Abstract
The rapid development of XML (eXtensible Markup Language) as a new
Web language provides far reaching possibilities for a exible implemen-
tation of distributed information systems. This dissertation describes the
fundamental design and the experiences gained during the development of
a university information system based on XML. The Resource Descripti-
on Framework (RDF) was employed as a basic concept for data modeling.
Manipulation of XML documents was implemented using a CORBA-based
interface. A number of diculties of today's information systems could be
avoided with comparatively little eort by means of a technology combina-
tion which has hardly been employed by now.
The data model is realized using an XML-based storage organization. Trans-
parently distributed in the WWW the data is accessed via the HTTP proto-
col. Due to machine readability of information objects captured in XML all
needed information can be extracted out of this distributed data structure
and indexed for precise search. High reusability of data allows for automatic
document generation and archival in a digital library. Presentation of the
information is carried out by a Java module which interprets and formats
data directly on the client machine according to customized user preferences
stored remotely in XML. Moving data manipulation logic to the client mi-
nimizes server load.
A server for XML documents which was also implemented in Java allows
client-based processing of documents via a CORBA interface. Multiple users
with dierent access rights can edit XML documents through their Web
browsers. The thesis deals with advantages and problems encountered using
XML and the distributed architecture. It also introduces the basic principles
and techniques deployed during the development of the system.
Keywords: distributed information systems; modeling; metadata; digital
libraries; electronic publishing; knowledge representation; client-based pro-
cessing; document management; XML, RDF, Java, CORBA
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Kapitel 1
Einf

uhrung und Grundlagen
1.1 Einleitung
WWW-basierte Informationssysteme m

ussen zahlreiche Anforderungen
erf

ullen. Sie sollen skalier- und erweiterbar sein, eine pr

azise inhaltliche Su-
che erm

oglichen, eine einheitliche Schnittstelle bieten und auf oenen Stan-
dards basieren. Die WWW-orientierten Client-Server Anwendungen, die
Java-Technologie und verteilte objekt-orientierte Middleware-Plattformen
k

onnen vielen dieser Kriterien mit Erfolg standhalten [Uma97].
Dabei wird der Strukturierung, der Archivierung und dem organisati-
ons

ubergreifendem Austausch von Informationen und Wissen h

aug nur
ungen

ugend Rechnung getragen. Der neue Standard des World Wide Web
Konsortiums { die eXtensible Markup Language (XML) { soll hier Abhilfe
schaen und ist zur Zeit von vielen vision

aren Vorstellungen und Erwartun-
gen umgeben [KR97, Bos97, MS98b, PR98]. Allerdings liegen noch kaum
Erfahrungen

uber die Realisierung XML-basierter Informationssysteme vor,
die deren konkrete Vorteile und Beschr

ankungen aufzeigen k

onnten. Diese
Diplomarbeit befat sich mit dem Entwurf und der Realisierung eines uni-
versit

aren Informationssystems. Der Einsatz von XML wurde dadurch moti-
viert, da die bisherige Umsetzung der Teilaspekte des Systems [Mel97] eine
Reihe von Problemen aufgeworfen hat, insbesondere im Hinblick auf eine
groe Anzahl von Informationsproduzenten und eine exible Anpassbarkeit
an die Bed

urfnisse jeweiliger Einrichtungen.
Das System ist auf die Unterst

utzung des Lehr- und Forschungsbetriebes der
Universit

at Leipzig ausgerichtet, und erm

oglicht die Erfassung und pr

azise
Suche nach Veranstaltungen, Publikationen, Studieng

angen, Mitarbeitern
und anderen Informationen

uber die Universit

at. Wegen einer betr

achtlichen
potentiellen Benutzeranzahl (

uber 5.000 Mitarbeiter, ca. 25.000 Studieren-
den) und sehr inhomogenen zu repr

asentierenden universit

aren Strukturen
sind traditionelle Datenbanktechniken nur mit hohem Aufwand einsetzbar
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(allein die Benutzerverwaltung w

are mit einem extremen Administrations-
aufwand verbunden). Deshalb wurde die Entscheidung getroen, diese An-
wendung auf einer datenbankgest

utzten XML-basierten Java-Plattform auf-
zubauen.
Unser Ansatz zeichnet sich durch die folgenden Charakteristiken aus, die die
gew

unschte Funktionalit

at des Systems bestimmen:
1. Aggregation von verteilten Daten und Bereitstellung f

ur eine globale
Recherche.
Dieses Grundprinzip wird von heutigen Suchmaschinen im WWW ex-
tensiv genutzt. Es wurde ebenfalls f

ur das objekt-relationale Infor-
mationssystem f

ur australische Universit

aten eingesetzt [Eng98] und
dient als Basis f

ur weitere Anwendungen [PR98]. Neu sind allerdings
folgende Aspekte: durch Einsatz von XML l

at sich eine sehr detail-
lierte inhaltliche Strukturierung der Informationen sowie deren exible
Verkn

upfung untereinander erreichen. Die Ergebnisse der Suchanfra-
gen werden ebenfalls in XML generiert und k

onnen als Grundlage f

ur
eine Weiterverarbeitung dienen, bzw. von anderen Dokumenten per
Transklusion
1
eingebunden werden. Die f

ur die Recherche zust

andi-
gen Suchdienste k

onnen dom

anen- und funktionsspezisch mehrfach
vorhanden sein und entweder Indexierung (Abspeicherung relevanter
Suchattribute und Verweise auf urspr

ungliche Daten) oder Archivie-
rung (lokale Spiegelung komplexer Datenobjekte) einsetzen.
2. Generierung von Mehrwert-Informationen.
Neben der Recherche geh

ort die Erstellung von Mehrwert-
Informationen zu den zentralen Leistungen des Systems. Als
Mehrwert-Informationen bezeichnen wir selbstenthaltene oder
transklusions-basierte XML-Dokumente, die aufgabenspezisch aus
dem globalen Datenbestand bei Bedarf automatisch generiert werden.
Beispiele daf

ur sind Forschungs- und Jahresberichte sowie Vorle-
sungsverzeichnisse. Die Generierung kann unter Zuhilfenahme der
aggregierten Daten erfolgen.
3. Client-basierte Datenpr

asentation und -verarbeitung.
Strukturierte Daten aus verschiedenen Quellen k

onnen von Clients
zur Laufzeit zusammengef

ugt und benutzersensitiv pr

asentiert wer-
den. Der Benutzerkontext kann auf dem Client-Rechner abgespeichert
werden. Die Ergebnisse der client-basierten Datenverarbeitung k

onnen
ebenfalls f

ur sp

atere Nutzung lokal abgelegt werden. Web-orientierte
Anwendungen, die dieses Prinzip derzeit im genannten Umfang einset-
zen, sind uns nicht bekannt.
1
Der Begri Transklusion wird in Abschnitt 3.6 erl

autert.
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In den folgenden Abschnitten dieses Kapitels werden die Entstehung, Ein-
ordnung und der Fokus der Diplomarbeit diskutiert, sowie die grundlegenden
Prinzipien und Werkzeuge beschrieben, die bei der konzeptuellen Entwick-
lung und bei der praktischen Realisierung des Systems eingesetzt wurden.
Die n

achsten Kapitel sind der Architektur und der Implementierung gewid-
met. Dort gehen wir unmittelbar auf das Design und die Implementierungs-
details des Systems ein, insbesondere darauf, wie die drei oben beschriebenen
Prinzipien umgesetzt werden.
1.2 Entstehung und Vorfeld der Diplomarbeit
Das Thema der Diplomarbeit hat sich sowohl aus konkreten Anforderungen
der Praxis als auch aus gegenw

artigem Forschungsbedarf herauskristallisiert
(siehe Abbildung 1.1). Zun

achst wird auf die praxisbezogene Seite eingegan-
gen, die sich bis ins Jahr 1996 zur

uckverfolgen l

at. Seit dieser Zeit wurden
am Institut f

ur Informatik (IfI) unter der Leitung von Herrn Prof. Dr. Rahm
an der Abteilung Datenbanken zahlreiche Initiativen ins Leben gerufen, die
den Lehr- und Forschungsbetrieb der Mitarbeiter des Instituts und sp

ater
der gesamten Universit

at ezienter gestalten sollten. An drei von diesen
Initiativen, die nachfolgend kurz beschrieben werden, war der Autor dieser
Diplomarbeit unmittelbar beteiligt. Die Erfahrungen, die dabei gesammelt
wurden, haben bei der Zielsetzung und Realisierung der Diplomarbeit eine
wesentliche Rolle gespielt.
1.2.1 EPOS
Das erste System, genannt EPOS (Elektronisches Publizieren mit objekt-
orientierten Datenbanken und SGML), hatte die Aufgabe, die Erstellung
des semesterweise erscheinenden kommentierten Vorlesungsverzeichnisse des
Instituts zu vereinfachen. Der Schwerpunkt der Arbeit lag auf der Erstel-
lung und Bearbeitung umfangreicher strukturierter Dokumente sowie de-
ren Pr

asentation bzw. Ausgabe in verschiedenen Formaten, insbesondere im
WWW und auf Papier. Dabei war es notwendig, eine M

oglichkeit zu schaf-
fen, die Dokumente direkt im WWW pawortgesch

utzt von mehreren Auto-
ren editieren zu k

onnen. Zusammenfassend lassen sich die Eigenschaften des
Systems, das sich immer noch im Einsatz bendet, wie folgt charakterisieren:
 Es handelt sich jeweils um ein Dokument mit

uber 30 Autoren, die
disjunkte Teilbereiche desselben zu bearbeiten haben.
 Das Dokument ist f

ur alle Interessenten

uber das WWW zug

anglich.
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ForschungAnforderungen
der Praxis
Grundlage eines verteilten
Informationssystems
für die Universität Leipzig
! Repräsentation und
Organisation der
Informationen zwecks
effizienter Suche
Erhaltung der
Bedeutung von
Informationen
!
!
!
!
!
!
!
Erfassung der
Veranstaltungen und
Publikationen der Universität
Präzise Suche
fakultätsübergreifende
Erstellung der Stundenpläne
automatische
Informationsverarbeitung
(insbesondere
Dokumentengenerierung)
Skalierbarkeit
Integrierbarkeit, Offenheit
! weltweiter Zugriff
Abb. 1.1: Zielsetzung der Diplomarbeit
 F

ur den berechtigten Autorenkreis ist das Dokument unter Verwen-
dung entsprechender Authentizierungsmechanismen jederzeit modi-
zierbar, wodurch dessen Aktualit

at gew

ahrleistet wird.
 Eine gedruckte Version des Dokumentes wird automatisch erzeugt.
 Durch Einsatz von SGML sind die Volltexte der Vorlesungsbeschrei-
bungen zur Archivierung geeignet und wiederverwendbar.
Ausgehend vom damaligen Stand der Forschung und den Praxiserfahrun-
gen [B

oh94, Loo95, STE97], wurde entschieden, das EPOS-System unter
Verwendung von SGML (zu diesem Zeitpunkt existierte XML noch nicht)
und einer objekt-orientierten Datenbank (ObjectStore f

ur Java [Obj97])
aufzubauen. Im Rahmen dieser Arbeit wurde eine eigene Parsing-Engine
f

ur SGML und eine Skripting-Sprache entwickelt, die es erlaubte, SGML-
Stylesheets zu kodieren, die f

ur die Pr

asentation und Eingabe von Daten
dienten. Mit Hilfe dieser Anwendung werden seit 1996 die Vorlesungsver-
zeichnisse des Instituts f

ur Informatik mit Erfolg online erstellt. Eine detail-
lierte Beschreibung des EPOS-Systems ndet sich in [Mel97].
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1.2.2 Stundenplaner
Ein weiterer aufwendiger organisatorischer Vorgang, der eine Automatisie-
rung ben

otigte, ist die Aufbereitung des Veranstaltungsangebotes des IfI. Als
n

achste Initiative wurde deshalb die Implementierung eines Stundenplaners
[Stu97] realisiert, welcher es erlauben sollte,
 f

ur das jeweils kommende Semester das Veranstaltungsangebot der
Dozenten zusammenzustellen,
 die Planung und Aktualisierung der Zeiten und Orte der Veranstal-
tungen zu unterst

utzen,
 die Stundenpl

ane der Studierenden direkt im WWW zu bearbeiten
und die Studierenden von den

Anderungen der betroenen Veranstal-
tungen per E-Mail zu benachrichtigen.
Der Stundenplaner basiert auf einer relationalen Datenbank, in der das Ver-
anstaltungsangebot, die Stundenpl

ane der Studierenden und nutzerbezo-
gene Informationen verwaltet werden. Die Verwendung eines SQL-f

ahigen
RDBMS MySQL [MyS99] wurde dadurch bedingt, da das vom EPOS ein-
gesetzte OODBMS ObjectStore [Obj97] keine deklarativen Anfragesprachen
(wie z.B. OQL) unterst

utzte. Der Stundenplaner, der 1997 in Betrieb genom-
men wurde, trug zum Entwurf der Vorlesungsverzeichnisse bei, indem das
erstellte Veranstaltungsangebot mit den Volltextbeschreibungen der Veran-
staltungen im EPOS-System verkn

upft wurde. Die Kopplung des RDBS-
basierten Stundenplaners mit dem OODBS-orientierten EPOS erwies sich
allerdings nicht als unproblematisch und erforderte h

aug manuelle Eingrif-
fe.
1.2.3 Dokumenten-Server
Die dritte Initiative, die im Jahre 1998 in Angri genommen wurde, ist die
Entwicklung eines Dokumenten-Servers, auf dem Publikationen der Mitar-
beiter der Universit

at im Volltextformat archiviert und zur Recherche bereit-
gestellt werden k

onnen. In Zusammenarbeit mit der Universit

atsbibliothek
wird damit allen Mitarbeitern der Universit

at die M

oglichkeit gegeben, ihre
elektronischen Dokumente langfristig und referenzierbar zu ver

oentlichen
[Dok98].
Der Dokumenten-Server entstand parallel zu dem im Rahmen dieser Diplom-
arbeit realisierten System. Deshalb wurden mehrere Technologien, auf deren
diese Diplomarbeit basiert, auch im Dokumenten-Server eingesetzt (XML,
Java usw.) Der Funktionsumfang des Dokumenten-Servers wird in [RSS98]
beschrieben.
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Der Server bietet eine detaillierte bibliographische Erfassung und Klassi-
zierung des Datenbestandes an, unter anderem nach:
 Standardkategorien wie Autor, Titel, Jahr, usw.
 Art der Arbeit (Preprints, Zeitschriften- und Tagungsbeitr

age, Di-
plomarbeiten, Vorlesungsskripte usw.)
 Sachgruppen der Deutschen Nationalbibliographie (Mathematik, Ge-
schichte, Philosophie usw.)
 Sprache (Deutsch, Englisch, Franz

osisch usw.)
und erleichtert somit eine gezielte Suche. Es werden drei Recherchem

oglich-
keiten angeboten: Katalog-Suche, Volltext-Suche und Navigation. Letztere
erm

oglicht es, einen Einblick

uber den Inhalt und Zusammenstellung der
Dokumentensammlung zu gewinnen. Das geschieht dadurch, da der ge-
samte Dokumentenraum vom Benutzer inkrementell eingegrenzt wird, wobei
die Anzahl der in weiteren Unterr

aumen enthaltenen Dokumente angezeigt
wird. Die Navigationsschnittstelle wurde dem Interface-Design nachempfun-
den, das 1996 im Rahmen des Projektes SQUIRREL (Simple Query Interface
Resource Retrieval in Electronic Libraries) an der Kingston University, Lon-
don, konzipiert wurde. Das Projekt, an dem der Autor dieser Diplomarbeit
ebenfalls aktiv beteiligt war, setzte sich mit Information Retrieval-Ans

atzen
in umfangreichen textuellen Datenkollektionen auseinander [BBM97].
1.2.4 Zielsetzung
Alle diesen Entwicklungen trugen zur Zielsetzung der Diplomarbeit ent-
scheidend bei und sind zum Teil in deren Realisierung eingeossen. Dieser
Zusammenhang ist in Abbildung 1.2 dargestellt. Die in der rechten Spalte
abgebildeten vorangegangenen Arbeiten, die wir zum Teil bereits angespro-
chen haben (auf das Management von verteilten Dokumenten mittels XML
und CORBA werden wir im Kapitel 5 eingehen), l

osten jeweils ein konkre-
tes Problem zufriedenstellend. Jedoch waren dies unabh

angige Ans

atze, die
miteinander nur bedingt und mit erheblichem Aufwand gekoppelt werden
konnten. Dadurch gingen signikante Vorteile verloren, die durch Synergie-
eekte der Verkn

upfung dieser Systeme h

atten erzielt werden k

onnen. An
den Entwurf, die Inhaltserstellung und -ver

oentlichung, das Datenmana-
gement und Information Retrieval wurde mit den Mitteln die das jeweilige
Problem bzw. die verwendete Plattform erforderte, herangegangen.
Aus praktischer Sicht stellt die Integration dieser separaten Initiativen in ein
koh

arentes Informationssystem einen zentralen Ansatzpunkt der Diplomar-
beit dar (vgl. Abbildung 1.1 auf Seite 4), wobei ein universit

atsweiter Einsatz
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Informationsarchitektur
Benutzerschnittstellen- und
Navigationsdesign
Inhaltserstellung und
-bearbeitung
Workflow & Dokumenten-
management
Publizieren i.e.S.
Information Retrieval
Vorangegangene
Arbeit (1996-97):
ð EPOS
ð Stundenplaner
Schwerpunkt
der Diplomarbeit
Vorangegangene
Arbeit:
SQUIRREL (1996)ð
ð Dokumenten-
management mit
XML und CORBA
(Kapitel 5)
ð Dokumenten-
Server (1998)
(Architektur zur
Organisation,
Erhaltung und zum
Austausch von
Informationen)
Abb. 1.2: Einordnung der vorangegangenen Arbeiten und der Diplomarbeit
im Vordergrund steht. Aus diesem Grund wurde das realisierte System IS-
LE genannt { ein Akronym f

ur Informationssystem der Universit

at Leipzig
steht. Abbildung 1.2 stellt ein Prozemodell f

ur das elektronische Publizie-
ren (EP) i.w.S. in Analogie zu [BBP97] dar. Die Realisierung eines umfas-
senden EP-Systems umfat eine Reihe von Aktivit

aten, die unterschiedliche
Fachgebiete wie Dokumentenverwaltung, Information Retrieval usw. einbe-
ziehen. Die Reihenfolge der in der Abbildung pr

asentierten Phasen kann
variieren. Das Prozemodell l

at sich weiter untergliedern und verfeinern
[Res93]. Die Abbildung demonstriert eine Einordnung der vorangegangenen
Arbeiten und der Diplomarbeit in das EP-Prozemodell.
Der Schwerpunkt der Diplomarbeit liegt auf der Entwicklung einer Infor-
mationsarchitektur, die eine koh

arente Modellierung der jeweiligen Phasen
erlaubt, unabh

angig davon, ob es sich beispielsweise um Vorlesungsbeschrei-
bungen (EPOS) oder Publikationen (Dokumenten-Server) handelt. Diese
Aufgabenstellung entspricht einer Integration von mehreren Anwendungs-
architekturen in eine

ubergreifende Informationsarchitektur (corporate ar-
chitecture), die eine einheitliche Betrachtung von Daten und Funktionalit

at
erm

oglicht [Uma97]. Konkret wurde angestrebt, die Systemarchitektur so zu
gestalten, da ein fakult

ats

ubergreifender und erweiterbarer Einsatz m

oglich
wird, wobei spezielle Bed

urfnisse der Nutzer (unterschiedliche universit

are
Strukturen, diverse Dokumententypen) ber

ucksichtigt werden k

onnen.
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Aus der Sicht der Forschung l

at sich die Zielstellung der Diplomar-
beit unter dem Blickwinkel der Strukturierung und Erhaltung
2
von In-
formationen betrachten. Diese Fragen haben mit wachsenden Datenmen-
gen zunehmend an Bedeutung gewonnen und zahlreiche Arbeiten inspiriert
[KR97, Les97, CGM98]. Aus einer weitreichenderen Perspektive stellt der
Anspruch dieser Aktivit

aten Wissensrepr

asentation zwecks ezienter Suche
sowie Wissenserhaltung dar. Den kontroversen Begri Wissen versucht man
allerdings in vielen F

allen zu vermeiden und statt dessen den Begri Infor-
mationen zu verwenden, wobei wiederum zwischen Informationen undDaten
unterschieden wird. Die Feinheiten dieser Trennung wollen wir in dieser Ar-
beit bewut ausklammern (mehr dazu in [Buc91, Ull94]). Vielmehr geht es
darum, eine konzeptuelle Grundlage sowie eine brauchbare Referenzimple-
mentierung eines Informationssystems zu schaen, das eine detaillierte Mo-
dellierung und (Weiter)verarbeitung der Daten gestattet und die genannten
praktischen Anforderungen erf

ullt.
Wissens-
repräsentation
Elektronisches
Publizieren
Elektronische
Bibliotheken
Werkzeuge
PrinzipienSchwerpunkt
!
!
!
!
!
Datenbanken
Information Retrieval
CSCW
…
Hypermedia
Abb. 1.3: Schwerpunkt der Diplomarbeit
Der Schwerpunkt der Diplomarbeit ist in Abbildung 1.3 dargestellt. Er um-
fat die Bereiche elektronische Bibliotheken, elektronisches Publizieren und
Wissensrepr

asentation, die in der Abbildung jeweils durch die Farben rot,
2
Gemeint wird sowohl die physische Erhaltung der Daten als auch die Erhaltung der
darin enthaltenen Informationen (vgl. Abschnitt 1.3.1)
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blau und gr

un gekennzeichnet sind
3
. Dabei wurden Konzepte und Werkzeu-
ge eingesetzt, die vielen dieser Bereiche gemeinsam sind, wie Datenbanken,
Information Retrieval, Hypermedia und Computer Supported Cooperative
Work (CSCW). In folgenden Abschnitten werden einige zentrale Aspekte
dieser drei Bereiche sowie deren Beziehungen zueinander dargestellt.
1.3 Prinzipien und Konzepte
In diesem Abschnitt werden Prinzipien und Konzepte skizziert, die f

ur die
Realisierung der Diplomarbeit von Bedeutung sind. Die systemspezischen
und programmiertechnischen Werkzeuge werden im Kapitel 4 besprochen.
1.3.1 Elektronische Bibliotheken
Elektronische Bibliotheken stellen organisierte Sammlungen elektronisch
verf

ugbarer Informationen dar [Les97]. Wie aus dieser Denition hervorgeht,
geh

oren sowohl die Digitalisierung und Archivierung der Informationen, als
auch Organisation der Daten zwecks ezienter Suche zu den zentralen Auf-
gaben elektronischer Bibliotheken. Ohne eektive Zugrism

oglichkeiten hat
eine noch so umfangreiche und vollst

andige Datensammlung einen recht ge-
ringen Wert. Dem Management des intellektuellen Eigentums und den damit
verbundenen sozialen Aspekten wird auch insofern immer mehr Aufmerk-
samkeit gewidmet, wie der Austausch und (Re)produktion digital verf

ugba-
rer Informationen immer einfacher wird. Diese Fragestellung wird jedoch im
Rahmen der Diplomarbeit nicht behandelt.
Archivierung
Management des intellektuellen Eigentums,
soziale Effekte
Information Retrieval
! unbeschränkte Erhaltung der
Daten und ihrer Bedeutung
!
!
Zugriffsmodi, Bezahlung
Verfügbarkeit und Zugänglichkeit der Informationen
!
!
!
Recherche
Präsentation der Ergebnisse
Nutzer-Interaktion
Elektronische
Bibliotheken
Abb. 1.4: Elektronische Bibliotheken
3
Die farbliche Hervorhebung wird in weiteren Abbildungen analog verwendet.
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Abbildung 1.4 zeigt die wichtigsten Merkmale und Aufgaben einer elektro-
nischen Bibliothek. Obwohl die Erhaltung digitaler Informationen noch ein
oenes Kapitel ist | wir wissen, da ein Buch auf gutem Papier 500 Jahre
lang haltbar ist; es gibt jedoch noch keine abschlieenden Aussagen

uber
die Haltbarkeit magnetischer und optischer Medien |, kann dieses Problem
dadurch entsch

arft werden, da die vorhandenen Daten auf neue Daten-
tr

ager umkopiert werden, bevor sie verlorengehen k

onnen. Der reibungslose
Austausch zwischen interoperablen elektronischen Bibliotheken kann durch
Replikation der Datenbest

ande ebenfalls zur Erhaltung elektronischer In-
formationen beitragen [PCGMW98, CGM98, PCGM
+
96]. Somit kann die
physische Erhaltung digitaler Daten auf unbeschr

ankte Zeit gesichert wer-
den. Anders sieht es aus mit der Bedeutung der in diesen Daten enthaltenen
Informationen. Heutzutage werden Portable Document Format (PDF) so-
wie PostScript als bevorzugte Pr

asentationsformate erachtet [DBD98]. Was
aber, wenn die Adobe Corp. in 30 Jahren nicht mehr existiert? Die Bedeu-
tungserhaltung stellt somit ein reales Problem dar, dem durch den Einsatz
von sog. Archivierungsformaten Rechnung getragen wird.Wie in Abschnitt 2
beschrieben wird, erf

ullt XML wichtige Anforderungen an ein Archivierungs-
format und ist somit f

ur die Archivierung digitaler Informationen in elek-
tronischen Bibliotheken geeignet.
4
Zu weiteren Eigenschaften, die eine elektronische Bibliothek von anderen
Speicherungsstrukturen unterscheiden, z

ahlen die folgenden Merkmale:
 Die Daten werden nie gel

oscht.
 Durch Versionsmanagement digitaler Objekte wird eine Aktualisierung
der bereits vorhandenen Informationen erm

oglicht.
Die Verwaltung von Metadaten
5
[HLNL97]

uber digitale Objekte ist ins-
besondere dann notwendig, wenn diese nicht selbstbeschreibend sind, wie
z.B. Bilder und andere Bin

arformate. Dadurch wird die Verwaltung von Be-
ziehungen zwischen digitalen Objekten n

otig. Auf die Implikationen dieser
Anforderung werden wir im weiteren eingehen.
Eines der Hauptziele elektronischer Bibliotheken, n

amlich eine Organisati-
on, die eine ezienter Recherche erm

oglicht, l

at sich durch zunehmende
Strukturierung der Informationen erreichen. Liegt den Informationen keine
Struktur zugrunde, mu man auf Text-Retrieval durch statistische und pro-
babilistische Verfahren zur

uckgreifen [Sal89]. F

ur semistrukturierte
6
Daten
4
Auch wenn XML als Format

uberholt wird, k

onnen in XML erfate Informationen
mit vergleichsweise geringem Aufwand extrahiert werden.
5
Metadaten sind Daten

uber Daten. Die prinzipielle Unterscheidung zwischen Meta-
daten und Daten erscheint uns nicht sinnvoll. Wir verwenden diesen Begri, um eine
beschreibende Rolle der Daten hervorzuheben.
6
Als semistrukturiert werden solche Daten bezeichnet, die kein im voraus festgelegtes
Schema besitzen und deren Struktur irregul

ar oder unvollst

andig sein kann [QRS
+
95].
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lassen sich ausdrucksf

ahige Anfragesprachen wie [AQM
+
97] einsetzen, die
eine deutlich h

ohere Pr

azision bei der Suche erm

oglichen. Die besten Er-
gebnisse k

onnen durch das strukturierte Information Retrieval (z.B. in rela-
tionalen oder objekt-orientierten Datenbanken) erzielt werden. Die hierf

ur
notwendige homogene Strukturierung der Informationen ist jedoch nicht im-
mer m

oglich. Durch eine semantische Strukturierung der Informationen und
die Unterst

utzung fortgeschrittener Retrieval-Verfahren ver

andert sich das
Bild einer elektronischen Bibliothek von einem ezienten Nachschlagewerk
zu einer entscheidungsunterst

utzenden Wissensbank, deren Informationen
maschinell ausgewertet und weiterverarbeitet werden k

onnen.
Mit zunehmender Verbreitung des Data Warehousing [Poe97] werden immer
mehr operative Systeme um entscheidungsunterst

utzende Komponenten er-
weitert. Data Warehouses, die sich in erster Linie auf groe Mengen zahlen-
basierter, aus relationalen Datenbanken stammender Informationen konzen-
trieren, m

ussen sich st

andig steigender Komplexit

at operativer Systeme so-
wie wachsenden Anspr

uchen an das Berichtswesen gegen

uberstellen [Sim96].
Feink

ornige Informationsobjekte mit hohem Informationsgehalt und elabo-
rierter Struktur k

onnen

uber das typische Data Warehousing hinausgehende
Mehrwerteekte herbeif

uhren, erfordern aber auch zum Teil andere Algo-
rithmen und Ans

atze.
Betrachten wir ein Beispiel aus der Medizin. Bei der Selektion von erfolg-
reichen Therapien werden im Laufe der Zeit Daten

uber Behandlungen von
Patienten gesammelt, wie z.B. H

augkeit und Art der Behandlungen, Pati-
entenzustand usw. Anhand dieser

uber Jahre aggregierten Informationen
k

onnen statistisch begr

undete Schlufolgerungen gezogen werden, welche
Therapie bei welchen Patienten am besten anwendbar ist. Da die medizi-
nischen Zusammenh

ange

auerst komplex sind, k

onnen dabei u.U. wichti-
ge Faktoren unber

ucksichtigt bleiben, die f

ur eine ad

aquate Erkl

arung des
Krankheitsbildes von Bedeutung sein k

onnten, wie z.B. station

are Bedingun-
gen, Verpegung, famili

are Beziehungen des Patienten usw. Die Verf

ugbar-
keit dieser Daten kann durch eine m

oglichst detaillierte und l

uckenlose Mo-
dellierung der gesamten Krankheitsgeschichte des Patienten erreicht werden.
Dies kann den Einsatz von Wissensrepr

asentationstechniken erforderlich ma-
chen { ein Aspekt, der im n

achsten Abschnitt eingehender beleuchtet wird.
1.3.2 Wissensrepr

asentation
Dieser Abschnitt befat sich mit den Fragestellungen der Wissensrepr

asen-
tation nur in dem Umfang, wie diese f

ur die Diplomarbeit relevant sind.
Die generelle Aufgabe der Modellierung und Repr

asentation von betriebli-
chem bzw. organisationalem Wissen besteht darin, das explizit und implizit
vorhandene Wissen zu bewahren und rechnergest

utzt zu nutzen. Wir wen-
den uns denjenigen Aspekten dieser allgemeinen Aufgabe zu (siehe Abbil-
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dung 1.5), die prim

ar auf die Wissensorganisation zwecks ezienter Suche
und Weiterverarbeitung abzielen.
“Subject Retrieval” Indexierung und Thesauri
Künstliche Intelligenz
Wissensbasierte Systeme
! Bibliothekarische Klassifikation
! Allgemeines abstraktes
Wissensrepräsentationsschema
! Signifikante Termini
Gemeinsames Vokabular
Auflösung der Mehrdeutigkeit
!
!
! Repräsentation derart detailliert, so daß
möglich wird
Semantische Netze, Frames
automatische Wissensmanipulation
!
! Modellierung eines Weltausschnittes
Unterstützung bei der Problemlösung!
Wissens-
repräsentation
Abb. 1.5: Ausgew

ahlte Aspekte der Wissensrepr

asentation
Einer der

altesten Ans

atze der Wissensorganisation stellt die bibliotheka-
rische Klassikation dar. Zwei signikante Probleme, die bis heute nicht
zufriedenstellend gel

ost sind, stellen die Wahl der Klassikationskategorien
und die Zuordnung der zu klassizierenden Einheiten (z.B. B

ucher) zu diesen
Kategorien dar. Die Wurzel dieser Probleme liegt darin, da zwei verschie-
dene Menschen mit ganz unterschiedlichen Konzepten operieren, auch wenn
sie sich auf ein und denselben Sachverhalt beziehen. Seit dem siebzehn-
ten Jahrhundert wurde eine F

ulle von Klassikationssystemen entwickelt
(Dewey Decimal, Library of Congress, Universal Decimal Classication und
Yahoo sind einige der bekanntesten davon). Aber auch in der betrieblichen
Praxis werden zunehmend Verzeichnisdienste und Klassikationsschemata
eingef

uhrt. Um die o.g. Probleme in den Gri zu bekommen, sucht man ein
allgemeines abstraktes Wissensrepr

asentationsschema, das vom verwendeten
Vokabular unabh

angig ist.
7
. Damit soll man beliebig komplexe Sachverhalte
pr

azise und eindeutig beschreiben k

onnen.
Eine Alternative zur Klassikation stellt eine manuelle oder automatische
Indexierung der Informationen dar, wobei die Inhaltsbeschreibung auf einfa-
chen Wortvorkommen im Text basiert. Dabei treten jedoch

ahnliche Schwie-
rigkeiten auf. Information Retrieval und computerlinguistische Ans

atze, die
bereits ihren Eingang in die Praxis gefunden haben, umfassen u.a. Thesauri,
7
Vermutlich entsteht im Gehirn eine derartige Repr

asentation.
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normierte Wortsch

atze, Parsing-Algorithmen, Au

osung der Mehrdeutigkei-
ten usw. Dennoch lassen sich nat

urlichsprachlige Informationen heutzutage
nur mit groen Schwierigkeiten von Computern inhaltlich verarbeiten, zum
Teil mit entt

auschenden Ergebnissen.
Bei der Forschung auf dem Gebiet der k

unstlichen Intelligenz wurde deshalb
versucht, formale Wissensrepr

asentationssprachen zu entwickeln, die eine
derart detaillierte Repr

asentation erlauben, da eine automatische Wissens-
manipulation m

oglich wird [KIF, Cyc]. Dabei entstanden semantische Netze,
Frames, das Pr

adikatenkalk

ul und viele anderen Sprachen, die verschiedene
Ausdrucksf

ahigkeit (M

achtigkeit) aufweisen. Mit Hilfe von diesen Sprachen
lassen sich komplexe Weltausschnitte modellieren und von wissensbasierten
Systemen zwecks Unterst

utzung bei der Probleml

osung verarbeiten (vgl.
Beispiel am Ende des vorangegangenen Abschnittes).
1.3.3 Elektronisches Publizieren
Die Aufbereitung und Pr

asentation der in einer elektronischen Bibliothek
vorhandenen Informationen weist eine h

ohere Komplexit

at auf, die mit
der zunehmend feineren Granularit

at der digitalen Objekte in Verbindung
steht.Verteilte Erstellung und Bearbeitung umfangreicher Dokumente kann
den Einsatz komplexer Redaktionssysteme erfordern [STE97], die ihrerseits
Dokumentenmanagement- undWorkow-Systeme verwenden. Daneben wird
eine M

oglichkeit ben

otigt, die elektronischen Informationen zu pr

asentie-
ren, darin zu navigieren und zu suchen. Mit diesen Aufgabenstellungen
besch

aftigt sich das elektronische Publizieren (siehe Abbildung 1.6).
Aus Zeichen setzen sich W

orter zusammen, die in immer komplexeren Struk-
turen wie Abs

atzen, Seiten, Dokumenten und Enzyklop

adien erscheinen und
schlielich in elektronischen Bibliotheken abgelegt werden. An diesem Vor-
gang sind viele Personen mit diversen Rollen beteiligt, die bei der Aufbe-
reitung der Informationen aus unterschiedlichen Wissensbereichen ezient
kooperieren m

ussen. In langj

ahriger Arbeit auf dem Gebiet des Computer
Supported Cooperative Work (CSCW) haben sich die kritischen Anforde-
rungen an die Erstellung, Austausch, Verwaltung und Verarbeitung von In-
formationen herauskristallisiert [Eng90].
Die grundlegende Idee beruht hierbei wiederum auf der expliziten Informa-
tionsstrukturierung (siehe Abbildung 1.7). Erst damit wird ein Computer-
system in die Lage versetzt, Informationen inhaltlich zu verarbeiten. Weite-
res Merkmal stellt die Verkn

upfung von Informationen dar. Diese soll zwi-
schen zwei beliebigen Informationsobjekten
8
m

oglich sein, indem jedes Ob-
jekt adressierbar ist. Auerdem ist es n

otig, da die Verweise f

ur Menschen
lesbar sind und somit auch Medienbr

uche

uberstehen
9
.
8
Zur Pr

azisierung des Begris Informationsobjekt siehe Abschnitt 2.3.
9
Wir werden t

aglich mit diesem Prinzip konfrontiert, indem wir zu einem in der Fern-
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Abb. 1.6: Elektronisches Publizieren
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Abb. 1.7: Anforderungen an elektronisches Publizieren
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1.3.4 Zusammenfassung
In vorangegangenen Abschnitten wurden die wichtigsten Prinzipien ange-
sprochen, die f

ur die Diplomarbeit ausschlaggebend sind. Zusammenfassend
lassen sich die folgenden Merkmale unterstreichen:
 Elektronische Bibliotheken werden als organisierte Sammlungen digi-
taler Informationen betrachtet.
 Wissensrepr

asentation befat sich mit der Organisation und Struktu-
rierung von Informationen (zwecks einfacher Recherchierbarkeit).
 Der Schwerpunkt des elektronisches Publizierens liegt auf der Bearbei-
tung und Pr

asentation elektronischer Informationen.
Ortogonal zu diesen drei Gebieten stehen die Datenbank-Technologie und
das Information Retrieval, die f

ur jedes der drei Bereiche unentbehrlich sind
(vgl. Abbildung 1.3 auf Seite 8). Die Hauptaufgaben eines Datenbanksy-
stems | persistente Speicherung von Daten und ezienter Zugri auf um-
fangreiche Datenmengen | sind f

ur die wissensbasierten Systeme genau-
so von Bedeutung wie z.B. f

ur die elektronischen Bibliotheken. [Ull94] be-
handelt die theoretischen Grundlagen von Datenbanksystemen, in [Rah94]
werden verteilte und parallele Datenbankverarbeitung erl

autert. In [Sal89]
werden die fundamentalen Techniken des Information Retrieval diskutiert.
In Abbildung 1.8 werden die Grenzgebiete bzw. Beziehungen zwischen den
elektronischen Bibliotheken, der Wissensrepr

asentation und dem elektroni-
schen Publizieren dargestellt. Diese Grenzgebiete werden durch

uberlappen-
de farbige Kreise repr

asentiert, wobei elektronisches Publizieren in blau,
elektronische Bibliotheken in rot und Wissensrepr

asentation in gr

un dar-
gestellt wird. Die angegebenen Beispiele sind keineswegs ersch

opfend und
sollen lediglich die engen Beziehungen zwischen den drei Gebieten betonen.
Der Komplexit

atsvergleich soll hierbei nicht absolut verstanden werden, son-
dern nur die Richtung aufzeigen
10
.
Wie aus der Abbildung hervorgeht, ist das Verlagswesen beispielsweise oh-
ne elektronisches Publizieren heutzutage kaum noch denkbar. Das f

angt
bei Digitalisierungs- und statistischen IR-Verfahren an, und betrit zuneh-
mend auch das Terrain der elektronischen Bibliotheken. In umfangreichen
Redaktionssystemen wie z.B. in SigmaLink [STE97] f

uhrt an der Erhal-
tung digitaler Daten kein Weg vorbei. Verst

andlicherweise ist eine deutliche
Komplexit

atssteigerung in solchen Grenzgebieten zu verzeichnen, in denen
sehwerbung gesehenen Hyperlink die zugeh

orige Web-Seite durch wenige Tastendr

ucke
erreichen.
10
Die angegebene Ordnung ist i.a. partiell und nicht linear.
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Wissensrepr

asentation erforderlich wird. Ein typisches Beispiel, wo elektro-
nisches Publizieren und Wissensrepr

asentation zu Synergie-Eekten f

uhren,
sind hypertext-basierte Expertensysteme. In [Mau93] wird versucht, anhand
hypertextuellen Dokumentation L

osungsvorschl

age f

ur den Benutzer auto-
matisch abzuleiten. Das Grenzgebiet der Wissensrepr

asentation und elek-
tronischer Bibliotheken wendet sich der Erhaltung der Bedeutung als einer
wichtigen Zielstellung.
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Abb. 1.8: Grenzgebiete der elektronischen Bibliotheken, Wissensrepr

asenta-
tion und des elektronischen Publizierens
Die Kernfunktionalit

at dieser drei Gebiete kann nur durch eine Informa-
tionsarchitektur erreicht werden, die sowohl den Archivierungsanforderun-
gen gen

ugt, eine detaillierte universale Datenmodellierung erlaubt, f

ur die
automatische Manipulation geeignet ist und nicht zuletzt die n

otige Er-
weiterbarkeit und Skalierbarkeit aufweist. Im n

achsten Kapitel wollen wir
zeigen, wie eine derartige Informationsarchitektur durch den Einsatz des Re-
source Description Framework (RDF) und der eXtensible Markup Language
(XML) geschaen werden kann.
Kapitel 2
XML und RDF
Dieses Kapitel behandelt die eXtensible Markup Language (XML) und das
Resource Description Framework (RDF). XML ist ein Format f

ur den Aus-
tausch und die Manipulation von strukturierten Dokumenten, das speziell
auf die Anforderungen des WWW abgestimmt wurde. RDF ist ein noch in
Entwicklung bendlicher Rahmen f

ur die Daten- und Wissensrepr

asentati-
on, der auf gerichteten markierten Graphen basiert. Abschnitt 2.1 schildert
kurz die Entwicklung von XML als neue Web-Sprache. Im darauolgenden
Abschnitt werden in einige Gemeinsamkeiten und Unterschiede zwischen
XML, SGML und HTML erl

autert. In Abschnitten 2.3{2.5 werden die Do-
kumententypdenitionen (DTDs) und das Verweiskonzept von XML (XML
Linking Language) betrachtet und der Begri der verteilten Informations-
objekte eingef

uhrt. In Abschnitt 2.6 werden die Vorteile besprochen, die
man durch den Einsatz von XML erwarten kann. Abschnitt 2.7 zeigt einige
Hauptschw

achen von XML an einem Beispiel aus der Wissensrepr

asentati-
on und unterstreicht die Notwendigkeit einer weiteren Abstraktionsebene.
RDF wird in Abschnitt 2.8 als ein Instrument f

ur die ontologische Integrati-
on von Applikationen vorgestellt. Abschlieend werden einige Anwendungen
von XML und RDF erw

ahnt.
2.1 Vorgeschichte
Die Idee, ein standardisiertes oenes Format f

ur Austausch und Manipula-
tion von strukturierten Dokumenten zu entwickeln, geht auf die sechziger
Jahre zur

uck. Einer der H

ohepunkte dieser Anstrengungen wurde 1986 er-
reicht, als die Standard Generalized Markup Language (SGML) zu einem
Industrie-Standard (ISO 8879) f

ur die strukturierte Archivierung und den
Austausch von Daten wurde [Szi95]. In SGML k

onnen verschiedene Doku-
mententypen beschrieben werden. Es ist gen

ugend formal, um eine Typ-
Validierung durchzuf

uhren, ausreichend strukturiert, um Dokumente hoher
17
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Komplexit

at zu behandeln und kann f

ur die Verwaltung umfangreicher Infor-
mationssammlungen eingesetzt werden. 1990 wurde von Tim Berners-Lee,
dem Ernder des World-Wide-Web, ein einfacher am CERN eingesetzter
SGML-Dokumententyp (HyperText Markup Language) ausgew

ahlt und um
ein \Killer-Feature" erweitert: die Hyperlinks.
Dabei kann eine evolution

are Entwicklung, insbesondere bei Syntax, Aus-
zeichnung und Pr

asentation der Dokumente, beobachtet werden [KR98]. An-
stelle von bin

aren Formaten wie ASN.1 (Abstract Syntax Notation, ISO
8825) ist man zu lesbaren Text

ubergegangen, der besser editier-, wart- und
erweiterbar ist. Die Turing-vollst

andige Programmiersprachen zum Setzen
von Dokumenten wie PostScript oder TeX wurden zunehmend durch de-
klarative Sprachen mit kontextfreien Grammatiken abgel

ost
1
. H

ohere Flexi-
bilit

at und Wiederverwendbarkeit kann durch generische semantische Aus-
zeichnung statt einer spezischen Strukturauszeichnung erreicht werden. Da-
bei wurde die Trennung zwischen Inhalt und Layout immer sch

arfer und hat
die eingebettete Formatierung

uberholt.
Dies ist der Hintergrund f

ur die Entstehung des WWW, das aus der Idee
geboren wurde, strukturierte Dokumente (HTML) mit Hilfe von Hyperlinks
(URLs), die f

ur Menschen lesbar sind, miteinander zu verkn

upfen und durch
ein einfaches Protokoll (HTTP) auszutauschen. Die Struktur der Dokumen-
te beschr

ankte sich dabei zwar noch auf die visuelle Auszeichnung der darin
enthaltenen Informationen, wurde aber wegen einfacher Implementierbar-
keit vorgezogen. Zwar menschenlesbar, entziehen sich die HTML-Dokumente
einer automatischen inhaltlichen Verarbeitung, deren Notwendigkeit mit
wachsendem Daten- und Kommunikationsumfang sehr akut geworden ist.
Beispielsweise l

at sich das Ergebnis einer Datenbankanfrage, das in HTML
z.B. in Form einer Tabelle geliefert wird, nicht einheitlich automatisch be-
arbeiten. In [All97] wird ein Ansatz vorgestellt, in dem mittels einer Spe-
zikationssprache die Bedeutung einzelner visueller bzw. Strukturelemente
festgelegt werden kann. Es l

at sich beispielsweise ausdr

ucken, da die ge-
lieferte HTML-Tabelle einen Produkt-Katalog darstellt, bei dem sich die
Produktbezeichnung in der ersten und der Preis der Artikel in der zweiten
Spalte der Tabelle bendet. Dieser Ansatz ist jedoch nicht universell an-
wendbar. Auerdem besteht bei einer

Anderung der visuellen Ausgabe die
Gefahr, da die Tabellenelemente falsch interpretiert werden. Dies geschieht
im obigen Beispiel schon dann, wenn der Tabelle eine neue Spalte, die z.B.
die Produktnummer enth

alt, hinzugef

ugt wird. Als Konsequenz ergibt sich,
da fast jede

Anderung des Ausgabeformats eine Anpassung der Abbildungs-
spezikation nach sich zieht. Aufgrund des spartanischen Wortschatzes von
HTML wurde eine m

achtigere universale Web-Sprache ben

otigt, die es er-
laubt, Informationen beliebiger Art semantisch aufzubereiten.
1
Beispielsweise ist es ein nicht entscheidbares Problem, welches das dritte Wort eines
PostScript-Dokumentes ist.
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2.2 XML im Vergleich zu SGML und HTML
XML entstand als oene Spezikation des W3C [XML98a], die auf SGML
aufbaut. Im Unterschied zu HTML, das eine Instanz von SGML ist und eine
Familie von Dokumenten zur einfachen Strukturauszeichnung beschreibt, ist
XML eine Teilmenge von SGML. Zum einen bedeutet dies, da zu jedem
XML-konformen Dokument eine entsprechende SGML-Grammatik angege-
ben werden kann. Diese Eigenschaft ist f

ur die R

uckw

artskompatibilit

at und
Akzeptanz von XML von Bedeutung. Zum anderen aber weist XML eine
h

ohere M

achtigkeit der Sprache auf als HTML: mit XML als einer Teilmen-
ge von SGML lassen sich beliebige Dokumententypen beschreiben. Somit
kann XML, wie SGML, als eine Metasprache angesehen werden.
Ein grober Vergleich von XML und SGML l

at sich in einem Satz wie folgt
ausdr

ucken: XML ist f

ur das WWW geeignet und gegen

uber SGML erheb-
lich vereinfacht (siehe Abbildung 2.1). Die Syntax-Spezikation von XML
[XML98a] umfat ca. 40 Seiten gegen

uber mehr als 600 Seiten im Falle
von SGML. Die Vereinfachung

auert sich aber nicht nur im Dokumenta-
tionsumfang. XML-Dokumente k

onnen durch einen endlichen Automaten
validiert (auf G

ultigkeit

uberpr

uft) werden, was die Erstellung von XML-
Parsern erheblich simpliziert. Diese Eigenschaft steht mit der Mehrdeutig-
keit von Dokumenten in enger Verbindung. Ohne entsprechende Grammatik
l

at sich die Struktur eines SGML-Dokumentes nicht in eindeutiger Weise
bestimmen. Das Parsen von XML-Dokumenten ist dagegen auch ohne ei-
ne Grammatik m

oglich. Syntaktisch korrekte XML-Dokumente werden als
wohlgeformt bezeichnet. F

ur die Verwendung im WWW hat diese Eigen-
schaft den Vorteil, da f

ur die bekannten Dokumententypen die Typdeniti-
on (vgl. Abschnitt 2.5) nicht ben

otigt wird und somit keine zus

atzliche Netz-
last entsteht
2
. Aus SGML wurden vor allem solche Sprachelemente entfernt,
die nur selten verwendet wurden und einen hohen Implementierungsaufwand
verursachten. Oft dienten diese nur der Vereinfachung der manuellen Bear-
beitung von Dokumenten. Obwohl XML syntaktisch gesehen eine Teilmenge
von SGML ist, ist sie genauso ausdrucksf

ahig.
Die wichtigste Eigenschaft, die XML gegen

uber SGML hervorhebt, ist ein
reichhaltiges Verweiskonzept (siehe Abschnitt 2.4). Damit k

onnen XML-
Dokumente einander durch Verweise referenzieren. In SGML war es dagegen
nur m

oglich, bestimmte Dokumententeile im Dateisystem zu verteilen. Eine
Hypertext-Struktur konnte demzufolge nicht realisiert werden. Das Verweis-
konzept stellt einen Teil der gesamten Spezikations-Suite dar, die weitere
grundlegende Sprachelemente beschreibt und zur Zeit aus vier Teilen be-
steht:
2
Dies funktioniert genau wie in heutigen HTML-Browsern. Da sie nur einen einzigen
Dokumententyp (HTML) verarbeiten k

onnen, ist dessen Struktur-Beschreibung in die
Browser eingebaut.
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Abb. 2.1: XML und SGML im Vergleich
 Die Syntax-Spezikation [XML98a] entspricht funktionell der Sprach-
Spezikation von SGML.
 XML Linking Language (XLL) [XLL98] beschreibt das Verweiskonzept
f

ur XML-Dokumente (Abschnitt 2.4).
 Namensr

aume in XML [XML98c] erm

oglichen die dom

anenspezische
Trennung von Dokumententypen und deren Integration.
 XML Style Language (XSL) [XSL98] dient zur Beschreibung der Aus-
gabeformatierung von XML-Dokumenten (vgl. DSSSL [ISO96]).
Namensr

aume erm

oglichen es, anwendungs- oder dom

anenspezische Doku-
mententypen zu denieren und gemeinsam zu verwenden. Auf diese Weise
kann pr

azise unterschieden werden, ob es sich z.B. beim Element NAME um
den Initiator eines

Uberweisungsauftrags oder den Patientennamen eines
medizinischen Berichts handelt, indem eine explizite Namensraumspezika-
tion vorangestellt wird. Die Namensr

aume sollen die organisations

ubergrei-
fende Zusammenarbeit durch Web-Dokumente erm

oglichen [KR97]. Orga-
nisationen k

onnen auf ihre Bed

urfnisse abgestimmte Ontologien entwickeln,
die von anderen Gesch

aftspartnern wiederverwendet werden k

onnen und sich
durchsetzen oder aber im Evolutionsproze zur

uckbleiben.
Die wesentlichen syntaktischen Konstrukte von XML, insbesondere die Na-
mensraumangaben, sind in Abbildung 2.2 dargestellt. In diesem Beispiel sind
zwei Namensr

aume, f

ur das DublinCore und das ISO-Datum, deklariert und
jeweils als DC und ISO abgek

urzt. Somit l

at sich unmiverst

andlich fest-
stellen, da es sich bei dem \date"-Attribut um ein Datum nach ISO 8601
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handelt. Wie diese Feststellung weiterverwendet werden kann, wird in Ab-
schnitt 2.8 gezeigt, in dem das Resource Descrition Framework beschrieben
wird.
<?xml version=1.0?>
<Buch-Beschreibung
xmlns:DC=http://purl.org/RDF/DC
xmlns:ISO=http://iso.ch/8601>
<DC:Title>Mehrrechner-Datenbanksysteme</DC:Title>
<DC:Publisher>Addison-Wesley</DC:Publisher>
<DC:Date ISO:date=1994/>
</Buch-Beschreibung>
Namensraum-
Deklaration
Namensraum-
Angabe
Anfangsmarke
Anfangsmarke
mit Attributen
des Elementes
Name und Wert des Attributs
End-Marke
Verarbeitungsinstruktion
für den XML-Prozessor
Abb. 2.2: Die Syntax von XML
2.3 Verteilte Informationsobjekte
Die elementaren Bausteine eines XML-Dokumentes sind hierarchisch ange-
ordnete XML-Elemente, die aus Attribut-Wert{Paaren, Text- oder Bin

arda-
ten bestehen. Die Etikettierung von XML-Elementen kann nicht nur durch
einen Titel bzw. Namen erfolgen, sondern auch eine Namensraumangabe
beinhalten, mit deren Hilfe die Zugeh

origkeit des Elementes zu einer be-
stimmten Dom

ane bzw. Ontologie entschieden werden kann. XML-Elemente
k

onnen zu Informationsobjekten zusammengef

ugt werden (vgl. mit informa-
tionellen Einheiten in [Kuh91]). Die Informationsobjekte k

onnen sich aus
Elementen verschiedener Dom

anen zusammensetzen, wie z.B. Medizin, CAD
usw.
Das Verweis-Konzept von XML, das im n

achsten Abschnitt beschrieben
wird, sieht eine f

ur ein vollwertiges Hypertext-System kritische Eigenschaft
[Eng90] vor (vgl. auch Abbildung 1.7 auf Seite 14), die in HTML nicht
vorhanden war: n

amlich die M

oglichkeit, jedes Element innerhalb eines Do-
kumentes zu adressieren, unabh

angig davon, ob dies vom Autor vorgesehen
wurde oder nicht. In HTML sind Verweise in das Innere eines Dokumentes
nur dann m

oglich, wenn der Autor daf

ur an der entsprechenden Stelle expli-
zit einen sog. Anchor eingef

ugt hat. Die Dokumentengrenzen werden unter
dessen immer transparenter (siehe Abbildung 2.3). Zum einen ist es f

ur die
Anwendung h

aug irrelevant, ob ein Informationsobjekt tats

achlich im Do-
kument enthalten ist, oder nur durch einen Verweis referenziert wird. Zum
anderen werden zunehmend mehr Dokumente erst bei der Anfrage aus Da-
tenbanken generiert. Aus diesen Gr

unden kann man vom Dokumentenbegri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abstrahieren und von einem Netzwerk von verteilten Informationsobjekten
sprechen, die durch Hyperlinks verkn

upft sind. Wird in XML ein wissensba-
siertes Datenmodell repr

asentiert, so l

at sich dieses auch als ein verteiltes
semantisches Netzwerk auassen.
Dokument
Domänen
Informationsobjekt
Datenbank
Abb. 2.3: Informationsobjekte, verteilt

uber die Grenzen von Dokumenten,
Datenbanken und Dom

anen hinaus
Die Granularit

at der Informationsobjekte kann anwendungsspezisch fest-
gelegt werden. Nehmen wir z.B. an, da die Attribute
3
wie Name, Vorname,
Adresse, Geburtsdatum usw. ein Informationsobjekt Person denieren. Die
Adressenangabe kann hierbei als ein strukturiertes Attribut (PLZ, Strae,
Ort) oder als ein eigenst

andiges Objekt aufgefat werden, worauf das Ob-
jekt Person verweist. Diese Unterscheidung kann sehr fein sein und sogar die
gleiche physische Darstellung haben, kann sich aber auch im Datenmodell
klar widerspiegeln (darauf werden wir noch n

aher eingehen).
2.4 Das Verweiskonzept von XML
Das Verweiskonzept von XML, die XML Linking Language (XLL), ist als ein
Teil der XML-Suite speziziert worden. Das Ziel von XLL ist eine pr

azise Lo-
kalisierung und Verkn

upfung beliebiger Elemente in XML-Ressourcen. Die
Verweise werden somit in die Sprache integriert, wodurch deren Auswertung
unabh

angig von Dokumententypen m

oglich wird. Auf diese Weise haben ver-
schiedene Anwendungen, die mit diversen Dokumententypen operieren, eine
einheitliche Vorstellung davon, wie zwei oder mehr Elemente miteinander
verkn

upft werden. Das Verweiskonzept soll universell genug ausgelegt sein,
um den Anspr

uchen verschiedener Applikationen zu gen

ugen. Im Vergleich
zu unidirektionalen HTML-Verweisen (HREF-Attribut des A-Markers) bietet
XLL eine erweiterte Ausdrucksf

ahigkeit, die die Angabe mehrfacher Zielres-
sourcen, Link-Gruppen usw. erlaubt. Die Adressierung innerhalb von XML-
Dokumenten ist an die XPointer nach [BSM95] angelehnt und in [XPT98]
speziziert.
3
In diesem Beispiel wird der Begri Attribut im Sinne der Objektorientierung und
nicht als Attribut eines XML-Elementes verwendet.
KAPITEL 2. XML UND RDF 23
Im allgemeinen verkn

upft ein Verweis eine Menge von Ressourcen, die belie-
bige adressierbare Entit

aten sind. Die Adressierung erfolgt mittels Uniform
Resource Identiers
4
[URI98]. Einem URI kann eine Fragmentangabe folgen,
die daf

ur vorgesehen ist, einen Teilbereich der adressierten Ressource zu spe-
zizieren. Der unten angegebene URI-Verweis bezieht sich auf die Ressource
document.xml, die durch den URL http://somewhere.org/document.xml
adressiert wird. Die Fragmentangabe Chapter1 zeigt auf das erste Kapitel
innerhalb dieses Dokumentes.
http://somewhere.org/document.xml#Chapter1
Durch Verwendung von URIs ist es m

oglich, beliebige adressierbare XML-
Ressourcen durch Verweise zu verkn

upfen. XLL fordert als zus

atzliche Re-
striktion, da die Fragmentangabe ein XPointer nach [XPT98] sein soll. Da-
mit ist es m

oglich, jedes beliebige Element innerhalb eines XML-Dokumentes
zu lokalisieren. Die Spezikation von Verweisen h

alt sich an die XML-
Syntax. Durch die Verwendung reservierter Attribute k

onnen bestimmte
XML-Elemente als Verweiselemente speziziert werden. Die Anwendung er-
kennt ein solches Element dadurch, da ein Attribut xml:link aus dem f

ur
XML reservierten Namensraum xml angegeben wird. Der Wert dieses Attri-
buts bestimmt den Typ des Verweises. Das folgende Beispiel demonstriert
ein Verweiselement:
<Mein-Verweis-Element xml:link="simple"
href="http://somewhere.org/document.xml#Chapter1"/>
Es gibt zwei Arten von Verweisen: einfache (\simple") und erweiterte (\ex-
tended") Verweise. Einfache Verweise sind unidirektionale Verweise, die das
Verweiselement mit einer anderen XML-Ressource verkn

upfen. Erweiterte
Verweise k

onnen mehrere XML-Ressourcen miteinander verkn

upfen, sind
also multidirektional, wobei das Verweiselement selbst nicht notwendiger-
weise an dieser Verkn

upfung teilnehmen mu. Erweiterte Verweise k

onnen
demzufolge dazu verwendet werden, ausgehende Verweise zu nicht

anderba-
ren XML-Ressourcen, Bildern oder Bin

ardaten hinzuzuf

ugen:
<Mein-Verweis-Element xml:link="extended" inline="true">
<locator href="vorlesungen.xml#WS98-001" role="Vorlesung"/>
<locator href="meine-beschreibung.xml" role="Beschreibung"/>
<locator href="zeiten.xml#WS98-001" role="Zeit-Ort"/>
</Mein-Verweis-Element>
Im obigen Beispiel wird der Vorlesungsnachweis (Titel, Dozent) mit der zu-
geh

origen Beschreibung und Zeit bzw. Ort der Vorlesung verkn

upft. Durch
4
Die Uniform Resource Locators (URLs) stellen eine im Kontext des WWW bekannte
Teilmenge von URIs dar, wobei ein URL den prim

aren Zugrismechanismus auf eine
Ressource (z.B. deren Netzwerk-Lokation) repr

asentiert.
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multidirektionale Verweise lassen sich u.a. inverse Beziehungen zwischen In-
formationsobjekten realisieren. Die oben aufgef

uhrte dreistellige Beziehung
kann in jede Richtung traversiert werden. Allerdings lassen sich derartige
Beziehungen nur auf der Instanzebene und nicht auf der Klassenebene reali-
sieren, d.h. es ist nicht m

oglich auszudr

ucken, da alle Vorlesungen in einer
derartigen Beziehung mit ihren Beschreibungen und Ort-Zeit-Angaben ste-
hen. Das liegt daran, da das Schemakonzept von XML, das im n

achsten
Abschnitt beschrieben wird, diese Ausdrucksf

ahigkeit nicht bietet. Wie aus
dem obigen Beispiel hervorgeht, sind in XLL Ausdrucksmittel vorgesehen,
mit denen man die Semantik des Verweises und der daran beteiligten Res-
sourcen spezizieren kann. Zu diesen z

ahlen Platzhalter f

ur
 Rollen: welche Rolle spielt die Ressource im Verweis.
 Aktivierungsmechanismen: speziziert, ob die Aktivierung des Verwei-
ses automatisch oder durch den Benutzer erfolgen soll.
 Anzeigekontext: bestimmt, ob die Zielressource bei der Aktivierung
im neuen Kontext angezeigt wird, den urspr

unglichen Kontext ersetzt
oder in diesen eingebettet wird.
 Verhalten: weitere Angaben zum Verhalten bei der Verweisaktivierung.
Die Spezikation der Verweissemantik ist u.U. sehr anwendungsbezogen. F

ur
eine Anwendung, die XML ausschlielich zum Datenaustausch verwendet,
d

urfte z.B. der Anzeigekontext der Verweise uninteressant sein. Wir sind der
Meinung, da die Verweisklassikation (auch in dieser elementaren Form)
in der XLL-Spezikation miplaziert ist. Es reicht aus, einen universellen
Mechanismus festzulegen, mit dem beliebige Ressourcen verkn

upft werden
k

onnen
5
.
Wie bereits erw

ahnt, l

at sich mittels XPointer eine Adressierung inner-
halb von XML-Dokumenten vornehmen. Da wir in den folgenden Kapiteln
XPointer in einigen Beispielen verwenden werden, stellen wir sie zun

achst
in einem kurzen

Uberblick vor. Am h

augsten werden XPointer daf

ur ein-
gesetzt, ein beliebiges XML-Element innerhalb eines Dokumentes zu lokali-
sieren. Allerdings k

onnen XPointer auch Mengen von XML-Elementen oder
im allgemeinen Dokumentenbereiche, in denen einige XML-Elemente nur
partiell enthalten sind, selektieren. XPointer k

onnen als eine einfache An-
fragesprache f

ur XML-Dokumente aufgefat werden. Ein XPointer besteht
aus einer Hintereinanderausf

uhrung von Operatoren, die bis auf den letzten
Operator ein einziges XML-Element im Dokument selektieren. Der G

ultig-
keitsbereich jedes nachfolgenden Operators ergibt sich aus dem Ergebnis der
vorangegangenen Selektion. Betrachten wir ein Beispiel:
5
In der XML-Spezikation wird korrekterweise auf jegliche Semantikfestlegung verzich-
tet. Es wird lediglich die Struktur der Dokumente betrachtet. In

ahnlicher Weise erweitern
die Verweise die Strukturierungsm

oglichkeiten f

ur XML-Dokumente.
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id(Chapter1).child(3,section).descendant(-2,footnote).ancestor(all)
Hier wir durch id(Chapter1) ein XML-Element gew

ahlt, welches die im
Dokument eindeutige ID Chapter1 besitzt. Anschlieend wird sein drittes
Subelement mit dem Namen section selektiert, also der dritte Abschnitt des
Kapitels. Mit der Anweisung descendant(-2,footnote) wird die vorletzte
Funote im dritten Abschnitt gefunden. Der letzte Operator ancestor(all)
liefert eine geordnete Liste von XML-Elementen, in denen die Funote ent-
halten ist. Eine solche Liste kann beispielsweise als ein Feld von Zeigern
auf Datenobjekte, die XML-Elemente in der jeweiligen Programmierspra-
che verk

orpern, dargestellt werden. Vor kurzem wurde ein standardisier-
tes Application Programming Interface (API) zur Manipulation von XML-
Dokumenten vom W3C-Konsortium verabschiedet, das als Document Ob-
ject Model (DOM) bezeichnet wird und unabh

angig
6
von Programmierspra-
chen ist [DOM98].
Die vollst

andige Beschreibung der XPointer ndet sich in [XPT98]. Ein Ver-
gleich der XPointer-Sprache mit den Ausdruckmitteln anderer Anfragespra-
chen f

ur hierarchisch aufgebaute Daten wird in [DSMS98] geboten.
2.5 Rolle von DTDs
Eine DTD (Document Type Denition) ist eine Grammatik, mit der die
Zugeh

origkeit eines Dokumentes zu einer bestimmten Klasse von XML-
Dokumenten entschieden werden kann. Ein XML-Dokument, das anhand
einer DTD validiert (d.h. auf Korrektheit

uberpr

uft) werden kann, wird als
g

ultig bezeichnet. Eine Anwendung, die ein solches Dokument verarbeiten
soll, kann davon ausgehen, da dessen Struktur der DTD entspricht und
in diesem Sinne f

ur die Anwendung geeignet ist. In einer DTD kann zu
jedem Element deklariert werden, welche Attribute und untergeordneten
Elemente dieses Element haben darf oder soll. Das folgende Beispiel demon-
striert die Verwendung einer DTD anhand der Deklaration f

ur das Element
SearchResult, das die Ergebnisse einer Suchanfrage beinhalten soll:
<!ELEMENT SearchResult (Query,Title?,(SearchRecord+ | FailureReason))>
<!ATTLIST SearchResult
status (succeded|failed) #REQUIRED
matchCount #IMPLIED
>
Die erste Zeile besagt, da der Inhalt von SearchResult als erstes das
Element Query beinhalten soll (Bezug auf die originale Suchanfrage). Da-
nach kann das Element Title optional (?) angegeben werden. Anschlieend
sollen entweder ein oder mehrere SearchRecord-Elemente folgen (+), die
6
Dies wird durch eine CORBA-IDL-Spezikation erreicht, vgl. Kapitel 5.
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die gefundenen Suchobjekte repr

asentieren. Alternativ (|) kann mit dem
Element FailureReason der Grund angegeben werden, weshalb die An-
frage milungen ist. Das Element SearchResult soll auerdem ein Attri-
but status (Ausf

uhrungsstatus der Anfrage) mit dem Wert succeeded
oder failed besitzen. Im Attribut matchCount darf auerdem die An-
zahl von Treern explizit mitgeliefert werden. Der gesamte Ausdruck
(Query,Title?,(SearchRecord+ | FailureReason)) wird als Inhaltsmo-
dell (Content Model) des Elementes SearchResult bezeichnet.
In DTDs lassen sich Abk

urzungsmechanismen verwenden, mit deren Hil-
fe ein XML-Dokument und die DTD selbst kompakter und weniger feh-
leranf

allig aufbereitet werden kann. Anstatt beispielsweise die E-Mail-
Adresse in einem Dokument jedesmal explizit anzugeben, l

at sich eine En-
tit

at deklarieren, die diesen Verweis enth

alt. Mit der Deklaration
<!ENTITY myEmail "melnik@informatik.uni-leipzig.de">
l

at sich diese Entit

at z.B. wie folgt verwenden:
... oder via E-Mail unter &myEmail; erreichen.
DTDs bieten eine M

oglichkeit, XML-Dokumente zu klassizieren und stellen
daf

ur ein syntaktisches Schema zur Verf

ugung
7
. DTDs k

onnen mit einem
hierarchischen Datenmodell ([Ull94], S.72-81) insofern verglichen werden,
da sich Datenbank-Instanzen als XML-Dokumente bzw. XML-Instanzen
darstellen lassen. Die DTDs wurden f

ur die Dokumentenstrukturierung und
nicht f

ur die Datenmodellierung entwickelt. Deshalb besitzen sie keine Typi-
sierungsmechanismen, die

uber die lexikalische Ebene hinausgehen. M

ochte
man beispielsweise ein hierarchisches Datenmodell durch eine DTD beschrei-
ben, stellt man fest, da es z.B. nicht m

oglich ist, die virtuellen Satztypen,
die als typisierte Verweise aufgefat werden k

onnen, zu repr

asentieren. F

ur
Verweiselemente in XML l

at sich nicht deklarieren, da diese auf XML-
Elemente eines bestimmten Typs zeigen sollen. Im allgemeinen k

onnen in
XML beliebige Graphen auf kanonische Weise serialisiert werden [Lay98]. Je-
doch l

at sich mit Hilfe von DTDs im allgemeinen kein konzeptuelles Schema
eines Datenmodells angeben.
Ans

atze wie Document Content Descriptions (DCDs) [BFM98] und das Re-
source Description Framework (RDF), die sich noch in Entwicklung ben-
den, versuchen diese L

ucke zu f

ullen. Mittels DCDs, deren Spezikation
auf [LJM
+
98] aufbaut, ist es m

oglich, konzeptuelle Schemata f

ur XML-
Instanzen zu beschreiben. DCDs wurden als Obermenge von DTDs kon-
zipiert und sind in XML repr

asentierbar. Einen aus unserer Sicht wesentlich
sauberen und pr

aziseren Ansatz, der die Last von DTDs nicht mitschleppt,
7
Die DTDs selbst lassen sich ebenfalls in XML beschreiben.
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stellt das Resource Description Framework dar, das in Abschnitt 2.8 detail-
liert behandelt wird. Die Erfahrungen, die in dieser Diplomarbeit gesammelt
wurden, deuten darauf hin, da die Rolle von DTDs mit voranschreitender
Entwicklung von XML und verwandten Technologien (wie DCD, RDF) und
Werkzeugen (z.B. XML-Editoren) an Bedeutung verliert. Daf

ur sprechen
folgende Argumente:
1. Generell empelt es sich, DTDs m

oglichst allgemein zu halten, d.h. auf
unn

otig restriktive Strukturvorgaben zu verzichten, um die R

uckw

arts-
kompatibilit

at zuk

unftiger Erweiterungen zu gew

ahrleisten.

Uberspit-
zung dieses Prinzips f

uhrt dazu, da die Inhaltsmodelle aller Elemente
beliebige Unterelemente zulassen, d.h. zu dem Inhaltsmodell ANY aus-
arten. Dies w

urde die Validierung von Dokumenten nutzlos machen.
2. Durch die Spezikation des Verweiskonzeptes (vgl. Abschnitt 2.4) l

at
sich immer mehr vom Dokumentenbegri abstrahieren. Informations-
objekte k

onnen somit auf mehrere Dokumente verteilt werden. Sobald
ein XML-Element nicht mehr im Dokument enthalten ist, sondern
durch einen Verweis referenziert wird, l

at sich seine Struktur

uber-
pr

ufung nicht mehr vollziehen
8
. Somit l

at sich die Struktur der Do-
kumente nur teilweise

uberpr

ufen.
3. Anwendungen, die Dokumente verarbeiten, die zu bestimmten DTDs
konform sind, verzichten oft auf die G

ultigkeits

uberpr

ufung von Do-
kumenten. Dies kann durch Ezienz- oder Toleranzkriterien
9
bedingt
sein. Da die DTDs keinerlei Hinweise auf die Bedeutung der XML-
Elemente geben, wird diese Bedeutung in die Applikationslogik hin-
eincodiert. Somit ben

otigt die Anwendung f

ur die Ausf

uhrung keine
DTD-Datei mehr.
4. Da mittels DTDs keinerlei Semantik der Elemente ausgedr

uckt werden
kann, werden weitreichendere Ans

atze wie RDF entwickelt, die ihre ei-
genen Validierungsmechanismen anbieten (RDF-Schemas). Die RDF-
Syntax bedient sich zwar XML, ben

otigt aber keine RDF-DTD, da die
wenigen RDF-XML-Elemente nichtssagende Inhaltsmodelle vom Typ
ANY h

atten.
5. XML-Entit

aten stellen eine zus

atzliche Komplikation f

ur XML-Parser
dar. Diese Abk

urzungsmechanismen werden wegen der Automatisie-
8
M

oglich w

are dies, wenn der XML-Parser bereits w

ahrend des Parsing-Vorganges den
Verweis au

osen w

urde. Allerdings kann diese L

osung sehr inezient und f

ur die Endan-
wendung

uber

ussig sein. Web-Browser

uberpr

ufen schlielich auch nicht, ob die Doku-
mente, die durch angezeigte HTML-Links referenziert werden, tats

achlich existieren.
9
Auch wenn eine HTML-Seite der HTML-DTD nicht entspricht, versucht ein Web-
Browser, sie sinnvoll anzuzeigen.
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rung der XML-Generierung und dem Einsatz von m

achtigen Bearbei-
tungsprogrammen immer seltener benutzt.
Der Autor ist der Meinung, da XML-DTDs haupts

achlich zwei Anwendung-
en nden werden. Zum einen lassen sie sich dazu verwenden, um einfach fest-
zustellen, um welchen Dokumententyp es sich handelt. Heutige Web-Browser
nden in manchen HTML-Seiten Angaben wie
<!DOCTYPE html PUBLIC '-//W3C//DTD HTML 1996-01//EN'>
Mit dieser Angabe kann ein XML- oder SGML-Prozessor mit Hilfe eines sog.

oentlichen Bezeichners -//W3C//DTD HTML 1996-01//EN die DTD lokali-
sieren, die zum Dokument geh

ort (der Vorteil von

oentlichen Bezeichnern
liegt darin, da die Adressierung nicht

uber eine physische Adresse erfolgt
und deshalb stabiler ist.). Diese Angabe kann lediglich als ein Hinweis f

ur
die Browser verstanden werden, da diese gar nicht versuchen, den

oentli-
chen Bezeichner aufzul

osen und die zugeh

orige DTD zu suchen. Eine weite-
re Verwendung von DTDs kann darin bestehen, formale Spezikationen f

ur
Anwendungsentwickler (wie z.B. HTML-DTDs f

ur Browser-Entwickler) zu
bieten. Die DTDs, die im ISLE-System verwendet wurden, sind extrem kurz
und beinhalten nur einige wenige Entit

aten sowie Elementen-Deklarationen,
die bis auf ein Element Inhaltsmodelle vom Typ ANY haben. Dies impli-
ziert nicht notwendigerweise eine Semistrukturierung des Datenmodells. Die
Beziehungen zwischen den zentralen Objekten im ISLE-Datenmodell sind
wohldeniert. Lediglich bestimmte Attribute einiger Datenobjekte (z.B. Be-
schreibung des Teilnehmerkreises einer Veranstaltung) sind semistrukturiert
(vgl. Abschnitte 4.2.2, 4.3.4).
2.6 Chancen und Perspektiven von XML
In Abbildung 2.4 haben wir die Eigenschaften von XML und die Honungen,
die man mit dessen Einsatz verbindet, in komprimierter Form zusammenge-
fat. Die Kerneigenschaften von XML, die zum Teil bereits erw

ahnt wurden,
umfassen explizite Informationsstrukturierung, Erweiterbarkeit, Universa-
lit

at, Web-Orientierung und exible Adressierung. Nachfolgend werden wir
erl

autern, wie diese zur Skalierbarkeit, Erweiterbarkeit und weiteren Merk-
malen XML-basierter Informationssysteme beitragen sollen.
Die explizite Informationsstrukturierung in XML erf

ullt drei Kriterien, die
f

ur ein zukunftssicheres Datenformat unentbehrlich sind. In XML erfate
Daten sind:
1. maschinenlesbar
2. menschenlesbar und
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Abb. 2.4: Die Chancen und Perspektiven von XML
3. selbstbeschreibend.
Maschinenlesbarkeit wird durch die Logik gemessen, die f

ur die automatische
Extraktion und Manipulierung der Daten erforderlich ist. Dabei stehen die
Korrektheit, Geschwindigkeit und Umfang von Parsern und Anwendungen
im Vordergrund (Kompaktheit der Bitstr

ome kann durch Kompressionsver-
fahren erreicht werden und verliert immer mehr an Relevanz). Diese Ziele
k

onnen miteinander konkurrieren. Strenge Syntaxregeln vereinfachen das
Parsen, allerdings auf Kosten der robusten Fehlerbehandlung. Die Darstel-
lung der Zahl  als Berechnungsvorschrift ist kompakter und genauer als
deren endliche Approximation in Form einer Bin

arzahl, erfordert aber kom-
plexe Interpreterlogik. Ein nichtvalidierender XML-Parser l

at sich beispiels-
weise bereits in 5 KB JavaScript-Programmcode implementieren [XPa98].
Menschenlesbarkeit wird dahingegen durch den kognitiven Aufwand gemes-
sen, der f

ur die Extraktion und Manipulation von Informationen notwendig
ist [Sch97]. Bin

arformate k

onnen zwar ezient abgespeichert und eingele-
sen werden, m

ussen aber regelrecht entschl

usselt werden. Bei fehlender Do-
kumentation kann dies zu einem kryptographischen Unterfangen f

uhren
10
.
Deshalb ist die Selbstbeschreibbarkeit eines zukunftssicheren Datenformats
von besonderer Bedeutung.
Selbstbeschreibbarkeit eines Formats wird dadurch gemessen, bis zu welchem
10
Auch wenn das Datenformat auf einem nat

urlichsprachlichen System basiert, kann
eine Entschl

usselung mit kryptographischem (und hohem kognitiven) Aufwand notwendig
sein, wenn das zugrundeliegende Zeichensystem nicht mehr bekannt ist (Beispiel: Keil-
schrift).
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Grad seine mechanische Struktur und Semantik dynamisch erforscht werden
k

onnen. Der erste Schritt hierbei ist die Identizierung. Durch Signaturen,
Versionsnummern, Datei-Erweiterungen u.

a. l

at sich der Typ der Daten
feststellen. Wertvolle Informationen

uber die Semantik der Daten k

onnen aus
Metadaten gewonnen werden, die anhand der Originaldaten lokalisiert wer-
den k

onnen. So enthalten beispielsweise viele UNIX-Kongurationsdateien
Verweise auf die Manuals, die das Format der Eintr

age beschreiben. Bereits
durch die Wahl sinnvoller nat

urlichsprachliger Marker k

onnen XML-Dateien
verst

andlich wirken. Durch die Verwendung von Dokumenttypdenitionen
11
(DTDs), Namensr

aumen und Resource Description Schemas (zu RDF siehe
Abschnitt 2.8) lassen sich die zugeh

origen Metadaten identizieren und im
Falle von RDF sogar maschinell erlernen.
Diese drei Eigenschaften, die von XML zufriedenstellend erf

ullt werden
k

onnen
12
, sind f

ur die Archivierung und Bedeutungserhaltung der Daten
von kritischer Bedeutung. Dank sehr guter Komprimierbarkeit von XML
(der Datenumfang kann bis auf 10-20% der urspr

unglicher Gr

oe reduziert
werden) l

at sich eine eziente Archivierung erreichen.
Die Erweiterbarkeit und explizite Strukturierung der Daten k

onnen bei der
Datenmodellierung exibel ausgenutzt werden (siehe dazu Abschnitt 4.2).
Da semantisch ausgezeichnete XML-Dokumente maschinell verarbeitet wer-
den k

onnen, bieten sich dadurch weitreichende Vorteile f

ur die pr

azise in-
haltliche Suche. Bei der Suche nach Personen mit Nachnamen \Rahm" oder
\Der" w

urde eine Volltextrecherche in der Regel wenig sinnvolle Ergebnisse
liefern. Ist aber die Semantik dieser W

orter durch ein entsprechendes XML-
Element eindeutig ausgezeichnet, lassen sich diese Nachnamen schnell und
gezielt nden.
Abgeleitet von SGML, stellt XML auch ein vorbildliches Austauschformat
dar, bietet jedoch zwei wesentliche Vorz

uge: durch den Einsatz von Na-
mensr

aumen lassen sich Ontologien verschiedener Dom

anen sauber und un-
terscheidbar miteinander verechten. Der zweite Vorteil l

at sich als \Lin-
king statt Marshaling" charakterisieren und ist dem hypertextuellen Aufbau
von XML zu verdanken. Demnach brauchen nicht alle potentiell relevante
Daten bei einer Client/Server-Interaktion

ubertragen werden, sondern nur
die tats

achlich ben

otigte Informationen. Die Krankheitsgeschichte eines Pa-
tienten kann beispielsweise im Laufe der Jahre auf mehrere hundert Kilobyte
textueller und graphischer Information

uber Untersuchungsergebnisse, The-
rapien, Analysen u.a. anwachsen. Wird aber nur das Resultat der letzten
11
Wie in Abschnitt 2.5 erw

ahnt, bieten DTDs keinen Mechanismus, die Semantik ein-
zelner Elemente maschinell zu erlernen. In der Regel beinhalten diese aber eine nat

urlich-
sprachliche Beschreibung der deklarierten Elemente.
12
SGML erf

ullt die drei Kriterien auch vergleichbar gut, jedoch nicht in demselben
Umfang, da die SGML-Dokumente ohne eine DTD im allgemeinen nicht eindeutig inter-
pretiert werden k

onnen. Die Modularit

atsvorteile der Namensr

aume k

onnen ebensowenig
ausgesch

opft werden.
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Behandlung ben

otigt, w

are es h

ochst inezient (und datenschutzrechtlich
problematisch), die gesamte Krankheitsgeschichte anzufordern. Statt dessen
kann nur das \Inhaltsverzeichnis"

ubertragen werden, in dem alle Behand-
lungen mit entsprechenden Verweisen darauf aufgef

uhrt sind. Anschlieend
lassen sich die ben

otigten Daten selektiv herunterladen, wobei f

ur verschie-
dene Datenbereiche unterschiedliche Zugrisrechte vergeben werden k

onnen.
Ein weiteres wesentliches Merkmal von XML ist die Vereinfachung der client-
basierten Verarbeitung von Daten, die durch die Verwendung von mobi-
len Software-Modulen (z.B. Java, JavaScript [AtNOT97]) erm

oglicht wurde.
Wie im n

achsten Kapitel erl

autert wird, l

at sich die Anwendungslogik in
Form von Java-Applets auf Client-Rechner

ubertragen. Anschlieend k

onnen
die in XML codierten verteilten Informationen bei Bedarf angefordert, ver-
arbeitet und f

ur eventuelle sp

atere Nutzung lokal abspeichert werden. Durch
client-basierte Pr

asentation lassen sich nutzerspezische Sichten realisieren.
Die Anwendungsdaten k

onnen ihrerseits z.B. aus Legacy-Applikationen
13
stammen, die von einem Vermittlungsrechner nach XML konvertiert und

uber HTTP exportiert werden. Durch diese Vorgehensweise lassen sich ska-
lierbare 3-Tier{Architekturen realisieren.
Aus der Sicht des Software-Engineering kann die neue Web-Sprache mit den
zugeh

origen APIs (XML DOM [DOM98]) als eine Middleware-Komponente
f

ur die Datenintegration aufgefat werden. F

ur XML steht mit DOM eine
XML-Programmbibliothek zur Verf

ugung, die als ein anwendungsneutrales
Werkzeug [Uma97] einsetzt werden k

onnen, das

uber Netzwerke verteilte
Applikationen verbindet.
2.7 XML als Repr

asentationsformat
Im Abschnitt 1.3 wurde die Rolle der elektronischen Bibliotheken, der Wis-
sensrepr

asentation und des elektronischen Publizierens f

ur die Konzeption
der Diplomarbeit skizziert. Abbildung 2.5 fat die dabei genannten Anforde-
rungen zusammen und unterstreicht die Eignung von XML zur Realisierung
der Diplomarbeit.
Die Archivierung und Bedeutungserhaltung, denen durch Maschinenlesbar-
keit, Menschenlesbarkeit und Selbstbeschreibbarkeit von XML Rechnung ge-
tragen wird, sind einige der grundlegenden Aufgaben einer elektronischen Bi-
bliothek. Unter der Annahme, da die darin enthaltenen Daten nie gel

oscht
werden, stellt sich das Problem der inkrementellen Archivierung, das durch
Versionsmanagement und die Verwaltung von Relationen zwischen Objek-
ten gel

ost werden kann. Die in XML repr

asentierten Daten k

onnen in eine
elektronische Bibliothek

ubernommen und persistent aufbewahrt werden.
13
Eine Legacy-Applikation ist eine aus der Vergangenheit geerbte, meist propriet

are,
Anwendung mit hohem (evtl. erfolgskritischem) Nutzwert [Uma97].
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Elektronische Bibliotheken Elektronisches Publizieren
Wissensrepräsentation
!
!
!
maschinenlesbar
menschenlesbar
selbsterklärend
!
!
!
Jedes Element adressierbar
Trennung Inhalt / Layout
Dokumentenmanagement
durch DOM
!
!
!
Semantische Netze, Frames
Flexible Modellierung
Ontologieintegration durch
Namensräume
H
e
ra
u
s
fo
rd
e
ru
n
g
e
n Integrität der Verweise
Bewältigung der Granularität
geeignete Repräsentation
Metadaten
inkrementelle Archivierung
Abb. 2.5: XML als Repr

asentationsformat
F

ur das elektronische Publizieren ist insbesondere die Trennung der Daten
vom Layout (XSL) sowie das Verweiskonzept (XLL) von XML interessant.
Mit XLL wird insbesondere die Adressierbarkeit jedes XML-Elementes er-
reicht (vgl. Abschnitt 2.4). Die Wichtigkeit der Trennung der Daten vom
Ausgabeformat wurde bereits in [Mel97] diskutiert. Diese ist besonders dann
vorteilhaft, wenn eine inhaltliche Auszeichnung statt einer Strukturauszeich-
nung
14
eingesetzt wird. Abbildung 2.6 stellt einen Vergleich zwischen bei-
den dar. Gezeigt ist ein Teil einer Vorlesungsbeschreibung, n

amlich die f

ur
den Besuch der Vorlesung erwarteten Vorkenntnisse. Anhand der zweiten
(unteren) Darstellung l

at sich beispielsweise automatisch feststellen, da
der Besuch der Vorlesung DBS1 f

ur die gegebene Vorlesung w

unschenswert
ist. Diese Informationen sind im oberen Teil der Abbildung dagegen nur
menschen- und nicht maschinenlesbar.
Eine ad

aquate Repr

asentation eines Weltausschnittes (bzw. eines Pro-
blems) erfordert einen hohen Grad der Detaillierung. Aufgrund der ho-
hen Granularit

at der Datenobjekte kann es zu ernsthaften Ezienzpro-
blemen kommen. Abgestimmte Speicherungsverfahren und Zugrisalgorith-
men werden ben

otigt, um diese Probleme zumindest teilweise zu entsch

arfen
[AQM
+
97, MAG
+
97, CGM97, CGM98]. Um die Konsistenz des Datenmo-
14
Mit Strukturauszeichnung wird in der Regel die Dokumentenstruktur gemeint und
nicht die Struktur der Datenobjekte, die durch semantische Auszeichnung ausgedr

uckt
wird.
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Semantik
+ Struktur
Präsentation
+ Struktur
< >
< >Vorkenntnisse:</b><br/>
<  >
<  >Vorlesung DBS1</li>
<  >Grundkenntnisse der Logik</li>
</ul>
</p>
p
b
ul
li
li
<             >
<ul>
<li><          href=.../></li>
<li>Grundkenntnisse der Logik</li>
</ul>
</Vorkenntnisse>
Vorkenntnisse
Vorlesung
Verweis
Abb. 2.6: Semantische Auszeichnung versus Strukturauszeichnung
dells zu gew

ahrleisten, mu die Integrit

at der Verweise zwischen den Infor-
mationsobjekten sichergestellt werden (vgl. Abschnitt 4.2.3).
Die Vielf

altigkeit von XML sowie seine Eignung f

ur unterschiedliche An-
wendungen, inklusive der Wissensrepr

asentation, sei an einem Beispiel de-
monstriert. Abbildung 2.7 zeigt eine frame-basierte Wissensbasis und ihre

Ubersetzung in die Pr

adikatenlogik, die dem Beispiel aus [RN95], S.318 ent-
spricht. Die Wissensbasis repr

asentiert eine Reihe von Konzepten (Tiere,
V

ogel, usw.) und Instanzen (Opus, Bill, Pat), die als Frames dargestellt
sind. Anhand dieser Repr

asentation kann ein wissensbasiertes System zu ei-
ner Reihe von Schlufolgerungen kommen, wie zum Beispiel zu der, da Bill
eine vierbeinige Katze ist und nicht iegen kann
15
.
Dieses Modell kann in XML verschiedenartig ausgedr

uckt werden. Eine
m

ogliche Repr

asentation
16
ndet sich in Abbildung 2.8, wobei diese eher wie
ein

aquivalentes semantisches Netzwerk aussieht. Die Relationen zwischen
Konzepten und Instanzen werden durch entsprechende Hyperlinks repr

asen-
tiert. Durch Verwendung von Namensr

aumen, die an diesem in sich geschlos-
senen Beispiel nicht gezeigt wird, liee sich diese Ontologie von anderen
Weltausschnitten abgrenzen. Da die Hyperlinks die Grenzen von Dokumen-
ten sprengen, kann man damit physisch verteilte Wissensbasen aufbauen,
die von autonomen verteilten Java-Agenten verarbeitet werden k

onnen. Die
aufgef

uhrte Darstellung weist einige wesentliche Schw

achen auf:
1. Die Semantik der Informationsobjekte und der Verweise zwischen ih-
nen kann nicht automatisch ermittelt werden. Die Bedeutung der Be-
15
Anhand der Wissensbasis kann auch nichtmonoton geschlossen werden, da die Fle-
dermaus Pat, die zwar genauso wie Bill ein S

augetier ist, trotzdem nur zwei Beine hat.
16
In unseren Ausf

uhrungen werden die Fragen der Ezienz der Darstellung ausgeklam-
mert. Diese werden z.B. in [MAG
+
97] behandelt.
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Animals
Alive:
Flies:
T
F
Birds
Legs:
Flies:
2
T
Mammals
Legs: 4
Penguins
Flies: F
Cats Bats
Legs:
Flies:
2
T
Bill
Name:
Friend:
Bill
Pat
Name: Pat
Opus
Name:
Friend:
Opus
Su
bse
t Subset
Su
bs
et
Su
bs
et Subset
M
em
be
r
M
em
be
r
M
em
be
r
Rel(Alive, Animals, T)
Rel(Flies, Animals, F)
Birds Animals
Mammals Animals
Rel(Flies, Birds, T)
Rel(Legs, Birds, 2)
Rel(Legs, Mammals, 4)
Penguins Birds
Cats Mammals
Bats Mammals
Rel(Flies, Penguins, F)
Rel(Legs, Bats, 2)
Rel(Flies, Bats, T)
Opus Penguins
Bill Cats
Pat Bats
Name(Opus, “Opus”)
Name(Bill, “Bill”)
Friend(Opus, Bill)
Friend(Bill, Opus)
Name(Pat, “Pat”)
Ì
Ì
Ì
Ì
Ì
˛
˛
˛
Frame-basierte Wissensbasis
(äquivalent zu einem
semantischen Netz)
Übersetzung in
Prädikatenlogik
Abb. 2.7: Frame-basierte Wissensbasis
ziehungen (wie Subset, Member) kennt nur der Designer der Fakten-
basis.
2. Als Folgerung lassen sich die in der Faktenbasis enthaltenen Objekte
(wie Konzepte und Instanzen) nicht maschinell voneinander abgren-
zen. Man kann nicht feststellen, ob z.B. Friend eine Beziehung zu
einem anderen Objekt ist oder einen Bestandteil des gegebenen Ob-
jektes identiziert.
3. Liegt die Faktenbasis in einer alternativen unabh

angig entwickelten
XML-Repr

asentation vor, l

at sich kein Bezug zwischen diesen zwei
Darstellungen herstellen.
Einen theoretisch fundierten Ansatz, der die oben genannten Schw

achen be-
handelt und einen universellen Rahmen f

ur die ontologische Modellierung
darstellt, bietet das Resource Description Framework, das im n

achsten Ab-
schnitt beschrieben wird. Damit lassen sich konzeptuelle Schemata model-
lieren, was mittels DTDs nicht m

oglich war (vgl. Abschnitt 2.5).
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<Knowledge-Base ID="KB">
Alive="T" Flies="F"/>
Legs="2" Flies="T">
<Subset href=" "/>
</Birds>
Legs="4">
<Subset href=" />
</Mammals>
Flies="F">
<Member href=" />
</Penguins>
<    >
<Subset href= />
</Cats>
<    Name="Bill">
<Friend href=" "/>
<Member href=" "/>
</Cat>
<    Name="Opus">
<Friend href=" "/>
<Member href=" "/>
</Cat>
</Knowledge-Base>
#id(KB).child(1,Animals)
id(KB).child(1,Animals)
id(KB).child(1,Birds)
id(KB).child(1,Mammals)
#Opus
#id(KB).child(1,Cats)
#Bill
#id(KB).child(1,Cats)
# "
# "
"# "
<Animals
<Birds
<Mammals
<Penguins
Cats
Cat
Cat
Ko
nz
ep
te
In
st
a
n
ze
n
Fa
kt
en
ba
sis
Abb. 2.8: Wissensbasis in XML
2.8 Resource Description Framework (RDF)
2.8.1

Ubersicht
In den vorangegangenen Abschnitten wurden zahlreiche Vorteile wie Flexi-
bilit

at, Erweiterbarkeit und Skalierbarkeit genannt, die XML f

ur die Mo-
dellierung und Realisierung verteilter Informationssysteme bringen soll. Se-
mantisch ausgezeichnete Daten lassen sich in XML erfassen, miteinander un-
terscheidbar vermischen und nutzersensitiv darstellen. Es bleibt allerdings
noch eine Reihe von Problemen zu l

osen, die auf h

oheren Abstraktionsebe-
nen entstehen und insbesondere bei der Integration heterogener Systeme
sichtbar werden. Deshalb wurde ein auf XML aufbauender Ansatz ins Le-
ben gerufen, der unter anderem zur Bew

altigung der Heterogenit

at verteilter
Informationssysteme, insbesondere deren semantischen Heterogenit

at, bei-
tragen kann.
Heterogenit

at ist ein bekanntes Problem aus dem Bereich der Datenban-
ken [Rah94]. Aber auch f

ur andere verwandte Gebiete, wie z.B. elektroni-
sche Bibliotheken, hat es zunehmend an Relevanz gewonnen [PCGMW98].
Heterogenit

at

auert sich in einem breitgef

acherten Spektrum von Schwie-
rigkeiten, bedingt durch inkompatible Kommunikationsprotokolle, Abfrage-
sprachen, interne Repr

asentation usw. Obwohl die Interoperabilit

at
17
der
17
Unter Interoperabilit

at versteht man im allgemeinen Kommunikations- und Koopera-
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Informationssysteme durch Standardschnittstellen (z.B. JDBC) und Stan-
dardabfragesprachen (z.B. SQL) verbessert werden kann, bleibt das schwie-
rige Problem der semantischen Heterogenit

at zu l

osen.
Semantische Heterogenit

at besteht in erster Linie darin, da unabh

angig ent-
wickelte Informationssysteme mit verschiedenen Datenmodellen (Schemata)
operieren, die auch bei teilweiser inhaltlicher

Ubereinstimmung miteinander
gar nicht oder nur mit einem erheblichen manuellen Aufwand kombiniert
werden k

onnen. An dieser Stelle l

at sich das Resource Description Frame-
work (RDF) einsetzen [Mil98].
RDF verwendet XML als gemeinsame Syntax f

ur Austausch und Verar-
beitung von Informationen. Es schreibt keine Semantik f

ur Datenmodel-
le vor, die unabh

angig entwickelt werden k

onnen. Durch Ausnutzung der
Eigenschaften von XML legt RDF eine Struktur zur eindeutigen Angabe
der Semantik fest, die konsistente Aufbereitung, Austausch und automati-
sche Verarbeitung von Daten erlaubt. RDF ist eine Entwicklung des W3C-
Konsortiums [W3C98], die noch nicht abgeschlossen ist und von den Web-
Standardisierungsgremien (HTML, PICS), der bibliothekarischen Gemein-
schaft (Warwick Framework [LLJ96], DublinCore [Dub]), dem Bereich der
strukturierten Dokumente (SGML, XML) und nicht zuletzt der Wissens-
repr

asentation vorangetrieben wird. Weitere Technologien, die zum Design
von RDF beitrugen, sind die objekt-orientierte Programmierung, die Mo-
dellierungssprachen (z.B. UML [UML97, Cha98]) und Datenbanken. Der
Entwurf von RDF wird von f

uhrenden Unternehmen der Computerindustrie
wie IBM, Nokia, Netscape, Microsoft, Oracle, Apple u.a. unterst

utzt. Prim

ar
wurde RDF als eine Infrastruktur zum Austausch und zur Verarbeitung von
Metadaten

uber Web-Ressourcen entworfen. Dieser Ansatz kann dahinge-
hend verallgemeinert werden, da anstelle von Web-Ressourcen beliebige
Arten von Ressourcen aus diversen Dom

anen verwendet werden k

onnen,
wie

Uberweisungsauftr

age, medizinische Befundergebnisse, gedruckte Doku-
mente usw.
Im wesentlichen besteht die RDF-Spezikation aus drei Komponenten. In
[RDF98a] werden das Datenmodell und die Syntax festgelegt, mit deren
Hilfe die von Applikationen ben

otigten Informationen repr

asentiert wer-
den. [RDF98b] deniert Schemata, die als Sammlungen von Klassen und
Eigenschaften aufgefat werden k

onnen. Die Schematas sind typischerweise
anwendungs- oder dom

anenspezisch. Hierarchische Organisation von Klas-
sen und Eigenschaften sowie Erweiterbarkeit durch Vererbung sollen eine
dynamische Erfoschung von (Meta)daten erm

oglichen. Obwohl der Entwurf
von RDF von der Wissensrepr

asentation stark beeinut wird, legt dieser
keinen Mechanismus f

ur das logische Schlieen fest. RDF kann als ein ein-
faches Frame-System [RN95] betrachtet werden, auf dessen Grundlage ein
tionsf

ahigkeit der Anwendungen.
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Inferenz-Mechanismus aufgebaut werden kann.
In Abschnitt 2.7 wurde einer von vielen m

oglichen Ans

atzen gezeigt, wie
ein einfaches Frame-System in XML realisiert werden kann. Die Aufgabe
von RDF besteht darin, derartige Ans

atze zu verallgemeinern und auf diese
Weise Interoperabilit

at zwischen Anwendungen zu erm

oglichen, die maschi-
nenlesbare Informationen auf einer h

oheren Abstraktionsebene austauschen.
Abbildung 2.9 veranschaulicht die Rolle von RDF. Bei der Kommunikati-
on zwischen Anwendungen dient RDF als eine standardisierte M

oglichkeit,
intern verarbeitete Informationen in ein wohldeniertes RDF-Modell umzu-
setzen. Dieses wird anschlieend serialisiert, d.h. in eine Zeichenfolge um-
gewandelt
18
. XML wurde dabei als Serialisierungsstandard gew

ahlt. Es ist
denkbar, da im Laufe der Zeit weitere Serialisierungsformate speziziert
werden.
RDF
XML
Mensch 1
Mensch X
Anwendung 1
Anwendung Y
Buch, Radio, TV
Computer-Netzwerk
Ideen, Inhalte interneDarstellung
Natürliche Sprache:
Semantik
Syntax
Abb. 2.9: Informationsaustausch zwischen Kommunikationspartnern
RDF entstand, w

ahrend sich die Entwicklung der Diplomarbeit bereits in
einem fortgeschrittenen Stadium befand. Damals steckte selbst XML noch
in den Kinderschuhen, besser gesagt, in W3C-Working Drafts. Im Laufe der
Zeit wurden die Drafts mehrmals ge

andert, was erhebliche

Anderungen der
bereits entwickelten Komponenten nach sich zog. Obwohl der Entwurf von
RDF vielversprechend aussah und mit der Architektur des Systems gut ver-
tr

aglich ist, war es nicht mehr m

oglich, das Datenmodell des entstehenden
Informationssystems in RDF vollst

andig zu implementieren. RDF konnte
allerdings daf

ur eingesetzt werden, semantische Beziehungen zwischen Da-
tentypen im ISLE zu formalisieren. Da das ISLE-System zur Zeit nur wenige
ausgereifte Analogien aus universit

arer Dom

ane kennt (vgl. [Eng98]), h

atte
die Hauptst

arke von RDF | Integration heterogener Anwendungen | nicht
ausgesch

opft werden k

onnen.
Bis zur endg

ultigen Verabschiedung des Standards w

urde die Verwendung
18
Ein XML-Dokument kann als eine Serialisierung der darin enthaltenen Informati-
onsobjekte bzw. des zugeh

origen XML-Baumes verstanden werden, die als Zeichenfolge
abgespeichert wird.
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von RDF der st

andigen Gefahr der Spezikations

anderung ausgesetzt sein.
Es soll dennoch darauf hingewiesen werden, da RDF das Potential besitzt,
ein m

achtiges Werkzeug insbesondere f

ur verteilte oene Web-basierte In-
formationssysteme zu werden. Deshalb wollen wir das Modell, die Syntax
und das Schemakonzept von RDF nachfolgend skizzieren. Dadurch kann
die Semantik des dem ISLE-System zugrundeliegenden Datenmodells bes-
ser verstanden werden.
2.8.2 RDF-Datenmodell
Das RDF-Datenmodell basiert auf wohletablierten Prinzipien der Datenre-
pr

asentation. Wie aus dem Namen \Resource Description Framework" her-
vorgeht, spielt der Begri Ressource dabei eine zentrale Rolle. Eine Ressour-
ce kann ein elektronisches Dokument oder eine komplette Web-Site sein, also
ganz algemein etwas, das durch eine URI (vgl. Abschnitt 2.4) identiziert
werden kann. Dank der Erweiterbarkeit von URIs kann eine URI-Referenz
f

ur jede denkbare Entit

at eingef

uhrt werden. Somit l

at sich der Begri
Ressource sehr weit fassen und beispielsweise Personen, Vorlesungen u.

a.
repr

asentieren.
Einer Ressource k

onnen Eigenschaften (properties) zugeordnet werden (z.B.
Name oder Adresse einer Person). Eine Eigenschaft kann durch ein Literal
ausgedr

uckt und somit als Attribut der Ressource betrachtet werden (siehe
Abbildung 2.10). Literale k

onnen atomare Werte wie Unicode-Zeichenketten
oder Zahlen sein, k

onnen aber auch beliebige strukturierte XML-Daten bein-
halten (eine Unicode-Spezikation kann in [Uni96, XML98a] gefunden wer-
den). Neben Literalen kann eine Eigenschaft auch eine Beziehung mit einer
weiteren Ressource herstellen. Eine Menge von Eigenschaften einer Ressour-
ce wird als RDF-Beschreibung bezeichnet.
Ressource 1
Ressource 2
Eigenschaft  2
Literal 1
Literal 2
Eigenschaft 1
Eigenschaft 3
RDF-Beschreibung
RDF-Aussage
Abb. 2.10: Das RDF-Datenmodell
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Eine gegebene Ressource mit einer Eigenschaft und dem Wert dieser Eigen-
schaft stellt eine RDF-Aussage dar. Analog zu einer nat

urlichsprachlichen
Aussage werden die drei Komponenten einer RDF-Aussage auch als Subjekt
(Ressource), Pr

adikat (Eigenschaft) und Objekt (Wert der Eigenschaft) be-
zeichnet. Im allgemeinen kann eine RDF-Aussage wie folgt gelesen werden:
Subjekt \hat" Pr

adikat Objekt
Die RDF-Aussage \Ressource WS98-001 hat Eigenschaft Bezeichnung
mit dem Wert Mehrrechner-Datenbanksysteme" ist demzufolge gleichwertig
zur Leseart \WS98-001 hat Bezeichnung Mehrrechner-Datenbanksysteme".
RDF-Aussagen k

onnen als Tripel (p; s; o) aufgefat werden, wobei p das
Pr

adikat, s das Subjekt und o das Objekt bezeichnen. Die RDF-Aussagen
werden graphisch als gerichtete markierte Graphen dargestellt. In diesen
Graphen repr

asentieren Knoten die Ressourcen (als Ovale) und gerichte-
te Kanten repr

asentieren Eigenschaften. Literale werden als Rechtecke dar-
gestellt. Das Verh

altnis zwischen Ressourcen und Eigenschaften kann an
einem weiteren Beispiel illustriert werden. Betrachten wir den Satz \Vor-
lesung http://www.informatik.uni-leipzig.de/Vorlesungen/WS98-001
mit der Bezeichnung Mehrrechner-Datenbanksysteme wird von einem In-
dividuum gehalten, das Erhard Rahm heit und dessen E-Mail-Adresse
rahm@informatik.uni-leipzig.de lautet". Dieser Sachverhalt wird in Ab-
bildung 2.11 veranschaulicht.
http://www.informatik.uni-leipzig.de/Vorlesungen/WS99-001
http://www.informatik.uni-leipzig.de/ISLE#Vorlesung
Mehrrechner-Datenbanksysteme
Erhard Rahm
rahm@informatik.uni-leipzig.de
ISLE:Bezeichnung
ISLE:gehalten-von
ISLE:Name
ISLE:E-Mail
rdf:type
Abb. 2.11: RDF-Diagramm mit einer unbenannten Ressource
Die Eigenschaft rdf:type ist vordeniert und dient zur elementaren Typisie-
rung. Mit ihrer Hilfe wird das RDF-Klassensystem aufgebaut (siehe n

achsten
Abschnitt). Die unbenannte Entit

at in Abbildung 2.11 kann durch einen ein-
deutigen Bezeichner analog zur Vorlesung (WS98-001) benannt werden. Die
Wahl des Bezeichners liegt in den H

anden des Entwicklers des Informations-
systems.
Das formale Modell f

ur RDF wird in Abbildung 2.12 skizziert. Es besteht
aus einer Menge R von Ressourcen, einer Menge A von Aussagen und einer
Menge L von Literalen. Die Ressourcen rdf:Seq, rdf:Bag und rdf:Alt die-
nen dazu, geordnete und ungeordnete Listen sowie Alternativen einzuf

uhren.
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Dies sind grundlegende Ausdruckmittel des Modells. Ihre Rolle ist mit der
der Begrien Menge und Tupel in der mengenalgebraischen Theorie ver-
gleichbar.
Ressourcen
Eigenschaften
Ordinalzahlen
rdf
rdf
rdf
rdf
:Statement
:Seq
:Bag
:Alt
rdf
rdf
rdf
:type
:predicate
:object
rdf:subject
rdf
rdf
:_1
:_2
…
R
E
Literale L
AAussagen
( )p, s, o ˛ · ·( ¨ )E R R L
( )p, s, o
ps o
Abb. 2.12: Formales Modell f

ur RDF
Das RDF-Datenmodell gestattet die Beschreibung von anderen Beschrei-
bungen. Somit ist es z.B. m

oglich auszudr

ucken, da \das Institut f

ur In-
formatik best

atigt, da die Vorlesung Mehrrechner-Datenbanksysteme von
Erhard Rahm gehalten wird". Damit solche Aussagen modelliert werden
k

onnen, m

ussen Aussagen als Ressourcen behandelt werden. In der Wissens-
repr

asentation wird dieser Proze formal als Reikation bezeichnet [RN95].
Reikation wird in RDF dadurch realisiert, da die urspr

ungliche Aussage
als Ressource mit vier Eigenschaften modelliert wird (siehe schematische
Darstellung in Abbildung 2.13). Diese Eigenschaften sind gerade die vier
vordenierten Eigenschaften aus Abbildung 2.12:
 rdf:subject bezeichnet die Ressource, die das Subjekt der Aussage
darstellt (Vorlesung Mehrrechner-Datenbanksysteme im obigen Bei-
spiel, die durch benannte Ressource WS98-001 repr

asentiert wird).
 rdf:predicate identiziert das Pr

adikat der Aussage (gehalten-von).
 rdf:object bezeichnet denWert der Eigenschaft in der urspr

unglichen
Aussage (im obigen Beispiel die Ressource, die dem IndividuumErhard
Rahm entspricht).
 rdf:type beschreibt den Typ der Ressource, die die Aussage repr

asen-
tiert. Alle durch Reikation entstandenen Ressourcen sind vom Typ
rdf:Statement.
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r
t rdf:Statement
rdf:subject
rdf:predicate
rdf:object
rdf:type
v
tr v
Abb. 2.13: Reikation in RDF

Ahnliche Aussagen k

onnen

uber Kollektionen von Ressourcen gemacht
werden. Beispielsweise, \Erhard Rahm h

alt Vorlesungen Mehrrechner-
Datenbanksysteme sowie Datenbanksysteme 1 und 2". Ein Beispiel zu Kol-
lektionen wird im n

achsten Abschnitt dargestellt.
Anhand der RDF-Spezikation [RDF98a] kann eine mengentheoretische Be-
schreibung eines RDF-Modells konstruiert werden. Formal kann ein RDF-
Modell als eine algebraische StrukturM mit folgenden Eigenschaften aufge-
fat werden
19
:
M = (U ;R;L;A;E; Rf; K), wobei gilt:
1. U = R [ L;R \ L = ; (Ressourcen und Literale sind disjunkt)
2. K = fStatement, Seq, Bag, Alt, type, predicate, subject, objectg [ N
(Vordenierte Ressourcen)
3. A  E R (R [ L) (Menge von Aussagen)
4. N  E  R (Eigenschaften sind Ressourcen, Ordinalzahlen sind vor-
denierte Eigenschaften)
5. 8a = (n; s; o) 2 A : n 2 N ^n > 0) 9o
0
(n 1; s; o
0
) (Geordnete Listen
sind l

uckenlos und starten mit 0)
6. 8a = (type; s; o) 2 A ) o 2 R (Eine Ressource kann nicht durch ein
Literal typisiert werden)
7. fStatement;Seq;Bag;Altg  R, fStatement;Seq;Bag;Altg \ E = ;
(Konstanten f

ur Grundressourcen)
8. ftype;predicate; subject; objectg  E (Konstanten f

ur Grundeigen-
schaften)
19
Die von W3C-Entwicklern intern verwendete formale Beschreibung wurde in dieser
Form bisher nicht ver

oentlicht und kann von der hier aufgef

uhrten abweichen.
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9. Rf ist eine partielle injektive Funktion, Rf : A! R, die einer Aussage
a eine Ressource r zuordnet, die diese Aussage repr

asentiert. Dabei
trit Rf(a) = r mit a = (p; s; o) genau dann zu, wenn gilt:
(a) (type; r;Statement) 2 A
(b) (predicate; r; p) 2 A
(c) (subject; r; s) 2 A
(d) (object; r; o) 2 A
Die obige Denition der Reikation (Funktion Rf) ist als eine Vereinfachung
zu verstehen, die die Handhabung der Reikation demonstriert. Zus

atzli-
che Restriktionen sollen eingehalten werden, damit keine Paradoxien ent-
stehen. Die Reikation impliziert einen simultanen Aufbau der Menge der
Ressourcen und der Menge der Aussagen. Eine korrekte Denition kann
durch die Einf

uhrung des abstrakten RDF-Modells erreicht werden. Das
abstrakte RDF-Modell ist das \umfassendse" RDF-Modell, das stufenwei-
se aufgebaut wird und aus dem die konkreten RDF-Modelle durch Ein-
schr

ankung gewonnen werden k

onnen. Eine vollst

andige Diskussion dieser
Vorgehensweise w

urde zu weit f

uhren und wird voraussichtlich in einer
sp

ateren Arbeit pr

asentiert. Eine detaillierte (weniger formale) Beschrei-
bung der Ausdrucksf

ahigkeit des RDF-Datenmodells sowie die vollst

andige
RDF-Grammatik sind in [RDF98a] zu nden.
2.8.3 RDF-Syntax
Die RDF-Modell{Spezikation beschreibt einen syntaxunabh

angigen ab-
strakten Rahmen f

ur die Datenmodellierung. Zur Aufbereitung und zum
Austausch von Daten wird eine konkrete Syntax ben

otigt. Durch die Ver-
wendung von XML k

onnen Instanzen des RDF-Modells in maschinen- und
menschenlesbarer Form abgespeichert und ausgetauscht werden. Die syntak-
tische Darstellung eines RDF-Modells in XML ist nicht eindeutig. Genauso,
wie man ein und denselben Sachverhalt in der nat

urlichen Sprache auf ver-
schiedene Weise ausdr

ucken kann, kann ein und dasselbe RDF-Modell unter-
schiedliche syntaktische Formen aufweisen. Zwei syntaktische Darstellungen
sind genau dann gleichwertig, wenn die resultierenden RDF-Modelle (Gra-
phen oder Mengen von Aussagen)

ubereinstimmen. [RDF98a] gibt die

Uber-
setzungsvorschrift an, nach der eine syntaktische Darstellung eines RDF-
Modells in die Menge von Tripeln

uberf

uhrt werden kann.
Am besten l

at sich die RDF-Syntax an einem Beispiel erl

autern. Die nach-
folgende RDF-Beschreibung stellt eine Serialisierung des Modells aus Ab-
bildung 2.11 auf Seite 39 dar. Beschrieben werden zwei Ressourcen: die
Vorlesung WS98-001 und ein Individuum namens \Erhard Rahm". Die Ei-
genschaft gehalten-von stellt eine Beziehung zwischen WS98-001 und der
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Ressource her, durch die die Person Erhard Rahm repr

asentiert wird. Das
Individuum wird durch zwei weitere atomare Werte (Literale) beschrieben,
die die Eigenschaften Name bzw. E-Mail entsprechen.
<rdf:RDF
xmlns:rdf="http://www.w3.org/TR/WD-rdf-syntax#"
xmlns:ISLE="http://www.informatik.uni-leipzig.de/ISLE#">
<rdf:Description
about="http://www.informatik.uni-leipzig.de/Vorlesungen/WS98-001">
<rdf:type resource="http://www.informatik.uni-leipzig.de/ISLE#Vorlesung">
<ISLE:Bezeichnung>Mehrrechner-Datenbanksysteme</ISLE:Bezeichnung>
<ISLE:gehalten-von>
<rdf:Description>
<ISLE:Name>Erhard Rahm</ISLE:Name>
<ISLE:E-Mail>rahm@informatik.uni-leipzig.de</ISLE:E-Mail>
</rdf:Description>
</ISLE:gehalten-von>
</rdf:Description>
</rdf:RDF>
Das XML-Element rdf:RDF signalisiert, da dieses Element eine RDF-
Beschreibung enth

alt. rdf:Description fat eine Reihe von Aussagen

uber
die Ressource zusammen, die durch das Attribut about speziziert wird.
Die folgende Erg

anzung zum obigen Beispiel besagt, da die unbenannte
Ressource vom Typ \Person" ist:
<rdf:Description>
<rdf:type
resource="http://www.informatik.uni-leipzig.de/ISLE#Person"/>
<ISLE:Name>Erhard Rahm</ISLE:Name>
<ISLE:E-Mail>rahm@informatik.uni-leipzig.de</ISLE:E-Mail>
</rdf:Description>
Dabei wird unterstellt, da die Beschreibung der Klasse \Person" durch Ver-
folgen der URL http://www.informatik.uni-leipzig.de/ISLE#Person
erhalten werden kann (mehr dazu im n

achsten Abschnitt). Die obige An-
gabe ist

ubrigens

aquivalent
20
zu
<ISLE:Person>
<Name>Erhard Rahm</Name>
<E-Mail>rahm@informatik.uni-leipzig.de</E-Mail>
</ISLE:Person>
20

Aquivalent: erzeugt den gleichen Graph bzw. die gleiche Menge von Tripeln (Aussa-
gen).
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Diese leicht nachvollziehbare Syntax wird bereits seit langem f

ur die seman-
tische Auszeichnung der XML- bzw. SGML-Daten gebraucht. Mit RDF ist
es jedoch m

oglich, dieser Beschreibung eine pr

azise und eindeutige logische
Interpretation zuzuordnen. Um die Verwendung von Container-Typen (Bag,
Seq, Alt) etwas zu verdeutlichen, wird in Abbildung 2.14 eine ungeordnete
Liste von drei Dozenten des Instituts f

ur Informatik repr

asentiert. Hierbei
wird die Verwendung der ordinalen Eigenschaften (rdf: 1, rdf: 2, ...) aus Ab-
bildung 2.12 auf Seite 40 illustriert.
Brewka_001
Dozenten
rdf:Bag
Rahm_001
Spruth_001
rdf:_2
rdf:_1
rdf:_3
rdf:type
<rdf:Bag ID=”Dozenten”>
<rdf:li resource=”http://.../Rahm-001”/>
</rdf:Bag>
<rdf:li resource=”http://.../Spruth-001”/>
<rdf:li resource=”http://.../Brewka-001”/>
Abb. 2.14: Beispiel: Container in RDF
In Abschnitt 2.3 wurde beschrieben, wie in XML repr

asentierte Daten als
ein Netzwerk aus verteilten Informationsobjekten aufgefat werden k

onnen.
Dieses Netzwerk dient als Grundlage des im Rahmen der Diplomarbeit rea-
lisierten verteilten Informationssystems. Bereits ohne RDF l

at sich das Da-
tenmodell durch Namensr

aume von anderen XML-Datentypen abgrenzen.
F

ur andere Anwendungen bleibt das Datenmodell jedoch undurchsichtig.
Die Informationsobjekte mit ihren Attributen und Relationen k

onnen von
Anwendungen, denen das verwendete Datenmodell nicht bekannt ist, ma-
schinell nicht eindeutig identiziert werden. Nicht einmal die Grenzen von
Informationsobjekten k

onnen festgestellt werden. Betrachten wir beispiels-
weise folgende Personenbeschreibung:
<Person>
<Name>Erhard Rahm</Name>
<Adresse>
<Ort>Leipzig</Ort>
<PLZ>04109</PLZ>
</Adresse>
<Forschungsschwerpunkte>
<ul>
<li>Mehrrechner-Datenbanksysteme</li>
<li>Elektronische Bibliotheken</li>
<li>...</li>
</ul>
</Forschungsschwerpunkte>
</Person>
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Dank der Menschenlesbarkeit von XML k

onnen wir annehmen, da
Name, Adresse und Forschungsschwerpunkte vergleichbar zu den RDF-
Eigenschaften sind und da die Adresse als eine Art unbenannte strukturier-
te Ressource mit Attributen Ort und PLZ aufgefat werden kann. Obwohl
der Inhalt der Forschungsschwerpunkte strukturell

ahnlich aussieht, kann
man bei den HTML nachempfundenen Elementen ul oder li kaum von Ei-
genschaften der Ressource Forschungsschwerpunkte sprechen. Automatisch
lassen sich solche Zusammenh

ange jedoch nicht feststellen. Eine derartige
Modellierung kann aber f

ur eine gegebene Dom

ane und Anwendung durch-
aus geeignet sein, da die Bedeutung aller Elemente und Beziehungen in die
Anwendung integriert wird (eine

ahnliche Variante wird tats

achlich in ISLE
eingesetzt, siehe Abschnitt 4.2).
Am obigen Beispiel wird die Rolle von RDF abermals betont. Bereits ohne
jegliche Kenntnis der darunterliegenden Semantik, kann ein in XML seriali-
siertes RDF-Datenmodell automatisch erforscht werden. Dabei k

onnen alle
Ressourcen, Eigenschaften und atomare Werte gesammelt und die Beziehun-
gen zwischen Ressourcen aufgel

ost werden. Die Bedeutung der Ressourcen
und ihrer Beziehungen kann anhand von RDF-Schemata entschl

usselt wer-
den, die im n

achsten Abschnitt beschrieben werden.
2.8.4 RDF-Schemata
Das RDF-Modell erlaubt eine pr

azise, intersubjektiv und maschinell nach-
vollziehbare logische Erfassung der Informationen. Es bietet jedoch keine
Hilfe bei der Wahl der Grundbegrie und -beziehungen, die bei der Be-
schreibung bestimmter Sachverhalte ben

otigt werden. Somit k

onnen Anwen-
dungen zwar genau feststellen, wor

uber gesprochen wird, wissen aber nicht,
was damit gemeint wird.
21
Dieses Verst

andnis soll durch RDF-Schemas
erreicht werden. RDF-Schemas beschreiben Begrisontologien, die in der
Regel anwendungs- oder dom

anenspezisch sind. Damit wird ein Typi-
sierungssystem f

ur RDF-Modelle zur Verf

ugung gestellt. RDF-Schemata
sind im Grunde genommen Entity-Relationship{Diagramme. Die Schema-
Denitionen selbst werden im Rahmen des RDF-Modells repr

asentiert.
F

ur das korrekte Verst

andnis der RDF-Aussagen ist die eindeutige Inter-
pretation der Bedeutung seiner Bestandteile, d.h. der Pr

adikate und der
beteiligten Ressourcen, ausschlaggebend. In einem globalen Medium wie
dem WWW kann man sich nicht darauf verlassen, da z.B. alle potenti-
ellen Kommunikationspartner mit dem Begri \Dozent" eine identische Be-
deutung verkn

upfen. Damit die Kommunikation nicht scheitert, sollte man
so pr

azise wie nur m

oglich sein. Jeder verwendete Begri sollte demzufolge
21
Anhand der Aussage \die Elekole von biberonischen Nimotheken memmt zu" k

onnen
wir z.B. feststellen, da es um \biberonische Nimotheken" geht. Das bringt uns aber nicht
viel weiter.
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einen Hinweis darauf beinhalten, wo seine Denition zu nden ist. RDF-
Schemas sind nichts anderes, als ein \W

orterbuch", in dem eine Menge
von Begrien samt ihrer Gebrauchsanweisung beschrieben werden kann. Der
Namensraum-Mechanismus von XML erlaubt es, jedem Begri das zugeh

ori-
ge Schema zuzuordnen. Eine menschen- und maschinenlesbare Beschreibung
des entsprechenden RDF-Schemas kann durch Au

osung der Namensraums-
URIs gewonnen werden. Im folgenden Beispiel kann das ISLE-Schema von
http://www.informatik.uni-leipzig.de/ISLE heruntergeladen werden:
<rdf:RDF
xmlns:rdf="http://www.w3.org/TR/WD-rdf-syntax#"
xmlns:ISLE="http://www.informatik.uni-leipzig.de/ISLE#">
<ISLE:Dozent>
<Name>Erhard Rahm</Name>
<E-Mail>rahm@informatik.uni-leipzig.de</E-Mail>
</ISLE:Dozent>
</rdf:RDF>
Das RDF-Grundschema (abgek

urzt durch RDFS), das in [RDF98b] de-
niert wird, speziziert eine Reihe von RDF-Ressourcen und -Eigenschaften,
die Begrie wie \Klasse" und \Eigenschaft" pr

azisieren. Diese Grundbegrie
d

urften f

ur sehr viele Datenmodelle von Bedeutung sein. Im Unterschied zu
objekt-orientierten Programmiersprachen wie z.B. Java, C++ oder Small-
talk, die sich prim

ar auf Klassen konzentrieren, verfolgt RDF einen eigen-
schaftsbasierten Ansatz. In OO-Sprachen wird typischerweise f

ur jede Klasse
eine Menge von Attributen bzw. Relationen festgelegt, die in Klasseninstan-
zen verwendet werden d

urfen. F

ur eine Klasse \Buch" k

onnten beispielsweise
Attribute \Autor", \Titel" und \Erscheinungsjahr" deniert werden. Dieser
Ansatz funktioniert gut, wenn das Datenmodell im voraus konzipiert werden
kann.
Um eine h

ohere Flexibilit

at der Modellierung zu erm

oglichen, konzentriert
sich RDFS auf Eigenschaften. Statt eine Klasse durch ihre Eigenschaften
zu denieren, wird eine Eigenschaft durch Klassen beschrieben, die sie ver-
kn

upfen kann. Zum Beispiel l

at sich festlegen, da die Eigenschaft \Er-
scheinungsjahr" die Klasse \Buch" als Denitionsbereich und die Klasse
\ISO-Datum" als Wertebereich hat. Der Vorteil eines eigenschaftsbasierten
Ansatzes besteht darin, da es sehr einfach ist,

uber bestehende Ressourcen
etwas auszusagen, was zu einem Grundprinzip des WWW z

ahlt.
Das vollst

andige Grundschema ist in Anhang A als ein in XML serialisier-
tes RDF-Modell wiedergegeben. Das Grundschema erweitert die elementa-
re Typisierung von Ressourcen, die im RDF-Modell durch die Eigenschaft
rdf:type realisiert wurde. Neben den Begrien Class und Property werden
im Grundschema transitive Relationen subClassOf und subPropertyOf sowie
eine kleine Anzahl weiterer Ressourcen und Eigenschaften eingef

uhrt. Au-
erdem wird ein Ausdrucksmittel zur Charakterisierung und Restriktion von
KAPITEL 2. XML UND RDF 47
Denitions- und Wertebereichen eingef

uhrt. Das Grundschema dient als ein
fundamentales Typensystem f

ur RDF mit deren Hilfe komplexe Ontologien
entworfen werden k

onnen. Die Denition von Datentypen wie den ganzen
Zahlen, den Fliekommazahlen, Datumsformaten usw. ndet im Rahmen
des RDF-Grundschemas nicht statt. Diese sollen von den zust

andigen Stan-
dardisierungsgremien wie z.B. eine Task Force des W3C, der ISO oder der
DIN in entsprechenden Namensr

aumen deniert werden.
Das folgende Schema beschreibt eine Klasse Person und eine Eigenschaft
Geburtsdatum:
<?xml version="1.0" encoding="ISO-8859-1"?>
<rdf:RDF
xmlns:rdf="http://www.w3.org/TR/WD-rdf-syntax#"
xmlns:rdfs="http://www.w3.org/TR/WD-rdf-schema#">
<rdfs:Class rdf:ID="Person">
<rdfs:comment xml:lang="de">Klasse fur die
Reprasentation von Menschen</rdfs:comment>
<rdfs:subClassOf
rdf:resource="http://www.KlassenTypen.org/Nutzliche-Klassen#Saugetier"/>
</rdfs:Class>
<rdfs:Property rdf:ID="Geburtsdatum">
<rdfs:comment xml:lang="de">Das Geburtsdatum einer Person</rdfs:comment>
<rdfs:domain rdf:resource="#Person"/>
<rdfs:range rdf:resource="http://iso.ch/8601/"/>
</rdfs:Property>
</rdf:RDF>
Hierbei ist Person eine Unterklasse von S

augetier. Der Denitionsbereich
von Geburtsdatum ist Person, der Wert soll ein Datum nach ISO 8601 sein.
Die beiden Bereiche werden jeweils durch Eigenschaften rdfs:domain und
rdfs:range speziziert, die im Grundschema deniert sind. Zu beachten
ist, da die Angabe der Kodierung (ISO-8859-1) f

ur die korrekte Erkennung
der Umlaute f

ur dieses Beispiel notwendig ist. Das zugeh

orige RDF-Modell
f

ur das obige Schema-Beispiel enth

alt sieben Tupel
22
:
("http://www.w3.org/TR/WD-rdf-syntax#type",
"...Person", "http://www.w3.org/TR/WD-rdf-schema#Class")
("http://www.w3.org/TR/WD-rdf-schema#comment",
"...Person", "Klasse fur die Reprasentation von Menschen")
("http://www.w3.org/TR/WD-rdf-schema#subClassOf",
"...Person", "http://www.KlassenTypen.org/Nutzliche-Klassen#Saugetier")
("http://www.w3.org/TR/WD-rdf-syntax#type",
22
Die Reikationen der Aussagen werden hier nicht angegeben.
KAPITEL 2. XML UND RDF 48
"...Geburtsdatum", "http://www.w3.org/TR/WD-rdf-schema#Property")
("http://www.w3.org/TR/WD-rdf-schema#comment",
"...Geburtsdatum", "Das Geburtsdatum einer Person")
("http://www.w3.org/TR/WD-rdf-schema#domain",
"...Geburtsdatum", "...Person")
("http://www.w3.org/TR/WD-rdf-schema#range",
"...Geburtsdatum", "http://iso.ch/8601/")
Anstelle von \..." ist die URI einzusetzen, unter der das Schema abgelegt
wurde. Dieses, sowie alle in der Diplomarbeit enthaltenen RDF-Beispiele
wurden mit dem SiRPAC (Simple RDF Parser & Compiler) des W3C-
Konsortiums getestet [Saa98]. Dieser in Java geschriebener RDF-Parser ge-
neriert eine Menge von Tupeln aus RDF-Beschreibungen. Die Tupel k

onnen
anschlieend in eine Umgebung f

ur das logische Programmieren, wie z.B.
Prolog, eingespeist, oder unmittelbar von der Anwendung ausgewertet wer-
den.
2.8.5 Interoperabilit

at durch RDF
Mittels RDF kann das am Anfang von Abschnitt 2.8 angesprochene Problem
der semantischen Heterogenit

at zum Teil entsch

arft werden. Namenskonik-
te, die durch Homonyme, d.h. gleichnamige Begrie mit verschiedenen Be-
deutungen (vgl. [Rah94], S.218), verursacht werden, k

onnen bereits durch
die Verwendung von Namensr

aumen eliminiert werden
23
. Synonyme, also Ei-
genschaften oder Klassen, die trotz verschiedener Bezeichnungen die gleiche
Bedeutung tragen, k

onnen in unabh

angig entwickelten Ontologien durchaus
entstehen. Das folgende Beispiel versucht zu zeigen, wie dieser Namenskon-
ikt in RDF behandelt werden kann.
Eine groe Anzahl von Informationssystemen, die in Bibliotheken, Banken,
Fluggesellschaften, Versicherungen usw. eingesetzt werden, verwenden per-
sonenbezogene Informationen. Dabei existiert f

ur jedes Individuum eine in-
terne Repr

asentation, die durch eine Reihe von Attributen und/oder Be-
ziehungen zu anderen Informationsobjekten gekennzeichnet ist. Was macht
eine Person aus? Kann man anhand einer festgelegten (Mindest)anzahl von
Attributen wie Name, Geburtsdatum oder Nummer des Personalausweises
den Datentyp Person zufriedenstellend beschreiben, so da dieser in der ge-
samten Dom

ane anwendungs

ubergreifend eingesetzt werden kann? Anwen-
dungs

ubergreifend bedeutet in diesem Fall, da jede in Frage kommende
Anwendung bei einem gegebenen Informationsobjekt feststellen kann, da
23
Gleichnamige Begrie, die in verschiedenen Namensr

aumen auftreten, werden als un-
terschiedlich angesehen. Stimmen auch die Namensr

aume

uberein, handelt es sich um
gleichbedeutende Begrie.
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es sich dabei um eine Person handelt, auch wenn sich dieses mit unterschied-
lichen Namen pr

asentiert. Sie soll also das Objekt nicht nur identizieren
und von anderen unterscheiden, sondern auch seine Bedeutung ermitteln
k

onnen.
Eine brauchbare L

osung daf

ur k

onnte z.B. in CORBA-IDL [Sie96], einer
Modellierungssprache f

ur verteilte objekt-orientierte Anwendungen, darin
bestehen, eine abstrakte Klasse Person zu denieren, die weder Attribu-
te noch Methoden besitzt und einzig dazu dient, den Begri Person als
eine Klasse zur Repr

asentation von Menschen einzuf

uhren. Die Eindeutig-
keit dieser generischen Klasse k

onnte durch die Modularit

at von IDL (ein
Konzept, das mit XML-Namensr

aumen vergleichbar und zu Java-Packages

ahnlich ist) abgesichert werden. Somit k

onnte jede Anwendung feststellen,
da es sich um eine Person handelt, wenn das gegebene Objekt Instanz ei-
ner Klasse ist, die von der Klasse Person abgeleitet wurde
24
. Mit dermaen
wenig Informationsgehalt liee sich jedoch wenig anfangen. Eine Reihe von
Anwendungen w

urden zum Beispiel das Geburtsdatum einer Person ben

oti-
gen. Damit diese Information interoperabel austauschbar bleibt, m

ute man
eine weitere Standardklasse ableiten, z.B. Person-Mit-Geburtsdatum, erwei-
tert um das Attribut Geburtsdatum. Andere Anwendungen w

urden dagegen
nur die Adresse der Person ben

otigen (Person-Mit-Adresse), andere beides
zusammen (Person-Mit-Geburtsdatum-und-Adresse). Bereits nach wenigen
Kombinationen von Attributen und Relationen w

urde ein derartiger Stan-
dadisierungsansatz scheitern, bedingt durch die hohe Komplexit

at und Not-
wendigkeit, alles Brauchbare im voraus zu denieren.
RDF bietet hier ganz andere M

oglichkeiten. Durch RDF-Schemas las-
sen sich beispielsweise Eigenschaften Geburtsdatum und Adresse festle-
gen, welche als Denitionsbereich die Klasse Person haben. Eine Anwen-
dung, die zus

atzlich die Versicherungsnummer der Person ben

otigt, kann
im eigenen Namensraum in

ahnlicher Weise eine Eigenschaft Versiche-
rungsnummer denieren. Dadurch k

onnen zun

achst viele Synonyme entste-
hen, wie z.B. Allianz:Versicherungsnummer oder HUK:V-NR. Sollte sich
aber der Begri Versicherungsnummer etablieren, k

onnte die Unterklassen-
Zugeh

origkeit der jeweiligen Eigenschaften zu einer Standardeigenschaft
wie z.B. DIN:Versicherungsnummer nachtr

aglich speziziert werden. Bereits
existierende Daten werden dadurch nicht betroen. Eine Krankenkassen-
Anwendung kann nun aber feststellen, da mit HUK:V-NR eine spezielle
DIN:Versicherungsnummer gemeint wird. Im Laufe des Evolutionsprozes-
ses k

onnen sich popul

are Ontologien herauskristallisieren, genauso, wie ein
beliebter Pfad durch ein Feld entsteht. Die durch RDF-Ansatz gew

ahrte
Autonomie beim Design der Ontologien ist dabei ausschlaggebend.
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Das funktioniert nur, wenn obiger Personen-Begri eine breite Akzeptanz ndet. Da
eine Einigung dieser Art realistisch ist, bezeugt z.B. die Verbreitung von Versicherungs-
und Kreditkarten, die interoperable Datenrepr

asentation verwenden.
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Bisher sind wir haupts

achlich auf die Namenskonikte eingegangen. Seman-
tische Heterogenit

at umfat allerdings eine F

ulle von Schwierigkeiten. Ab-
schlieend wollen wir noch auf ein Beispiel f

ur Datenkonikte eingehen. An-
genommen, da bei einer Bestelltransaktion der Preis eines Artikels ben

otigt
wird. Die Eigenschaft Preis, der in unserem Beispiel vom Otto-Versand de-
niert wurde, wird von einem generischen Begri Price abgeleitet, wodurch
seine Bedeutung identiziert werden kann. F

ur eine US-amerikanische Elec-
tronic Commerce-Applikation, die diese Daten erh

alt, ist jedoch nicht ohne
weiteres klar, um welche W

ahrungseinheiten es sich bei dem Preis handelt.
Die Unklarheit kann wie folgt beseitigt werden:
<rdf:RDF
xmlns:rdf="http://www.w3.org/TR/WD-rdf-syntax#"
xmlns:Otto="http://www.otto.de/"
xmlns:IWF="http://iwf.org/">
<Otto:Bestellung>
<Artikel>SONY Farbfernseher 100Hz</Artikel>
<Preis
rdf:value="3200"
IWF:units="http://IFW.org/Currencies/DM"/>
</Otto:Bestellung>
</rdf:RDF>
Dabei bezieht sich der Preis nicht auf einen atomaren Wert, sondern auf
eine intermedi

are unbenannte Ressource, die die Eigenschaften \rdf:value"
und \IWF:units" besitzt. Das obige Beispiel stellt einen typischen Fall ei-
ner mehrstelligen Relation dar. An dieser Relation nehmen eine Ressource
vom Typ \Otto:Bestellung", der atomare Wert \3200" sowie die Ressour-
ce \http://IFW.org/Currencies/DM", die die DM-W

ahrung darstellt, teil.
Die Einbeziehung einer neuen (unbenannten) Ressource ist nicht die ein-
zige, wenn auch vom W3C-Konsortium pr

aferierte M

oglichkeit, mehrstelli-
ge Relationen in RDF zu repr

asentieren. Eine denkbare Alternative w

are
beispielsweise eine Zuordnung der Eigenschaft \IWF:units" der reizierten
Aussage

uber den Preis selbst.
Die Rolle von RDF f

ur die Interoperabilit

at verteilter Informationssysteme
geht

uber die semantische Heterogenit

at hinaus. Das Problem der Hetero-
genit

at bez

uglich der Abfragesprachen und Protokolle k

onnte in Angri ge-
nommen werden, indem die Sprachen und Protokolle in RDF umformuliert
werden. Hierbei sollte Abstraktion und Generalisierung der Datenmodelle
besonders beachtet werden. Das folgende Beispiel zeigt, wie eine einfache
SQL-Anfrage
SELECT Titel, Jahr
FROM table
WHERE Autor LIKE '%Rahm, Erhard%'
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in RDF formuliert werden kann. Das RDF-Modell zu dieser Anfrage ist in
Abbildung 2.15 dargestellt.
<rdf:RDF
xmlns:rdf="http://www.w3.org/TR/WD-rdf-syntax#"
xmlns:SQL="http://iso.ch/SQL92">
<SQL:Query>
<SQL:SELECT>
<rdf:Seq>
<rdf:li resource="http://server/db/table/Titel"/>
<rdf:li resource="http://server/db/table/Jahr"/>
</rdf:Seq>
</SQL:SELECT>
<SQL:FROM rdf:resource="http://server/db/table"/>
<SQL:WHERE>
<SQL:LIKE>
<SQL:FIELD rdf:resource="http://server/db/table/Autor"/>
<SQL:VALUE>%Rahm, Erhard%</SQL:VALUE>
</SQL:LIKE>
</SQL:WHERE>
</SQL:Query>
</rdf:RDF>
SQL:SELECT
SQL:FROM
SQL:Query SQL:LIKE
table
Jahr
Titel
SQL:FIELD
SQL:VALUESQL:WHERE
rdf:type rdf:type rdf:type
rdf:_1
rdf:Seq
rdf:_2
%Rahm, Erhard%
Autor
table  = http://server/db/table
Autor = http://server/db/table/Autor
…
Abb. 2.15: SQL-Anfrage in RDF
Hierbei k

onnte z.B. die Eigenschaft SQL:FROM eine Erweiterung der Vor-
version des SQL92-Standards darstellen, die seinerseits von einer generischen
Eigenschaft \Query-Resource-Selection" abgeleitet sein kann. Somit k

onnen
verschiedene Versionen der Abfragesprachen unterschieden werden, wobei
die R

uckw

artskompatibilit

at durch Vererbung gew

ahrleistet wird. Das Er-
gebnis dieser Anfrage kann ebenfalls in RDF geliefert werden (vgl. RDF-
Modell in Abbildung 2.16):
<rdf:RDF
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xmlns:rdf="http://www.w3.org/TR/WD-rdf-syntax#"
xmlns:SQL="http://iso.ch/SQL92"
xmlns:tbl="http://server/db/table/">
<SQL:ResultSet>
<rdf:li>
<SQL:Record
tbl:Titel="Mehrrechner-Datenbanksysteme"
tbl:Jahr="1994"/>
</rdf:li>
<rdf:li>
<SQL:Record
tbl:Titel="Implementierung von Datenbanksystemen"
tbl:Jahr="1998"/>
</rdf:li>
</SQL:ResultSet>
rdfs:subClassOf
rdf:Seq
SQL:ResultSet
rdf:type
rdf:type
rdf:type
rdf:_1
tbl:Titel
tbl:Titel
tbl:Jahr
tbl:Jahr
SQL:Record
rdf:_2
1994
1998
Mehrrechner-Datenbanksysteme
Implementierung von Datenbanksystemen
Abb. 2.16: Ergebnis der SQL-Anfrage in RDF
Ein unmittelbarer Vorteil, der sich durch diese Vorgehensweise ergibt, ist
die Vereinheitlichung der Parsing-Algorithmen f

ur unterschiedliche Anfra-
gesprachen und Protokolle. Damit er

ubrigt sich die Notwendigkeit, f

ur ver-
schiedene Anfragesprachen aufwendige Parsing-Module zu implementieren.
Propriet

are Datenquellen k

onnten unterschiedliche Anfragesprachen mit
deutlich geringerem Implementationsaufwand unterst

utzen, vorausgesetzt
ein RDF-Parser ist vorhanden. Die Anfragen k

onnen in RDF sowohl in se-
rialisierter Form (RDF/XML) als auch direkt mittels eines RDF-API wie
[Sun98] konstruiert werden. Die syntaktische Denkweise wird in Richtung
der semantischen Modellierung verlagert. Es ist vorstellbar, da dadurch
eine tiefere Einsicht in die Struktur der Sprachen und Protokolle gewon-
nen werden kann. Auf diese Weise k

onnten ihre Gemeinsamkeiten besser
erkannt werden, womit man schneller zu abstrakteren Modellen gelangen
k

onnte. Ein aktuelles Beispiel, bei dem an einer Verallgemeinerung dieser
Art gearbeitet wird, stellt die geplante Verschmelzung der SQL3- und OQL-
Standards dar. Syntaktisch inkompatible SQL-Dialekte k

onnten im Rahmen
eines generischen RDF-Modells noch sinnvoll verarbeitet werden und nicht
gleich zum Abbruch mit einer Parsing-Fehlermeldung f

uhren, obwohl un-
ter Umst

anden Funktionalit

atseinbuen in Kauf genommen werden m

uten
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(vgl. Abschnitt 4.4.4).
Semantische Heterogenit

at ist und bleibt ein ontologisches Ph

anomen. Ohne
dom

anenspezische Standardisierung bleibt reibungslose Interoperabilit

at
zwischen Anwendungen ein hartes Problem [Sei93]. Es kann allerdings durch
den Einsatz von Schema-

Ubersetzern vermindert werden, analog zu den
Attributmodell-

Ubersetzern in der Stanford InfoBus-Architektur [RBC
+
97].
Ein weiterer Ansatz zur Integration heterogener Ressourcen durch Verwen-
dung von sog. Mediatoren wurde im Rahmen des TSIMMIS-Projektes vorge-
stellt [GMPQ
+
97]. Das RDF-Modell k

onnte dabei als Erweiterung des OEM-
Modells
25
betrachtet werden, denn es ist logisch vollst

andiger als OEM (Rei-
kation), besitzt eine ausgereifte Ressourcenreferenzierung (URIs) und Ty-
pisierung (Namensr

aume, RDF-Schemas) und sowie robuste Serialisierung
(XML mit Unicode, Internationalisierung, Zeichens

atzen). Obwohl RDF ein
Schema-Konzept zur Verf

ugung stellt, bietet es zur Zeit keine strikten Konsi-
stenzmechanismen. Dies kann zur Entstehung von unvollst

andigen und nicht
schema-konformen Modellen, also semistrukturierten Informationen, f

uhren.
Dieses Problem k

onnte f

ur RDF-Modelle durch den Einsatz einer exiblen
struktur-toleranten Abfragesprache wie z.B. Lorel [AQM
+
97] gel

ost wer-
den
26
. An einer generischen Anfragesprache f

ur RDF-Modelle wird zur Zeit
intensiv gearbeitet (siehe z.B. [MS98a]).
Abschlieend wollen wir den Zusammenhang zwischen RDF und XML noch
einmal verdeutlichen. Wie RDF, erm

oglicht auch XML den strukturierten
Austausch und die Manipulation von Daten, weist aber gegen

uber anderen
Datenformaten eine Reihe von Vorteilen auf. XML ist insofern komplement

ar
zu RDF, als da es als Serialisierung f

ur RDF-Datenmodelle verwendet wer-
den kann. Dadurch vererben serialisierte Datenmodelle die positiven Eigen-
schaften von XML (vgl. Abschnitt 2.6). XML eignet sich in erster Linie
zum Einsatz in gut abgrenzbaren Problembereichen. Folgende Funktiona-
lit

at wird erst durch Verwendung von RDF m

oglich:
 Beschreibung von konzeptuellen Schemata und komplexen Ontologien
bzw. Modellierung eines Weltausschnittes. In XML k

onnen dagegen
nur die Instanzen der Datenmodelle repr

asentiert werden. Die Aus-
drucksf

ahigkeit von DTDs reicht nicht aus, um sie als universelles
Modellierungswerkzeug zu bezeichnen. Durch XML-DTDs k

onnen nur
eingeschr

ankte strukturelle (haupts

achlich hierarchische) Beziehungen
speziziert werden (vgl. Abschnitt 2.5).
 Integration von unabh

angig entwickelten Ontologien. DTDs k

onnen
25
Das Object Exchange Model (OEM) basiert wie RDF auf gerichteten markierten
Graphen. Es wird in [PGMW95] ausf

uhrlich beschrieben.
26
Das Konzept von Namensr

aumen sollte dabei besonders behandelt werden. Neben
einer Syntax-Erweiterung der Abfragesprache ist es auch denkbar, die Abfragesprache
direkt in RDF darzustellen.
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keinen Bezug aufeinander nehmen.
 Maschinelle Erforschung der Ressourcen (Datenobjekte) und Eigen-
schaften (Beziehungen). In XML k

onnen die Grenzen und Beziehun-
gen zwischen Informationsobjekten im allgemeinen nicht maschinell
ermittelt werden.
 Maschinelle Erforschung der Semantik der Objekte und ihren Bezie-
hungen zueinander (durch RDF-Schemas). Die Semantik von XML-
Elementen kann dagegen nur vom Menschen durch deren aussage-
kr

aftige Bezeichnung und den eventuell in den DTDs enthaltenen
nat

urlichsprachlichen Beschreibungen ermittelt werden. Maschinenles-
barkeit von XML besteht in der verlustfreien Extraktion aller in XML
vorliegenden Daten.
 RDF ist logisch vollst

andiger als XML. In RDF lassen sich Aussagen

uber Aussagen und

uber Ontologien selbst treen. Um eine

ahnliche
Funktionalit

at in XML oder anderen Modellen, die in objektorientier-
ten Datenbanken und Programmiersprachen verwendet werden, zu er-
reichen, m

ute man ein zus

atzliches Metamodell

uber diese Sprachen
legen.
RDF stellt ein zug

angliches, exibles und m

achtiges Instrument zur
Verf

ugung, mit deren Hilfe Kooperation zwischen Anwendungen gef

ordert
werden kann. Es bietet einen erweiterbaren Rahmen f

ur ontologische Inte-
gration von Organisationen, Institutionen und Applikationen.
2.9 Anwendungen von XML und RDF
In diesem Abschnitt werden einige Anwendungen skizziert, f

ur die XML und
RDF erhebliche Vorteile bieten oder die sie zum Teil erst erm

oglichen. Es
kann damit gerechnet werden, da XML die heutige Web-Sprache HTML in
absehbarer Zeit abl

ost. XML wird als die Zukunft der Web-Entwicklung be-
trachtet [Bos97], die sich im Evolutionsproze der Datenformate entwickelt
hat [KR98]. XML-basierte Sprachen zum Setzen von mathematischen For-
meln [Mat98] und zur Datenauszeichnung in der Chemie [MR97] nden
allm

ahlich ihren Eingang in die Praxis. Vielversprechend stellt sich die An-
wendung von XML auf andere strukturierte Dokumente, wie z.B. Geset-
zestexte oder Dokumentation heraus. Hypertextuelle inhaltliche Aufberei-
tung von Daten kann f

ur Lern-, Diagnose- und Expertensysteme von Vorteil
sein [Mau93].
Die Trennung der Daten von der Ausgabeformatierung erm

oglicht eine nut-
zersensitive Pr

asentation, die z.B. eine Sprachwahl unterst

utzen und die
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Benutzerinteraktion nach den Pr

aferenzen, dem Kenntnisstand usw. indi-
viduell gestalten kann. Strukturiertes Hypermedia-Design (RMM [ISB95],
WSDM [TL98]) kann ebenfalls von den St

arken von XML protieren.
Besondere qualitative Verbesserungen erhot man sich von XML f

ur die
Web-basierte Datenbanktechnologie [FLM98]. Eine explizite Strukturaus-
zeichnung er

ubrigt die aufwendige Konvertierung der Information in ma-
schinenlesbare Form, z.B. bei der automatischen Auswertung der Ergebnis-
se, die von einer Suchmaschine geliefert werden. Beim Herantasten an das
Problem der semantischen Integration kann insbesondere durch RDF ein
Durchbruch erzielt werden. Eine herausragende Rolle bei der Entwicklung
der neuen Web-Sprache hat das Bibliothekswesen, angetrieben durch die
Notwendigkeit, Metadaten

uber digitale Objekte auszutauschen, gespielt.
Im Bereich der elektronischen Bibliotheken spielt XML deshalb eine Vor-
reiterrolle. Ausgedr

uckt in RDF wird das DublinCore [Dub] voraussichtlich
einer der ersten XML-basierten Standards auf diesem Gebiet werden [DCR].
Pr

azise logische Interpretation der RDF-Syntax kann bedeutungserhaltende
Archivierung von Informationen f

ordern.
Die Vorz

uge von XML f

ur den Electronic Commerce sind nicht zu

ubersehen
[Mar98]. Die Basistechnologie f

ur Electronic Data Interchange (EDI) durch
XML wird bereits in Pilotprojekten erprobt. Damit k

onnen Gesch

aftsdoku-
mente wie Bestellungen,

Uberweisungen u.a. elektronisch ausgetauscht wer-
den, ohne da f

ur kleine Unternehmen Eintrittsbarrieren wegen der technolo-
gischen Komplexit

at entstehen. Signaturbasierte Sicherheitsmodelle k

onnen
in XML realisiert werden. Neben dem Handel soll XML den Informations-
austausch insbesondere f

ur broker-

ahnliche Organisationen wie Reiseb

uros,
Banken und Versicherungen erm

oglichen.
Client-basierte Verarbeitung, durch die Lastverteilung und Skalierbarkeit
von Anwendungen beg

unstigt wird, kann zur Eektivit

atssteigerung von
Design-Anwendungen in CAD/CAM, Elektrotechnik, Architektur u.a. bei-
tragen. Intelligenten Agenten, die nach pers

onlichen W

unschen strukturier-
te Informationen zusammensuchen, TV-Programme oder mageschneiderte
Zeitungen erstellen oder die g

unstigsten Immobilien oder Autos nden, sind
ein weiterer Einsatzbereich f

ur XML.
Eine bunte Palette von Anwendungsbereichen wie verteilte Dokumenten-
verwaltung, Workow-Systeme, Management des intellektuellen Eigentums,
automatische Ressourcenerforschung und viele andere k

onnen von XML pro-
tieren. XML und RDF sollen die sklavische manuelle Arbeit bei Austausch
und Manipulation von Wissen eliminieren (vgl. [Der97]).
Im n

achsten Kapitel wird die Architektur des universit

aren Informationssy-
stems ISLE vorgestellt, das im Rahmen der Diplomarbeit entwickelt wurde.
Die Funktionalit

at des System wurde im nachfolgend beschriebenen Umfang
erst durch den Einsatz von XML erm

oglicht.
Kapitel 3
Konzeption und Architektur
von ISLE
3.1

Uberblick
Eine wichtige Funktion einer Universit

at ist die Produktion von Wissen.
Dieses Wissen schl

agt sich in wissenschaftlichen Arbeiten der Universit

ats-
angeh

origen sowie im laufenden Vorlesungsbetrieb nieder. Es ezient aufzu-
bereiten und einem breiten Kreis von Forschern, Studenten und der Industrie
zur Verf

ugung zu stellen ist eine erfolgskritische Aufgabe der Universit

at. Je-
doch erweist sie sich als eine komplexe Fragestellung, da sehr viele Personen
und Einrichtungen an der Wissensproduktion beteiligt sind.
Unter anderem wurden an das universit

are System, das im Rahmen der
Diplomarbeit entwickelt wurde, folgende Anforderungen gestellt:
 Erfassung der Informationen

uber Dozenten, Veranstaltungen, Stu-
dieng

ange, Publikationen, Einrichtungen usw. Diese sollen bei Bedarf
auch mehrsprachig aufbereitet werden k

onnen.
 Globale inhaltsbasierte Suche

uber alle relevanten Informationsobjek-
te.
 M

oglichkeit der automatischen Erstellung von Mehrwert-
Informationen, wie Jahres- und Forschungsberichten, Vorlesungs-
verzeichnissen usw.
 Anhand des Veranstaltungsangebotes sollen Studenten in der Lage
sein, ihre Stundenpl

ane per Mausklick fakult

ats

ubergreifend zu erstel-
len und zu verwalten.
Es wurde die Entscheidung getroen, einen zentralisierten Ansatz [Mel97]
aufzugeben und ein vollst

andig dezentrales System zu entwickeln, dem die
56
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Prinzipien der hypermedialen Datenorganisation zugrunde liegen [Eng90].
Sowohl die Daten als auch die Anwendungslogik werden zwischen einzelnen
Benutzern und Rechnern verteilt. Ein bedeutsames Argument daf

ur war die
Notwendigkeit der Editierbarkeit der Daten und der damit verbundene Ad-
ministrationsaufwand, der f

ur die Verwaltung von Zugrisrechten anfallen
w

urde. Ein weiteres Kriterium war die Komplexit

at des Datenmodells, das
sich nicht von vornherein l

uckenlos beschreiben lie. Nicht zuletzt spielte
auch die ben

otigte Leistungsf

ahigkeit der Web-Anbindung eine wesentliche
Rolle, die aufgrund der zahlreichen potentiellen Benutzern mit Schreibrech-
ten und der externen Benutzern mit Leserechten schnell zum Flaschenhals
h

atte werden k

onnen. Ein leistungsf

ahiger Rechner (kein Mainframe) kann
heutzutage bis zu einer Gr

oenordnung von 1000 Netzwerk-Verbindungen
gleichzeitig bedienen. Ist mehr Netzverkehr zu erwarten, m

ussen parallele
Systeme eingesetzt werden. Alternativ kann die Last auf die Client-Rechner

ubertragen werden. In ISLE wird letztere Strategie verfolgt.
Das System baut auf den Prinzipien auf, die dem \bisher erfolgreichsten
Informationssystem aller Zeiten" | dem World-Wide-Web | zum Durch-
bruch verholfen haben. Das Nutzungsszenario des Systems basiert auf zwei
Annahmen, die dem WWW nachempfunden wurden:
1. Die Datenaufbereitung ist vollst

andig verteilt und kann von den Infor-
mationsanbietern (bzw. -produzenten) direkt erledigt werden.
2. Der Publikationsproze ist nicht kontrollierbar oder protokollierbar,
m

oglichst einfach und zug

anglich.
Daraus ergeben sich wesentliche Implikationen f

ur das Design und den Nut-
zungsmodus des Systems. Die erste Annahme unterstreicht das Eigentums-
verh

altnis der Informationsanbieter in Bezug auf die ver

oentlichen Infor-
mationen. Die volle Verantwortung f

ur den Inhalt sowie die Aktualit

at und
Korrektheit der Daten liegt beim Informationsanbieter
1
. Die zweite Annah-
me impliziert, da der Publikationsvorgang von einer dritten Instanz abge-
koppelt wird, die diesen

uberwachen, zensieren, absichtlich oder ungewollt
verhindern oder erschweren kann. Vor allem erm

oglichen diese Annahmen
eine hohe Skalierbarkeit des Systems. Damit tragen sie zur Nutzerakzep-
tanz bei, weil so Engp

asse, Datenverluste und Verf

ugbarkeitsrestriktionen
umgangen werden k

onnen. Andererseits stellt dieser Ansatz nicht zu un-
tersch

atzende Herausforderungen im Hinblick auf die globale Suche, Konsi-
stenz und Archivierung dar.
1
Dies kann z.B dann problematisch werden, wenn eine enge Kooperation zwischen den
Informationsanbietern gefordert wird oder bestimmte Fristen eigehalten werden m

ussen.
Durch ein Nachrichten-System (z.B. E-Mail-basiert) kann diese Art der Kooperation un-
terst

utzt werden (vgl. Abschnitt 4.2.3)
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verteilte, durch Hyperlinks verknüpfte
Informationsobjekte (verteiltes
semantisches Netzwerk)
automatische Informations-
sammlung (Crawling)
manuelle
Informationssammlung
Info
rma
tion
Retr
ieva
l
automatische
Weiterverarbeitung
Index /
Archiv /
Bibliothek
Mehrwert-
Informations-
produkte
Präsentation,
Formatierung,
Bearbeitung
Abb. 3.1: Informationsarchitektur des Systems
Die grundlegende Informationsarchitektur des Systems wird in Abbil-
dung 3.1 dargestellt. Nach den WWW-Prinzipien besitzen die Nutzer ihre
Informationen im wahrsten Sinne des Wortes, d.h. es gibt kein zentrales Da-
tenverwaltungssystem, von dem sie abh

angen. Der Ver

oentlichungsvorgang
besteht darin, da sie die aufbereiteten Informationen dort unterbringen, wo
darauf

uber eine URL zugegrien werden kann. Die Dynamik des Systems
wird durch bei Bedarf ladbare Software-Module realisiert, die auch als Cross-
ware bezeichnet werden. Die wesentlichen Eigenschaften von Crossware wer-
den im n

achsten Abschnitt behandelt. Der Weg der Daten von Informati-
onsproduzenten (Mitarbeitern der Universit

at) zu deren Konsumenten setzt
sich aus Datenaufbereitung (Abschnitt 3.3), Sammlung von verteilten Infor-
mationsobjekten (Abschnitt 3.4) und deren nutzersensitiven Pr

asentation
und Verarbeitung zusammen (Abschnitt 3.5). Diese drei Schritte werden
anschlieend diskutiert.
3.2 Crossware
Der Begri Crossware bezieht sich auf Anwendungen, die bei Bedarf gela-
den werden und

uber die Grenzen von Netzwerken und Plattformen hin-
aus lau

ahig sind [AtNOT97]. Zu Crossware z

ahlen Software, Protokolle
und Datenformate, die sich an bestimmte Design-Prinzipien halten. Cross-
ware bietet diese eine Reihe von fundamentalen Verbesserungen gegen

uber
herk

ommlicher Software, die in Abbildung 3.2 einander gegen

ubergestellt
werden.
Eine zentrale Eigenschaft von Crossware ist die Plattformunabh

angigkeit.
Diese stellt eine notwendige Bedingung f

ur eine sofortige Nutzbarkeit der
Anwendung von verschiedenen (auch zuf

alligen) Benutzern. Dies bedeutet
unter anderem, da eine Anwendung, die eine manuelle Installationspro-
zedur erfordert, nicht als Crossware bezeichnet werden kann. Eine weitere
Bedingung f

ur sofortige Nutzbarkeit der Anwendung ist deren schnelle Er-
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CrosswareTraditionelle Software
Interne Verwendung auf isolierten Desktops
oder in Teilnetzwerken
Benutzbar durch externe Partner, die
beliebige Betriebssysteme und Geräte
einsetzen
In sich abgeschlossene Anwendungen Integrierte Daten und Dienste über
Plattform- und Netzwerkgrenzen hinaus
Erheblicher Installationsaufwand Bei Bedarf über das Netzwerk geladen
Proprietäre Benutzerschnittstellen;
Training notwendig
Intuitiv und einfach im Einsatz
Eingeschränkte Skalierbarkeit Hohe Skalierbarkeit
Aufwendig bei der Entwicklung und Pflege Preisgünstige Entwicklung und Pflege
Sicherheit durch private Netzwerke
und Firewalls
Netzwerkübergreifende Sicherheits-
mechanismen
Abb. 3.2: Vorteile von Crossware
lernbarkeit, z.B. dank intuitiven Schnittstellen. Ein gutes Beispiel daf

ur ist
die HTML/Browser-Kombination, die heutzutage ein Quasi-Standard f

ur
Benutzer-Interface darstellt.
Die Skalierbarkeit von Crossware ist in erster Linie der Verteilung der Re-
chenlast auf viele Computersysteme zu verdanken. Anwendungs-Server, von
denen die Anwendungen geladen werden, k

onnen beliebig repliziert wer-
den und stellen somit ebenfalls keinen Flaschenhals dar. Um die server-
seitige Skalierbarkeit von crossware-basierten Client/Server-Architekturen
zu erm

oglichen, k

onnen parallele Server eingesetzt werden [Rah94, Uma97].
Da eine

altere Version der Crossware-Anwendung innerhalb von Sekunden
auf den neuesten Stand gebracht werden kann, indem auf die Anwendungs-
Server die aktualisierte Version aufgespielt wird, ist die Pege dieser Art der
Software erheblich preisg

unstiger.
Die oben beschriebenen Anforderungen an Crossware lassen vermuten,
da diese fast ausschlielich auf oenen Standards basieren mu. Cross-
ware, die auf Java, JavaScript und HTML aufbaut, hat bereits eine wei-
te Verbreitung in der Praxis gefunden. Eine CORBA-Implementierung in
Java wird zur Zeit vom Netscape Communicator unterst

utzt, Microsoft
hat dagegen im Internet-Explorer 4 eine XML-Programmbibliothek in-
tegriert. Diese Entwicklungen, nicht zuletzt angeschoben von den W3C-
Standardisierungsaktivit

aten, bieten eine brauchbare Grundlage f

ur den Ein-
satz exibler Crossware-Systeme. Die Spezik von Crossware sollte aller-
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dings in den Software-Modellen ber

ucksichtigt werden, damit ihre Vorteile
voll ausgesch

opft werden k

onnen.
Die typischen 2-Tier und 3-Tier Crossware-Anwendungsszenarios sind in Ab-
bildung 3.3 illustriert. Beiden ist gemeinsam, da im ersten Schritt die An-
wendungslogik auf den Client-Rechner

ubertragen wird. Die anschlieende
Interaktion kann entweder direkt mit den Back-End-Diensten erfolgen oder
einen Vermittler einbeziehen. Letztere M

oglichkeit wird insbesondere f

ur die
Anbindung von Mainframes oder Legacy-Applikationen ausgenutzt. Die am
h

augsten eingesetzte Protokolle umfassen HTTP (z.B. f

ur die

Ubertragung
des Java-Codes auf den Client), JDBC als standardisierte Schnittstelle f

ur
Datenbankzugrie in Java (Pendant zu ODBC) sowie IIOP, das als Br

ucke
zwischen interoperablen CORBA-Anwendungen dient. Die technologische
Grundlage des ISLE-Systems basiert ausschlielich auf den oenen Stan-
dards Java, JavaScript, HTML, XML und CORBA.
HTTP, IIOP,
DCOM
IIOP, JDBC,
andere Middleware
RPC, SQL,
IIOP, OLTP,
…
1. Tier 2. Tier 3. Tier
Daten und Dienste
Client
Abb. 3.3: Typische Crossware-Anwendungsszenarios
3.3 Informationsaufbereitung
Jeder potentielle Benutzer des ISLE-Systems ist in der Lage, ohne Voranmel-
dung am Informationsangebot sowohl publizierend als auch lesend teilzuneh-
men. Bei einer klassischen Architektur, in der die Daten in einer Datenbank
i.e.S. verwaltet werden, erfordert jeder neue Nutzer die Einrichtung eines
neuen Benutzerprols. In unserem Szenario hingegen (siehe Abbildung 3.4)
werden die Daten im Dateisystem des jeweiligen Informationsanbieters in
Form von XML-Dateien dezentralisiert erstellt und gehalten. Dabei brau-
chen die Vorteile eines DBMS nicht notwendigerweise aufgegeben zu werden.
Durch eine anschlieende Datenaggregation l

at sich eine globale Sicht auf
die Daten herstellen.
Die mobile Anwendungslogik, die in Form eines XML-f

ahigen Java-Applets
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Web-Client
Anwendungs-Server
XML-fähige
Anwendungs-
logik lokale Daten
in XML
Informationsproduzent
Java
Abb. 3.4: Aufbereitung lokaler Informationen
auf den Web-Client des Benutzers geladen wird, erm

oglicht die Erstellung
und Speicherung von strukturierten Daten im lokalen Dateisystem. Die
erforderliche Interaktion mit dem Anwendungs-Server beschr

ankt sich auf
einen Zugri f

ur den gesamten Editiervorgang, bei dem das Applet geladen
wird. Die lokal entstandenen Daten (ein Teilnetz von Informationsobjek-
ten) werden durch einen Verweis von einer glaubw

urdigen Instanz auf ein
Einstiegsobjekt dieses Teilnetzes bekanntgemacht und authentiziert. Wenn
beispielsweise eine Mitarbeiterin einer universit

aren Einrichtung am Infor-
mationsangebot teilnehmen m

ochte, ist nur eine einmalige Eintragung des
Verweises auf ihre aufbereiteten Daten in die Liste der Mitarbeiter dieser
Einrichtung notwendig (Abbildung 3.5). Somit werden ihre Daten bekannt-
gemacht und

uber die zugeh

orige Einrichtung authentiziert. Jede anschlie-
ende

Anderung der Daten ihrerseits (z.B.

Anderung der Sprechzeiten oder
Verschiebung des Ortes einer Veranstaltung) wird in einem gewissen Zeitab-
stand global sichtbar. Die Zeitverz

ogerung h

angt von den Aktualisierungs-
pr

aferenzen des Crawling-Dienstes ab (siehe n

achsten Abschnitt).
Dozent
http://...
http://.../WS99-100
http://.../WS99-105
IfI
NameVorname
hält
Bezeichnung
Bezeichnung
RüngerGudula
Parallele Algorithmen
Compilerbau II
..
.
Rechner 2 Rechner 1
Abb. 3.5: Bekanntmachung und Authentizierung eines lokalen Objektes
Entsprechend der XML-Spezikation [XML98a] l

at sich zu jedem XML-
Element angeben, in welcher Sprache (Deutsch, Englisch usw.) sein Inhalt
aufbereitet wurde. Auf diese Weise k

onnen die international relevanten Infor-
mationen wie z.B. Vorlesungsbeschreibungen, Forschungsschwerpunkte u.

a.
sprachsensitiv publiziert werden.
Die bei Bedarf ladbaren Software-Komponenten erlauben eine kontinuierli-
che Erweiterung der Funktionalit

at der Anwendung und dienen als Grundla-
ge einer einfach wartbaren und skalierbaren Software-Architektur (vgl. vor-
angegangenen Abschnitt). Dabei ist die Erweiterbarkeit des XML-basierten
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Datenmodells von entscheidender Bedeutung: bei der Datenmodellierung ist
es oft der Fall, da bestimmte Zusammenh

ange nicht von vornherein ber

uck-
sichtigt werden oder nicht bekannt sind. Eine dezentralisierte Datenarchitek-
tur setzt deshalb voraus, da eine Objektinstanz ein eigenst

andiges Leben
f

uhren kann. Dies bedeutet, da eine

Anderung dieser Objektinstanz weder
die Objektklasse noch alle anderen bestehenden Objektinstanzen betreen
darf (vgl. RDF-Datenmodell, Abschnitt 2.8). Die klassischen Datenmodelle
(relationale, objektorientierte Datenbanken) sind in Hinblick darauf erheb-
lich weniger exibel, da sie auf einem festverdrahteten Datenmodell auf-
bauen
2
. Der Einsatz von XML und mobiler Komponenten vervollst

andigen
einander, indem sich sowohl die Anwendungslogik als auch das Datenmodell
mit wechselnden Anforderungen an die Anwendung entwickeln k

onnen.
3.4 Datenaggregation und -sammlung
Die verteilt aufbereiteten Informationen werden in periodischen Abst

anden
von einem Crawler durchsucht und gesammelt (siehe Abbildung 3.6),

ahnlich
zu der Vorgehensweise eines Web-Roboters. Der wesentliche Unterschied zu
letzterem besteht jedoch darin, da der Crawler das Datenvolumen nicht
blind durchst

obert, sondern anhand eines feink

ornigen Datenmodells in der
Lage ist, die ben

otigten Informationen dom

anen- und funktionsspezisch
durchzusieben. Die universit

are Dom

ane kann weiterhin nach Funktionen
aufgegliedert werden, wobei jeder Crawler einen spezischen Auftrag erf

ullen
kann, wie z.B. Sammlung der Adressen aller Mitarbeiter der Universit

at.
Die von einem Crawler aggregierten Daten werden auf einem Aggregations-
Server abgelegt.
Aggregations-Server stellen eine Anfrageschnittstelle zur Verf

ugung,

uber
die auf die gesammelten Daten zugegrien werden kann. Analog zu den
meisten recherchierbaren Internet-Quellen bieten die Aggregations-Server
keine Ad-hoc-Anfragesprache an, sondern exportieren ihre Daten als eine
Menge relationaler Views. Eine Anfrage an den Aggregations-Server wird
gestellt, indem ein Formular ausgef

ullt wird, dessen Felder den Attribu-
ten des exportierten Views entsprechen. Das Ergebnis der Anfrage stellt
eine in XML gelieferte Liste von Informationsobjekten dar. Die Anfragear-
ten, die ein Aggregations-Server unterst

utzt, d.h. sein Anfrageprol, kann
durch Templates (Muster) ausgedr

uckt werden (vgl. Abschnitt 4.4.2). An-
hand des gew

unschten Anfrageprols kann bestimmt werden, welche Daten
bei der Aggregation akquiriert werden m

ussen. Soll beispielsweise eine auf
2
Andererseits bieten die relationalen und objektorientierten Datenbanken Trans-
aktionsverarbeitung, Integrit

atsbedingungen, Recovery-Dienste u.a., die in der ISLE-
Architektur, sofern sie

uberhaupt anwendbar sind, auf eine andere Art und Weise nach-
gebildet werden m

ussen.
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lokale Daten
. . .
(Index /
Archiv /
Bibliothek)
Web-Server Web-Server
XML XML
Crawling
Aggregations-
Server
Anfrage-
Profil
Funktion
Domäne
erreichbarer Informationraum
Abb. 3.6: Aggregation der verteilten Informationen
Forschungsschwerpunkten basierende Suche nach Mitarbeitern der Univer-
sit

at m

oglich sein, so sollte diese Information mitgesammelt werden.
Je nach Bedarf k

onnen bei der Aggregation der Informationen drei ver-
schiedene Strategien verfolgt werden. Diese werden unten in der Reihenfolge
aufsteigender Komplexit

at skizziert (vgl. Abbildung 3.7):
1. Indexierung: die f

ur ein Suchprol relevanten Attribute der Informati-
onsobjekte werden samt dem Verweis auf das Originalobjekt in einem
RDBMS gespeichert. Das ist das einfachste und schnellste Verfahren,
das eine globale Recherche

uber die gesamte Dom

ane erm

oglicht. Es
wurde im System realisiert und wird detailliert im Kapitel 4 beschrie-
ben. Eine typische in einem RDBMS abgelegte Indextabelle beinhaltet
den Verweis auf das Objekt als Prim

arschl

ussel, gefolgt von den in Text
oder Zahlen konvertierten relevanten Attributen. Unter Umst

anden
stellen die Attribute Eigenschaften anderer Objekte dar, die vom ur-
spr

unglichen Objekt referenziert werden. So geh

oren beispielsweise im
Falle einer Vorlesung die Namen der Dozenten zu den Informationsob-
jekten, auf die vom Vorlesungsobjekt verwiesen wird.
2. Spiegelung: zu jedem Informationsobjekt wird ein Duplikat erstellt.
Diese Methode garantiert eine Verf

ugbarkeit der letztaktuellen Versi-
on des Objektes und lindert den broken-link{Eekt bei anschlieenden
Suchanfragen. Da die Aggregation dom

anen- und funktionsspezisch
gestaltet werden kann, h

alt sich der zu spiegelnde verteilte Daten-
bestand in Grenzen. Bei Bedarf k

onnen mehrere Aggregations-Server
einbezogen werden. Die gesammelten XML-Daten k

onnen vorzugswei-
se in einem DBMS f

ur semistrukturierte Daten wie Lore [MAG
+
97]
oder aber auch in einem universalen DBMS, einer Volltext-Datenbank
oder in einem Dokumenten-Management-System abgelegt werden.
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Wenn das Datenmodell auf dem Resource Description Framework auf-
baut, werden unter Umst

anden Ressourcen beschrieben, die durch ei-
ne URI identiziert sind und denen kein elektronisches Objekt direkt
entspricht. Die Information

uber das Objekt setzt sich in diesem Fall
aus Beschreibungen

uber die entsprechende Ressource, die verteilt und
auch mehrfach vorhanden sein k

onnen (vgl. Abschnitt 2.8). Das Infor-
mationsobjekt kann demzufolge nicht verschwinden, sehr wohl aber
seine Beschreibungen. Die obige Vorgehensweise ist in diesem Fall auf
die RDF-Beschreibungen anstatt auf das Objekt selbst anzuwenden.
3. Archivierung in einer digitalen Bibliothek stellt die komplizierteste,
aber auch die vielversprechendste Variante dar [Les97, CGM98]. Die
gefundenen Informationsobjekte bzw. ihre Beschreibungen werden wie
in der vorangegangenen Methode gespiegelt, mit dem Unterschied, da
nicht nur die letzte Version des Objektes gespeichert wird, sondern
zus

atzlich eine Versionsverwaltung betrieben wird. Dabei wird jedes
Objekt mit bereits vorhandenen Versionen verglichen (zu m

oglichen
Algorithmen siehe [CGM97]). Beim Feststellen einer

Anderung wird
eine neue Version des Objektes sowie die Querverweise zwischen der
aktuellen und der vorangegangenen Version angelegt. Dieses Verfah-
ren macht die Informationsobjekte

uber lange Zeit referenzierbar {
eine Eigenschaft die zu den kritischen Funktionen einer elektronischen
Bibliothek gez

ahlt wird. Auch wenn sich die aktuelle Version mehrmals
ge

andert hat, l

at sich der gew

unschte Stand zur

uckverfolgen.
Indexierung
…
Spiegelung
…
Archivierung
…
Versionen
Verweise
Abb. 3.7: Aggregations-Strategien
Die Spiegelung und Archivierung weisen viele Gemeinsamkeiten auf und
umfassen relativ komplexe Aktivit

aten wie der Abgleich der Informations-
objekte, inkrementelle Speicherung usw. Dabei k

onnen graphentheoretische
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Algorithmen ben

otigt werden, um z.B. eine Ortsverschiebung eines Infor-
mationsobjektes glaubw

urdig festzustellen, auch wenn dieses anonym (un-
benannt) ist. Die Objektattribute k

onnen beim Identit

atsvergleich wesentli-
che Hilfe leisten, f

uhren aber im allgemeinen zu keinem eindeutigen Schlu.
Beispielsweise k

onnen zwei Vorlesungen dieselbe Bezeichnungen tragen und
von denselben Dozenten gehalten werden. Dennoch kann sich dabei um zwei
unterschiedliche Veranstaltungen handeln, die jeweils in verschiedenen Se-
mestern angeboten werden.
Der Aggregationsvorgang umfat nicht nur die Sammlung und eventuelle
Speicherung der gefundenen Objekte, sondern auch Aufgaben wie die

Uber-
pr

ufung ihrer Authentizit

at und Konsistenz, die im Falle einer datenbank-
basierten Datenverwaltung normalerweise durch das DBMS

ubernommen
werden. Diese Aufgaben k

onnen zum Teil bereits bei der Datenaufbereitung
von der mobilen Anwendungskomponente erledigt werden. Wird beispiels-
weise von einer Mitarbeiterin eine Publikation referenziert, die sie verfat
haben soll, so kann dies durch die

Uberpr

ufung der in der Publikation ent-
haltenen Verweise auf die Autoren best

atigt bzw. in Frage gestellt werden.
3.5 Pr

asentation und Verarbeitung
Die Schritte der Aufbereitung und Aggregation liefern eine Datenkonstella-
tion, bei der die Originalversionen von Informationsobjekten

uber verschie-
dene Web-Server und Plattformen verteilt sind (siehe Abbildung 3.8).

Uber
eine Anfrageschnittstelle k

onnen die Kopien der Informationsobjekte bzw.
Verweise auf ihre Originalabbilder geliefert werden, wobei die Anfrage in
einem URL kodiert werden kann. Es sei noch einmal betont, da alle Da-
ten in XML ausgetauscht werden, was ihre automatische Weiterverarbeitung
erm

oglicht. Mit Hilfe eines XML-f

ahigen Java-Moduls k

onnen nun verschie-
dene Benutzer im vorliegenden Informationsraum navigieren.
Diese Architektur weist eine Reihe von Vorteilen auf. Die Ergebnisse der
Suchanfragen lassen sich per Transklusion (siehe den n

achsten Abschnitt) in
weitere Dokumente einbinden. Damit wird eine Suchanfrage auf eine trans-
parente Weise im Navigationsmodus ausgel

ost. Die auf eine explizit gestellte
oder implizit ausgel

oste Suchanfrage gelieferten Informationsobjekte k

onnen
vom Benutzer ins Detail im Navigationsmodus erforscht werden. Die Such-
ergebnisse k

onnen auch nur die Verweise auf die Informationsobjekte liefern.
In diesem Fall werden sie auf dem Client aufgel

ost, eventuell erst wenn der
Benutzer detailliertere Informationen ben

otigt. Das Wiederverwendungspo-
tential der per Transklusion eingebundenen Daten vermindert Redundanz
und Inkonsistenzen und f

ordert eine aufschlureiche Vernetzung von Infor-
mationsobjekten. Wie aus der Abbildung hervorgeht, wird 100% der Pr

asen-
tation der XML-Daten auf dem Client-Rechner bewerkstelligt. Dies entlastet
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Abb. 3.8: Pr

asentation und Verarbeitung der Informationen
die Aggregations-Server und gew

ahrleistet eine hohe Skalierbarkeit, wobei
auf den Anwendungs-Server nur ein Zugri pro Sitzung ben

otigt wird.
Client-basierte Verarbeitung erweist sich als vorteilhaft. Die benutzerspezi-
schen Einstellungen wie Sprache, Startseite usw. lassen sich lokal abspei-
chern und bei der n

achsten Sitzung neu laden. Damit war es auch m

oglich,
allen Studierenden die M

oglichkeit zu geben, ihre Stundenpl

ane

uber al-
le Studienjahre fakult

ats

ubergreifend zusammenzustellen und zu verwalten.
Diese Art der Interaktion w

urde bei einer serverseitigen Datenverarbeitung
eine ungeheure Last erzeugen und unter Umst

anden zu einem inakzepta-
blen Antwortzeitverhalten f

uhren. Lokal abgespeicherte Stundenpl

ane bein-
halten nur die Verweise auf die besuchten Veranstaltungen. Das Verfolgen
der Verweise erfolgt zur Laufzeit, wodurch die Aktualit

at der Informationen
gew

ahrleistet wird.
3.6 Transklusion
Transklusion ist ein vielseitiges Konzept, das von Ted Nelson, dem Er-
nder von Hypertext und Autor des XANADU-Systems, gepr

agt wurde.
Das Transklusionskonzept stellt einen Meilenstein in der jahrzehntelangen
Entwicklungsgeschichte seines Systems dar. Die Idee von Transklusion be-
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steht darin, da ein Teil eines Dokumentes in einem anderen Dokument
unver

andert erscheinen bzw. zitiert werden kann, ohne da dieser physisch
hineinkopiert werden mu. Auf diese Weise k

onnen Abs

atze, Abschnitte und
andere Textpassagen in das Zieldokument transparent und unverf

alscht ein-
gebunden werden. Demzufolge kann die Transklusion als Zitat durch Verweis
ohne Kopieren verstanden werden. Bei breiter Akzeptanz soll die Transklu-
sion eine enorme Produktivit

atssteigerung f

ur das kommerzielle und private
Publizieren bringen und das intellektuelle Eigentum von Autoren sch

utzen.
Auf den ersten Blick

ahnelt diese Vorgehensweise eher einem Diebstahl. Die
Interessen des Autors werden allerdings dadurch ber

ucksichtigt, da dieser
bei jedem Lesezugri auf sein intellektuelles Eigentum entlohnt wird, und
zwar im direkten Sinne. Die Bezahlung erfolgt hierbei in Form von Micro-
payments, d.h. Geldbetr

agen, die unter einem Pfennig liegen k

onnen
3
. Der
springende Punkt dabei ist, da die per Transklusion eingebundene Informa-
tion vom Endbenutzer bezahlt wird und nicht von demjenigen, der darauf
verweist. Somit wird der intellektuelle Beitrag des Autors nicht nur durch
die Anzahl der Zitaten, sondern auch monet

ar anerkannt. Eine Miinterpre-
tation des Inhalts durch Umformulierungen wird verhindert. Die Herkunft
der Informationen kann ebenfalls ermittelt werden, wobei deren Redundanz
weitgehend eliminiert wird.
In HTML ist das Transklusionskonzept nicht realisierbar, nicht zuletzt we-
gen mangelnder Adressierbarkeit innerhalb von HTML-Dokumenten (vgl.
Abschnitt 2.2). In XLL wird diese Schw

ache behoben, wodurch die Trans-
klusion erm

oglicht wird. Transklusion wird durch Verweise mit einer beson-
deren vordenierten Rolle realisiert. Es gibt zur Zeit keine Standardisierung,
also weder Spezialmarker noch andere Ausdrucksmittel, die die Verweise zwi-
schen Teilen von XML-Dokumenten als Transklusion interpretieren lassen.
Diese lassen sich aber anwendungsspezisch denieren. Auf diese Weise wird
die Transklusion in ISLE implementiert. Eine Erweiterung des Transklusi-
onskonzeptes wird in Abschnitt 4.6 diskutiert.
Solange XML-Daten

uber das HTTP-Protokoll

ubertragen werden, ist es
schwierig vorauszusehen, wie der Zahlungsmechanismus, der mit Copyright-
Fragen im engen Bezug steht, realisiert werden k

onnte. Eine Schwierigkeit
besteht z.B. darin, da bei der Referenzierung eines Teils des Dokumentes
das komplette Dokument auf den Client-Rechner

ubertragen werden mu.
Eine m

ogliche L

osung kann mit Hilfe von erweiteren Protokollen wie z.B.
HTTP-NG erzielt werden. Ein weiterer Ansatz, der auf CORBA und XML-
DOM basiert, wird in Kapitel 5 skizziert. Diese Ans

atze geben einem Client
die M

oglichkeit, nur die unmittelbar ben

otigten Teile eines Dokumentes an-
zufordern. Obwohl die

okonomischen Aspekte des Transklusionskonzeptes
besonders vielversprechend erscheinen, konnte selbst das Grundprinzip in
3
Die Micropayment-Technologie ndet im Rahmen von E-Commerce- und E-Cash-
Projekten zunehmend eine

okonomische Verwertung.
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ISLE produktiv eingesetzt werden.
3.7 Mehrwert-Informationen
Wie bereits erw

ahnt, geh

ort die automatische Generierung von Mehrwert-
Informationen neben der inhaltsbasierten globalen Recherche zu den wesent-
lichen Zielen des Systems. Die Erstellung von umfangreichen Dokumenten,
an denen viele Autoren beteiligt sind, wie z.B. kommentierter Vorlesungsver-
zeichnisse, ist eine anspruchsvolle administrative Aufgabe, die viel Koordi-
nationsaufwand erfordert [Mel97]. Auf der Grundlage eines gen

ugend detail-
lierten Datenmodells und eines breiten Datenbestands lassen sich nicht nur
komplexe Zusammenh

ange feststellen (mittels Data Mining und Knowledge
Discovery in Datenbanken [AZ96]), sondern auch gut strukturierte Doku-
mente erzeugen, an die man sich vorher gar nicht herangewagt h

atte, wie
z.B. der Forschungsbericht der Universit

at.
Die Erzeugung von mageschneiderten Dokumenten ben

otigt einen mit der
Erstellung der Pr

asentationslogik vergleichbaren Programmieraufwand, der
jedoch bei h

aug wiederkehrenden Aufgaben durchaus gerechtfertigt wird.
Dabei kann auf die von den Aggregations-Servern zusammengefaten Sichten
durch URL-kodierte Anfragen zur

uckgegrien werden. So dient beispielswei-
se eine Anfrage, die das Lehrveranstaltungsangebot einer Einrichtung (Vor-
lesungen,

Ubungen, Seminare usw.) f

ur das gegebene Semester auistet, als
Grundlage f

ur die Erstellung eines kommentierten Vorlesungsverzeichnisses.
Danach werden f

ur jede gefundene Veranstaltung ihre strukturierte Beschrei-
bung, Literaturhinweise, Teilnehmerkreis, Ort, Zeiten usw. ausgabegerecht
formatiert, wobei die Verweise auf die beteiligten Personen und Einrichtun-
gen automatisch verfolgt werden.
Kapitel 4
Implementierung von ISLE
Dieses Kapitel beschreibt grundlegende Techniken, die bei der Realisierung
des ISLE-Informationssystems eingesetzt wurden. Abschnitt 4.2 befat sich
mit dem Datenmodell des Systems. Obwohl die Datenmodellierung in der
Regel zum konzeptionellen Entwurf eines Systems geh

ort, wird sie in die-
sem Kapitel beschrieben. Der Grund daf

ur besteht darin, da die ISLE-
Architektur f

ur die L

osung einer Klasse von Problemen konzipiert wurde
(vgl. Abschnitt 1.2.4) und prinzipiell nicht auf das entstandene universit

are
System beschr

ankt ist. Anhand der konkreten Implementierung konnten
die theoretischen Ans

atze der Kapitel 2 und 3 teilweise erprobt werden.
Die Fragen der client-basierten Verarbeitung werden in Abschnitt 4.3 be-
handelt. Die server-seitige Anbindung und die Datenaggregation werden
in Abschnitt 4.4 diskutiert. Abschnitt 4.5 geht auf die Generierung von
Mehrwert-Informationen ein. Anschlieend wird die gemeinsame Bearbei-
tung von Dokumenten angesprochen, wobei ein weiteres allgemeineres Ver-
fahren im n

achsten Kapitel beschrieben wird. Abschnitt 4.7 zeigt, wie die Da-
ten aus bereits vorhandenen Systemen in ISLE

ubernommen werden konn-
ten.
4.1 Stand der Realisierung
Die Implementierung des Informationssystems stellt den praktischen Teil
der Diplomarbeit dar. Wie bereits in Abschnitt 1.2.4 angedeutet, sollte da-
bei kein vollwertiges Softwareprodukt geschaen werden. Es ging vielmehr
darum, zu demonstrieren, wie ein derartiges System auf der Basis von XML
umgesetzt werden kann, welche Probleme und technische Schwierigkeiten da-
bei entstehen, und wie sie anhand der verf

ugbaren Technologien umgangen
werden k

onnen. Der derzeitige Stand der Realisierung des als ISLE bezeich-
neten Systems umfat u.a.
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 einen Aggregations-Server, der alle relevanten Informationsobjekte in-
dexiert, grundlegende transitive Beziehungen au

ost (Publikationen
der Mitarbeiter einer Einrichtung k

onnen z.B. als Ver

oentlichungen
der Einrichtung angesehen werden) und eine fakult

ats- und seme-
ster

ubergreifende Suche erlaubt;
 eine Navigationsschnittstelle, die die Navigation zwischen allen Date-
nobjekten erm

oglicht,
 eine client-basierte Stundenplanerstellung und
 die automatische Generierung kommentierter Vorlesungsverzeichnisse.
Das System bendet sich in der Test-Phase und ist zur Zeit unter
http://lipsia.informatik.uni-leipzig.de/isle/ verf

ugbar. Der aktuelle Verweis
kann auf der Homepage des Autors unter http://www.informatik.uni-
leipzig.de/melnik/ gefunden werden.
4.2 Datenmodellierung
4.2.1 Anforderungen
Eine geeignete Modellierung des Weltausschnittes, in dem eine Anwendung
operiert, besteht nicht nur darin, zu bestimmen, welche Objekte und Objekt-
beziehungen in der Modellbeschreibung repr

asentiert werden, sondern auch
in der Festlegung der Semantik, die damit verkn

upft wird. Dadurch da
die semantische Interpretation oft unpr

azise ist und sich im Laufe der Zeit

andern kann, wird dieses Problem um so komplexer. Das folgende Beispiel
soll die

Anderungsproblematik demonstrieren: Zu einem gegebenen Zeit-
punkt wurde die Bedeutung des Begris (der Objektklasse) Dozent festgelegt
und eingefroren. Dabei wurde nicht zwischen Honorardozenten und anderen
unterschieden, da das System ausschlielich f

ur den Lehr- und Forschungs-
betrieb eingesetzt wurde. Nach einigen Jahren sollte das System erweitert
werden, so da eine Abrechnungsanwendung auf die bestehende Datengrund-
lage zugreifen kann. Hierf

ur ist die Unterscheidung zwischen regul

aren und
Honorardozenten jedoch unerl

alich. Dieses Beispiel, welches die Notwen-
digkeit der Schema-Evolution unterstreicht, steht mit dem Problem der se-
mantischen Heterogenit

at in enger Beziehung (vgl. Abschnitt 2.8). Es h

atte
genauso gut passieren k

onnen, da das vorliegende System mit einer bereits
bestehenden Abrechnungsanwendung integriert werden sollte, die die beiden
Begrie unterscheiden konnte.
Eine sehr oft vorkommende

Anderungsoperation auf dem Gebiet der Model-
lierung, die auch im obigen Beispiel n

otig w

are, ist die Erweiterung des Mo-
dells. Es ist oft der Fall, da bestimmte Zusammenh

ange nicht von vornher-
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ein ber

ucksichtigt werden oder nicht bekannt sind. Deshalb ist eine einfache
Erweiterbarkeit des Modells, die durch neue Anforderungen an die Anwen-
dung erforderlich werden kann, von hoher Relevanz. Obwohl die relationalen
und objektorientierten Datenbanksysteme eine derartige Erweiterung (z.B.
Hinzunahme eines neuen Attributs) in der Regel unterst

utzen, erfordert die-
se oft einen hohen Aufwand, da bei DBMS die Ezienz der Datenzugrie
im Vordergrund steht. Existierende Daten werden durch die Erweiterung
des Datenmodells betroen, was eine physische Restrukturierung der Da-
tenbank nach sich ziehen kann. Um diese zu vermeiden, m

ussen komplexe
Verfahren im DBMS implementiert werden.
Weitere Schwierigkeiten verursachen implizite Relationen. Im akademischen
Kontext ist es z.B. oft der Fall, da die Publikationen, die von den Mit-
arbeitern bzw. Dozenten einer Einrichtung verfat werden, stillschweigend
als Ver

oentlichungen der jeweiligen Einrichtung betrachtet werden k

onnen.
Oensichtlich ist diese transitive Schlufolgerung nicht immer korrekt. Al-
lerdings stellt diese implizite Beziehung einen wesentlichen Bestandteil des
zugrundegelegten Modells dar und soll demzufolge bei der Modellierung
ber

ucksichtigt werden. Die inversen Relationen sollen ebenfalls ad

aquat be-
handelt werden k

onnen. Ein typisches Beispiel f

ur eine solche inverse Be-
ziehung ist das folgende: Erhard Rahm h

alt Vorlesung Datenbanksysteme
oder Vorlesung Datenbanksysteme wird-gehalten-von Erhard Rahm. Beide
Objekte (bzw. Ressourcen) verweisen aufeinander. In OMG ODL k

onnen
inverse Relationen explizit angegeben werden, das DBMS

ubernimmt dabei
die Konsistenzkontrolle der inversen Relation. In XML k

onnen inverse Be-
ziehungen mittels multidirektionalen erweiterten Verweisen realisiert werden
(vgl. Abschnitt 2.4). Allerdings ist dies ausschlielich auf Instanzebene, nicht
jedoch auf Klassenebene m

oglich (vgl. Abschnitt 2.5). Zur Zeit existiert keine
Spezikation oder Empfehlung, wie inverse Beziehungen in RDF modelliert
werden sollen. Je nach Verfahren (z.B. analog zu multidirektionalen Verwei-
sen in XML oder als zwei unabh

angige Verweise) mu daf

ur eine zus

atzliche
Unterst

utzung vorgesehen werden (in Abschnitt 4.4.1 wird eine m

ogliche
Implementierung von inversen Beziehungen beschrieben).
Zusammenfassend ergeben sich folgende Anforderungen, die im Modellie-
rungsschritt beachtet werden sollten:
 Erweiterungen der bestehenden Objekttypen und Relationen
1
sind im
Laufe der Zeit m

oglich.
 Neue, zur Zeit der Modellierung unbekannte Relationen und Objekt-
typen k

onnen im nachhinein zum Modell hinzugef

ugt werden.
 Implizite Relationen sollen korrekt aufgel

ost werden.
1
Der Begri Relationen wird hier meistens im Sinne einer Beziehung und nicht als
Relation eines RDBMS verwendet.
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 Unvollst

andige inverse Relationen sollen vervollst

andigt werden.
 Die Konsistenz des Datenmodells insbesondere bzgl. Kardinalit

ats-
und Wertebereichsrestriktionen ist zu gew

ahrleisten.
4.2.2 Realisierung des Datenmodells
In Abschnitt 2.8 wurde das Resource Description Framework als eine theore-
tisch fundierte Grundlage f

ur die XML-basierte Datenmodellierung pr

asen-
tiert. In diesem Abschnitt wird das Datenmodell, das dem ISLE-System
zugrunde liegt, in RDF formal beschrieben. Nachfolgend wird auszugsweise
gezeigt, wie ein RDF-Schema f

ur das ISLE-System aufgebaut werden kann.
Es wurde bewut auf die Verwendung von Entity-Relationship-Diagrammen
verzichtet. Dies geschah zum einen, um die Ausdrucksmittel von RDF noch
einmal am konkreten Beispiel zu verdeutlichen. Andererseits basiert diese
Entscheidung darauf, da RDF einen eigenschaftsorientierten Ansatz ver-
folgt, in dem sich beispielsweise die Vererbung von Eigenschaften ausdr

ucken
l

at. Die Schwierigkeiten, die bei der Verwendung der inversen Beziehungen
entstehen, werden an einem RDF-Modell besser sichtbar. In einem verteil-
ten XML-basierten Datenmodell k

onnen die Konsistenzrestriktionen nicht
a priori erzwungen werden, deshalb kann es unter Umst

anden irref

uhrend
sein, das gleiche Relationship-Objekt f

ur zwei verschiedene Eigenschaften
zu w

ahlen. Auerdem l

at sich ein RDF-Schema inkrementell beschreiben,
da die Eigenschaften quasi unabh

angig von den Ressourcen deniert wer-
den k

onnen, die sie verkn

upfen. Aus diesen Gr

unden werden im folgenden
Begrie verwendet, die dem RDF-Modell entstammen.
Ein wichtiges Kriterium bei der Konzeption des nachfolgend beschriebenen
Datenmodells stellt die Praktikabilit

at dar. Es wurde nicht angestrebt, die
beste und allgemeinste L

osung zu nden. Anhand der Anwendungsanfor-
derungen wurden die zu modellierenden Datenobjekte, ihre Attribute und
Beziehungen zwischen ihnen ausgew

ahlt und speziziert. Die wichtigsten
Ressourcen des Datenmodells sind:
 Person: eine Klasse, die f

ur die Darstellung von Personen (Dozen-
ten, Mitarbeitern) verwendet wird. Eine Person besitzt atomare Ei-
genschaften wie Name, Vorname, E-Mail-Adresse und Telefonnummer,
steht aber auch mit anderen Klassen wie Adressen, Terminen, Publi-
kationen u.a. in Beziehungen.
 Veranstaltung: repr

asentiert eine beliebige Veranstaltung wie Vorle-
sung, Seminar, Kurs, Praktikum usw. Veranstaltungen k

onnen ka-
tegorisiert, d.h. Kategorien aus Klassikationshierarchien zugeordnet
werden (siehe Abschnitt 4.2.4). Die Klassikation ist notwendig, um
beispielsweise Vorlesungen zu Studieng

angen zuordnen zu k

onnen.
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 Organisation: ist eine Oberklasse, aus der Universit

at, Fakult

at, Insti-
tut und Bibliothek abgeleitet werden. Dadurch wird der administrative
Aufbau der Universit

at abgebildet. Organisationen k

onnen auf Mitar-
beiter und Veranstaltungen verweisen, sowie

uber Adresse, Homepage
usw. verf

ugen.
 Publikation: ist eine Klasse, die beliebige (universit

are) Publikationen
beschreibt. Die Klassikation der Publikationsarten wird analog zu
Veranstaltungen bewerkstelligt, d.h. jede Organisation kann ihre eige-
nen Klassikationshierarchien verwenden.
Neben Personen, Veranstaltungen, Organisationen und Publikationen gibt
es weitere Klassen wie Adresse, Termin und Kategorie, die sinngem

a die
Adresse einer Person oder Organisation, den Termin einer Veranstaltung
sowie die Kategorie, zu der eine Veranstaltung oder Publikation geh

ort,
darstellen. Die Klassenhierarchie ist in Abbildung 4.1 dargestellt. In die-
ser und weiteren Abbildungen in diesem Abschnitt geh

oren alle Ressour-
cen, die kein Pr

ax haben, zum Namensraum ISLE. Das Pr

ax wurde we-
gen besserer

Ubersichtlichkeit weggelassen. Entsprechend werden rdf:type,
rdfs:subClassOf, rdfs:range und rdfs:domain als t, s, r und d abgek

urzt.
Grundtyp
Person Veranstaltung Organisation Publikation
Termin Adresse Semistructured
Universität Fakultät Institut Bibliothek
rdfs:Class
t t tt
s s s s
s s s s
s = :subClassOf
t  = :type
rdfs
rdf
Abb. 4.1: Klassen des Datenmodells
Das RDF-Modell erm

oglicht eine hochstrukturierte Beschreibung der
Dom

ane. H

aug ist es aber n

otig, auch semistrukturierte Daten darzustel-
len. Die Liste der f

ur den Besuch einer Vorlesung notwendigen Vorkenntnisse
l

at sich beispielsweise am besten als eine HTML-

ahnliche Aufz

ahlung re-
pr

asentieren. Literale im Sinne von RDF sind Unicode-Zeichenketten. Es
w

are allerdings von Vorteil, einen XML-Unterbaum ebenfalls als einen ato-
maren Wert betrachten zu k

onnen. Aus diesem Grund wurde die Klasse
Semistructured deniert. Der Inhalt einer Ressource von diesem Typ kann
aus beliebiger XML-Auszeichnung bestehen.
Eine vollst

andige Beschreibung des Datenmodells w

are sogar bei diesem
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sehr kompakten universit

aren Weltausschnitt zu lang, um sie an dieser Stel-
le vollst

andig aufzuf

uhren. Nachfolgend wird nur auf den Datentyp Person
n

aher eingegangen, um die RDF-basierte Modellierung zu illustrieren. Die
atomaren Eigenschaften der Klasse Person sind in Abbildung 4.2 dargestellt.
Die entsprechenden Eigenschaften Name, Vorname, Telefon, E-Mail, Home-
page und Foto sind Instanzen von rdfs:Property, deren Denitionsbereich
die Klasse Person und Wertebereich ein rdfs:Literal ist. Bei den Eigenschaf-
ten Homepage und Foto stellen die Literale URLs auf die entsprechenden
Web-Seiten und Bilder und keine BLOBs (Binary Large Objects) dar.
Person
rdfs:Property
rdfs:Literal
Name Vorname Telefon E-Mail Homepage Foto
d d rr …
t t t t t t
d = :domain
r  = :range
rdfs
rdfs
Abb. 4.2: Atomare Eigenschaften der Klasse Person
Die nicht atomaren Eigenschaften (hier relationale Eigenschaften genannt,
vgl. Abbildung 4.3) ordnen einer Person eine Adresse, eine Menge von Orga-
nisationen, eine Menge von Terminen (zu denen die Person ihre Sprechstun-
den abh

alt) und ihre Forschungsschwerpunkte zu. Eine h

ohere Kardinalit

at
der Eigenschaften (>1) wird durch mehrfach vorhandene Beziehungen des-
selben Typs modelliert. Genauso gut k

onnte man daf

ur Container-Typen
einsetzen. Zu beachten ist, da Kardinalit

atsrestriktionen im RDF-Modell
nicht erzwungen und zur Zeit auch nicht ausgedr

uckt werden k

onnen. Die
Anwendung, die diese Daten abarbeitet, mu selbst entscheiden, wie eine
Verletzung dieser Restriktionen zu behandeln ist.
Abschlieend soll noch die Eigenschaft Layout erw

ahnt werden (Abbil-
dung 4.4). Zu jedem Grundtyp kann ein semistrukturiertes Layout angege-
ben werden, um zus

atzliche Layout-Informationen darzustellen. Wird z.B.
eine Ressource vom Typ Person im Java-Client pr

asentiert, l

at sich zus

atz-
lich zum Standard-Layout, das alle modellierte Eigenschaften visuell inter-
pretiert, eine spezische HTML-

ahnliche Ausgabeformatierung (Struktur-
auszeichnung) erzeugen. Eine solche Strukturauszeichnung ist insbesondere
f

ur Eigenschaften wie Vorlesungsbeschreibungen, Forschungsschwerpunkte,
usw. einsetzbar.
Eine elementare Personenbeschreibung sieht syntaktisch folgendermaen
aus:
<Person>
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Organisation
Termin
Adresse
Semistructured
Sprechstunden
affiliiert
Forschungsschwerpunkte
Person
Sitz
d
d
d
d
r
r
r
r
rdfs:Property
t
t
t
t
Abb. 4.3: Relationale Eigenschaften der Klasse Person
Grundtyp layout Semistructured
rdfs:Property
d r
t
Abb. 4.4: Der Layout-Eigenschaftstyp
<Vorname>Erhard</Vorname>
<Name>Rahm</Name>
</Person>
Die syntaktische Repr

asentation des realisierten Datenmodells ist im all-
gemeinen nicht RDF-konform. Das obige Beispiel entspricht allerdings der
RDF-Syntax, wenn man eine RDF-Deklaration und Namensraum-Denition
voranstellt. Die syntaktischen Unterschiede betreen haupts

achlich die
Aufz

ahlungstypen. So m

ute beispielsweise die Beschreibung
<Institut>
<Titel>Institut fur Informatik</Titel>
<gehort-zu>
<Universitat xml:href="..."/>
<Fakultat xml:href="..."/>
</gehort-zu>
</Institut>
durch folgende ersetzt werden, um der RDF/XML-Syntax zu gen

ugen:
<Institut>
<Titel>Institut fur Informatik</Titel>
<gehort-zu rdf:resource="..."/>
<gehort-zu rdf:resource="..."/>
</Institut>
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4.2.3 Eigenschaften des Datenmodells
Dieser Abschnitt skizziert die Eigenschaften des realisierten Datenmodells in
Bezug auf die oben aufgef

uhrten Anforderungen. Wie in Kapitel 3 beschrie-
ben, sind die Objektbeschreibungen auf viele Rechner verteilt. Das bedeutet
unter anderem, da die Daten im Normalfall nur gelesen werden k

onnen. Ein
Schreibzugri auf die Daten ist nur dann m

oglich, wenn der Benutzer seine
lokalen Daten mittels der geladenen Client-Software im seinen Browser be-
arbeitet. Man mu deshalb davon ausgehen, da einmal aufbereitete Daten
unter Umst

anden nie wieder oder nur in l

angeren Zeitabst

anden aktualisiert
werden k

onnen.
Eine solche Architektur birgt zwei groe Gefahren in sich. Dies ist zum einen
der klassische broken-link-Eekt. Sobald ein Verweis auf ein XML-Element
auerhalb des Dokumentes verwendet wird, besteht die Gefahr, da die-
ses in absehbarer Zukunft verschwindet
2
. Diese Gefahr kann durch folgende
Manahmen verringert werden. Erstens ist es von Vorteil, die wohlbekannten
Verweise in der entsprechenden DTD als Entit

aten
3
zu deklarieren und dann
diese Entit

aten anstatt der eigentlichen URLs zu verwenden. Zum Beispiel
l

at sich anstatt
<gehort-zu rdf:resource="http://www.informatik.uni-leipzig.de/Abt/Datenbanken"/>
die Zeile
<gehort-zu rdf:resource="&Abteilung-DB;"/>
schreiben, wobei in der zugeh

origen DTD die Deklaration
<!ENTITY Abteilung-DB "http://www.informatik.uni-leipzig.de/Abt/Datenbanken">
angegeben wird. Da die DTD an einem zentralen Ort vorliegt, kann der
virtuelle \Umzug" der Abteilung Datenbanken im obigen Beispiel durch ei-
ne entsprechende

Anderung der DTD ohne groen Aufwand nachvollzogen
werden. Da die Lokalisierung der DTD aber nicht nur durch eine URL,
der ggf. \veralten" kann, sondern auch durch einen

oentlichen Bezeich-
ner m

oglich ist (vgl. Abschnitt 2.5), sorgt dieser f

ur die korrekte Lokalisie-
rung der DTD. Die zweite Manahme zur Bek

ampfung veralteter Verweise
besteht darin, da man mit einem URI eine Forward-Semantik verkn

upft.
Wird ein XML-Element adressiert, das leer ist und auf ein weiteres Ele-
ment verweist, kann angenommen werden, da dieses Element den Verweis
einfach weiterleitet (dies kann alternativ durch ein spezielles Verweisattri-
but ausgedr

uckt werden). So kann beispielsweise die Liste aller Mitarbeiter
2
Die durchschnittliche Lebensdauer einer HTML-Seite im WWW betr

agt derzeit ca.
40 Tage.
3
Bei der Verwendung von XML-Entit

aten sind Hinweise in Abschnitt 2.5 zu beachten.
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des Instituts aus solchen Forward-Elementen bestehen, die auf die jewei-
ligen Personenobjekte der Mitarbeiter zeigen. Die Stabilit

at des Verweises
auf ein Element dieser Liste ist in der Regel h

oher als ein direkter Ver-
weis auf das Zielobjekt. Die Liste mu allerdings manuell verwaltet werden.
Drittens kann der broken-link-Eekt bei der Verwendung von k

unstlichen
URIs zur eindeutigen Identizierung von RDF-Ressourcen nicht auftreten,
da sich unter diesen Adressen gar keine Objekte benden und deshalb auch
nicht umziehen k

onnen. Im ISLE-System werden sowohl Entit

aten als auch
Verweise mit Forward-Semantik eingesetzt.
Die zweite Gefahr, die durch eine solche verteilte Datenhaltung besteht,
ist die inkompatible Erweiterung des Datenmodells. Diese Gefahr ist kon-
trollierbar. Das fatale Problem, bei dem eine

altere Version von Software
auf eine neuere Version von Daten zuzugreifen versucht, kann in der ISLE-
Architektur nicht auftreten, weil die Client-Software jedesmal in der ak-
tuellsten Version vom Applikationsserver geladen wird. Es kann allerdings
der entgegengesetzte Fall auftreten, bei dem neuere Software mit

alteren
Daten konfrontiert wird. Die R

uckw

artskompatibilit

at kann insbesondere
durch Einsatz des Versionsmanagements von RDF-Schemas verbessert wer-
den, wobei die Erweiterung des Schemas durch Vererbung von Klassen und
Eigenschaften realisiert wird
4
. Insbesondere die Vererbung von Eigenschaf-
ten erlaubt eine nachtr

agliche Anpassung an zwischenzeitlich standardisierte
Ontologien (vgl. Abschnitt 2.8.5).
Eine weitere Eigenschaft der oben beschriebenen Datenmodellierung besteht
darin, da eine vollst

andige Beschreibung eines Informationsobjektes in der
Regel nur durch Aggregation verf

ugbar ist. So kann beispielsweise eine Vor-
lesungsbeschreibung von dem Dozenten verfat werden, der sie h

alt. Die
Zeiten und Orte der Vorlesung k

onnen dabei vom Pr

ufungsamt festgelegt
werden. Erst durch Aggregation dieser Daten werden die diese Vorlesung
betreenden Informationen komplett (vgl. Abschnitt 3.4). Die impliziten
und inversen Beziehungen k

onnen ebenfalls erst w

ahrend eines Aggregati-
onsschrittes kontrolliert werden. Dabei kann eine Konsistenzpr

ufung vorge-
nommen werden, die z.B. Kardinalit

atsrestriktionen und Glaubw

urdigkeit
der Beziehungen analysiert (Abschnitt 4.4.1). Der Administrator des (jewei-
ligen) Aggregations-Servers erh

alt einen vollst

andigen Bericht

uber aufge-
sp

urte Inkonsistenzen. Liegen ausreichend Informationen

uber die Herkunft
der Daten vor, kann der Autor derselben

uber die potentiellen Probleme un-
terrichtet werden. Analog l

at sich ein Nachrichten- bzw. Workow-System
aufbauen, welches beispielsweise sicherstellt, da Informationsanbieter be-
stimmten Fristen nachkommen (Liegt eine Vorlesungsbeschreibung bis zu
einem bestimmten Datum noch nicht vor, kann der Dozent automatisch
4
Der Aufwand bei der Schemaevolution kann dadurch vermindert werden, da nur
diejenigen Klassen und Eigenschaften im neuen Schema erneut deklariert werden, deren
Semantik sich ge

andert hat (unabh

angig davon, wie geringf

ugig diese

Anderung ist).
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daran erinnert werden.)
4.2.4 Klassikation
Es gibt zahlreiche Ans

atze, Teile des komplexen Gef

uge, das unsere Welt
darstellt, zu klassizieren (z.B. Dewey Decimal Classication, Library of
Congress Classication, Yahoo und andere umfangreiche Ontologien). Un-
ter Klassizierung versteht man eine Einordnung von Objekten in Gruppen,
die f

ur den Benutzer sinnvoll und hilfreich sind, unabh

angig davon, ob diese
auf philosophischen, pragmatischen oder anderen Prinzipien basiert [Les97].
Abgesehen von ontologischen Modellierungsproblemen (welche Klassikati-
onskriterien werden herangezogen, welche Granularit

at des Klassikations-
schemas wird angestrebt, was f

ur Restriktionen bzgl. der Klassenzugeh

orig-
keit sollen eingehalten werden usw.) stellen die

Anderung, Evolution und
die damit verbundene Wartung der Klassikation eine groe Herausforde-
rung dar.
Im Kontext einer Universit

at trit man auf dieses Problem, bezogen auf die
zu modellierenden Datentypen, in mindestens zwei Auspr

agungen:
 Klassikation von Veranstaltungen
 Klassikation von Publikationen
W

ahrend man bei den Publikationen zum Teil auf die jahrhundertealten
bibliotekarischen Erfahrungen zur

uckgreifen kann, weisen die Einordnungs-
prinzipien der Veranstaltungen einzelner Fakult

aten und Institute doch er-
hebliche Unterschiede auf. So kann beispielsweise dem kommentierten Vor-
lesungsverzeichnis der Universit

at Leipzig entnommen werden, da eine Ver-
anstaltung am Institut f

ur Informatik in der Kategorie
Diplomstudiengang Informatik
-> Hauptstudium
-> Kernfacher
-> Praktische Informatik
-> Praktika,

Ubungen und Seminare
aufgef

uhrt werden kann, wobei z.B. am Institut f

ur Philosophie die Einord-
nung
Magisterstudiengang Philosophie
-> Grundstudium
-> Geschichte der Philosophie
-> Philosophische Grundlagen der Ethik
auftreten kann. Dabei tauchen durch die Entwicklung der Wissenschaft im-
mer neue Begrie auf, neue Studieng

ange und sogar neue Institute entstehen,
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die Studienrichtungen werden umbenannt und es werden neue Studienord-
nungen geschaen. Trotz dieser Dynamik soll das Kategorisierungsschema

uber Jahre hinaus bestehen bleiben. Der L

osungsansatz, der im ISLE-System
umgesetzt wird, ist bez

uglich der oben genannten Erscheinungen stabil. Er
ist universell anwendbar und kann auf weitere Modellierungsbereiche

ubert-
ragen werden. Im Unterschied zu klassischen Klassikationstechniken wird
dabei keine stellenwert-, separator- oder platzhalterbasierte Notation ver-
wendet (wie z.B. STAN-CS-TR-123 oder 123.4567). Dabei wurde von den
folgenden Annahmen bzw. Anforderungen ausgegangen:
1. Das zu klassizierende Informationsobjekt (Veranstaltung, Publikati-
on, usw.) kann eine oder mehrere Klassikationsangaben explizit ent-
halten.
2. Die Klassikationsangabe soll auch auerhalb des Objektes existieren
k

onnen (analog zu RDF-Beschreibungen).
3. In verschiedenen Kontexten werden mehrere unterschiedliche Klassi-
kationsschemata ben

otigt.
4. Die bestehende Klassikation soll bez

uglich Umordnung, Umbenen-
nung und Verfeinerung von Klassen resistent sein, d.h. unter keinen
Bedingungen soll eine nachtr

agliche

Anderung des Informationsobjek-
tes bzw. der vorhandenen Klassikationsangaben notwendig werden.
5. Zu Archivierungszwecken wird das L

oschen von Klassen nicht erlaubt
und durch eine Umbenennung und Umordnung ersetzt.
Der letzten Anforderung liegen die Grundprinzipien einer elektronischen
Bibliothek zugrunde (vgl. Abschnitt 1.3.1). Wenn bei der Aggregation
keine Archivierungsstrategie (z.B. Indexierung oder Spiegelung, vgl. Ab-
schnitt 3.4) verfolgt wird, w

urde das L

oschen in der bestehenden Klassi-
kationshierarchie zur Invalidierung einiger Klassikationsangaben f

uhren.
Aus den obigen Anforderungen hat sich unter Verwendung von XML die
folgende Vorgehensweise herausgebildet:
1. Jedes Klassikationsschema wird auf ein hierarchisch strukturier-
tes XML-Dokument abgebildet, wobei jeder Klassikationskategorie
ein Element (Objekt, Knoten) dieses Dokumentes entspricht. Je-
des dieser Elemente kann benannt werden und erh

alt eine innerhalb
des Schemas eindeutige Kennzeichnung, die nicht notwendigerweise
der hierarchischen Organisation des Schemas entspricht. Eine sol-
che Kennzeichnung kann z.B. durch eine fortlaufende Numerierung
realisiert werden. Ein Klassikationsknoten kann auerdem bei Be-
darf weitere Klassikationsangaben enthalten, die sich auf Standard-
Klassikationschemata st

utzen.
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2. Eine Klassikationsangabe zu einem Informationsobjekt besteht aus
einem XML-Verweis, der auf das jeweilige Element (Klassikations-
knoten) zeigt. Die URI des Verweises (Verweis ohne Fragmentangabe,
vgl. Abschnitt 2.4) wird nach M

oglichkeit nicht explizit angegeben,
sondern durch eine XML-Entit

at (

ahnlich einer Konstanten, siehe Bei-
spiele unten) repr

asentiert, die mit der Typisierung der Informations-
objekte (d.h. in der entsprechenden DTD) abgelegt wird.
3. Das zu klassizierende Informationsobjekt kann eine oder mehrere
Klassikationsangaben (Verweise auf entsprechende Knoten) enthal-
ten. Sollen die Klassikationsangaben auerhalb des Objekts abgelegt
werden, wird der Verweis auf das Objekt zusammen mit dem Verweis
auf die entsprechende Klasse angegeben.
Die Schwachstelle, die bei dieser Vorgehensweise durch den broken-link-
Eekt entstehen k

onnte, kann wie im vorangegangenen Abschnitt gezeigt,
durch Verwendung von DTD-Entit

aten abgeschw

acht werden. Das Beispiel
in Abbildung 4.5 zeigt, wie eine derartige Klassizierung ohne Verwendung
von RDF im ISLE-System realisiert wurde. Klassiziert wird die Vorlesung
\Digitale Informationsverarbeitung", die vom Institut f

ur Informatik (IfI)
angeboten wird und auch den Studierenden des Diplomstudienganges Ma-
thematik oen steht. Bereits bei der Aufbereitung der Vorlesungsbeschrei-
bung wurde vom Autor eine Klassizierung vorgenommen, die die Vorlesung
in das 1. Semester des Informatik-Grundstudiums einordnet. Eine weitere
Kategorie, in der die Vorlesung auftaucht, sind Veranstaltungen f

ur H

orer
anderer Einrichtungen. Diese wurde zus

atzlich vom Pr

ufungsamt des IfI an-
gegeben. Die Vorlesung stellt ebenfalls einen Teil des Mathematik-Studiums
dar und taucht deshalb auch in der Klassikationshierarchie des Instituts f

ur
Mathematik auf. Ein exemplarisches Klassikationsschema kann in ISLE auf
folgende Weise syntaktisch speziziert werden:
<Kategorien>
<div id="Dip"><Titel>Diplomstudiengang Informatik</Titel>
<div id="DipHaupt"><Titel>Hauptstudium</Titel>
<div id="Kern"><Titel>Kernfacher</Titel>
<div id="DiplPrak"><Titel>Praktische Informatik</Titel>
</div>
</div>
</div>
<div id="DipGrund"><Titel>Grundstudium</Titel>
</div>
</div>
</Kategorien>
Das Schema kann beispielsweise unter http://.../schema.xml abgelegt
werden. Die Klassikationsangabe (d.h. der Verweis auf einen Unterknoten
der Klassikationshierarchie) lautet dann
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Klassifikationshierarchie 1
Klassifikationshierarchie 2
Vorlesungen am
Institut für Informatik
Vorlesungen am
Institut für Mathematik
Informationsobjekt / Ressource
Vorlesung “Digitale  Informationsverarbeitung”
Vorlesungs-
Beschreibung 1
Vorlesungs-
beschreibung 2
(Prüfungsamt
Informatik)
(Prüfungsamt
Mathematik)
1.Semester
3.Semester
Veranstaltungen
für andere Studiengänge
Diplomstudiengang
Informatik
Diplomstudiengang
Mathematik
Grundstudium
Grundstudium
Nebenfach
Mathematik
Abb. 4.5: Klassikation in ISLE
KAPITEL 4. IMPLEMENTIERUNG VON ISLE 82
<Kat href="&IfI-Kat;DiplPrak"/>
wobei die Entit

at IfI-Kat als
<!ENTITY IfI-Kat "http://.../schema.xml#">
in der entsprechenden DTD deklariert wird. Eine Kategorieangabe f

ur eine
Veranstaltung w

urde demzufolge folgendermaen aussehen:
<Veranstaltung SEM="1998-WS" Typ="VO" SWS="2" id="vDiInVe">
<Kategorien>
<Kat href="&IfI-Kat;DipHaupt"/>
<Kat href="&IfI-Kat;DipGrund"/>
</Kategorien>
...weiterer Inhalt der Veranstaltung wie Titel, Dozenten, usw...
</Veranstaltung>
Durch Verwendung von RDF l

at sich der oben beschriebenen Klassika-
tionsansatz weiter ausbauen und verbessern. Hierbei lassen sich drei ver-
schiedene Wege einschlagen, die in Abbildung 4.6 wiedergegeben sind. Er-
stens, kann man eine Klasse Klassikationsknoten einf

uhren und genauso
wie im obigen Beispiel vorgehen, d.h. auf eine Instanz des Klassikations-
knotens verweisen. Andererseits l

at sich eine Klassikationsontologie un-
mittelbar als RDF-Schema denieren. Das Schema beinhaltet Klassen, die

uber rdfs:subClassOf-Beziehung hierarchisch angeordnet werden. Somit l

at
sich eine bestehende Veranstaltung wie folgt klassizieren
<rdf:Description about="http://.../WS99-001"/>
<ISLE:klassifiziert-als rdf:resource="&IfI-Kat;Knoten1"/>
<ISLE:klassifiziert-als rdf:resource="&IfI-Kat;Knoten2"/>
</rdf:Description>
Klassifikationsknoten
Oberkategorie
Oberkategorie
klassifiziert-als
t
t
t
t
rdfs:Class
t
klassifiziert-als
rdfs:Class
s
s
s
t
i
rdfs:Class
s
s
s
t
t
Abb. 4.6: Drei Klassikationsans

atze unter Verwendung von RDF
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Eine dritte m

ogliche Vorgehensweise besteht darin, da man die Klassi-
kationsontologie direkt in die Dom

anenbeschreibung einbaut. Ein Klassi-
kationsknoten f

ur Veranstaltungen ist dann nichts anderes als eine Klasse,
die von der Klasse Veranstaltung abgeleitet wurde. Der Knoten Kern aus
dem exemplarischen Klassikationsschema von oben ist dann eine Klasse,
die eine Kernvorlesung repr

asentiert, und von der Klasse DipHaupt abge-
leitet wurde, welche wiederum eine Veranstaltung aus dem Hauptstudium
repr

asentiert. Dadurch l

at sich eine RDF-basierte Datenmodellierung kon-
sequent umsetzen. Bezogen auf das vorangegangene Beispiel w

urde das dann
wie folgt aussehen:
<rdf:Description about="http://.../WS99-001"/>
<rdf:type resource="&IfI-Kat;Knoten1"/>
<rdf:type resource="&IfI-Kat;Knoten2"/>
</rdf:Description>
Die zuletzt beschriebene Vorgehensweise ist durch den

ublichen Sprachge-
brauch motiviert.

Ublicherweise werden derartige Sachverhalte wie folgt aus-
gedr

uckt: die Vorlesung \Datenbanksysteme 1" ist eine Kernvorlesung des
Diplomstudienganges Informatik. Die logische Interpretation dieser Aussage
ist es gerade, da die Vorlesung eine Instanz der Klasse Kernvorlesung dar-
stellt. Die zwei letzten Klassizierungsans

atze mittels RDF dringen tief in
die Ontologie der zu beschreibenden Dom

ane ein, da diese auf den im RDF-
Schema verwendeten Konzepten basieren. Die Nutzung dieser Ans

atze f

uhrt
zur ontologischen Erweiterung des Systems zur Laufzeit. Jede universit

are
Einrichtung kann f

ur ihre Zwecke eigene Klassikationshierarchien f

ur Ver-
anstaltungen oder Publikationen denieren. Dadurch wird das System nicht
i.e.S. mit Daten bev

olkert. Vielmehr wird das Datenmodell selbst erweitert.
Eine derartige Flexibilit

at ist ein begehrtes Ziel f

ur viele Anwendungen, das
weit

uber den Bedarf der Klassizierung an sich hinausgeht. So stellt bei-
spielsweise die Anpassbarkeit der Prozeabl

aufe zur Laufzeit ein wichtiges
Einsatzkriterium f

ur die Workow-Management-Systeme (WFMS) dar, die
eine vergleichbare Modizierung des Datenmodells erfordern kann.
4.3 Client-basierte Verarbeitung
4.3.1 Grundlagen
Die Client-basierte Verarbeitung der in XML erfaten Informationen
geh

ort zu den strategischen Architekturmerkmalen des Systems (vgl. Ab-
schnitt 3.5). Auer der Lastverteilung erm

oglicht sie eine nutzersensitive
Darstellung von Daten mit umfangreichen Pr

asentationselementen. Zu die-
sen z

ahlen z.B. aufklappbare Listen, die auch ohne Einsatz von Dynamic
HTML oder Server-Interaktion realisiert werden konnten. Die in diesem
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und folgenden Abschnitten beschriebene Funktionalit

at ist in erster Linie
durch eine umfassende Browser-Unterst

utzung von Java m

oglich geworden
(vgl. Abschnitt 3.2). Das grundlegende Szenario ist einfach. Der mobile Co-
de wird auf den Client-Rechner

ubertragen, greift bei Bedarf auf weitere
im WWW verteilte Daten zu und f

uhrt die gesamte Interaktion mit dem
Nutzer durch. Bei der Implementierung dieses Szenarios sind allerdings vie-
le Probleme aufgetreten. Diese sind haupts

achlich darauf zur

uckzuf

uhren,
da solche Interaktionsmuster bei der Geburt des WWW nicht vorgesehen
wurden und deshalb nur auf Umwegen und durch zahlreiche Tricks realisiert
werden konnten. Da dieses Kapitel der Implementierung des Systems gewid-
met ist, werden wir auf einige Details und L

osungsalternativen eingehen.
HTML bietet eine solide Grundlage f

ur die client-basierte Pr

asentation. Des-
halb wurde die Entscheidung getroen, auf die grasche Schnittstelle von Ja-
va (das Abstract Windowing Toolkit, AWT) ausnahmslos zu verzichten. Die
Implementierungen des AWT sind in der Regel fehlertr

achtig und besitzen

argerliche Inkompatibilit

aten
5
. Die Gr

oe eines Java-Applets, das ein GUI-
Interface bietet, steigt mit jedem Dialog-Fenster betr

achtlich. Trotz dieser
Probleme w

are eine GUI-basierte Interaktion programmiertechnisch rela-
tiv unproblematisch. Die von Mausklicks oder Tastendr

ucken ausgel

osten
Ereignisse werden von der Anwendung abgefangen, die daraufhin weitere
Aktionen ausl

ost. Es existieren zudem eine Vielzahl von graschen Werk-
zeugen, die den Designproze einer GUI-Anwendung durch Drag-and-Drop
unterst

utzen und erleichtern. Will man allerdings eine HTML-basierte Be-
nutzerschnittstelle verwenden, die ohne Serverzugrie auskommt, werden
andere Techniken ben

otigt.
Die Benutzerf

uhrung in HTML basiert auf der Aktivierung von Hyperlinks.
In unserem Fall soll ein Klick auf den entsprechenden Hyperlink aber eine
Programmfunktion aufrufen, statt eine neue Seite vom Server laden. Dies
l

at sich durch den Einsatz von JavaScript erreichen. JavaScript ist eine
Programmiersprache, die interpretiert wird und Java bei der Entwicklung
Web-basierter Anwendungen erg

anzt. JavaScript-Code kann direkt in eine
HTML-Seite eingebettet und ohne vorheriges Kompilieren vom Browser aus-
gef

uhrt werden. Eine JavaScript-Funktion l

at sich ebenfalls auf Anklicken
eines bestimmten Hyperlinks ausl

osen und kann z.B. eine neue HTML-Seite
lokal generieren. Damit ist JavaScript zun

achst ein aussichtsreicher Kandi-
dat f

ur die Realisierung der client-basierten Pr

asentation. Leider reichten
dessen F

ahigkeiten f

ur die geforderte Anwendungsfunktionalit

at nicht aus,
da einige wichtige Funktionen wie z.B. Netzwerk- oder Dateisystem-Zugrie
erst

uber Java-Aufrufe realisiert werden k

onnen.
Die Daten, mit denen das Programm-Modul auf dem Client arbeitet, werden
zun

achst in Form von XML-Dateien von den im WWW verteilten Rechnern
5
Die letzte GUI-Entwicklung von Sun Microsystems heit \Swing" und soll die
Schw

achen des AWT beheben.
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abgeholt und anschlieend geparst und formatiert. Diese drei grundlegen-
den Aktivit

aten k

onnen nicht vollst

andig in JavaScript realisiert werden,
da diese Sprache zur Zeit keine Funktionalit

at zur Verf

ugung stellt, mit
der man auf die Netzressourcen

uber HTTP zugreifen kann. Dies ist erst
mit Java m

oglich. Gl

ucklicherweise kann man sowohl von JavaScript auf
Java- als auch von Java auf JavaScript-Funktionen zugreifen. Damit las-
sen sich die beiden Technologien eektiv kombinieren. Zwei weitere Gr

unde
sprechen daf

ur, bei den kritischen Funktionen Java einzusetzen. JavaScript
wird nicht wie Java in einen Bytecode kompiliert. Deswegen ist die Perfor-
manz von JavaScript z.Z. erheblich niedriger als die von Java. Bereits das
JavaScript-basierte Parsen von einhundert Kilobyte XML-Daten w

urde auch
auf leistungsf

ahigen Client-Rechnern zu einer sp

urbaren Verz

ogerung f

uhren.
Auerdem sind die Fehlerbehandlungsroutinen von JavaScript absolut un-
ausgereift. Java-Ausnahmebedingungen (Exceptions) werden von JavaScript
z.B. nicht abgefangen. Dies ist aber f

ur den Aufbau von Netzverbindun-
gen unbedingt notwendig. Bei der Formatierung von XML-Daten kommt
es zu Performanzeinbuen. Als Testimplementierung wurde eine JavaScript-
basierte Version der Client-Software von ISLE realisiert, wobei das Laden
von XML-Daten von Java

ubernommen wurde. Bereits bei elementaren Aus-
gabeformatierungen von XML nach HTML waren die entstehenden Warte-
zeiten unvertretbar hoch.
Die Nutzerinteraktion erfolgt nach dem folgendem Muster: Der Benutzer
aktiviert ein Hyperlink, der eine JavaScript-Funktion ausl

ost. Letztere ruft
eine Methode des geladenen Java-Moduls auf. Die Java-Methode erledigt die
n

otigen Aktionen. Bei Bedarf k

onnen dabei weitere XML-Daten von anderen
Servern angefordert werden, die ihrerseits auf andere Daten zugreifen (z.B.
im Falle von Transklusion, siehe Abschnitt 3.6). Um die Netz- und Rech-
nerlast zu reduzieren, implementiert das Java-Modul Caching-Verfahren, die
das mehrfache Herunterladen und Parsen von identischen XML-Daten ver-
hindern. Die Benutzerinteraktion beschr

ankt sich nicht auf die Hyperlink-
Aktivierung. In analoger Weise k

onnen HTML-Formulare, oder auch nur ein-
zelne Elemente davon, wie Felder, Buttons usw., lokal ausgewertet werden.
Da HTML reichhaltige Pr

asentationsm

oglichkeiten bietet, lassen sich oh-
ne weiteres HTML-basierte Men

u-Strukturen implementieren. Eine Men

u-
Leiste wird beispielsweise bei der Verwaltung der Benutzereinstellungen ver-
wendet. Bei dem beschriebenen Interaktionsmuster bendet sich der Benut-
zer quasi in einem XML-Modus, in dem seine Aktivit

aten von der geladenen
Software abgefangen werden. Dies funktioniert allerdings nicht ohne Ein-
schr

ankungen. Will der Benutzer z.B. ein neues Fenster

onen, um dort
einen Teil der Daten anzeigen zu lassen, so erfordert dies ein erneutes Laden
des Java-Moduls
6
. Durch die eingebauten Caching-Verfahren des Browsers
6
Das erneute Laden ist durch die Sicherheitsvorkehrungen bedingt. W

are dem nicht
so, k

onnte ein b

osartiges Applet z.B. auf eine evtl. zur selben Zeit geladene Java-basierte
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wird das Modul in der Regel nicht tats

achlich erneut vom Server, sondern
aus dem Cache geladen. Somit laufen nun zur selben Zeit zwei gleiche Akti-
vierungen desselben Java-Moduls auf dem Client-Rechner. Diese k

onnen ihre
Daten leider nicht miteinander austauschen, was z.B. ein ezientes Caching
von geparsten XML-Daten verhindert.
Der Zugri auf verteilte XML-Daten macht einen wesentlichen Teil der
client-basierten Funktionalit

at aus. Der Zugri soll dabei jedoch nicht
auf den Applikations-Server, von dem das Java-Modul geladen wurde, be-
schr

ankt sein. Bis vor kurzem waren solche Zugrie auf andere Server nicht
m

oglich, da die Java-Applets in einer sogenannten \Sandbox" auf dem Cli-
ent ausgef

uhrt wurden, die alle sicherheitskritischen Aktivit

aten verbot. Der
n

achste Abschnitt zeigt, wie das Sicherheitsmodell des Netscape Communi-
cators genutzt werden konnte, um mit Java sowohl auf verteilte Netzressour-
cen als auch auf lokale Client-Daten sicher zugreifen zu k

onnen.
4.3.2 Das Sicherheitsmodell des Netscape Communicators
Das Standard-Sicherheitsmodell von Java 1.x. ist ausreichend dicht, um ei-
ne sichere Ausf

uhrung von Applets auf einem Client-Rechner zu garantie-
ren. Die Java-Laufzeitumgebung des Clients, die in diesem Fall vom Web-
Browser implementiert wird, stellt einen sogenannten Sicherheitsmanager
zur Verf

ugung, der bei sicherheitskritischen Operationen wie z.B. Zugrien
auf das lokale Dateisystem oder dem Verbindungsaufbau zu anderen Rech-
nern eine Auskunft dar

uber gibt, ob eine solche Operation gestattet wird.
Aus verst

andlichen Gr

unden verbieten die Web-Browser standardm

aig die
o.g. Operationen. Solange das Applet nichts anderes tun soll, als beispiels-
weise eine Laufschrift anzuzeigen oder zus

atzliche Daten von demselben
Server anzufordern, funktioniert das Sicherheitsmodell von Java einwand-
frei. Die Rechte eines Programmcode-Teils resultieren daraus, in welchem
Thread
7
dieser abgearbeitet wird. Jedes Applet wird in einem separaten
Thread ausgef

uhrt, der keine kritischen Aktivit

aten vornehmen darf. Die
System-Threads verf

ugen hingegen

uber uneingeschr

ankte Privilegien.
Das Standard-Sicherheitsmodell von Java ist nicht nur unexibel, sondern
birgt auch erhebliche Sicherheitsrisiken in sich. Verkn

upft man die Privile-
gien mit dem laufenden Thread, entstehen zwei signikante Schwachstellen.
Einerseits verf

ugen die System-Threads st

andig

uber Privilegien die ihnen
nahezu unbegrenzten Zugri auf das System einr

aumen. Bereits der kleinste
Fehler eines Programmierers in einer der Systemklassen k

onnte unbeabsich-
tigt schwerwiegende Folgen f

ur das gesamte System nach sich ziehen. Ande-
Homebanking-Anwendung eine Attacke ausf

uhren. Diese Einschr

ankung gilt nicht f

ur den
lokalen Java-Code.
7
Threads sind leichtgewichtige Prozesse. Der Wechsel zwischen Threads kann insbeson-
dere dadurch sehr schnell erfolgen, da diese in demselben Adressraum ausgef

uhrt werden.
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rerseits k

onnen solche Threads durch eine Attacke mibraucht werden, wenn
sie ihre Privilegien unn

otigerweise viel zu lange besitzen. In [Ros97] wird be-
schrieben, wie eine solche Attacke organisiert werden kann. Der erste Schritt
der Sicherheitsarchitekten von Netscape bestand deshalb darin, in Netscape
3.x die Privilegien der System-Threads soweit wie m

oglich einzuschr

anken.
Das wurde dadurch realisiert, da die Rechte anhand des Ausf

uhrungs-
Stacks bestimmt wurden und nicht mittels Threads. Wird der Aufruf vom
\sicheren" Code initiiert, k

onnen entsprechende Privilegien gew

ahrt werden.
Ein exibles Sicherheitsmodell f

ur Java wurde erstmalig im Netscape Com-
municator 4.0 vorgestellt. Bisher gab es nur zwei Arten von Privilegienver-
teilung: Superuser-Klassen, die aus dem lokalen Dateisystem des Browsers
stammten und alles durften und restringierte Klassen, die aus dem Netz
geladen wurden. Diese restriktive Sicherheitspolitik erlaubte es nicht, eine
umfangreichere Funktionalit

at in Applets einzubauen. Deshalb wurde das
Konzept von signierten Applets eingef

uhrt, die eine Vielfalt von Privilegi-
en \beantragen" k

onnen. Sobald das Applet mehr Rechte ben

otigt, mu
es diese explizit anfordern, woraufhin die Entscheidung

uber die Gew

ahrung
der angeforderten Privilegien dem Browser-Nutzer

uberlassen wird. Da diese
Entscheidung einzig auf der Glaubw

urdigkeit des Applets basiert, die ihrer-
seits in hohem Mae durch die Identit

at des Produzenten bestimmt wird,
mute der Hersteller eine M

oglichkeit haben, das Applet elektronisch zu un-
terschreiben, um dessen Herkunft zweifelsfrei best

atigen zu k

onnen. Daraus
entstand der Begri des \signed applet".
Die Zugriskontrolle erlaubt es, festzulegen, wer was tun darf. Das Wer
k

onnen entweder eine kryptographische Signatur oder ein URL-Prex sein.
Das Was kann sehr fein bestimmt werden und steht z.B. f

ur Drucken, den
Verbindungsaufbau zu anderen Rechnern u.a. und umfat in Communicator
4.0 knapp 40 Rechte, von denen einige als Makros eingesetzt werden. Will
ein Applet beispielsweise den universellen Zugri auf das lokale Dateisystem
erlangen, also eine beliebige Datei lesen, schreiben oder l

oschen k

onnen,
gen

ugt der folgende Aufruf:
PrivilegeManager.enablePrivilege("UniversalFileAccess");
Erfolgt diese Anforderung von Makrorechten nicht von einem signierten Ap-
plet oder ist das Zertikat, mit dem das Applet unterschrieben wurde, dem
Browser nicht bekannt, so wird die Anforderung vom Privilegien-Manager
des Communicators ignoriert. Der anschlieende Versuch, auf das Dateisy-
stem zuzugreifen, scheitert mit einer Sicherheitsausnahmebedingung. Ist das
Applet signiert und wurde sein Zertikat bereits in den Browser importiert,
wird der Nutzer nach der entsprechenden Erlaubnis gefragt. Auf Wunsch
kann sich der Browser seine Entscheidung merken, so da der Nutzer nicht
immer wieder gefragt wird.
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Weitere Details des Sicherheitskonzeptes, das in der gegenw

artigen Imple-
mentation einen stabilen und ausgereiften Eindruck macht, w

urden den Rah-
men der Diplomarbeit sprengen. Das Hauptproblem derzeit ist die fehlen-
de hersteller

ubergreifende Standardisierung dieses Mechanismus. Aus die-
sem Grund ist die Benutzerschnittstelle zu ISLE zur Zeit ausschlielich auf
dem Netscape Communicator lau

ahig. Ein Privileg, das vom ISLE-Applet
grunds

atzlich ben

otigt wird, ist das UniversalConnect. Dadurch ist das Ap-
plet in der Lage, eine XML-Seite von beliebigen Servern via HTTP zu holen.
Zeitweilig werden auch die o.g. UniversalFileAccess-Rechte gebraucht,
z.B. um die Benutzereinstellungen lokal abzuspeichern oder einzulesen.
Die Sicherheitsl

ucke im ladbaren Programm-Code wird also dadurch ge-
schlossen, da das Java-Modul, das auf dem Client-Rechner ausgef

uhrt wird,
durch eine digitale Unterschrift signiert wird. Dadurch wird der Benutzer in
die Lage versetzt, die sicherheitsempndlichenAktivit

aten des Moduls selbst
zu kontrollieren
8
. Die digitale Unterschrift wird erst dann wirksam, wenn
diese vom Benutzer akzeptiert wird. Dieser Schritt wird nur ein einziges
Mal erforderlich und besteht im Importieren eines Echtheitszertikates, das
lokal abgespeichert wird. Ein Zertikat selbst kann von einer sog. Certicate
Authority (CA) unterschrieben werden, die die Identit

at der ausstellenden
Person bzw. Organisation

uberpr

uft und best

atigt
9
. Solche Zertikate wei-
sen in der Regel einen hohen Grad an Glaubw

urdigkeit auf. Selbsterstellte
Zertikate besitzen dagegen keine solche Aussagekraft und k

onnen mit frei
verf

ugbarer Software erzeugt werden. Eine elementare Glaubw

urdigkeit von
dem in ISLE benutzten Zertikat kann dadurch erzielt werden, da es auf
einem wohlbekannten Server abgelegt wird. F

ur eine unternehmenskritische
Anwendung w

are diese Sicherheitsstufe inakzeptabel.
4.3.3 XML-Verarbeitung im Browser
Zum Zeitpunkt der Entstehung dieser Diplomarbeit wurde XML noch von
keinem verf

ugbaren Browser umfassend unterst

utzt. Den ersten sichtbaren
Schritt in diese Richtung hat Microsoft getan, indem eine XML-Bibliothek
(genannt MSXML) mit dem Microsoft Internet Explorer 4.x (MSIE) stan-
dardm

aig ausgeliefert wurde. Diese Bibliothek bietet allerdings keine DOM-
Unterst

utzung, d.h. nur eine propriet

are Schnittstelle, enth

alt viele Fehler
und ist unvollst

andig. Andererseits war dies die erste samt Quell-Code frei
verf

ugbare XML-Implementierung in Java
10
. Die Bibliothek wurde in kei-
nerlei Weise in den Browser integriert. Der einzige Vorteil, der sich aus der
8
Der Benutzer kann bestimmte Privilegien wie beispielsweise Netzwerkzugri auf an-
dere Rechner erlauben, den Zugri auf seine lokale Festplatte aber verbieten.
9
F

ur diesen Service verlangen die CAs bis zu mehreren hundert US-Dollar im Jahr.
10
Diese mute noch bereinigt werden, um eine Windows-spezische DLL-basierte Be-
schleunigung zu beseitigen. Damit stand \pure Java" Code zur Verf

ugung.
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Nutzung dieser Bibliothek ergibt, besteht darin, da der XML-Parser-Code
nicht zus

atzlich auf den Client

ubertragen werden mu, wenn auf diesem ein
MSIE-Browser l

auft. Dieser Vorteil hat aber so gut wie keine Bedeutung, da
er zum einen f

ur andere Browser nicht gilt und zum anderen der Quell-Code
erst erweitert werden mu, bevor er ernsthaft einsetzbar ist. Aufgrund sehr
fr

uher Verf

ugbarkeit und einem angemessenen Verh

altnis zwischen Gr

oe,
Funktionalit

at und Geschwindigkeit des Parsers wurde dieser dennoch im
ISLE-System eingesetzt.
Die Erweiterungen, die an der MSXML-Bibliothek notwendig waren, um-
faten eine XPointer-Implementierung (vgl. Abschnitt 2.4), ID-Au

osung,
Zugri auf Default-Werte von XML-Attributen u.a. Auerdem wurde ein
einfacher DTD-Katalog implementiert, mit dem die DTDs auch

uber einen

oentlichen Bezeichner adressiert werden k

onnen (vgl. Abschnitte 2.5 und
4.2.3). Diese Eigenschaften sollten von jedem XML-Parser angeboten wer-
den. Im Laufe der Zeit wurden weitere XML-Parser entwickelt, die diesen
Anforderungen gen

ugen; allerdings auf Kosten der Gr

oe. Die MSXML-
Bibliothek belegt im JAR-Format
11
etwas

uber 100 KB, w

ahrend \bessere"
validierende Parser, die sp

ater entwickelt wurden, im Bereich von 300 bis
500 KB liegen. Da der Parser-Code im worst case bei jeder Sitzung auf den
Client-Rechner

ubertragen werden mu, wirkt sich die Gr

oe des Parsers
negativ auf die Latenzzeiten beim Anwendungsstart aus.
Um eine einfache Handhabung von verteilten XML-Dateien zu erm

ogli-
chen, wurde im ISLE-System eine Klasse XMLLoader realisiert. Diese Klasse
setzt auf der MSXML-Bibliothek auf und bietet eine Abstraktion von der
Netzwerk-Schicht, indem der Client XML-Objekte so manipulieren kann, als
w

aren diese lokal verf

ugbar. Auerdem implementiert XMLLoader das Ca-
ching von bereits geparsten XML-Daten. Die zwei zentrale Methoden, die
diese Klasse zur Verf

ugung stellt, sind:
 retrieve: diese Methode liefert ein XML-Element zu einer gegebenen
URL, die auch einen XPointer-Teil beinhalten kann. Wurde das Doku-
ment, in dem das angegebene XML-Element vorkommt, bereits gela-
den und geparst, wird die Referenz des Elementes zur

uckgegeben. An-
sonsten wird das XML-Dokument

uber HTTP geladen, geparst und im
Cache gespeichert. Da die Speicherverwaltung

uber den Web-Browser
erfolgt, in dem das Applet abl

auft, wird der Cache automatisch geleert,
wenn das Applet-Fenster geschlossen wird
12
.
 und toHREF: hat die zu der obigen Methode entgegengesetzte Wir-
kung. Zum dem als Parameter

ubergebenen XML-Element wird sei-
ne komplette Adresse als URL+XPointer zur

uckgeliefert. Besitzt das
11
JAR (Java ARchive) ist ein ZIP-basierter Kompressionsstandard f

ur Java-Klassen.
12
Der Bedarf nach intelligenteren Caching-Verfahren ergibt sich erst dann, wenn die
Anwendung

uber lange Zeit viele groe XML-Datenmengen verarbeiten mu.
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Element keine ID, so wird dessen Adresse als kanonische Repr

asenta-
tion innerhalb des Dokumentes vermittels des child-Konstruktes von
XPointer gewonnen.
Der XMLLoader realisiert somit eine injektive Abbildung
13
zwischen den
Verweisen auf XML-Elemente und ihrer internen Repr

asentation. Die eigent-
liche Anwendung kann die XML-Elemente und ihre Verweise manipulieren,
als ob diese bereits lokal verf

ugbar w

aren.
4.3.4 Formatierung
In den vorangegangenen Abschnitten wurde skizziert, wie die Client-
Anwendung auf verteilte XML-Daten zugreifen und mit dem Benutzer inter-
agieren kann. Nachfolgend wird beschrieben, wie die kontextsensitive Ausga-
beformatierung von semantisch ausgezeichneten XML-Daten durchgef

uhrt
wird. Ein Standard, der genau diese Funktion f

ur XML bieten soll, heit XSL
(XML Style Language, [XSL98]). XSL baut auf DSSSL (Document Style Se-
mantics and Specication Language [ISO96]) auf. Analog zu DSSSL l

at sich
in XSL deklarativ beschreiben, wie aus den stukturierten Daten ein Flu-
modell f

ur die Ausgabe generiert wird. Das Flumodell stellt eine ger

ateu-
nabh

angige Darstellung des visuellen Aufbaus der Daten dar, das aus einer
Reihe grascher Elemente besteht. Anschlieend kann das Flumodell f

ur die
jeweilige Ausgabe aufbereitet werden, sei es nun HTML, PostScript, die Aus-
gabe an einen Drucker o.a. Durch Verwendung von ECMA-Script (Standard
f

ur JavaScript), l

at sich durch XSL eine Turing-vollst

andige Generierung
des Flumodells f

ur beliebige Daten erreichen. Das XSL-Standard ist noch
nicht verabschiedet worden. Zur Zeit existieren nur einige Testimplementie-
rungen von XSL. Sein Einsatz wird erst bei breiter Browser-Unterst

utzung
wirklich interessant.
Da sich XSL noch in der Entwicklung bendet, mute eine andere Vorge-
hensweise gew

ahlt werden. Im Gegensatz zu EPOS [Mel97] wurde diesmal
keine eigene deklarative Sprache entwickelt. Es wurde eine Reihe von Java-
Klassen implementiert, die durch Vererbung jede beliebige Ausgabefunktio-
nalit

at realisieren k

onnen. Um die Vorteile einer deklarativen Sprache wie
XSL beizubehalten, wurde ein Registrierungsverfahren einsetzt. Das Ver-
fahren besteht darin, da eine von der Klasse GenericViewer abgeleitete
Java-Klasse beliebige Tags (Marker) registriert, die sie verarbeiten kann.
Damit kann eine Java-Klasse die Pr

asentation einer beliebigen Teilmenge
von XML-Elementtypen

ubernehmen. Die Registration l

at sich von an-
deren Klassen

uberschreiben, wobei die vorhandenen Funktionen weiter-
genutzt werden k

onnen. Dies funktioniert analog zu Klassenvererbung in
13
Diese Abbildung ist nicht bijektiv, da mehrere, genau genommen, unendlich viele
verschiedene XPointer auf das gleiche XML-Element verweisen k

onnen.
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objekt-orientierten Programmiersprachen. Statt eines Flumodells wird der
Abarbeitungszustand von einer Klasse ProcessingState repr

asentiert, die ei-
ne inkrementelle Generierung ins Ausgabeformat (z.B. HTML oder LaTex)
erm

oglicht.
Abgesehen von der Formatierung macht die Anwendungslogik einen be-
tr

achtlichen Teil des Client-Moduls aus. Die Implementierung der Transklu-
sion (Abschnitt 3.6), der Forward-Semantik der Verweise (Abschnitt 4.2.3),
des Editierens von Benutzereinstellungen und Stundenpl

anen mu ebenfalls
im Client-Code enthalten sein. Die bei der Realisierung des Systems gesam-
melten Erfahrungen zeigen, da eine rein deklarative Festlegung des Anwen-
dungsverhaltens nach dem XSL-Muster illusorisch ist. Dies mag f

ur einfache
Operationen zutreen, wie beispielsweise die Formatierung der Ergebnisse
einer Datenbankabfrage, die in XML geliefert werden. Wird vom Client-Code
mehr Intelligenz und Interaktivit

at verlangt (wie z.B. das Ausf

ullen und
Auswerten von Formularen), wird der Programmierer nach wie vor auf pro-
zedurale Crossware-Sprachen wie JavaScript und Java zur

uckgreifen m

ussen.
Neben strukturierten Informationen, wie Attributen von Informationsobjek-
ten und deren Beziehungen sollen auch semistrukturierte Daten formatiert
werden. Zu semistrukturierten Daten z

ahlen beispielsweise Vorlesungsbe-
schreibungen, die eine auf HTML aufbauende visuelle Auszeichnung bein-
halten k

onnen. Dazu geh

oren Aufz

ahlungslisten, hervorgehobene Textteile,
Abs

atze usw. Neben diesen wurde ein Element f

ur die Formatierung ma-
thematischer Formeln vorgesehen. Das Element heit math und erlaubt es,
beliebige TeX-Formeln anzugeben. Ein XML-Standard zum Setzen mathe-
matischer Formeln existiert zwar bereits [Mat98], wurde aber in ISLE nicht
implementiert, nicht zuletzt mangels bequemer MathML-Editoren. F

ur eine
LaTeX-Ausgabe l

at sich der Inhalt desmath-Elementes ohne Konvertierung
verwenden. Die HTML-Ausgabe ist problematisch. Die gr

ote Schwierigkeit
liegt darin, da es z.Z. noch keinen einheitlichen Zeichensatz gibt, der auf
allen Plattformen alle mathematischen Konstrukte enth

alt. Die TeX-Formel
wird geparst, und daraus im Anschlu eine komplexe verschachtelte HTML-
Tabelle erzeugt. Da viele mathematische Zeichen im Unicode enthalten sind,
verwendet die Client-Software Unicode f

ur die HTML-Ausgabe. Der TeX-
Parser von ISLE unterst

utzt griechische Buchstaben, Br

uche, Wurzel, Tief-
und Hochstellung und liefert bei einfachen Formeln ohne Verwendung von
Grak akzeptable Ergebnisse.
Eine schrittweise Erweiterung der Client-Funktionalit

at kann durch die Ver-
wendung der Klasse GenericViewer erreicht werden. Wird beispielsweise
ein neues Datenobjekt in das System aufgenommen,

ubernimmt eine neue
von GenericViewer abgeleitete Klasse seine Pr

asentation. Dabei m

ussen die
Pr

asentationsroutinen der bereits bestehenden Objekttypen, auf die z.B. das
neue Objekt verweist, nicht extra aufgerufen werden, sondern werden dank
dem eingesetzten Registrierungsverfahren automatisch initiiert. Die client-
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basierte Verarbeitung und Ausgabeformatierung bereitet dem Programmie-
rer heutzutage noch eine Reihe von

argerlichen Problemen. Bereits heute
lassen sich diese aber auf Umwegen und durch trickreiche Verfahren l

osen.
Ohne deren Bew

altigung w

are die im Kapitel 3 dargestellte Architektur des
Systems nicht realisierbar. Eine umfassende native Browser-Unterst

utzung
von XML, XSL und verwandten Standards (z.B. MathML) sollte einen Gro-
teil der heutigen Implementierungsprobleme eliminieren.
4.4 Server-seitige Anbindung
4.4.1 Datenaggregation
Eine wesentliche Komponente der Systemarchitektur stellen die
Aggregations-Server dar (vgl. Abschnitt 3.4). Ihre Aufgabe ist es, die im
WWW verteilten XML-Daten aufzusammeln, auszuwerten, zu

uberpr

ufen
und eine eektive Suche zu erm

oglichen. Die zur Zeit in ISLE eingesetzte
Aggregationsstrategie ist die Indexierung. Dieser Abschnitt besch

aftigt sich
mit der Sammlung und Konsistenzpr

ufung der verteilten Informationen.
Wie das Client-Modul, setzt auch die Aggregationskomponente den im vor-
angegangenen Abschnitt erw

ahnten XMLLoader ein, um eine weitere Ab-
straktionsebene zwischen Netzwerk und XML-API einzuf

uhren. Nachfolgend
wird der Algorithmus beschrieben, mit dem alle verf

ugbaren verteilten In-
formationen traversiert werden k

onnen. Der Algorithmus l

at sich auf Sub-
dom

anen, individuelle Organisationen oder spezielle Funktionen zuschnei-
den, wenn der Datenumfang sehr gro wird. Die Suche nach Informationsob-
jekten beginnt mit einer wohlbekannten Adresse, z.B. der der elektronischen
Repr

asentation der Universit

at. Die Universit

at verweist auf Fakult

aten, Fa-
kult

aten auf Institute, Institute auf Veranstaltungen und Mitarbeiter, Mit-
arbeiter listen ihre Publikationen auf. Rein technisch gesehen, stellt eine
vollst

andige Sammlung bei ad

aquater Modellierung der Beziehungen zwi-
schen Informationsobjekten kein groes Problem dar. Die Schwierigkeit be-
steht in der

Uberpr

ufung der Konsistenz von Daten, der Au

osung logischer
Abh

angigkeiten (z.B. bei transitiven Beziehungen), der inverser Relationen
u.a. Die Authentizierung von Informationsobjekten spielt auch eine we-
sentliche Rolle (vgl. Abschnitt 3.3).
Die Sammlung von Objekten erfolgt durch Verfolgen von Verweisen von ei-
nem Objekt zum anderen. Die Plausibilit

at der aufbereiteten Informationen
l

at sich in diesem Fall auf den Eigent

umer der Daten zur

uckf

uhren. Eine
Personenbeschreibung beispielsweise, auf die kein glaubw

urdiges Informati-
onsobjekt verweist, bleibt unber

ucksichtigt und kann somit der Korrektheit
der Daten nicht schaden. Wird allerdings ein RDF-basiertes Datenmodell
realisiert, soll etwas anders vorgegangen werden. Die RDF-Ressourcen be-
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sitzen oft keinen Ort, aus deren Adresse man die Glaubw

urdigkeit der An-
gaben ableiten kann. In der Regel werden die RDF-Ressourcen durch eine
\virtuelle" URI identiziert, hinter der sich keine Daten benden. Findet die
Aggregationskomponente eine RDF-Beschreibung der Person Rahm-001, die
Erhard Rahm heit, so kann man nicht ohne weiteres auf die Korrektheit
der Beschreibung z.B. anhand ihrer URL schlieen. Der RDF-Mechanismus,
der eine derartige Authentizierung der Daten erlaubt, ist die Reikation.
Mit ihrer Hilfe k

onnen die RDF-Beschreibungen selbst beschrieben werden.
Auf diese Weise kann z.B. das Institut f

ur Informatik die Plausibilit

at der
Personenbeschreibung von \Erhard Rahm" best

atigen.
Beiden Modellierungsarten ist gemeinsam, da eine vollst

andige Beschrei-
bung eines Informationsobjektes oder einer Ressource erst dann vor-
liegt, wenn alle in Frage kommenden Informationsobjekte bzw. RDF-
Beschreibungen gesichtet wurden. Besonders im Falle von RDF lassen sich
deshalb einige Entscheidungen z.B. bez

uglich einer m

oglichen Inkonsistenz
von Daten, erst zum Schlu der Suchvorganges treen. Bei groen Daten-
mengen m

ussen die gefundenen Informationsobjekte zuerst als \Snapshot"
der verteilten Daten z.B. in tempor

aren Tabellen abgelegt werden, ehe sie
ausgewertet werden k

onnen. Bei geringen Datenmengen l

at sich die Aus-
wertung im Hauptspeicher realisieren. Die Auswertung von Daten besteht in
der Validierung, Konsistenzpr

ufung und Vervollst

andigung der gesammelten
Informationen. Bei der Validierung wird gepr

uft, ob die gefundenen Daten
glaubw

urdig sind, d.h.

uberhaupt f

ur die Aggregation in Betracht gezogen
werden sollen. Die Konsistenzpr

ufung besteht darin, fehlerhafte Beziehungen
zwischen Informationsobjekten aufzusp

uren. Dabei k

onnen die Eigent

umer
fehlerhafter Daten u.U. benachrichtigt werden. Die Vervollst

andigung dient
insbesondere zur Umkehrung inverser Relationen und zur Berechnung von
transitiven Abschl

ussen.
Die wichtigsten Beziehungen zwischen den Grundtypen in ISLE sind in Ab-
bildung 4.7 vereinfacht dargestellt. Die Schreibweise x ! y soll eine Be-
ziehung zwischen zwei Objekten darstellen. Die Variablen o, p, b und v
bezeichnen eine Organisation, eine Person, eine Publikation und eine Ver-
anstaltung. Der Abbildung zufolge lassen sich 11 Eigenschaften ablesen, die
hier nicht alle explizit benannt werden sollen. Die anwendungsspezische
Bedeutung der f

unf untenstehenden Beziehungen kann wie folgt festgelegt
werden:
1. o ! o: Untergeordnete Organisation (z.B. Universit

at ! Fakult

at).
2. o ! p: Person p ist Mitarbeiter der Organisation o.
3. p ! o: Person p behauptet, der Organisation o anzugeh

oren.
4. b ! p: Person p ist Autor der Publikation b.
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5. p ! b: Person p behauptet, Autor der Publikation b zu sein.
p Person˛
b Publikation˛
o Organisation˛ v Veranstaltung˛
p po o
o op p
affiliiert
Mitarbeiter
Abb. 4.7: Beziehungen zwischen Grundtypen (vereinfacht)
Die Validierung sei durch das Pr

adikat valid beschrieben. Es soll sowohl
f

ur Informationsobjekte selbst, als auch f

ur deren Beziehungen unterein-
ander anwendbar sein. Letzteres kann als eine Reikation der Beziehung
verstanden werden. So bedeutet valid(x), da das Objekt x

uberpr

uft wur-
de, valid(x ! y) besagt, da die Beziehung zwischen x und y plausibel ist.
Die drei Schritte der Validierung, Konsistenzpr

ufung und Vervollst

andigung
k

onnen durch ein Regelsystem beschrieben werden. Das Regelsystem dient
als Denition des Pr

adikats valid. Nach deren Anwendung werden nur dieje-
nigen Objekte und Beziehungen indexiert, d.h. tats

achlich in der Datenbank
abgelegt, f

ur die das Pr

adikat zutrit.
Es ist sofort ersichtlich, da die einfachen Regeln
 x ! y & valid(x) ) valid(y) sowie
 x ! y & valid(x) & valid(y) ) valid(x ! y)
im allgemeinen nicht zutreen
14
. W

ahlt man im ersten Fall x aus der Menge
der Personen und y aus Organisationen, so w

urde die erste Regel implizieren,
da validierte Personen Organisationen \gr

unden" k

onnen. Die Anwendung
der zweiten Regel verbirgt dagegen die Gefahr, da eine Person sich als
Autor einer Publikation erkl

aren kann. Deshalb ist ein feineres Regelwerk
notwendig. Einige der Validierungsregeln sind unten angef

uhrt:
 o
1
! o
2
& valid(o
1
) ) valid(o
2
), valid(o
1
! o
2
)
 o ! p & valid(o) ) valid(p), valid(o ! p)
 o ! b & valid(o) ) valid(b), valid(o ! b)
 b ! p & p ! b & valid(p) ) valid(b), valid(p ! b), valid(b ! p)
14
Die frei vorkommenden Variablen seien als allquantiziert betrachtet.
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Bei der Konsistenzpr

ufung werden inkorrekte Beziehungen identiziert. Die-
se werden nicht als g

ultig markiert und erscheinen deshalb sp

ater nicht in der
Index-Datenbank. Werden beispielsweise Inkonsistenzen bei der Beschrei-
bung eines Personenobjektes festgestellt, kann die jeweilige Person automa-
tisch benachrichtigt werden, wenn ihre E-Mail-Adresse speziziert wurde.
Einige typische Konsistenzregeln sind:
 o
1
! o
2
& o
2
! o
1
& valid(o
1
) ) Warnen(o
2
)
 p ! o & valid(p) & (: o ! p _ : valid(o)) ) Warnen(p)
 p ! b & : b ! p & valid(p) ) Warnen(p)
Die Vervollst

andigung betrit in erster Linie symmetrische Relationen, aber
auch transitive Beziehungen. Die zu erg

anzenden Beziehungen werden in
den \Snapshot" aufgenommen und als g

ultig markiert. Beispielregeln daf

ur
sind:
 valid(o ! p) ) valid(p ! o)
 valid(o ! p) & valid(p ! v) & valid(v ! o) ) valid(o ! v)
Das Design des Regelsystems h

angt im wesentlichen von den Eigenschaften
des Datenmodells und gew

unschten Anfragef

ahigkeiten der Aggregations-
komponente ab (vgl. Abschnitt 3.4). Da obige Regeln deklarativen Cha-
rakter haben, mu die Reihenfolge ihrer Ausf

uhrung beachtet werden. Das
Regelsystem wurde im ISLE-System fest in dem Aggregations-Server veran-
kert. Eine bessere L

osung bietet der Einsatz einer logik-basierten Sprache
wie z.B. Prolog bzw. eine ad

aquate Kodierung der Regel, so da diese in
die Anwendung zur Laufzeit geladen werden k

onnen. Nachdem das Regel-
system abgearbeitet wurde, werden die g

ultigen Informationsobjekte, deren
Relationen und die f

ur die Suche relevanten Attribute der Objekte in einer
relationalen Datenbank abgelegt (das Beispiel bezieht sich auf die Indexie-
rungsstrategie). Nun k

onnen an den Aggregations-Server Anfragen geschickt
werden wie z.B. \gib mir die Liste aller Mitarbeiter des Instituts f

ur Infor-
matik". Der n

achste Abschnitt beschreibt die Realisierung der Schnittstelle
zu den aggregierten Daten.
4.4.2 Schnittstelle zu den aggregierten Daten
Der Umfang der bei der Aggregation zu sammelnden Daten ergibt sich
aus dem Anfrageprol des Aggregations-Servers (vgl. Abschnitt 3.4). Dieses
kann anhand der Anforderungen an die Recherchem

oglichkeiten der Anwen-
dung bestimmt werden. Das Anfrageprol eines Aggregations-Servers kann
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man analog zu der in [GMY99] vorgestellten Vorgehensweise beschreiben.
Die Aggregations-Server exportieren eine Menge relationaler Views. Zu je-
dem Attribut des exportierten Views l

at sich angeben, ob dessen Spezika-
tion bei der Anfrage freigestellt (free), verboten (unspeciable) oder zwin-
gend notwendig (bound) ist, aus einer Menge von Konstanten (constant)
oder aus einer optionalen Menge von Konstanten (optional) gew

ahlt werden
kann.
Der realisierte Aggregations-Server exportiert drei Views mit deren Hilfe
nach Veranstaltungen, Publikationen und Dozenten gesucht werden kann.
Die Eingabemasken werden mittels HTML-Formularen realisiert. Die unten
stehenden Tabellen listen die einzelnen Attribute der exportierten Views
und die resultierenden Templates auf.
Vorlesungen
Einrichtung c[O]
Semester o[S]
Bezeichnung f
Dozenten f
Stichworte f
c[O]o[S]f
Publikationen
Einrichtung o[O]
Titel f
Autor f
Stichworte f
c[O]f
o[O]b
o[O]fbf
o[O]b
Dozenten
Einrichtung o[O]
Name b
o[O]b
Die Konstantenmenge O besteht aus den Bezeichnungen bzw. IDs aller Ein-
richtungen, die bei der Aggregation gesammelt wurden. Analog beinhaltet
die Konstantenmenge S alle verwendeten Semesterangaben der Vorlesun-
gen (z.B. S = fSS97, WS9798, SS98, : : : g). Vier Templates entstehen
im Falle von Publikationen dadurch, da mindestens eine Attributanga-
be obligatorisch ist, wobei die anderen drei weggelassen werden k

onnen.
Die aufgef

uhrten Attribute werden in den Feldern der Tabellen einer rela-
tionalen Datenbank abgelegt. Das Datenbankschema, auf dessen Basis die
Views deniert werden, kann verschiedenartig festgelegt werden. Beispiels-
weise kommen die Namen der Dozenten sowohl im View \Veranstaltungen"
als auch im View \Dozenten" vor. Das Datenbankschema kann in einer nor-
malisierten Form vorliegen, wobei bei jeder Anfrage eine Join-Operation
ausgef

uhrt wird, kann aber auch mit den angegebenen Views

ubereinstim-
men. Da die Index-Datenbank bei jedem Aggregationsvorgang neu erstellt
werden kann
15
, sind die Konsistenz und Redundanzfreiheit der Index-Daten
zweitrangig. Die Ezienz der Anfragebearbeitung steht dabei im Vorder-
grund.
Die anwendungsspezisch kodierte Anfrage (z.B. im Query-Teil des URL)
15
Bei kleineren Datenmengen ist es einfacher, die gesamte Datenbank neu zu erstellen,
als aufwendige Vergleiche zwischen bereits vorhandenen und neuen Daten durchzuf

uhren.
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wird an den Anwendungs-Server abgeschickt. Die Bearbeitung der Anfra-
gen basiert auf einem Teilstring-Vergleich, der in SQL mittels des LIKE-
Operators durchgef

uhrt wird
16
. Die Ergebnisse der Anfragen werden in XML
geliefert. Im allgemeinen besteht ein Anfrageresultat aus einer Liste von In-
formationsobjekten. Im Falle der Indexierung liegen auf dem Aggregations-
Server unter Umst

anden nicht alle vorhandenen Attribute der Information-
objekte vor, sondern nur diejenigen, die f

ur das Anfrageprol relevant sind.
Die semistrukturierten Attribute werden in der Regel ebenfalls nicht gespei-
chert. Bei unvollst

andigen Beschreibungen der Informationsobjekte enth

alt
das Anfrageergebnis die Verweise auf die urspr

unglichen Objekte. Damit
kann der Client alle ben

otigten Informationen bei Bedarf nachladen. Die
server-seitige Anfrageverarbeitung wurde mittels Servlets realisiert und wird
im n

achsten Abschnitt beschrieben.
4.4.3 Servlets
Servlets sind, genauso wie Applets, Java-Programmbausteine, die in einer
standardisierten Umgebung laufen sollen. Im Gegensatz zu Applets, die an
einen Client-Rechner

ubertragen und dort in einem WWW-Browser aus-
gef

uhrt werden, laufen Servlets innerhalb eines WWW-Servers ab. Analog
zu CGI-Skripts (Common Gateway Interface) dienen Servlets dazu, server-
seitige Aufgaben zu

ubernehmen, die von einem Web-Browser initiiert wer-
den. Im Falle von CGI-Skripts wird bei jeder HTTP-Anfrage ein Subproze
gestartet, der die Abarbeitung der anstehenden Aufgabe

ubernimmt. Im Ge-
gensatz dazu wird ein Servlet entweder sofort beim Start des WWW-Servers
oder bei der ersten Anfrage geladen und bleibt f

ur die Restlaufzeit des Ser-
vers im Speicher. Dadurch wird die Performanz der Web-Anbindung sp

urbar
erh

oht.
Die Plattformunabh

angigkeit von Java erlaubt es, eine serverseitige Web-
Anbindung f

ur beliebige Plattformen zu realisieren. Ein einmal geschriebe-
nes Servlet kann ohne erneutes Kompilieren unter verschiedenen Betriebssy-
stemen und Web-Servern ablaufen. F

ur die Web-Server-Kompatibilit

at sind
die sog. Servlet-Engines zust

andig. Mit Hilfe einer geeigneten Servlet-Engine
kann ein beliebiger Web-Server servlet-tauglich gemacht werden. Fast f

ur al-
le g

angigen Web-Server wie Apache, Microsoft IIS, Netscape FastTrack und
Lotus Domino Go existieren mittlerweise Servlet-Engines, die zum Teil frei
verf

ugbar sind. Alternativ kann ein Web-Server auf native Weise Servlet-
Anbindungen unterst

utzen, wie z.B. die Java-basierten Server Jigsaw von
W3C und Jeeves von Sun. Die Servlet-Engines sorgen auch daf

ur, da ein
initialisiertes Servlet neu geladen wird, sobald sein ausf

uhrbarer Code ak-
16
Bei der Indexierung semistrukturierter Daten wie z.B. Vorlesungsbeschreibungen
k

onnten fortgeschrittene Text-Retrieval-Verfahren eingesetzt werden. Dabei k

onnte man
anstelle oder zus

atzlich zu einem RDBMS andere Retrieval-Systeme einsetzen.
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tualisiert worden ist.
Zwei Architekturen der Laufzeitumgebung von Servlets sind

ublich: die in-
process-Ausf

uhrung und die out-of-process-Ausf

uhrung (vgl. Abbildung 4.8).
Im ersten Fall l

auft das Servlet-Engine als Teilproze oder direkt als Modul
des Web-Servers. Letzteres ist nur bei Java-basierten Web-Servern m

oglich.
Im zweiten Fall l

auft das Servlet als separater Proze. Dieser wird von der
Servlet-Engine kontrolliert, die auch f

ur die Kommunikation zwischen dem
Servlet und demWeb-Server sorgt. Bei der out-of-process-Variante f

allt zwar
zus

atzlicher Kommunikationsaufwand an, die Absturzsicherheit der Gesam-
tumgebung kann aber h

oher sein. Trotz zus

atzlicher Kommunikation sind
out-of-process Servlets dennoch erheblich leistungsf

ahiger als CGI, da bei
einem Verbindungsaufbau kein neuer Proze gestarten werden mu.
Client
Servlet-Engine
Servlet
Servlet-Engine
Web-Server
Servlet
Servlet-Engine
Web-Server
HTTP
proprietäres
Protokoll
in-process
out-of-process
Abb. 4.8: Servlet-Architekturen
Da Servlets in der Regel in einer kontrollierten Umgebung ablaufen, d.h.
im eigenen Web-Server, kann eine hohe Stabilit

at der Server-Anbindung
gew

ahrleistet werden. Es ist allerdings auch ein Szenario vorgesehen, bei
dem das Servlet von einem entfernten Rechner bei Bedarf geladen wer-
den kann. Dies entspricht den in Abschnitt 3.2 beschriebenen Crossware-
Prinzipien. Auf diese Weise kann eine skalierbare serverseitige Anbindung
realisiert werden, indem die Anwendungen auf weltweit verteilten Servern
ohne lokale manuelle Eingrie einfach aktualisiert werden.
Die Leistungsf

ahigkeit der Servlets wird dadurch erzielt, da ein Servlet
nach dem Laden mehrere HTTP-Anfragen gleichzeitig bedienen kann. Die
Parallelit

at wird dabei durch leichgewichtige Prozesse, sogenannte Threads
erreicht, auf denen die gesamte Laufzeitumgebung von Java basiert. Aus
diesem Grund soll der Entwickler die Thread-Sicherheit seines Servlets be-
sonders beachten.
Programmiertechnisch gesehen, ist ein Servlet eine Java-Klasse, die das von
Sun denierte Servlet-Interface javax.servlet.Servlet implementiert. Diese
Schnittstelle ist protokollunabh

angig und extrem einfach. F

ur die Anfra-
geabarbeitung mu der Programmierer nur eine Methode service implemen-
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tieren. F

ur HTTP-Anfragen steht die Klasse javax.servlet.http.HttpServlet
zur Verf

ugung, die die Besonderheiten des HTTP-Protokolls ber

ucksichtigt.
Obwohl die neueste Servlet-Spezikation bereits solche fortgeschrittene Me-
chanismen wie persistente Sessions-IDs anbietet, werden vor dem Program-
mierer nicht alle Facetten des Protokolls verborgen. So mu man immer noch
die Eintr

age der HTTP-Header und deren Format beherrschen, um einige
Eigenschaften von HTTP wie z.B. Caching kontrollieren zu k

onnen.
Eine Reihe von Erweiterungen zielt darauf ab, serverseitige Anbindung mit
Java noch exibler und m

achtiger zu machen. Durch den Einsatz von COR-
BA oder RMI lassen sich Java-basierte Objekt-Server implementieren, die
das Zusammenspiel zwischen HTTP und IIOP ausnutzen. Mit Hilfe des noch
in der Entwicklung bendlichen Skripting-Standards von Sun, genannt Java
Server Pages, soll der in HTML-Seiten eingebettete Java-Code serverseitig
ausgef

uhrt werden k

onnen. Mit einer gut durchdachten Software-Architektur
und einer Ezienzsteigerung durch JIT-Compiler stellt Java eine ernstzu-
nehmende Alternative zur serverseitigen Web-Anbindung dar.
Das ISLE-System wurde gleichzeitig auf zwei Plattformen entwickelt, auf
Windows NT und Solaris. Das Servlet, das eine HTTP-Schnittstelle zu den
bereits aggregierten XML-Daten zur Verf

ugung stellt, konnte ohne

Ande-
rungen unter dem NT-eigenem Internet-Information-Server (IIS) laufen,
w

ahrend unter Solaris der Apache Web-Server (out-of-process) eingesetzt
wurde. Das daf

ur eingesetzte Servlet-Engine ServletExpress, die damals noch
frei verf

ugbar war, wurde inzwischen in den WebSphere Application Server
von IBM integriert und kommerzialisiert. Aus diesem Grund und auch wegen
seiner h

oheren Kongurationsexibilit

at wurde daraufhin der Jigsaw-Server
des W3C-Konsortiums verwendet, der vollst

andig in Java geschrieben ist
und eine native Unterst

utzung f

ur Servlets bietet. Der reibungslose Um-
stieg von einer Plattform auf die andere wurde nicht nur durch Servlets
erm

oglicht. Ohne eine gleichermaen exible Datenbankanbindung, die f

ur
die Indexierung aggregierter Daten im ISLE-System verwendet wird, w

are
dies ebenfalls nicht m

oglich gewesen. Die Grundlagen hierf

ur werden im
n

achsten Abschnitt diskutiert.
4.4.4 Datenbankzugri

uber JDBC
Java Database Connectivity (JDBC) stellt eine Standardschnittstelle zur
Verf

ugung, mit der SQL-f

ahige Datenquellen von einem Java-Programm aus
abgefragt werden k

onnen. JDBC ist ODBC (Open Database Connectivity)
nachempfunden und setzt ein

ahnliches Treiber-Konzept ein. Dieses erlaubt
es, datenbankgest

utzte Anwendungen zu entwickeln, die weitgehend daten-
bankunabh

angig sind. F

ur den Zugri auf eine beliebige SQL-Datenbank
werden vier spezische Komponenten ben

otigt:
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1. Der Datenbank-Treiber, der die durch JDBC gestellten SQL-Anfragen
auf propriet

are Protokolle umsetzt. Der Treiber ist eine Java-Klasse
und kann demzufolge bei Bedarf nachgeladen werden, wenn eine andere
Datenbank zum Einsatz kommen soll.
2. Der URL, durch die die ben

otigte Datenbank angesprochen
wird. Aus dem URL wird ebenfalls ersichtlich, welcher Treiber
f

ur den Verbindungsaufbau herangezogen werden soll. Der URL
jdbc:mysql://host/db bedeutet, da auf die Datenbank db, die
auf dem Rechner host l

auft, mittels eines mysql-Treibers zugegrien
wird. Dagegen besagt jdbc:odbc:source, da die ODBC-Datenquelle
source

uber einen JDBC-ODBC-Bridge erreicht werden kann.
3. Der Anmeldename f

ur die Datenbank-Nutzung.
4. Das Pawort, das den Benutzer identiziert.
Die vier Komponenten k

onnen der Anwendung als Kongurationsparame-
ter mitgegeben werden. Erst dadurch konnten die im vorangegangenen Ab-
schnitt beschriebenen Servlets zwischen NT und Solaris einfach portiert wer-
den. Einfach, aber dennoch nicht reibungslos. Das Problem lag darin, da
verschiedene Datenbanksysteme unterschiedliche zueinander inkompatible
SQL-Dialekte nutzen. Die Datenbanken, die f

ur die Indexierung aggregier-
ter Daten in ISLE verwendet wurden, sind Microsoft Access und MySQL.
Bereits bei der Erstellung einer einfachen Tabelle mit einem Prim

arschl

ussel
blieb die Kompatibilit

at zwischen den SQL-Dialekten dieser Datenbanken
auf der Strecke. Die Anweisung, die in MySQL
CREATE TABLE tbl (
id INT,
str VARCHAR(50),
PRIMARY KEY (id)
)
lautet, soll in MS-Access als
CREATE TABLE tbl (
id INT,
str VARCHAR(50),
CONSTRAINT c
PRIMARY KEY (id)
)
ausgedr

uckt werden. Aber auch bei den einfachsten Anfragen, die z.B. Spe-
zialzeichen wie Hochkommata verwenden, scheitert die gemeinsame SQL-
Syntax. In MySQL lautet das INSERT-Statement beispielsweise
INSERT INTO tbl VALUES (1, 'MS-Access ist n'SQL-kompatibeln'')
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wobei f

ur MS-Access das gleiche als
INSERT INTO tbl VALUES (1, 'MS-Access ist'+CHR(39)+'SQL-kompatibel'+CHR(39))
geschrieben werden soll. Um die Portierbarkeit dennoch zu erm

oglichen,
wurde eine generische Datenbank-Klasse geschrieben, die die jeweiligen Ei-
genarten von SQL-Dialekten vom Programmierer verbirgt. Bei der Treiber-
Initialisierung werden die Metadaten der Datenbank-Anbindung angefor-
dert, aus denen hervorgeht, ob es sich z.B. um MS-Access, MySQL oder
eine andere Datenbank handelt. Anschlieend werden die SQL-Anfragen bei
Bedarf so

ubersetzt, so da das gleiche Programm (bzw. Servlet) ohne jeg-
liche

Anderungen

uber Plattformen und DBMS hinaus portierbar ist. Die
Anwendung leitet dabei diese Grundklasse ab und legt die Namen der Ta-
bellen und Felder fest. Das obige INSERT-Statement wird folgendermaen
aufgerufen:
stmt.execute("INSERT INTO " + mydb.tbl + " VALUES (" +
mydb.field(1, mydb.INT) + "," +
mydb.field("MS-Access ist 'SQL-kompatibel'", mydb.CHAR) + ")"
);
Den syntaktischen Inkompatibilit

aten von SQL-Dialekten k

onnte mit einem
Ansatz begegnet werden, der dem in Abschnitt 2.8.5 skizzierten

ahnlich ist,
wobei die Anfragen als RDF-Modelle dargestellt werden. Die Klassen und Ei-
genschaften der RDF-Schemas, die die Anfragemodelle beschreiben, k

onnten
von generischen SQL-Ressourcen abgeleitet werden. Die CONSTRAINT-
Klausel aus dem obigen Beispiel liee sich im schlimmsten Fall einfach igno-
rieren, womit eine korrekte Applikation immer noch lau

ahig w

are, aller-
dings auf die Gefahr einer Konsistenzverletzung hin und auf Kosten von
eventuellen Performanzeinbuen. Durch den Einsatz von Unicode und die
unmiverst

andliche XML-Syntax lieen sich syntaktische Probleme wie im
INSERT-Beispiel von vornherein vermeiden.
Da die JDBC-Treiber ebenfalls in \pure Java" geschrieben werden k

onnen,
sind Datenbank-Abfragen

uber JDBC auch von einem Java-Applet m

oglich,
das auf einem Client-Rechner ausgef

uhrt wird. Obwohl diese M

oglichkeit
tats

achlich genutzt wird, stellt sie ein erhebliches Sicherheitsrisiko dar, da
die in das Applet hineinkompilierte Nutzername und Pawort f

ur die Da-
tenbankverbindung auf den Client

ubertragen werden. Eine bessere L

osung
kann durch die Verwendung von 3-Tier-Architekturen erreicht werden, wo-
bei die Kommunikation zwischen dem ersten und zweiten Tier

uber IIOP
oder HTTP abl

auft.
Der Einsatz von JDBC f

ur die Datenbankanbindung von Servlets kann
eine weitere Ezienzsteigerung mit sich bringen. So l

at sich beispiels-
weise ein Pool von Datenbankverbindungen aufrechterhalten, die bei par-
allelen HTTP-Anfragen benutzt werden kann. Sobald keine Last erzeugt
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wird, k

onnen die Verbindungen wieder abgebaut werden. Durch diese Vor-
gehensweise wird der Aufwand f

ur einen Verbindungsaufbau eliminiert, bei
dem jedesmal zumindest eine Authentizierung des Datenbank-Clients und
je nach Datenbankimplementierung eine zus

atzliche Ressourcen-Allokation
n

otig w

are. Im Falle von CGI w

are eine derartige L

osung nicht m

oglich.
Abbildung 4.9 demonstriert den Zugri des Servlets auf die Aggregations-
datenbank, in der die XML-Informationsobjekte indexiert sind. Der Client
schickt eine URL-kodierte Anfrage an das Servlet, welches diese in eine SQL-
Anfrage

ubersetzt und

uber JDBC an die Datenbank weiterleitet. Die er-
haltenen Daten werden in XML codiert und an den Client zur

uckgeschickt,
der diese lokal verarbeiten kann.
Client
HTTP/XML JDBC/SQL
Web-Server /
Servlet-Host
Aggregations-
Datenbank
Abb. 4.9: Zugri auf die Aggregationsdatenbank

uber JDBC
4.5 Generierung von Mehrwert-Informationen
Der verteilte Datenbestand kann f

ur die automatische Generierung von
Mehrwert-Informationen in Form von selbstenthaltenen Dokumenten ge-
nutzt werden. Die zur Zeit wichtigste Dokumentenart in unserer Anwen-
dungsdom

ane stellen die kommentierten Vorlesungsverzeichnisse dar. Ein
derartiges Verzeichnis enth

alt Beschreibungen der Studieng

ange und der
angebotenen Lehrveranstaltungen. Die Lehrveranstaltungen sind typischer-
weise nach verschiedenen Kriterien klassiziert (vgl. Abschnitt 4.2.4). Die
Generierung von Mehrwert-Informationen wird in diesem Abschnitt am Bei-
spiel eines solchen Vorlesungsverzeichnisses demonstriert.
F

ur die Erstellung des Vorlesungsverzeichnisses f

ur ein gegebenes Semester
werden alle Beschreibungen der Lehrveranstaltungen ben

otigt, die in die-
sem Semester angeboten werden. Die Beschreibungen sind von den Mit-
arbeitern der jeweiligen Einrichtung aufbereitet worden und in verteilten
XML-Dateien abgelegt. Die Beschreibungen lassen sich analog zur im Ab-
schnitt 4.4.1 dargestellten Vorgehensweise einsammeln. Es ist jedoch erheb-
lich ezienter, die Informationen zu verwenden, die auf dem Aggregations-
Server bereits vorliegen. Man spart sich dadurch nicht nur ein das Netzwerk
strapazierende Crawling, sondern auch die Verikation der Daten.
Der einfachste Weg ist es also, eine Anfrage an den Aggregations-Server zu
schicken, die alle Veranstaltungsbeschreibungen f

ur ein gegebenes Semester
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(z.B. WS98/99) und eine gegebene Organisation (z.B. Institut f

ur Infor-
matik) liefert, und zwar alphabetisch sortiert nach den Bezeichnungen der
Veranstaltungen. Wenn nur die Verweise zur

uckgegeben werden, k

onnen die-
se lokal aufgel

ost werden. Anhand der Klassikationsinformationen, die zu
jeder Veranstaltung vorliegen, wird ein Auszug der an der angegebenen Or-
ganisation verwendeten Klassikationshierarchie gebildet. Dabei werden nur
die Klassikationsknoten ber

ucksichtigt, zu denen tats

achlich Veranstaltun-
gen existieren.
Nun liegen alle f

ur die Erzeugung des Verzeichnisses ben

otigten Daten vor,
wobei die Klassikationshierarchie den Aufbau der Studieng

ange wiedergibt.
Je nachdem, in welchem Format das Vorlesungsverzeichnis ben

otigt wird,
lassen sich verschiedene Dokumente erzeugen. Zum Beispiel kann man dar-
aus sofort eine HTML- oder LaTeX-Version des Verzeichnisses generieren.
Man kann aber auch eine XML-Version desselben erzeugen, die eine HTML-

ahnliche Strukturauszeichnung verwendet. Dieses Dokument ist dann auch
im XML-Modus lesbar. Dabei k

onnen die einzelnen Veranstaltungsbeschrei-
bungen und -zeiten per Transklusion eingebunden werden. Dadurch erh

alt
man ein Vorlesungsverzeichnis, das immer die aktuellsten Informationen
enth

alt.
Neben Vorlesungsverzeichnissen lassen sich auch andere Dokumententypen
vorsehen, wie z.B. die Liste aller Mitarbeiter des Instituts mit Telefon-
nummern, E-Mail-Adressen, R

aumen, Sprechzeiten usw. Aber auch uni-
versit

ats

ubergreifende Dokumente k

onnten auf diese Weise erzeugt werden.
Tabellarische Daten lassen sich nicht nur in Dokumenten zusammenfassen,
sondern k

onnen durchaus in einer relationalen Datenbank oder einem Tabel-
lenkalkulationsprogramm abgelegt und f

ur bereits existierende Anwendung-
en benutzt werden. Bei der Generierung der Mehrwert-Informationen bietet
es sich an, auf die Dienste des/der Aggregations-Server/s zur

uckzugreifen.
Bei neuen Dokumententypen kann es aber vorkommen, da ein Anfragetyp
nicht von vornherein angeboten wurde. Dessen Unterst

utzung kann mehr
als nur eine

Anderung der Abfrageschnittstelle nach sich ziehen. Die f

ur
die Bearbeitung der Anfrage ben

otigten Informationen k

onnen im Aggre-
gationsschritt gar nicht gesammelt worden sein (insbesondere im Falle der
Indexierungsstrategie). In diesem Fall w

are eine Erweiterung der Aggrega-
tionskomponente erforderlich.
4.6 Gemeinsame Bearbeitung von Dokumenten
Eine wesentliche Eigenschaft der ISLE-Architektur ist die verteilte Daten-
haltung. Bisher sind wir nur auf die Bearbeitung disjunkter Daten einge-
gangen, die jeweils von einem Benutzer aufbereitet werden. W

ahlt man die
Dokumentenbausteine klein genug, lassen sich mittels Transklusion auch um-
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fangreiche Dokumente von mehreren Autoren gleichzeitig erstellen, wobei
jeder Autor f

ur seinen Teil zust

andig ist. H

aug treten jedoch Situationen
auf, in denen mehrere Autoren in der Lage sein sollen, einen und denselben
Teil des Dokumentes gleichberechtigt zu bearbeiten, z.B. die Beschreibung
eines Fachseminars, das von mehreren Dozenten durchgef

uhrt wird. Ein ge-
meinsamer Zugri auf den zu bearbeitenden Teil des Dokumentes

uber das
Dateisystem ist in der Regel nicht m

oglich. Deshalb ist eine andere L

osung
erforderlich.
Im Rahmen der ISLE-Architektur l

at sich derartiges gemeinsames Edi-
tieren von Dokumententeilen als eine Variante des Check-Out{Check-In{
Verfahrens realisieren. Das unten beschriebene Verfahren wurde testweise
implementiert, konnte aber nicht ausgiebig evaluiert werden. Hierbei wird
ein von mehreren Benutzern modizierbarer Abschnitt des Dokumentes
durch eine erweiterte Auspr

agung der Transklusion eingebunden, wie in Ab-
bildung 4.10 illustriert. Wie bei der klassischen Transklusion wird anstelle
des Dokumentenabschnittes nur der Verweis darauf angebracht. Der Ab-
schnitt selbst bendet sich auf einem anderen Rechner. Als Erg

anzung zu
dieser Grundform der Transklusion kann man mehrfache Verweise zulassen,
die verschiedene Versionen des gleichen Dokumentenabschnittes lokalisieren.
Diese Versionen liegen in Datenbereichen jeweiliger Nutzer und d

urfen von
diesen uneingeschr

ankt lokal bearbeitet werden. Die Pr

asentationssoftware
l

ost diese mehrfachen Verweise auf dem Client-Rechner auf und bestimmt die
aktuellste Version des Dokumentenabschnittes, die in das Dokument dyna-
misch eingebettet wird. Die Version der Daten kann anhand des Zeitstempels
verglichen werden. Im Falle von HTTP k

onnen die Zeit und Datum letzer

Anderung bereits aus dem Kommunikationsprotokoll abgelesen werden.
…gemeinsam editierbarer
Teil des Dokumentes
lokale Daten
des Nutzers 1
lokale Daten
des Nutzers N
Abb. 4.10: Gemeinsames Editieren von Dokumententeilen
Bei der Bearbeitung des im lokalen Dateisystem des Clients vorhandenen
Dokumentenabschnittes l

at sich auf analoge Weise bestimmen, ob inzwi-
schen eine neuere Version des Dokuments exisitiert. Ist das der Fall, so kann
dieses als Grundlage der weiteren Bearbeitung dienen. Die eingebrachten

Anderungen des Nutzers werden wiederum lokal abgelegt. Per Datumsstem-
pel wird die modizierte Version zur aktuellen Version des Abschnitts.
Durch die oben beschriebene Technik l

at sich eine gemeinsame Bearbei-
tung umfangreicher Dokumente realisieren. Ein interessanter Nebeneekt
entsteht durch das dem ISLE-System inh

arente Eigentumsverh

altnis des
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Benutzers zu den Daten. Bei dieser Variation der gemeinsamen Bearbei-
tung werden die Beitr

age jeweiliger Benutzer nicht physisch ersetzt, sondern
durch neuere Versionen \abgel

ost". Die lokale Version der Daten besteht
solange intakt, bis sich ein

Anderungsbedarf seitens des Nutzers selbst ab-
zeichnet. Dadurch entsteht ein implizites Versionsmanagement der gemein-
sam bearbeiteten Dokumententeile. Auch wenn die letzte Version der Daten
verlorengeht oder der Server, auf dem sich diese bendet, nicht erreichbar
ist, kann man auf die vorangegangene Version zur

uckgreifen. In solchem Fall
m

ute dieser Sachverhalt entsprechend sichtbar gemacht werden (z.B. durch
Hinweise, farbliche Hervorhebung).
Die Ezienz dieses Verfahrens h

angt im wesentlichen von zwei Gr

oen ab:
 der Anzahl der Nutzer, die die Daten gemeinsam modizieren k

onnen
bzw. sollen (Anzahl der Zugrie), und
 der L

ange der zu bearbeiteten Dokumentenabschnitte (Dauer der Zu-
grie).
Das Pr

asentations- oder Bearbeitungsmodul mu prinzipiell alle Verweise
verfolgen, um die aktuelle Version der Daten zu bestimmen. Da die Versio-
nen der Daten in der Regel verteilt sind, k

onnen l

angere Verz

ogerungszeiten
durch mehrfachen Verbindungsaufbau entstehen. Die Gr

oe der Datenab-
schnitte, die

uber das Netz geladen werden, wirkt sich ebenfalls negativ
auf die Performanz aus. L

at sich der Datumsstempel bereits durch das
Austauschprotokoll ermitteln (wie im Falle von HTTP), er

ubrigt sich die

Ubertragung aller Versionen auer der aktuellen. Somit wird die Anzahl der
Nutzer zum ausschlaggebenden Faktor.
Der Vorteil des oben beschriebenen Verfahrens besteht darin, da sich die-
ses im Rahmen der ISLE-Architektur ohne groen Aufwand realisieren l

at.
Allerdings kann dadurch das lost update-Problem nicht umgangen werden,
bei dem zwei Benutzer gleichzeitig

Anderungen der Daten vornehmen und
eine davon verlorengeht. Ein weiterf

uhrender Ansatz zur Mehrbenutzer-
Bearbeitung von XML-Dokumenten wird in Kapitel 5 dargestellt. Durch
Einsatz von CORBA wird ein erweiterter Zugri auf einzelne Bestandteile
von XML-Dokumenten m

oglich. Dieser Ansatz geht jedoch

uber die Grenzen
der ISLE-Architektur hinaus.
4.7 Einbettung von Legacy-Systemen
Dieser Abschnitt demonstriert, wie die Daten, die in \Legacy"-Systemen, die
am Institut f

ur Informatik zur Zeit verwendet werden, in das ISLE-System

ubernommen werden. Diese zwei Systeme sind EPOS (Abschnitt 1.2.1) und
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der Stundenplaner (Abschnitt 1.2.2). Der derzeitige Ablauf bei der Erstel-
lung kommentierter Vorlesungsverzeichnisse am Institut besteht aus folgen-
den Schritten (vgl. Abbildung 4.11):
RDB OODB
Veranstaltungsnachweis
erstellen
Veranstaltungsbeschreibungen
eingeben (SGML)
Automatische Übersetzung
(EPOS DTD ISLE DTD)ð
Dokumente Generieren
(HTML, LaTex Postscript)ð
Stundenplaner EPOS
Elektronische
Bibliothek
(Faktenbank)
DLR
Information
Retrieval
automatische
Weiterverarbeitung
Mehrwert-
Informations-
produkte
Präsentation,
Formatierung,
Interaktion
(visuelle Interpretation)
Abb. 4.11: Einbettung von Legacy-Systemen
1. Im Stundenplaner werden die Veranstaltungsnachweise von den Do-
zenten eingegeben, wobei die Veranstaltungen eine Bezeichnung, einen
Typ (z.B. obligatorische Vorlesung, Fachseminar), Semesterangaben
usw. erhalten. Anschlieend werden die Zeiten und Orte der Veran-
staltungen festgelegt.
2. Sobald der Vorlesungsplan gebilligt ist, wird die Eingabe gesperrt.
Der Stundenplaner exportiert die gesamten Daten f

ur das geplante
Semester in SGML, die in das EPOS-System eingespeist werden. Nun
k

onnen die strukturierten Vorlesungsbeschreibungen

uber eine WWW-
Maske von den Dozenten eingegeben werden.
3. Nachdem alle Beschreibungen eingetroen sind, wird aus den vorlie-
genden SGML-Daten eine Papier-Version des Vorlesungsverzeichnisses
automatisch erzeugt. Die HTML-Version wird direkt aus der SGML-
Datenbank generiert.
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Nach dem letzten Schritt liegt also eine SGML-Version der gesamten Daten
f

ur das jeweilige Semester vor. Das EPOS-System gestattet es, die in einer
objektorientierten Datenbank gespeicherte Darstellung des Dokumentes als
SGML-Datei zu exportieren. Bei der Realisierung von EPOS wurde noch
vor der Entstehung von XML intuitiv eine XML-kompatible Teilmenge von
SGML benutzt. Aus diesem Grund lassen sich von EPOS extrahierte Daten
ohne jeglicher Konvertierung von einem XML-Parser verarbeiten.
Bereits damals wurde auf eine ad

aquate semantische Auszeichnung Wert
gelegt. Die EPOS-DTD ist mit der ISLE-DTD jedoch nicht kompatibel.
Das EPOS-System beschr

ankte sich ausschlielich auf Vorlesungsbeschrei-
bungen. Deshalb war zus

atzliche Konvertierungslogik notwendig, um bei-
spielsweise aus dem Attribut \VLDOZ", in dem in EPOS die Namen der
Dozenten gespeichert werden, Verweise auf die Personen-Objekte in ISLE
zu erhalten. Das folgende Beispiel zeigt, wie anhand eines solchen achen
Attributwertes eine Dozentenangabe mit einem h

oheren Informationsgehalt
konstruiert wurde:
EPOS:
<VLDOZ>Rahm, Erhard; Spruth, Wilhelm und Mustermann, Hans</VLDOZ>
ISLE:
<Dozenten>
<Person xml:href="...Rahm.."/>
<Person xml:href="...Spruth.."/>
<Person>
<Name>Mustermann</Name>
<Vorname>Hans</Vorname>
</Person>
</Dozenten>
Aus dem Attributwert werden die Nach- und Vornamen der Dozen-
ten ermittelt und mit bereits bestehenden Informationsobjekten auf dem
Aggregations-Server verglichen. Wird das zugeh

orige Personen-Objekt ge-
funden, so wird ein Verweis darauf angegeben, ansonsten entsteht eine
Inline-Ressource. Insgesamt konnten bei der Konvertierung ca. 93% der Da-
ten korrekt in ein detaillierteres Modell

ubersetzt werden. Die meisten Feh-
lerquellen sind auf abweichende Eingabeformate zur

uckzuf

uhren (z.B. die
inhomogene Angabe mehrerer Autoren wie in \Quastho Uwe, Christian
Wol"). Die EPOS-nach-ISLE{Konvertierung stellt ein anschauliches Bei-
spiel f

ur Datenkonikte dar, die bereits in Abschnitt 2.8.5 angesprochen
wurden. Durch die Konvertierung konnten die Beschreibungen der Veran-
staltungen f

ur vier Semester automatisch in das neue Format

uberf

uhrt wer-
den.
Kapitel 5
CORBA-f

ahige
XML-Dokumente
In diesem Kapitel wird ein Ansatz f

ur die CORBA-basierte Mehrbenut-
zerbearbeitung von XML-Daten beschrieben. Nachdem wir die Motiva-
tion f

ur eine CORBA-L

osung darlegen, werden die f

ur das Verst

andnis
weiterer Ausf

uhrungen notwendigen Grundlagen der CORBA-Architektur
behandelt. Anschlieend wird die Implementierung der CORBA-XML-
Schnittstelle besprochen und der Bezug zur ISLE-Architektur hergestellt.
5.1 Motivation f

ur eine CORBA-L

osung
Die ISLE-Architektur basiert auf dem Austausch von XML-Dokumenten

uber das HTTP-Protokoll. Dies impliziert eine Reihe von Einschr

ankungen,
die durch die Verwendung von HTTP in Kauf genommen werden. Diese
betreen
 die Lieferung einzelner Dokumententeile (XML-Elemente),
 die Kontrolle der Zugrisrechte auf Teile eines Dokumentes und das
damit verbundene Problem der
 Bearbeitung von Dokumententeilen.
Diese Probleme wollen wir jetzt im einzelnen betrachten. Jedes Element ei-
nes XML-Dokumentes ist adressierbar. Wenn man darauf

uber einen URL
zugreifen will, ist man gezwungen, das gesamte Dokument herunterzuladen
und zu parsen, um das gew

unschte Element zu identizieren. Ein au

alliger
Nachteil dieser Vorgehensweise sind die damit verbundenen Ezienzeinbu-
en. Bei umfangreichen Dokumenten entsteht eine hohe Netzbelastung bei
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der

Ubertragung und beim Parsen wird wertvolle Rechnerleistung f

ur Doku-
mententeile verschwendet, die

uberhaupt nicht ben

otigt werden. Eine weitere
Schwierigkeit stellt die Kontrolle der Zugrisrechte dar. Enth

alt das Doku-
ment vertrauliche Informationen, kann kein einziger Teil davon nicht berech-
tigten Nutzern zug

anglich gemacht werden, ohne auch die sensitiven Infor-
mationen preiszugeben.

Ubertragen auf das Zahlungsverfahren im Transklu-
sionskonzept (Abschnitt 3.6) bedeutet dies, da man das gesamte Dokument
\kaufen" m

ute, auch wenn man nur einen kleinen Teil davon ben

otigt. Die
Bearbeitung von Dokumententeilen ist ebensowenig m

oglich. Neben fehlen-
den Zugrismechanismen entsteht dabei das Problem der Transaktionsver-
waltung, wenn mehrere Benutzer das Dokument gleichzeitig bearbeiten.
Die Notwendigkeit der Bearbeitung von Dokumenten von mehreren Be-
nutzern wurde bereits bei der Entwicklung des EPOS-Systems festgestellt
(vgl. Abschnitt 1.2.1). Die L

osung bestand in einem SGML-Server, der

uber
HTTP (Schreib-)Anfragen erhielt und diese an eine objektorientierte Da-
tenbank weitergeleitet hat. In der Datenbank lagen die SGML-Dokumente
bereits vorgeparst vor. Das HTTP-Protokoll ist dabei die Hauptschwach-
stelle dieses Ansatzes. Eine propriet

are Schnittstelle zu EPOS setzte auf
HTTP auf. Die Realisierung einer umfangreicheren Funktionalit

at (Zugris-
rechte, Editieren hierarchischer Strukturen usw.) f

uhrt zwangsl

aug zu ei-
ner unn

otig komplexen L

osung. Einen wesentlich sauberen und tragf

ahi-
geren Ansatz verspricht der Einsatz von der Common Object Request Bro-
ker Architecture (CORBA) [Sie96], einer Middleware-Plattform f

ur verteilte
Objekte. Auch im Rahmen der ISLE-Architektur kann eine Mehrbenutzer-
Bearbeitung realisiert werden (vgl. Abschnitt 4.6).
Die Vorteile von CORBA, die f

ur unsere Zwecke wesentlich sind, umfassen
(vgl. [PBCGM98]):
 Modularit

at und Objektorientierung, die eine pr

azise Denition von
Schnittstellen erlauben,
 Unabh

angigkeit von Rechner-Plattformen und Programmiersprachen
sowie
 transparente Verteilung von Objekten, dank der eine signikante Kom-
plexit

atsreduktion erreicht werden kann.
Die Idee eines CORBA-basierten Ansatzes besteht darin, Dokumentenin-
halte

uber eine Standardschnittstelle zu exportieren, auf die ein CORBA-
f

ahiger Client von einem Web-Browser aus zugreifen kann. Hierbei sollte
das damals noch in Entwicklung bendliche XML Document Object Model
(DOM [DOM98]) ber

ucksichtigt werden. DOM ist ein Standard-API zur Ma-
nipulation von Elementen eines XML-Dokumentes. DOM ist erst vor kurzem
vom W3C-Konsortium verabschiedet worden. Sein Ziel besteht darin, eine
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programmiersprachen- und herstellerunabh

angige API zur Bearbeitung von
XML-Dokumenten zu spezizieren. Es stellte sich jedoch heraus, da eine
direkte DOM-Implementierung zur Bearbeitung von verteilten XML-Daten
wegen prohibitiven Ezienzproblemen ungeeignet ist. Deshalb mute eine
eigene Version der CORBA-Schnittstelle f

ur XML-Dokumente entwickelt
werden.
5.2 Grundlagen der CORBA-Architektur
Dieser Abschnitt gibt einen kurzen

Uberblick

uber einige wesentliche Be-
standteile der CORBA 2.x-Architektur. Hier sollen nur solche Aspekte
erw

ahnt werden, die f

ur das Verst

andnis des CORBA-XML-Ansatzes (von
nun an als CXML abgek

urzt) von Bedeutung sind. Eine weiterf

uhrende Be-
handlung von CORBA kann in [Sie96, OMG, Res96] gefunden werden. COR-
BA ist eine verteilte objektorientierte Architektur, die eine transparente
Kommunikation zwischen verteilten Objekten erm

oglicht. Abbildung 5.1 de-
monstriert die Grundbausteine der CORBA-Architektur. Nachfolgend wird
die Rolle dieser Komponenten skizziert. Daneben werden die Grundschritte
der Entwicklung einer CORBA-basierten Anwendung geschildert.
Damit sich verteilte Objekte verst

andigen k

onnen, werden die Schnittstellen
von Objekten, die bestimmte Dienste zur Verf

ugung stellen, in IDL (Inter-
face Denition Language, ein Bestandteil der CORBA-Spezikation) de-
niert. Sowohl die Clients als auch der Server m

ussen sich an diese Denition
halten. Im einfachsten Fall k

onnen anhand der IDL-Denition automatisch
Module f

ur die Zielprogrammiersprache erzeugt werden, die von den Client-
bzw. Server-Implementierungen unmittelbar verwendet werden k

onnen und
alle Kommunikationsdetails vor dem Programmierer verbergen. Das ent-
sprechende Client-Modul wird als \Stub", das Server-Modul als \Skeleton"
bezeichnet. F

ur die Lokalisierung der verteilten Objekte und die eigentli-
che Kommunikation zwischen ihnen sind ORBs (Object Request Broker)
zust

andig. Beim Aufruf einer Methode des Server-Objektes wendet sich der
Client-Stub an den zust

andigen Client-ORB, der den Server-ORB lokalisiert
und die Anfrage an ihn weiterleitet. Der Server-ORB empf

angt die Anfra-
ge und

ubergibt sie an das Skeleton, das die entsprechende Methode des
Server-Objektes aufruft, die die gew

unschte Dienstleistung erbringt.
Diese einfachere Variante funktioniert gut, wenn die Schnittstellen der Ob-
jekte von vornherein festgelegt sind. Manchmal ist das allerdings nicht
m

oglich, z.B. wenn ein Client mit Server-Objekten kommunizieren soll, de-
ren Schnittstellen zur Entwicklungszeit noch nicht bekannt sind. Das Dy-
namic Invocation Interface (DII) sieht einen Mechanismus vor, Anfragen
dynamisch, also ohne vorkompilierte Stubs zu generieren. Analog lassen sich
Anfragen auf der Server-Seite mit dem Dynamic Skeleton Interface (DSI) dy-
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Abb. 5.1: Kernelemente der CORBA-Architektur
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namisch auswerten, wenn keine entsprechenden Skeletons vorliegen. Bevor
man einen dynamisch generierten Aufruf t

atigen kann, wird eine M

oglich-
keit ben

otigt, Schnittstellenbeschreibungen zur Laufzeit zu erlernen. In der
CORBA-Architerktur werden diese in Interface Repositories abgelegt. Im-
plementation Repositories geben dagegen Auskunft dar

uber, welche Server-
Dienste zur Verf

ugung stehen. Weiterhin ist es vorgesehen, da Aufrufe von
Diensten synchron und asynchron get

atigt werden k

onnen. Ein asynchroner
Aufruf f

uhrt zu keiner Blockierung der Client-Abarbeitung.
Die Kommunikation zwischen ORBs erfolgt in der Regel

uber das IIOP
(Internet InterORB Protocol, vgl. Abbildung), welches gew

ahrleistet, da
CORBA-Produkte verschiedener Hersteller interoperabel bleiben. Dienstlei-
stungsobjekte, deren Methoden aufgerufen werden k

onnen, werden mittels
IORs (IIOP Object Reference) identiziert. Eine IOR ist eine Byte-Folge,
in der die Informationen

uber die Lokation des Objektes kodiert sind. Ihre
ASCII-Darstellung ist eine nicht menschenlesbare(!) Zeichenkette von hexa-
dezimalen Ziern.
Neben oben beschriebenen Eigenschaften speziziert der CORBA-Standard
noch eine Reihe von anwendungs

ubergreifenden Diensten, z.B. Namens-
dienst, Sicherheitsdienst, Transaktionsdienst usw. Eine wesentliche L

ucke
in der CORBA 2.x-Architerktur ist die fehlende M

oglichkeit, Objekte als
Werte zu

ubergeben (call-by-value). Sobald die Kommunikationszeit die
Ausf

uhrungsdauer einer Prozedur

uberschreitet, wird ein call-by-reference
extrem inezient. Dies konnte durch die praktischen Erfahrungen der
CORBA-XML-Implementierung best

atigt werden. Mitte 1999 soll die COR-
BA 3.0-Spezikation verabschiedet werden, in der der call-by-value in die
Architektur aufgenommen wird.
5.3 CORBA-XML-Implementierung (CXML)
5.3.1 Wahl der Granularit

at
Bei der Implementierung von CXML war vor allem eine grundlegende Ent-
scheidung zu treen: wird ein XML-Element als ein eigenst

andiges CORBA-
Objekt modelliert oder soll das Dokument als untere Grenze der Granula-
rit

at dienen. Ersterer Fall entspricht dem DOM-Ansatz. Jedes Element eines
XML-Dokumentes kann nach seinen Attributen, Nachfolgern usw. abgefragt
werden. Im letzteren Fall laufen alle Zugrie auf XML-Elemente

uber das
Dokument, in dem sie enthalten sind. Der Unterschied soll an folgendem
Beispiel verdeutlicht werden. Das Objekt myElement soll die f

unfte Person
einer Mitarbeiterliste darstellen, die im Dokument myDocument enthalten
ist. Gefragt wird nach dem Vornamen dieser Person. Ein derartiger Zugri
k

onnte entweder direkt durch
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(A) myElement.getAttribute("Vorname")
oder

uber das Dokumentenobjekt als
(B) myDocument.getElementAttribute("child(1,Mitarbeiter).child(5,Person)",
"Vorname")
erfolgen, wobei die f

unfte Person im Fall (B)

uber einen XPointer lokali-
siert wird. Beide Herangehensweisen haben ihre Vor- und Nachteile, je nach
Art und H

augkeit der Zugrie. Der XPointer kann als Anfrage interpre-
tiert werden, die jedesmal vom Dokumentenobjekt geparst und ausgewertet
werden mu. Werden beispielsweise neben dem Vornamen weitere Attribu-
te des Elementes \Person" wie Nachname, Geburtsdatum usw. ben

otigt,
erfordert jeder erneute Zugri eine Auswertung des XPointers. Bei der Lo-
kalisierung eines Elementes auf der Hierarchieebene N ausgehend von der
Wurzel des Dokumentenbaumes werden dagegen im Fall (A) mindestens N
Aufrufe

uber das Netzwerk
1
erforderlich, wobei der Ansatz (B) nur mit ei-
nem Zugri auskommt. In CXML wurde versucht, die Vorteile von (A) und
(B) zu kombinieren. Wie im Fall (A) wird jedes Element als ein vollwertiges
CORBA-Objekt behandelt. Jedes Objekt, das ein XML-Element repr

asen-
tiert, sollte aber auch in der Lage sein, XPointer lokal auszuwerten.
Die angesprochene Art der Lokalisierung eines XML-Elementes hat eine we-
sentliche Implikation f

ur die Best

andigkeit der Verweise. Ein Dokument be-
steht aus einer groen Menge von Objekten kleiner Granularit

at, deren Exi-
stenz nicht

uber l

angere Zeit garantiert werden kann, wenn das Dokument
editierbar ist. Wird z.B. ein XML-Element gel

oscht, kann das zugeh

orige
CORBA-Objekt nicht erreicht werden. Im Fall (B) l

at sich daf

ur eine sinn-
volle Fehlermeldung erzeugen. Ein direkter Zugri in (A) scheitert, wobei
nicht unterschieden werden kann, ob der gesamte CORBA-Server nicht er-
reichbar ist oder nur das gegebene Objekt. Unter Umst

anden ist im letzteren
Fall die Referenz auf das Wurzelobjekt nicht mehr vorhanden, so da die ge-
samte Routine zum Scheitern verurteilt ist.
Jeder Zugri auf ein XML-Element

uber das Netzwerk ist teuer, unabh

angig
davon, ob dieser nach (A) oder (B) erfolgt. Dies bedeutet, da Operatio-
nen, die ein Traversieren des Dokumentenbaumes erforderlich machen, ex-
trem aufwendig sind. Die Anzahl solcher Operationen soll deshalb mini-
miert werden. Im Idealfall w

urde man eine m

achtige Anfragesprache f

ur
XML einsetzen, die Operationen auf Mengen von XML-Elementen durch
einen Aufruf erledigen liee. Mehrere Sprachen, die eine derartige Funktio-
nalit

at bieten, wurden bereits implementiert (z.B. im Projekt [AQM
+
97])
oder benden sich noch in der Entwicklung (z.B. [MS98a]). Der Einsatz einer
1
Bei der Vergleich beider Methoden wird nur der Fall betrachtet, in dem die Zugrie

uber das Netzwerk erfolgen, weil diese Zugrisart f

ur unsere Anwendung im Vordergrund
steht.
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solchen Sprache w

urde die Implementierung einer CXML-Schnittstelle viel
komplexer machen, wenn man von jedem CXML-Server verlangen w

urde,
diese zu unterst

utzen. Deshalb wurde darauf verzichtet. Im Gegensatz dazu
wurden zwei elementare Operationen deniert, die aufwendige Operatio-
nen beschleunigen sollen: das Auslesen und das Ersetzen eines kompletten
Unterbaumes eines XML-Dokumentes in serialisierter Form. Soll im obigen
Beispiel die vollst

andige Mitarbeiterliste auf dem Client ausgegeben wer-
den, wird das entsprechende XML-Objekt zun

achst durch einen XPointer
lokalisiert. Anschlieend wird sein gesamter Inhalt in XML auf den Cli-
ent

ubertragen, geparst und formatiert. Diese Vorgehensweise erlaubt einen
enormen Ezienzvorsprung (zwei CORBA-Zugrie plus Parsen) gegen

uber
mehrfachen Einzelaufrufen
2
. Beim Zur

uckschreiben des Unterbaumes wer-
den alle darin enthaltenen CORBA-Objekte ung

ultig. Deshalb ist bei diesem
Schritt besondere Vorsicht geboten. Eine triviale Anwendung des \Auslesen
und Ersetzen"-Verfahrens besteht darin, da man das komplette Dokument
in XML anfordert, lokal bearbeitet und zur

uckschreibt.
5.3.2 Bootstrapping
Bei der Initialisierung jeder CORBA-Anwendung stellt sich die Frage nach
der Beschaung von Objektreferenzen f

ur einige wenige zentrale Dienstlei-
stungsobjekte im System, durch die weitere Objektreferenzen (IORs) erhal-
ten werden k

onnen. Ein Electronic-Banking-Client braucht die Referenz auf
das entsprechende Kontoverwaltungsobjekt, ein System zum

Uberwachen
von Paketlieferungen ben

otigt eine Verbindung zum Paketdienst-Server.
Analog dazu braucht ein CXML-Client die IOR-Referenz auf das Doku-
ment (bzw. auf das Wurzelelement des Dokumentes), mit dem er arbeiten
m

ochte. Wie bereits erw

ahnt, kann man sich IOR-Referenzen nicht so ein-
fach merken, wie beispielsweise die URL-Verweise. Eine IOR-Referenz sieht
als String z.B. folgendermaen aus:
IOR:000000000000001749444c3a43584d4c2f584d4c4f626a6563743a312e30000000000001
0000000000000044000100000000000a3132372e302e302e310004630000002c00504d430000
00010000001749444c3a43584d4c2f584d4c4f626a6563743a312e30000000000003b4ddaa95
Somit ist diese nicht zum

Uberbr

ucken von Medienbr

uchen geeignet. Auer-
dem sind IORs in der Regel 

uchtig, d.h. ein Neustarten des entsprechenden
Server-Objektes resultiert in einer anderen IOR
3
.
Dieses Problem wird in der CORBA-Architektur dadurch gel

ost, da die Ob-
jektreferenzen vom sog. Namensdienst geliefert werden. Der Namensdienst
2
Traversierungsdauer des Unterbaumes im Datenbereich des Clients ist im Vergleich
vernachl

assigbar.
3
Abhilfe kann durch den CORBA-Persistence-Service geschaen werden. Dieser sorgt
daf

ur, da einem Objekt beim Start seine alte IOR zugewiesen wird.
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ist ebenfalls ein CORBA-Objekt, das eine Schnittstelle zu einer hierarchisch
aufgebauten Struktur bereitstellt, in deren Bl

attern
4
die Objektreferenzen
gehalten werden. Der Client bewegt sich vom Wurzelobjekt zum Blatt

uber
Knoten, die bestimmte Namen tragen, bis er schlielich auf das gew

unschte
Blattobjekt st

ot (Diese Beschreibung hat eine verbl

uende

Ahnlichkeit zum
Aufbau eines XML-Dokumentes, und das nicht ohne Grund, wie gleich ge-
zeigt wird). Die Namensdienst-L

osung hat allerdings eine L

ucke: wie erh

alt
man die Referenz des Namensdienstes selbst? Daf

ur wurden von verschiede-
nen Herstellern zahlreiche zueinander inkompatible L

osungen vorgeschlagen.
Sie k

onnen darauf zur

uckgef

uhrt werden, da ein Modul in der Zielprogram-
miersprache zur Verf

ugung gestellt wird, das bei einem Aufruf wie z.B.
myVendor.getNamingService("myNamingServiceID")
der Verweis auf das zugeh

orige CORBA-Objekt zur

uckgeliefert wird. Un-
ter Verwendung des CORBA-Namensdienstes w

urde der CXML-Server ein
Dokumentenobjekt beim Namensdienst registrieren. Der Client k

onnte an-
schlieend

uber die Stubs vom Namensdienst darauf zugreifen. Damit ent-
stehen die folgenden vier Probleme:
 Die Namensdienst-Stubs geh

oren (noch) nicht zum Standard-
Repertoire einer CORBA-Implementierung. Sie m

uten also zu-
sammen mit dem Client in den Web-Browser geladen werden.
 Ein Traversieren des Namensdienstes ist erforderlich, bevor eine Re-
ferenz auf das im Blatt enthaltene Objekt geliefert wird. Im vorange-
gangenen Abschnitt wurde auf die Ezienzeinbuen dieser Vorgehens-
weise bereits hingewiesen.
 Die Beschaung der Referenz auf den Namensdienst selbst ist nicht
standardisiert.
 Die Daten des Namensdienstes k

onnen nicht in einer Standarddarstel-
lung exportiert werden (um z.B. seinen kompletten Inhalt zu spiegeln).
Diese Gr

unde stellten den Nutzen eines Namensdienstes f

ur CXML in Fra-
ge. Die Bemerkung, da die Struktur des Namensdienstes einem XML-
Dokument

ahnlich ist, wurde wie folgt ausgenutzt. In CXML wird der Na-
mensdienst tats

achlich

uber ein XML-Dokument in einem bestimmten For-
mat realisiert. Damit l

at sich der Namensdienst

uber die gleiche Schnittstel-
le abfragen, wie jedes andere XML-Dokument. Aufwendiges Traversieren des
Baumes er

ubrigt sich durch den Einsatz von XPointern. Der gesamte Inhalt
4
In baumartigen Strukturen bezeichnet man als Bl

atter solche Knoten, die keine aus-
gehenden Kanten besitzen.
KAPITEL 5. CORBA-F

AHIGE XML-DOKUMENTE 116
kann in XML exportiert werden. Es sind keine Extra-Klassen f

ur den client-
basierten Zugri auf den Namensdienst notwendig. Im Grunde genommen,
gibt es in CXML keinen Namensdienst im urspr

unglichen Sinne. Ein XML-
Dokument wird benutzt, um darin IOR-Referenzen auf weitere Dokumente
abzulegen. F

ur die Referenzen wird ein dediziertes Attribut IOR vorgese-
hen, in dem eine IOR als Zeichenkette (siehe Beispiel oben) abgespeichert
wird. Die Registrierung beim Namensdienst besteht nun darin, da in das
gew

unschte IOR-Attribut des Dokumentes eine g

ultige IOR hineingeschrie-
ben wird.
Die Referenz des Namensdienst-Dokumentes selbst kann

uber ein festgeleg-
ten TCP/IP-Socket realisiert werden. Das geschieht, indem bei jedem Auf-
bau einer TCP/IP-Verbindung die Zeichenkette zur

uckgesandt wird, die die
IOR des Namensdienst-Dokumentes enth

alt. Somit erh

alt der Client die IOR
als Dokument, das

uber die URL http://server:port erreichbar ist. Die
IOR kann auch in einem Browser angezeigt werden. Unten ist ein einfaches
Namensdienst-Dokument aufgef

uhrt
5
:
<?xml version="1.0" encoding="ISO-8859-1"?>
<Meine-Dokumente>
<Vorlesungsverzeichnis Semester="SS98" ior="IOR:..."/>
</Meine-Dokumente>
Das Dokumentenobjekt, das das Vorlesungsverzeichnis f

ur das Sommerse-
mester 1998 darstellt, kann wie folgt erhalten werden:
XMLObject holder = NamingService.resolve(
"http://server:port#child(1,Vorlesungsverzeichnis)" );
XMLObject vv = orb.string_to_object( holder.getAttribute("ior") );
5.3.3 Zugrismechanismen und Linken
In den vorangegangenen Abschnitten wurden die grundlegenden Eigenschaf-
ten eines CORBA-f

ahigen XML-Objektes skizziert, die in CXML spezi-
ziert werden (DOM-Methoden, XPointer-Au

osung, Serialisierung von Un-
terb

aumen). Weitere Aforderungen an ein einfaches XML-Element werden
nicht gestellt. Bietet ein XML-Element weitere Funktionalit

at, wie z.B.
Kontrolle der Zugrisrechte oder Schreibzugrie, soll dieses eine erweiter-
te Schnittstelle implementieren, die von der Grundschnittstelle abgeleitet
wird. Abbildung 5.2 gibt einen

Uberblick

uber die Basisklassen der CXML-
Schnittstelle.
Die Klasse XMLProtected erlaubt beispielsweise einem CXML-Client, seine
Zugrisrechte auf entsprechende XML-Objekte abzufragen. Damit k

onnen
5
Der

Ubersichtlichkeit halber wurden in diesen Beispielen die XML-Namensraum-
Angaben (cxml:ior) vernachl

assigt.
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XMLObject
XMLEditable XMLProtected XMLLink
Grundklasse, read-only, public
Modifizierbar Zugriffsrechte können
abgefragt werden
Unterscheidung:
eigene gelinkte
Ressourcen
ó
Abb. 5.2: Basisklassen der XML-CORBA-Implementierung
unberechtigte Zugrie vermieden werden. XMLEditable bietet dagegen die
M

oglichkeit, im XML-Element enthaltene Informationen zu modizieren
(z.B. Attribute setzen). Es gestattet ebenfalls, den gesamten Inhalt eines
Elementes durch einen serialisierten XML-Unterbaum zu ersetzen (vgl. Ab-
schnitt 5.3.1). Die letzte fundamentale Erweiterung bietet die XMLLink-
Schnittstelle. Ist ein XML-Objekt eine Instanz dieser Klasse, handelt es sich
um ein \gelinktes" XML-Element, welches sich beispielsweise physisch in
einem anderen XML-Dokument oder gar auf einem anderen Rechner ben-
det. XMLLink ist die Grundlage f

ur das in Abschnitt 3.6 beschriebene Trans-
klusionskonzept. Erweiterungen, wie z.B. Zahlungsroutinen, sind ebenfalls
denkbar.
Die Realisierung der Zugrisrechte kann, je nach Implementierung, variie-
ren. Es wurde ein Standardverfahren implementiert, das eine grundlegende
Zugriskontrolle bereits ohne Programmierung erm

oglicht. Das Verfahren
basiert auf der Vergabe von Zugrisrechten nach einem Prinzip, das un-
ter UNIX allgemein

ublich ist. Es werden die Konzepte von Nutzern und
Gruppen umgesetzt, die f

ur bestimmte Teile der Dokumente gewisse Rechte
erhalten k

onnen. Die Kontrollinformationen k

onnen sowohl innerhalb des
jeweiligen XML-Dokumentes, als auch extern abgelegt werden. Auf diese
Weise kann eine Art Nutzerdatenbank aufgebaut werden, die von vielen Do-
kumenten benutzt wird. Die vollst

andige Beschreibung der implementierten
Zugriskontrollmechanismen w

are zu umfangreich, um sie hier aufzuf

uhren.
Statt dessen wird an einem Beispiel gezeigt, wie das Grundprinzip funk-
tioniert. Im untenstehenden Beispiel sind Benutzereintr

age aufgelistet, die
Namen und Paw

orter der Nutzer enthalten, durch die diese authentiziert
werden. Der Eintrag des Administrators wird aus einem anderen Doku-
ment hineingelinkt
6
. Die Zugrisrechte selbst sind lesegesch

utzt. Die An-
wendung erkennt die Kontrollinformationen an den Attributen AUTH-MODE,
GROUP usw., die durch die Namensraumangabe \cxml" eindeutig identiziert
werden. Die Namen der Elemente Zugriffsrechte, Benutzer usw. k

onnen
frei gew

ahlt werden.
<Zugriffsrechte
6
Die Ezienz der Autorisierung kann durch das Linken von Autorisierungseintr

agen,
die an externe XML-Objekte gebunden sind, beeintr

achtigt werden.
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cxml:AUTH-MODE="CONTAINER" cxml:RIGHTS="RWX,RX"
cxml:GROUP="users" cxml:USER="admin">
<Benutzer cxml:ALIAS="admin" cxml:IREF="http://server:port#ID(Admin)"/>
<Benutzer cxml:NAME="rahm" cxml:PWD="yyy"/>
<Benutzer cxml:NAME="melnik" cxml:PWD="zzz"/>
<Benutzergruppe cxml:AUTH-MODE="GROUP"
cxml:NAME="users" cxml:USERS="rahm,melnik"/>
</Zugriffsrechte>
Sollen nun die Zugrisrechte f

ur ein XML-Element vergeben werden, gen

ugt
die folgende Angabe:
<Privat cxml:AUTH-MODE="PROTECTED" cxml:USER="rahm" cxml:RIGHTS="RWX,RX,RX">
...
</Privat>
Das obige Beispiel illustriert ebenfalls das dynamische Linken von XML-
Elementen. Der Benutzereintrag des Administrators sch

opft seinen Inhalt
aus dem Element mit der ID \Admin", der sich im Namensdienst-Dokument
bendet. Das Linken erfolgt erst bei der Anfrage an das zugeh

orige XML-
Objekt und wird deshalb als dynamisch bezeichnet. Die Transparenz der
Zugrie auf CORBA-Objekte schl

agt sich auch in dem Verweiskonzept der
CXML-Architektur nieder. Durch das dynamische Linken kann es passie-
ren, da einzelne Teile des Dokumentenbaumes aus anderen Dokumenten
stammen. Die lokale Au

osung von XPointern, die in der Schnittstelle der
Klasse XMLObject vorgesehen ist, ist nur dann sinnvoll, wenn diese im loka-
len Datenbereich, also ohne Netzwerkzugrie, erfolgt. Die pr

aferierte Vorge-
hensweise besteht deshalb darin, die Interpretation von XPointern solange
durchzuf

uhren, bis man auf ein XMLLink-Objekt st

ot. Der restliche Teil des
XPointers kann an das gelinkte Objekt weitergegeben und in dessen Da-
tenbereich ausgewertet werden, der z.B. auf einem anderen Rechner liegen
kann. Damit wird die Anzahl von Netzzugrien auf das notwendige Mini-
mum reduziert.
Die lokale Au

osung von XPointern ist zwar von groem Vorteil, wird
aber nicht von jedem XMLObject gefordert. Tritt die Ausnahmebedingung
NotImplemented auf, so mu die Client-Anwendung die Auswertung von
XPointern bei Bedarf selbst

ubernehmen. Betrachten wir beispielsweise den
Verweis
http://server:port#ID(myDoc).child(3,Kapitel).child(1,

Uberschrift)
Der URL http://server:port zeigt auf das Namensdienst-Dokument,
das ein Element mit der ID myDoc enth

alt. Das Attribut cxml:ior die-
ses Elementes h

alt die IOR-Referenz auf das Wurzelobjekt des Doku-
mentes myDoc bereit. Das Wurzelobjekt erh

alt die Anfrage, den XPointer
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child(3,Kapitel).child(1,

Uberschrift) aufzul

osen. Es ndet sein drit-
tes Element namens \Kapitel" und stellt fest, da es sich um ein gelinktes
Element handelt (Kapitel 3 wird z.B. von einem anderen Autor geschrie-
ben und liegt auf dessen Rechner). Der verbleibende Rest des XPointers
child(1,

Uberschrift) wird an das gelinkte Element weitergereicht. Die-
ses wertet es lokal aus. Alle diese Vorg

ange bleiben f

ur die Client-Anwendung
unsichtbar.
Andere Datenquellen k

onnen ihre Informationen ebenfalls

uber die CXML-
Schnittstelle verf

ugbar machen. Beispielsweise wurde ein Modul entwickelt,
welches die Anbindung SQL-f

ahiger relationaler Datenbanken

uber CXML
erlaubt. F

ur den Client pr

asentiert sich die Datenbank als einfaches XML-
Dokument. Felder und Tupel der Datenbank k

onnen in andere XML-
Dokumente eingebunden werden. Wird vom Datenbankmodul das Interface
XMLEditable implementiert, k

onnen die aus der Datenbank eingebundenen
Daten unmittelbar im Kontext des Dokumentes, in dem sie auftreten, be-
arbeitet werden. Aktualisierte Daten werden auf diese Weise direkt in die
Datenbank zur

uckgeschrieben. Auerdem kann man bei der Implementie-
rung auf die Transaktionsverwaltung des DBMS zur

uckgreifen. Noch einfa-
cher kann der CXML-Ansatz im Falle einer objektorientierten Datenbank
realisiert werden. Eine deklarative Abfragesprache wie OQL w

urde eine ef-
zientere XPointer-Implementierung gestatten.
F

ur die Implementierung der Schnittstellen XMLProtected und
XMLEditable werden Sicherheitsmechanismen ben

otigt, die es erlauben,
berechtigte Benutzer zu identizieren. Die derzeitige Implementierung
entspricht der Basic authentication des HTTP-Protokolls. Der Benutzer
wird anhand seines Namens und des dazuzugeh

origen Kennworts validiert.
Urspr

unglich wollten wir diese Informationen im Context der Methoden-
aufrufe

ubergeben. Ein Context ist ein CORBA-Mechanismus, mit dessen
Hilfe ein weiterer Wert, der zus

atzliche \Kontext"-Informationen enthalten
kann, transparent an das Server-Objekt

ubergeben wird. Diese Kontext-
Informationen k

onnen beispielsweise Benutzerauthentizierung aber auch
Sitzungs-IDs, Transaktionsnummer usw. beinhalten. Der Vorteil der Nut-
zung von Context besteht darin, da dieser implizit bei jedem Aufruf
mitgegeben wird, ohne da man dies unmittelbar in der IDL-Denition
festhalten mu.
Bei der client-seitigen Implementierung von CXML wurden die CORBA-
Klassen verwendet, die mit dem Netscape Communicator mitgeliefert
werden. Ungl

ucklicherweise wurde darin die Context-Eigenschaft nicht
vollst

andig implementiert, so da die Kontext-

Ubergabe explizit in der
CXML-IDL auftaucht. Die vollst

andige CXML-IDL-Spezikation ist in
Anhang B enthalten. Die Client-Anbindung wurde zun

achst in Java-
Script vorgenommen. Client-Zugrie wurden

uber die DII-Schnittstelle
(vgl. Abschnitt 5.2) abgeschickt. Wegen der bereits erw

ahnten Schwierig-
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keiten mit der Fehlerbehandlung von JavaScript beim Aufruf von Java-
Unterprogrammen wurde der JavaScript-basierte Ansatz schlielich wieder
aufgegeben. JavaScript wurde dann ausschlielich f

ur die Pr

asentation und
das Editieren der Dokumente verwendet.
5.4 Zur Interaktion von ISLE und CXML
Prinzipiell sind ISLE und CXML voneinander unabh

angige L

osungen. Sie
k

onnen allerdings auch gemeinsam eingesetzt werden. Die St

arken von
CXML liegen in erster Linie im exiblen Zugri auf die Dokumententeile so-
wie darin, eine transaktionsgesch

utzte Bearbeitung von XML-Dokumenten
durch mehrere Benutzer zu erm

oglichen. Wenn diese nicht bereits durch
das darunterliegende DBMS gew

ahrleistet wird, mu die Implementierung
der CXML-Schnittstelle selbst daf

ur sorgen
7
. ISLE dagegen agiert auf einer
h

oheren Abstraktionsebene, die bis zur Deckung des gesamten Informations-
bedarfs von Anwendungen und Organisationen reichen kann. CXML f

ullt
eine L

ucke in der ISLE-Architektur aus, die dadurch entsteht, da ein \ech-
tes" gemeinsames Editieren von Daten nicht m

oglich ist (ein Umweg ist in
Abschnitt 4.6 beschrieben).
Mittels CORBA-Server, die die CXML-Schnittstelle realisieren, k

onnen
XML-Dokumente und andere Datenquellen zur Bearbeitung freigegeben
werden. Andererseits l

at sich auf die exportierten XML-Dokumente auch

uber einen Web-Server zugreifen. Damit gelangen die XML-Daten in den
Wirkungsbereich des ISLE-Systems. Wenn das nicht direkt

uber das Datei-
system m

oglich ist, kann man auch auf die CXML-Serialisierung zur

uck-
greifen. Es l

at sich ein Proxy-Dienst einrichten, der die HTTP-Zugrie in
CORBA-Anfragen umwandelt und die serialisierten Daten direkt als XML-
Dokumente liefert. Die n

otige Ezienz kann durch Einsatz von Caching-
Verfahren erreicht werden, die von WWW-Proxies extensiv benutzt werden.
Obwohl CXML die notwendige Flexibilit

at bietet, bringt es zus

atzliche
Schwierigkeiten mit sich. Die Funktionsweise eines CXML-Servers

ahnelt
der eines Web-Servers dahingehend, da beide st

andig laufen sollten. Das
Einrichten eines zus

atzlichen Dienstes stellt immer eine Hemmschwelle dar,
auch wenn es sich nur um einen Web-Server handelt. Ein CXML-Server
ben

otigt auerdem noch Schreibrechte f

ur alle Dateien im Dateisystem, die
modizierbar sein sollen. Damit mu dieser h

ohere Sicherheitsanforderungen
erf

ullen, als ein einfacher Web-Server.
7
Wie der Transaktionsschutz nicht ben

otigt, kann die Mehrbenutzerbearbeitung auch
im Rahmen der ISLE-Architektur wie in Abschnitt 4.6 beschrieben realisiert werden.
Kapitel 6
Fazit und Ausblick
6.1 Fazit
XML hat das Potential, viele Bed

urfnisse heutiger Informationssysteme auf
elegante Art zu l

osen. Obwohl die Software-Grundlage noch nicht ausge-
reift ist, zeigten die Erfahrungen, die w

ahrend der Entwicklung des ISLE-
Informationssystems gesammelt wurden, da man bereits heute durch den
Einsatz dieser Technologie signikante Vorteile erzielen kann. RDF, XML
und CORBA erg

anzen sich gegenseitig, indem sie ihre spezischen St

arken
einbringen.
Nachfolgend fassen wir kurz die Vorz

uge zusammen, die dieser Ansatz durch
die Verwendung der in Kapitel 3 beschriebenen Architektur besitzt:
 Dank der client-basierter Verarbeitung, der nahezu unbegrenzten Spei-
cherkapazit

at verteilter Rechnersysteme und den bei Bedarf mehr-
fach vorhandenen Aggregations-Servern mit abgrenzbaren Aufgaben
ist die Benutzeranzahl in hohem Mae skalierbar. Die Skalierbarkeit
der ISLE-Architektur ist mit der des World-Wide-Web vergleichbar.
 Durch die semantische Auszeichnung der Informationen ist eine pr

azise
Recherche m

oglich. Eine RDF-basierte Datenmodellierung kann zur
Interoperabilit

at zwischen heterogenen Systemen beitragen.
 Die Wiederverwendbarkeit der Daten wird durch Strukturierung und
Speicherung unter Verwendung oener Standards erleichtert.
 Die Selbstverwaltung der Informationsobjekte seitens der Benutzer
und deren F

ahigkeit zur Transklusion f

ordern Redundanzvermeidung,
Aktualit

at und Korrektheit der Daten.
 Der Export von XML-Daten

uber eine CORBA-basierte Schnittstelle
erm

oglicht exible Zugrisarten auf die XML-Daten.
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 Auerdem z

ahlen eine einheitliche Pr

asentation, die Unterst

utzung
mehrerer Sprachen und die M

oglichkeit der inkrementellen Erweite-
rung des Datenmodells und der Anwendungslogik zu den weiteren po-
sitiven Merkmalen des Systems.
Ein Hauptproblem ist die derzeit noch fehlende direkte Unterst

utzung von
XML durch die g

angigen Browser. Die eXtensible Style Language (XSL
[W3C98]) soll zusammen mit ECMA-Script als Skripting-Sprache (ECMA-
262, ein Standard f

ur JavaScript) die Erstellung von Pr

asentationssoftware
erheblich vereinfachen. Die eigene JavaScript{basierte Implementierung der
XML-Layout-Formatierung warf eine Reihe von Performanz- und Sicher-
heitsproblemen auf. Deshalb haben wir uns schlielich zu einer Realisierung
in Java entschlossen. Die knappe H

alfte des ca. 250 KB groen Moduls,
das zum Client

ubertragen wird, wird von dem validierendern XML-Parser
beansprucht. Diese vergleichsweise kompakte Interface-Komponente konnte
dadurch realisiert werden, da die Ausgabeformatierung und Benutzerinter-
aktion

uber HTML und nicht durch den Einsatz von graschen Elementen
erfolgt. Die angeklickten Verweise aktivieren das im Hintergrund laufende
Java-Modul, welches verteilte XML-Daten

uber HTTP l

adt und f

ur die Aus-
gabe kontextsensitiv aufbereitet.
Ein weiteres Hindernis stellt die mangelhafte Standardisierung des Sicher-
heitsmodells f

ur Java-Applets, die auf verschiedene Netzressourcen und lo-
kale Dateisysteme zugreifen sollen, dar. Aus diesem Grund ist das System
zur Zeit ausschlielich mit dem Netscape Communicator nutzbar, der ein
exibles aber leider propriet

ares Sicherheitskonzept zur Verf

ugung stellt.
Ein XML-f

ahiger CORBA-Server erlaubt es mehreren Benutzern, XML-
Dokumente simultan zu bearbeiten. Es zeigte sich jedoch, da das reine XML
DOM nur bedingt eektiv eingesetzt werden kann, weil wegen der feinen
Granularit

at der Objekte ein betr

achtlicher Netzverkehr entsteht, der die
Leistungsf

ahigkeit des gesamten Systems erheblich beeintr

achtigt. Deshalb
wurde eine ad

aquate Erweiterung der DOM-Schnittstelle ben

otigt, um eine
Ezienzsteigerung herbeizuf

uhren. Es werden zur Zeit auch weitreichen-
dere Verfahren erprobt, die z.B. durch Verwendung von MD5-Signaturen
(Message Digest, [Riv92]) ein sehr schnelles Traversieren bzw. den Abgleich
von Dokumentenunterb

aumen erm

oglichen [XML98b]. Umfangreiche, von
mehreren Benutzern editierbare Ressourcen k

onnen aber auch im ISLE-
Architekturmodell behelfsm

aig durch eine Variante des Check-out/Check-
in{Konzeptes nachgebildet werden.
Abgesehen von den Schwierigkeiten, die mit der zur Zeit fehlenden Browser-
unterst

utzung von XML verbunden sind, stellen Authentizierung und Kon-
sistenzerhaltung der verteilten Informationen weitere Herausforderungen f

ur
das System dar. Weitere Probleme bereiteten die sich st

andig

andernden
Standards (XML, DOM, RDF, JavaScript).
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Die Implementierung aller in dieser Diplomarbeit genannten Komponenten
erfolgte ausschlielich in Java und JavaScript. Das ISLE-System umfat ca.
13.000 Zeilen Code, davon entfallen ca. 2.300 Zeilen auf die Aggregations-
komponente und 6.400 auf die anwendungsspezische Pr

asentation (univer-
sit

are Dom

ane). Die CXML-Implementation umfat ca. 11.000 Zeilen Code,
wobei noch ca. 4.000 Zeilen f

ur generierte Stubs und Skeletons dazu kom-
men. Das System bendet sich noch nicht im praktischen Einsatz.
6.2 Vergleich von ISLE mit konventionellen Syste-
men
In diesem Abschnitt werden die St

arken und Schw

achen der ISLE-
Architektur den konventionellen Ans

atzen gegen

ubergestellt. Als konven-
tionell wollen wir hier solche Ans

atze bezeichnen, die bereits seit Jahren in
breitem Umfang eingesetzt werden. Dazu z

ahlen z.B. Systeme, die auf re-
lationalen und objekt-orientierten Datenbanksystemen aufsetzen, aber auch
Anwendungen, die

uber eine HTML- oder Java-basierte Benutzerschnittstel-
le auf Server zugreifen, die einen Teil der Anwendungslogik implementieren.
Abbildung 6.1 zeigt in kompakter Form, welche Kriterien diesem Vergleich
zugrunde liegen und auf welche Art und in welchem Umfang sie von den
Systemen erf

ullt werden. Diese Kriterien werden nachfolgend besprochen.
Bei dem Vergleich werden die typischen Merkmale der konventionellen Sy-
steme aufgef

uhrt. Es gibt durchaus Systeme, die einige von den ange-
sprochenen Prinzipien

ahnlich zum ISLE-Ansatz realisieren. Beispielswei-
se erm

oglicht Lotus Notes eine dezentralisierte Datenhaltung, bei der loka-
le Nutzer-Datenbanken mit einer zentralen Datenbank abgeglichen werden.
Diese L

osung stellt aber hohe Systemanforderungen und bietet z.Z. noch
keine oenen Schnittstellen. Der ISLE-Ansatz kombiniert eine Reihe von
Eigenschaften, die erst im Zusammenspiel ihre Leistungsf

ahigkeit voll ent-
falten. Nachfolgend werden diese im einzelnen diskutiert.
Dank der strukturellen Merkmale von XML ist das Datenmodell von IS-
LE leicht erweiterbar. Dies gilt ebenso f

ur RDF, wobei in diesem Fall die
Erweiterbarkeit durch einen eigenschafts-basierten Ansatz und Vererbung
erreicht wird. Im Falle von RDBMS und OODBMS erfordert dagegen eine
Erweiterung des Datenmodells in der Regel

Anderungen der Datenbank-
Schemata und der bereits vorliegenden Daten selbst. Alle Daten des ISLE-
Systems k

onnen verteilt abgelegt werden. Dies bedeutet, da die Datenmen-
ge, die vom System genutzt werden kann, potentiell unbesch

ankt ist. Da
die gesamte Datenverarbeitung (Pr

asentation, Formatierung, Bearbeitung)
auf der Client-Seite stattndet, sind die Anforderungen an den/die Server
in Bezug auf Plattenkapazit

at und Rechenleistung gering
1
. Bei einer zen-
1
Es wird davon ausgegangen, da die Aggregations-Server dom

anen- oder funktions-
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konventionelle SystemeKriterien ISLE
Datenmodell fixiert leicht erweiterbar
Datenhaltung zentralisiert verteilt
zentralisiert verteiltDatenverarbeitung
Skalierbarkeit bedingt hoch
Wartungsaufwand mittel hoch
Werkzeugbasis ausgereift mangelhaft
Konzeption gut bekannt und
erprobt
experimentell,
in Entwicklung
System-
anforderungen
plattform-, hersteller-,
DBMS-abhängig
Crossware,
JDBC
Integrität,
Recovery gut mangelhaft
Integrationsfähigkeit bedingt hoch
Abb. 6.1: ISLE gegen

uber konventionellen Systemen
tralisierten L

osung k

onnen diese Gr

oen einen Flaschenhals darstellen, der
nur durch einen aufwendigen Ressourceneinsatz (Speichererweiterung, Par-
allelisierung) vermieden werden kann. Da jeder Nutzer seine Daten selbst
verwaltet, er

ubrigt sich die Benutzerverwaltung im urspr

unglichen Sinne.
Die Authentizierung von Daten erfolgt in der ISLE-Architektur durch Ver-
weise von einer obergeordneten auf eine unmittelbar untergeordnete Stelle
(z.B. von einer Fakult

at auf deren Mitarbeiter). Somit ist die Authenti-
zierung ebenfalls stufenweise dezentralisiert. Da eine Benutzerverwaltung
nicht ben

otigt wird, verursacht die Nutzung des Systems keinen zus

atzlichen
Administrationsaufwand. Aufgrund der derzeit noch unausgereiften Werk-
zeugbasis und der experimentellen Konzeption ist jedoch viel Arbeit mit der
Wartung und Pege des Systems verbunden. Deshalb l

at sich der gesamte
Administrationsaufwand von ISLE eher als hoch einstufen.
In ISLE wird ausschlielich Crossware eingesetzt, die die weitgehende Un-
abh

angigkeit von Rechner-Plattformen und Herstellern gew

ahrleistet. Zur
Aggregation wird zur Zeit ein Indexierungsverfahren verwendet, das sich
auf ein RDBMS st

utzt. Der Einsatz einer JDBC-basierten Schnittstelle und
die durchgehende Benutzung von Standard-SQL entkoppelt die Datenban-
kanbindung von konkreten Datenbanksystemen. Propriet

are SQL-Dialekte
spezisch arbeiten.
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eines bestimmten DBMS wie Oracle, Sybase oder Informix k

onnen den Ein-
satz eines solchen DBMS zwingend erforderlich machen, das seinerseits be-
stimmte Plattformen voraussetzt und damit die Portabilit

at der gesamten
Anwendung gef

ahrdet.
Die Integrationsf

ahigkeit von ISLE bezieht sich sowohl auf die M

oglichkeit,
die im System verwendeten Daten zu exportieren, als auch darauf, Daten
aus anderen Informationssystemen in ISLE zu nutzen. Ein propriet

ares zen-
tralisiertes System (wie z.B. der Stundenplaner, vgl. Abschnitt 1.2.2) mu
eine M

oglichkeit bieten alle relevanten Informationen, die im System ge-
halten werden, auszugeben. Ist dies nicht vorgesehen, mu eine zus

atzli-
che Export-Schnittstelle bereitgestellt werden
2
. ISLE-Daten sind dahinge-
gen in einem oenen Format (XML)

uber ein oenes Protokoll (HTTP)
zug

anglich und k

onnen beliebig wiederverwendet werden. Andererseits be-
steht die M

oglichkeit, Daten aus anderen Systemen in ISLE zu integrieren.
Es w

urde gen

ugen, einen kompletten Abzug einer externen Datenquelle im
ISLE-konformen Format in einer oder mehreren Dateien abzulegen und die-
se periodisch zu aktualisieren. Ein Aggregations-Server kann diese Dateien
weiterverarbeiten. Dadurch kann man ohne groen Aufwand die Recherche-
und Navigationsm

oglichkeiten von ISLE nutzen sowie automatisch neue Do-
kumente erzeugen.
Die oben beschriebenen Charakteristika tragen zur Skalierbarkeit, Erweiter-
barkeit und Integrierbarkeit des ISLE-Systems bei. Wir haben auf den Per-
formanzvergleich des Systems verzichtet, weil es sich teilweise um grundver-
schiedene Einsatzgebiete handelt. Bei OLTP-artigen Anwendungen bringen
die DBMS deutlich mehr Leistung. Die gleichzeitige server-seitige Bearbei-
tung und Pr

asentation semistrukturierter Daten w

urde dagegen eine hohe
Server-Last erzeugen, die der Skalierbarkeit entgegenwirkt. Dabei kommen
auch Kostenfaktoren ins Spiel, die den Vergleich weiter erschweren
3
. Beim
Vergleich der Verf

ugbarkeit der beiden Systeme k

onnen

ahnliche Argumente
ins Feld gef

uhrt werden. Im allgemeinen haben die DBMS in dieser Hinsicht
mehr zu bieten. Die ISLE-Architektur basiert dagegen auf sehr einfachen
Komponenten, die sehr robust sind. Auerdem ist die Aggregation im Re-
gelfall nicht zeitkritisch. Wenn ein Web-Server nicht verf

ugbar ist, lassen sich
andere Server ansprechen. Die Verteilung der Daten bringt aber auch Pro-
bleme mit sich. So m

ussen in ISLE besondere Verfahren zur Gew

ahrleistung
der Konsistenz der Daten eingesetzt werden. Eine Wiederherstellung von
Daten (Recovery) wird in ISLE nicht von vornherein unterst

utzt. Allerdings
betrit die Gefahr des Datenverlustes meist nur eingeschr

ankte Datenmen-
2
Eine solche XML-Export-Schnittstelle wurde in den Stundenplaner tats

achlich im
nachhinein eingebaut. Bei kommerzieller Software w

are ein derartiger Eingri nicht ohne
weiteres m

oglich.
3
Leistungsf

ahige parallele DBMS haben beachtliche total costs of ownership. In ISLE
wird dagegen gar keine kommerzielle Software verwendet.
KAPITEL 6. FAZIT UND AUSBLICK 126
gen, z.B. die Daten eines Web-Servers bzw. Informationsanbieters. Durch
Spiegelung lieen sich solche Ausf

alle vermeiden, diese ist jedoch sehr auf-
wendig.
Der Einsatz der ISLE-Architektur beschr

ankt sich keineswegs auf die uni-
versit

are Dom

ane und kann f

ur weitere informationsintensive Bereiche ein-
gesetzt werden. Anstelle von Universit

atsmitarbeitern k

onnen beispielsweise
gesamte Organisationen oder Institutionen als Informationsanbieter in der
ISLE-Architektur auftreten. Der Informationsraum kann auf ein Intranet
eingeschr

ankt werden, wobei f

ur den Datenaustausch besondere Sicherheits-
vorkehrungen getroen werden k

onnen
4
.
6.3

Ubergang zum dominierenden Datenaus-
tauschformat
In [PR98] wird die Vermutung ge

auert, da sich XML in drei Phasen zum
dominierenden Datenaustauschformat f

ur das WWW wie entwickelt:
1. Strukturierte Daten und Suchergebnisse werden zur Weiterverarbei-
tung in XML geliefert.
2. Das Anfrageverm

ogen von Web-Dienste wird in XML beschrieben, wo-
durch deren automatische Erschlieung m

oglich wird.
3. Unabh

angig entwickelte Vokabulare bzw. Ontologien wachsen zu-
sammen, was zu erheblichen makro

okonomischen Eekten f

uhren
kann. Insbesondere vermittlungsbasierte Dienstleistungsunternehmen
wie Banken und Versicherungen w

urden davon stark betroen sein.
Die erste Phase ist in unserem System vollst

andig realisiert. Die zweite ist f

ur
die von uns in Angri genommene Dom

ane (Universit

at) noch von geringerer
Bedeutung, da derzeit weltweit noch zu wenig maschinenlesbare Daten f

ur
globale Recherchen verf

ugbar sind. Anders sieht es im Bereich von elektro-
nischen Bibliotheken aus. Der Dokumenten-Server der Universit

at Leipzig
5
exportiert seine Metadaten

uber die Dokumentenkollektion in RDF/XML
und erleichtert damit seine Integration in umfassendere Suchdienste (vgl.
Abschnitt 1.2.3).
Mit steigendem Umfang semantisch ausgezeichneter Informationen er

onet
sich ein breites Einsatzfeld f

ur die Wissensverarbeitung und das Knowledge
Management. Abbildung 6.2 zeigt, wie die ISLE-Architektur um wissensba-
sierte Funktionalit

at erweitert werden k

onnte. Die automatische Sammlung
4
Wie zum Beispiel der Security Socket Layer f

ur das HTTP-Protokoll.
5
http://dol.uni-leipzig.de/
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Abb. 6.2: Wissensbasierte Architektur
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von Informationen kann als Wissensakquisition betrachtet werden, bei der
Fakten statt Objekte gesammelt werden. Aus Fakten k

onnen durch Data
Mining und Knowledge Discovery Regeln gewonnen werden, die von einem
wissensbasierten System bei der Anfragebearbeitung verwendet werden. Die
Faktenbasis kann auerdem zur Wissenserzeugung in Form von Dokumenten
u.

a. eingesetzt werden.
DLR
reale
Welt
ï
di
gi
ta
le
 O
bje
kte
IR
ð
(Digital Library Repository)
Benutzerschnittstelle
Indexierung
Sicherheit
Zuverlässigkeit
Kompexe Objekte
Identitätsschicht
Objekt-Speicher
Schichtenmodell Schnittstellen
Fakten!
Datenspeicher
Abb. 6.3: Schichtenmodell einer elektronischen Bibliothek
Eine weitere, aus unserer Sicht interessante Entwicklung besteht in der Ag-
gregation und Archivierung der feink

ornigen Informationsobjekte nach den
Prinzipien einer elektronischen Bibliothek (Daten werden nie gel

oscht, son-
dern durch neuere Versionen erg

anzt). Der Einsatz von XML erlaubt es,
neben der physischen Archivierung von Daten die bedeutungserhaltenden
Aspekte verst

arkt anzugehen.

Ubertragen auf das Schichtenmodell einer
elektronischen Bibliothek (Abbildung 6.3, vgl. [CGM98]), lassen sich Fak-
ten auf der Ebene der komplexen Objekten verarbeiten. Kleine Granularit

at
wirft eine Reihe von Problemen auf, die eine gesonderte Behandlung ben

oti-
gen. Mageschneiderte Architekturen und Verfahren sollen entwickelt wer-
den, um die Besonderheiten von Speicherung, Austausch, eindeutiger Iden-
tizierung, Vergleich und Versionsmanagement von Informationsobjekten
ad

aquat zu ber

ucksichtigen. Interoperabilit

at zwischen Repositorien digi-
taler Informationen kann nicht allein durch ein geeignetes Austauschformat
erreicht werden. Konkrete Schnittstellen, Protokolle und Anfragesprachen
werden ben

otigt, um eine eektive Kooperation zwischen diesen Diensten
zu erm

oglichen.
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Anhang A
XML-Serialisierung des
RDF-Grundschemas
<rdf:RDF
xmlns:rdf="http://www.w3.org/TR/WD-rdf-syntax#"
xmlns:rdfs="http://www.w3.org/TR/WD-rdf-schema#">
<rdfs:Class rdf:ID="Resource"
rdfs:label="Resource"
rdfs:comment="The most general class"/>
<rdf:Property about="http://www.w3.org/TR/WD-rdf-syntax#type"
rdfs:label="type"
rdfs:comment="Indicates membership of a class">
<rdfs:range resource="#Class"/>
</rdf:Property>
<rdf:Property ID="comment"
rdfs:comment="Use this for descriptions"
rdfs:label="comment">
<rdfs:domain resource="#Resource"/>
<rdfs:range resource="#Literal"/>
</rdf:Property>
<rdf:Property ID="label"
rdfs:Label="label"
rdfs:comment="Provides a human-readable version of a resource name">
<rdfs:domain rdf:resource="#Resource"/>
<rdfs:range rdf:resource="#Literal"/>
</rdf:Property>
<rdfs:Class rdf:ID="Class"
rdfs:label="Class"
rdfs:comment="The concept of Class">
<rdfs:subClassOf rdf:resource="#Resource"/>
</rdfs:Class>
130
ANHANG A. XML-SERIALISIERUNG DES RDF-GRUNDSCHEMAS131
<rdf:Property ID="subClassOf"
rdfs:label="subClassOf"
rdfs:comment="Indicates membership of a class">
<rdfs:range rdf:resource="#Class"/>
<rdfs:domain rdf:resource="#Class"/>
</rdf:Property>
<rdf:Property ID="subPropertyOf"
rdfs:label="subPropertyOf"
rdfs:comment="Indicates specialization of properties">
<rdfs:range rdf:resource="http://www.w3.org/TR/WD-rdf-syntax#Property"/>
<rdfs:domain rdf:resource="http://www.w3.org/TR/WD-rdf-syntax#Property"/>
</rdf:Property>
<rdfs:Class rdf:ID="ConstraintResource"
rdfs:label="ConstraintResource"
rdfs:comment="Resources used to express RDF Schema constraints.">
<rdfs:subClassOf rdf:resource="#Resource"/>
</rdfs:Class>
<rdfs:Class rdf:ID="ConstraintProperty"
rdfs:label="ConstraintProperty"
rdfs:comment="Properties used to express RDF Schema constraints.">
<rdfs:subClassOf rdf:resource="http://www.w3.org/TR/WD-rdf-syntax#Property"/>
<rdfs:subClassOf rdf:resource="#ConstraintResource"/>
</rdfs:Class>
<rdfs:ConstraintProperty rdf:ID="domain"
rdfs:label="domain"
rdfs:comment="This is how we associate a class with
properties that its instances can have">
<rdfs:range rdf:resource="#Class"/>
<rdfs:domain rdf:resource="http://www.w3.org/TR/WD-rdf-syntax#Property"/>
</rdfs:ConstraintProperty>
<rdfs:ConstraintProperty rdf:ID="range"
rdfs:label="range"
rdfs:comment="Properties that can be used in a
schema to provide constraints">
<rdfs:range rdf:resource="#Class"/>
<rdfs:domain rdf:resource="http://www.w3.org/TR/WD-rdf-syntax#Property"/>
</rdfs:ConstraintProperty>
<rdfs:Class rdf:ID="Property"
rdfs:label="Property"
rdfs:comment="The concept of a property.">
<rdfs:subClassOf rdf:resource="#Resource"/>
</rdfs:Class>
<rdfs:Class rdf:ID="Literal"
rdfs:label="Literal"
rdfs:comment="This represents the set of atomic values, eg. textual strings.">
<rdfs:subClassOf resource="#Resource"/>
</rdfs:Class>
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<rdfs:Class about="http://www.w3.org/TR/WD-rdf-syntax#Statement"
rdfs:label="Statement"
rdfs:comment="This represents the set of reified statements.">
<rdfs:subClassOf resource="#Resource"/>
</rdfs:Class>
<rdf:Property about="http://www.w3.org/TR/WD-rdf-syntax#subject"
rdfs:label="subject">
<rdfs:domain rdf:resource="http://www.w3.org/TR/WD-rdf-syntax#Statement"/>
<rdfs:range rdf:resource="#Resource"/>
</rdf:Property>
<rdf:Property about="http://www.w3.org/TR/WD-rdf-syntax#predicate"
rdfs:label="predicate">
<rdfs:domain rdf:resource="http://www.w3.org/TR/WD-rdf-syntax#Statement"/>
<rdfs:range rdf:resource="http://www.w3.org/TR/WD-rdf-syntax#Property"/>
</rdf:Property>
<rdf:Property about="http://www.w3.org/TR/WD-rdf-syntax#object"
rdfs:label="object">
<rdfs:domain rdf:resource="http://www.w3.org/TR/WD-rdf-syntax#Statement"/>
</rdf:Property>
<rdfs:Class rdf:ID="Container"
rdfs:label="Container"
rdfs:comment="This represents the set Containers.">
<rdfs:subClassOf resource="#Resource"/>
</rdfs:Class>
<rdfs:Class about="http://www.w3.org/TR/WD-rdf-syntax#Bag"
rdfs:label="Bag">
<rdfs:subClassOf resource="#Container"/>
</rdfs:Class>
<rdfs:Class about="http://www.w3.org/TR/WD-rdf-syntax#Seq"
rdfs:label="Sequence">
<rdfs:subClassOf resource="#Container"/>
</rdfs:Class>
<rdfs:Class about="http://www.w3.org/TR/WD-rdf-syntax#Alt"
rdfs:label="Alt">
<rdfs:subClassOf resource="#Container"/>
</rdfs:Class>
<rdfs:Class rdf:ID="ContainerMembershipProperty"
comment="This is the class that the properties _1,_2, ...
that are used to represent lists and are an instance of">
<rdfs:subClassOf resource="http://www.w3.org/TR/WD-rdf-syntax#Property"/>
</rdfs:Class>
<rdf:Property about="http://www.w3.org/TR/WD-rdf-syntax#value"
rdfs:label="value"/>
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</rdf:RDF>
Anhang B
IDL-Spezikation f

ur CXML
(CORBA-XML)
module CXML {
//-------------------------------------------
module Core {
// CORBA-XML Content Handling
struct Attribute {
wstring name;
wstring value;
};
typedef sequence<Attribute> AttributeList;
// Basic type. This interface must be supported
// by any Corba-enabled XML object.
// Reflects only the read-only CONTENT of the element.
// hasChildren added for efficiency.
// There is still no access security.
// cloneIntoParent: clones the object and sets the
// new parent XMLObject, used for embedding objects
interface XMLObject;
typedef sequence<XMLObject> XMLObjectList;
// Exception accessing an XMLObject, reading or writing
enum AEReason { AccessDenied, BadContext, NotImplemented, OtherAE };
exception AccessException {
AEReason reason;
wstring message;
};
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// Navigator: for implementing XPointer
// Attached to every XMLObject to leverage and speed up navigation within
// physically separated trees. Spans (First..Second) are not supported.
enum NEReason { MalformedLocation, NotFound, NotImplemented, OtherNE };
exception NavigationException {
NEReason reason;
wstring message;
};
exception NoSuchNodeException {
};
enum XMLType {
DOCUMENT, ELEMENT, PI, COMMENT, PCDATA, CDATA, WHITESPACE
};
struct XMLObjectInfo {
XMLType type;
wstring tagName;
boolean hasAttributes;
boolean hasChildren;
long long lastModified;
};
typedef sequence<octet> ByteArray;
// Forwarded interface description of XMLObject
// Context supplied through "in any ctx" rather than natively
// due to buggy Netscape Communicator CORBA implementation.
interface XMLObject {
XMLObjectInfo getInfo(
in any ctx) raises (AccessException);
XMLObject getParent(
in any ctx) raises (AccessException);
wstring getText(
in any ctx) raises (AccessException);
XMLObject getChild(in long pos,
in any ctx) raises (AccessException, NoSuchNodeException);
XMLObjectList getChildren(
in any ctx) raises (AccessException);
long numChildren(
in any ctx) raises (AccessException);
wstring getAttribute(in wstring name,
in any ctx) raises (AccessException);
AttributeList getAttributes(
in any ctx) raises (AccessException);
XMLObject cloneIntoParent(in XMLObject parent,
in any ctx) raises (AccessException);
XMLObjectList locations(in string xptr, inout long counter,
in any ctx) raises (AccessException, NavigationException);
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ByteArray dump(in boolean dtd, in boolean links,
in XMLObject exclusionRoot,
in any ctx) raises (AccessException);
};
// XMLLink
interface XMLLink : XMLObject {
XMLObjectList getProperChildren(
in any ctx) raises (AccessException);
XMLObjectList getLinkedChildren(
in any ctx) raises (AccessException);
XMLObject getProperChild(in long pos,
in any ctx) raises (AccessException, NoSuchNodeException);
XMLObject getLinkedChild(in long pos,
in any ctx) raises (AccessException, NoSuchNodeException);
long numProperChildren(
in any ctx) raises (AccessException);
long numLinkedChildren(
in any ctx) raises (AccessException);
};
// XMLEditable: exists separately to simplify providing read-only content.
// addChild:
// Adds a child to this element.
// Any element can only have one parent element and
// so the previous parent will lose this child from its subtree.
// addChild(args, child, after) adds a child after "after"
// and calls getParent().removeChild(args, this) if parent exists.
exception IncompatibleWithDTD {
wstring message;
};
exception NotMyChildException {
};
interface XMLEditable : XMLObject {
void setAttribute(in wstring name, in wstring value,
in any ctx) raises (AccessException, IncompatibleWithDTD);
void setAttributes(in AttributeList attrlist,
in any ctx) raises (AccessException, IncompatibleWithDTD);
void removeAttribute(in wstring name,
in any ctx) raises (AccessException, IncompatibleWithDTD);
void setText(in wstring text,
in any ctx) raises (AccessException, IncompatibleWithDTD);
void setParent(in XMLObject newparent,
in any ctx) raises (AccessException, IncompatibleWithDTD);
void addChild(in XMLObject child, in XMLObject after,
in any ctx) raises (AccessException, IncompatibleWithDTD,
NotMyChildException);
void removeChild(in XMLObject child,
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in any ctx) raises (AccessException, IncompatibleWithDTD,
NotMyChildException);
void setChildren(in XMLObjectList children,
in any ctx) raises (AccessException, IncompatibleWithDTD);
XMLObject createNew(in XMLType type, in wstring tagName,
in any ctx) raises (AccessException);
};
// Authorization:
//
// Examples:
//
// <DOCUMENT AUTH-MODE="RW,R,R" AUTH-OWNER="melnik" AUTH-GROUP="admin">
//
// <GROUP AUTH-MODE="GROUP" AUTH-NAME="users">
// <USERENTRY AUTH-MODE="USER" AUTH-NAME="admin" AUTH-PASSWD="admpwd"/>
// <USERENTRY AUTH-MODE="USER" AUTH-NAME="melnik" AUTH-PASSWD="mypwd"/>
// <GROUP AUTH-MODE="GROUP" AUTH-NAME="admin">
// <ACCESSTABLE HREF='ASCENDANT(1,USERENTRY,AUTH-NAME,"melnik")'/>
// </GROUP>
// </GROUP>
//
// <VORL AUTH-MODE="RW,R,R" AUTH-OWNER="rahm" AUTH-GROUP="profs"
// HREF="namedior:XXX" ID="vorl000">
// <ACCESSTABLE HREF="ASCENDANT(1,GROUP)"/>
// <DESC>...</DESC>
// </VORL>
//
// </DOCUMENT>
//
// Everybody may read the document (traverse, etc.)
// Attribute AUTH-MODE is not editable by anyone (only deletion of element)!
// editable as declared in the DTD?
// Attribute AUTH-TYPE="ALL":
// "U=RW,G=R,O=R" OWNER="melnik" GROUP="admin"
struct AccessRights {
boolean R;
boolean W;
boolean X;
boolean S;
};
interface XMLProtected : XMLObject {
AccessRights getAccessRights(in any ctx);
};
interface XMLFilter {
XMLObjectList process(in XMLObjectList list, in XMLObject holder,
in any ctx) raises (AccessException);
};
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};
// Core
//-------------------------------------------
module View {
// For convenience only (automatic stub and tie generation).
// Cannot be used for type checking.
// Always narrow to basic types!
// for DB objects
interface XMLProtectedEditable:
CXML::Core::XMLEditable, CXML::Core::XMLProtected {
};
// for XML objects
interface XMLProtectedEditableLink:
CXML::Core::XMLProtected, CXML::Core::XMLEditable, CXML::Core::XMLLink {
};
exception ProviderException {
wstring message;
};
interface XMLProvider {
CXML::Core::XMLObject provide(
in any ctx) raises (ProviderException);
wstring description();
};
enum FEReason { MalformedInput, OtherFE };
exception FormatException {
FEReason reason;
wstring message;
};
// XMLViewer
interface XMLViewer {
string format(in ::CXML::Core::XMLObject e,
in any ctx) raises (::CXML::Core::AccessException, FormatException);
};
};
};
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