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Tämän opinnäytetyön tarkoituksena oli luoda etäohjattu LED-matriisinäyttö, jolla on 
mahdollista näyttää kuvia ja videoita lähiverkon kautta. Näyttö soveltuu käytettäväksi 
esimerkiksi messutilaisuuksissa ja muissa vastaavissa tapahtumissa mainosnäyttönä tai 
katseenvangitsijana. Työllä ei ollut erillistä tilaajaa, vaan se sai alkunsa tekijän omasta 
halusta perehtyä ohjelmoitavien logiikkapiirien ja lähiverkon toimintaan. 
 
Tässä opinnäytetyössä keskityttiin komponenttien valintaan vaikuttaviin asioihin sekä 
kotelon suunnitteluun ja valmistukseen. Työssä perehdyttiin myös tärkeimpien kompo-
nenttien sisäiseen toimintaan, sekä ohjelmien tekemiseen FPGA-piiriä ja tietokonetta 
varten. Työn tuloksena oli toimiva näyttökokonaisuus, joka vastasi työn tavoitteita. 
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The purpose of this thesis was to create a remotely controlled LED-matrix display 
which is able to show images and video via a local network. This display can be used as 
an advertising display or an eye-catcher for trade fairs and other similar events. This 
study was not commissioned by any company. Instead, the subject originated from the 
author’s own desire to learn about programmable logic and local networks. 
 
This project focused on the design and manufacture of the housing and the factors that 
affected the choice of components. Moreover, the internal workings of the main compo-
nents, as well as writing programs for an FPGA integrated circuit and the computer that 
drives the display were further points of interest discussed here. The result of this work 
was a working LED-matrix display which corresponds with the main goals of this the-
sis. 
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Tässä opinnäytetyössä oli tarkoitus valmistaa LED-matriisinäyttö jota ohjataan etäohja-
uksella lähiverkon kautta. Näyttö pystyy toistamaan videota ja kuvia. LED-
matriisinäyttöä voidaan käyttää esimerkiksi mainostamiseen messuilla ja muissa vastaa-
vissa tilaisuuksissa. Näyttöä voidaan käyttää myös katseenvangitsijana ja yleisöhoukut-
timena. Työn aiheen valinta kohdistui matriisinäyttöön, sillä se oli oivallinen tilaisuus 
oppia käyttämään ohjelmoitavia logiikkapiirejä ja samalla kehittämään elektroniikka 
osaamista.  
 
Opinnäytetyön tavoitteena oli tutustua ohjelmoitavaan logiikkaa ja lähiverkon toimin-
taan. Logiikan ja lähiverkon ohella tuli tutustuttua myös tuotekehitykseen ja elektro-
niikkaan. Työssä ei käytetty automaatiokäytössä yleisesti käytössä olevia PLC logiikoi-
ta, vaan erillistä piirilevylle asennettavaa FPGA-logiikkapiiriä. Kummatkin kuitenkin 
toimivat samalla periaatteella ja käyttäjän tehtäväksi jää kuvailla piirin logiikan toimin-
ta. FPGA-piirin käyttöä puoltavat sen edullisempi hinta ja pienempi koko. FPGA-piiri 
oli myös helpompi integroida tarvittavaan ohjaukseen, sillä sen käyttöjännite on 3.3V 




Opinnäytetyössä on käyty läpi tärkeimpien komponenttien valinta ja valintaan vaikutta-
vat asiat. Työssä perehdytään myös joidenkin komponenttien sisäiseen toimintaan ja 
rakenteeseen. Teorian jälkeen kerrotaan kuinka ensimmäisestä testiversiosta päästään 
lopullisen piirilevyn suunnitteluun ja valmistamiseen. Tämän jälkeen käydään läpi kote-






2 TYÖN MÄÄRITTELY 
 
LED-matriisinäyttö on oivallinen tapa rakentaa näyttävä valaistus tai mainostaulu. Mat-
riiseja voidaan myös käyttää isojen videoseinien tekoon. Matriisien käyttöä tavallisien 
nestekidenäyttöjen sijasta tukee se, että ne on helppo räätälöidä kyseessä olevaa sovel-
lusta varten. Työn aiheena olevan kokoluokan matriisinäyttöjen ohjaus on yleensä toteu-
tettu mikrokontrollerilla ja kuvan syöttäminen tapahtuu joko sarjaportin tai USB yhtey-
den välityksellä. Näyttö voi olla myös ns. ”Stand alone” malli missä kuvat tai lyhyt vi-
deonpätkä tulee ohjaimen omasta muistista. Opinnäytetyöni eroaa edellä mainituista 
näytöistä sillä, että siinä on logiikka ohjaus ja etäkäyttö lähiverkon kautta.  
 
Valmistamani kokonaisuus rakentuu LED-matriisista sekä sen ohjaimesta. Näyttö liite-
tään lähiverkkoon jonka välityksellä sille voi lähettää kuvia ja videota. Näytön ohjain-
piiri luo TCP-serverin (Transmission Control Protocol), johon esim. tietokoneella voi-
daan liittyä ja tätä kautta lähettää dataa näytölle. Ohjainpiiri vastaanottaa dataa ja tallen-
taa sen puskurimuistiin, josta se sitten ajetaan näytölle. Ohjainpiiri vastaa serverin toi-
minnasta, datan vastaanottamisesta, puskurimuistista sekä matriisin ohjaamisesta. Sys-




KUVIO 1. Lohkokaavio 
 
Tietokoneen tai muun vastaavan lähiverkkoon siirretyn laitteen ohjelmiston tehtävä on 
skaalata haluttu kuva oikean kokoiseksi LED-matriisia varten, sekä myös muuttaa värit 
oikeanlaisiksi. Tietokoneelle tai mobiililaitteelle on mahdollista tehdä ohjelmisto, joka 
toistaa LED-matriisin kautta kuva- tai videotiedostoja tai esimerkiksi suoraa näytön-
kaappaus kuvaa tietokoneen ruudulta. Tässä työssä keskityn kuitenkin vain tietokoneen 
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ohjelmistoon, joka pystyy kaappaamaan reaaliaikaista kuvaa tietokoneen näytöltä ja 
lähettämään sitä LED-näytölle. Valitsemaani ohjelmistoratkaisuun päädyin siksi, että 
tämänlaisella ohjelmistolla voidaan helposti toistaa mitä tahansa videoita minkä tahansa 
suoratoisto palvelun kautta. Jos kuitenkin halutaan toistaa videoita tai kuvia suoraan 
tietokoneelta eikä internetistä, voidaan ottaa näytönkaappaus tietokoneen omasta me-
diatoistimesta. 
 
Näytön tekniset tavoitteet määräävät pitkälti käytettyjen osien valinnan, kuten esimer-
kiksi LED-matriisin ja sen ohjauspiirin valinnan. Tärkeimmät tavoitteet koskevat itse 
näytön toimintaa ja sen käyttömukavuutta. Näytön päivitystaajuuden tulisi olla vähin-
tään 100 Hz jotta kuva olisi tasainen eikä silmä erota minkäänlaista välkettä. Videoku-
van kuvataajuuden olisi myös hyvä olla vähintään 25 kuvaa/s jotta video olisi tasaista. 
Käytön tulisi myös olla helppoa ilman turhaa asetusten säätämistä ja konfigurointia. 
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LED-matriisin valintaan vaikutti pääosin ledien riittävä määrä ja hinta. Matriisin raken-
tamiseen olisi voinut käyttää valmiita 8x8 ledin kokoisia elementtejä, mutta koska ele-
mentit ovat halvimmillaan noin 4,5 euroa kappaleelta, olisi 64x32 kokoiselle matriisille 
tullut hintaa 144 euroa. Seuraava vaihtoehto olisi rakentaa matriisi itse erillisistä RGB-
ledeistä, jolloin tarvittava RGB-ledien määrä olisi 64x32 matriisille 2048 lediä. Käytet-
täessä pintaliitos ledejä, olisi hinnaksi pelkille ledeille tullut noin 42 euroa. Tarvitsee 
kuitenkin muistaa, että jos matriisi rakennetaan erillisistä ledeistä tai edellä mainituista 
elementeistä, tarvitsee lisäksi hankkia ledien vaatimat ohjauspiirit. Ledit sekä ledien 
vaatima elektroniikka olisi myös vaatinut erittäin suuren piirilevyn, jonka teettäminen 
olisi maksanut helposti päälle 100 euroa. Hinnan ja käytettävyyden puolesta parhaim-
maksi vaihtoehdoksi osoittautui Adafruit Industries yhtiön tuotteisiin kuuluva LED-
matriisi. Kyseiset paneelit sisältävät RGB-ledien lisäksi niiden ohjaamiseen tarvittavan 
elektroniikan, mikä helpottaa huomattavasti suunnittelua ja vähentää tarvittavien osien 
määrää. Kuvassa 1 on esitetty 16x32 kokoinen matriisi kuvattuna takaapäin, kuvassa 
näkyy paneelin LED-ohjaimet. Adafruit myy verkkosivuillaan 16x32 ja 32x32 kokoisia 
paneeleita, joten paneeleita tarvittaisiin vähintään kaksi jotta saavutettaisiin haluttu 
64x32 ledin kokonaismäärä. Lopulta kuitenkin löysin Kiinassa sijaitsevan myyjän vali-
koimista 64x32 kokoisen paneelin, joka vastaa Adafruit yhtiön tuotteita ja hinta toimi-
tuskuluineen oli hieman alle 100 euroa. 
 
 





Yksi ohjauspiirin kriteereistä oli se, että sen täytyy olla riittävän nopea päivittämään 
LED-matriisia jotta ihmissilmä ei huomaisi minkäänlaista välkettä kuvassa. Ohjauspii-
rin tulee myös pystyä hoitamaan datan lukeminen lähiverkosta, sekä sen tulee pystyä 
reaaliajassa kääntämään data haluttuun muotoon. Ensimmäisenä mieleen tulisi toteuttaa 
ohjaus mikro-ohjaimella. Mikro-ohjaimen käyttöä puoltavat se, että niitä on saatavissa 
useaa eri mallia eri ominaisuuksilla ja eri hintaryhmissä. Mikro-ohjaimia on myös suh-
teellisen helppo ohjelmoida C++ ohjelmointikieltä käyttäen. Tässä sovelluksessa kui-
tenkin vaaditaan ohjaukselta paljon, sillä ohjaimen tulisi pystyä hoitamaan montaa eri 
toimintoa lähes samanaikaisesti. Rinnakkaisen toiminnan tarpeellisuus johtuu siitä, että 
vaikka sekventaalisesti suoritettava ohjelma pystyisikin ylläpitämään matriisin tarvitse-
maa päivitysnopeutta, joutuisi se aina keskeyttämään matriisin päivityksen datan luke-
misen ja kääntämisen ajaksi. Rinnakkaisen toiminnan takia valitsinkin ohjelmoitavan 
logiikkapiirin. Ohjelmoitavaksi logiikaksi valitsin Alteran valmistaman Cyclone sarjaan 
kuuluvan FPGA-piirin. Valintani kohdistuin kyseisen valmistajan tuotteisiin, koska hei-
dän tuotteitaan oli helposti saatavissa ja valmistajan verkkosivuilta oli tarjolla paljon 
opetusmateriaalia piirin käyttöönottoa varten. Sovellukseeni päädyin valitsemaan Cy-
clone II sarjaan kuuluvan EP2C5T144C7N piirin. Valintani kohdistui kyseiseen piiriin 
siksi, koska siinä oli riittävästi sisäisiä logiikkaelementtejä ja käyttömuistia tarvittavan 
toiminnan aikaansaamiseksi. Vaikka Cyclone II sarja onkin Alteran vanhempaa mallis-
toa, on se kuitenkin vielä tuotannossa ja sitä voi vielä käyttää valmistajan mukaan uu-
siin sovelluksiin (Altera).  Cyclone II sopi paremmin käyttööni kuin uudet, koska se on 
valmistettu TQFP koteloon ja on näin ollen vielä mahdollinen juottaa käsin, toisin kuin 
uudempien piirien BGA kotelot. TQFP kotelossa liitospinnit ovat kotelon ympärillä, 
tämän takia se on mahdollista juottaa käsin. BGA kotelossa pinnit ovat kotelon pohjassa 
ja ne ovat erittäin pieniä puolipallon muotoisia kontakteja, joka tarkoittaa että juottami-
seen olisi käytettävä juotostahnaa ja uunia. BGA kotelon haittana on myös pinnien tihe-
ys sillä tämä vaatisi huomattavasti tarkemmin tehdyn piirilevyn, joka olisi tullut paljon 
kalliimmaksi teettää. TQFP ja BGA tyyppien koteloiden erot ovat esitetty kuviossa 2. 












Lähiverkossa tapahtuva kommunikointi olisi ollut mahdollista hoitaa sisäisesti FPGA-
piirissä, mutta päädyin kuitenkin käyttämään erillistä mikropiiriä kommunikointiin. 
Erillisen piirin käyttö helpotti huomattavasti ohjelmiston kehitystä, sillä suurin osa 
kommunikoinnista on valmiiksi hoidettu piirin sisällä. Tarvittavan toiminnon suoritta-
miseen oli tarjolla useita piirejä ja suurin osa niistä olisi käynyt toteutukseen. Valinnas-
sani kuitenkin päädyin valmistajan WIZnet Products valmistaman W5500 piirin, sillä se 
oli halpa ja valmistajalta löytyi erittäin hyvin infoa ja opastusta piirin käyttöön. Piiriä 
varten valmistajalla oli myös tarjolla valmis kirjasto mikro-ohjaimia varten. Valmista 
kirjastoa en pystynyt käyttämään FPGA-piirin kanssa, mutta kirjaston koodeja tutkimal-
la oli helppo saada selville tarvittavat komennot. Merkittävä tekijä oli myös se, että pii-
ristä oli tarjolla valmis testialusta jossa piirin lisäksi oli kaikki sen käyttöön vaadittava 
elektroniikka. Testialustan kytkentäkaavio ja osaluettelo oli myös vapaasti saatavilla 
valmistajan sivuilta, joten se oli helppo sisällyttää lopulliseen piirilevyyn ja piirin toi-
minnasta pystyi olemaan varma.  
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FPGA-piiri on ohjelmoitava elektroniikkakomponentti. Käyttäjän on mahdollista im-
plementoida minkä tahansa digitaalisten piirien toiminta yhden FPGA-piirin sisään, 
rajana on yleensä vain mielikuvitus ja toiminnon monimutkaisuus. FPGA-piiri koostuu 
sen sisällä olevista logiikkaelementeistä, joita piiristä ja valmistajasta riippuen voi olla 
jopa satojatuhansia. Logiikkaelementtien toteuttama toiminto ja logiikka elementtien 
väliset kytkennät ovat määriteltävissä laitteistokuvauskielen avulla. Jotkut FPGA-piirit 
saatattavat sisältää myös ei-ohjelmoitavia osia, kuten esimerkiksi suotimia, käyttömuis-
tia tai valmiita suorittimia. Suurin osa FPGA-piireistä unohtaa konfigurointinsa heti kun 
virta katkaistaan. Käytännössä tämä tarkoittaa sitä, että piiri tarvitsee toimiakseen ulkoi-
sen ohjelmamuistin josta se saa aina käynnistyessään tarvittavat tiedot logiikkaelement-
tien kytkemiseen. Käynnistystä varten piirissä on valmiina sisäinen lohko, joka aina 
piirin käynnistyessä lataa ohjelmamuistista tarvittavat tiedot logiikkaelementtien kyt-
kemistä varten. (Wolf 2004:105-112.) 
 
Kuviossa 3 on esitetty karkeasti FPGA-piirin sisäinen rakenne. Kuviossa kirjaimilla 
CLB merkityt lohkot kuvaavat logiikkaelementtejä, joita muokkaamalla ja yhdistele-
mällä saadaan aikaan laitteistokuvauskielellä määritelty logiikka. Kirjaimin IOB merki-
tyt lohkot liittävät sisään- ja ulostulot logiikkaan. Logiikka- ja I/O-elementit ovat yhtey-
dessä toisiinsa sisäisten johteiden avulla, nämä johteet sisältävät suuren määrän kytkin-
matriiseita, joiden avulla saadaan haluttua toimintoa vastaava kytkentä. 
 
 





FPGA-piirin sisältämät logiikkaelementit koostuvat yleensä kytkinmatriisista missä on 
useita sisääntuloja, logiikkaelementissä on myös joitakin valintakomponentteja kuten 
multiplekseri, kiikkuja ja LUT (LookUp-Table). (Wolf 2004:113.) Kyseisten kompo-
nenttien takia yksi logiikkaelementti on hyvin muunneltavissa eri tarkoituksia varten. 
Yhdestä elementistä voidaan rakentaa esimerkiksi osa kombinatorista logiikkaa, sitä 
voidaan myös käyttää RAM-muistina tai siirtorekisterinä. Logiikkaelementtien toiminta 
ja sisäinen kytkentä määräytyy piirin käynnistyksen yhteydessä, jolloin se konfiguroi 
itsensä käyttäen ohjelmamuistissa olevaa tietoa. Kuviossa 4 on esitetty Xilinx nimisen 
valmistajan XC4000 sarjaan kuuluvien piirien logiikkaelementin lohkokaavio. 
 
 
KUVIO 4. Logiikkaelementin lohkokaavio (Xilinx) 
 
4.1.2  I/O-elementit 
 
Konfiguroitavat I/O-elementit tarjoavat linkin sisäisen logiikan ja ulkoisten lähtöjen 
välillä. Jokainen ulkoinen lähtö on määriteltävissä sisään- tai ulostuloksi, tai samaan 
aikaan kummaksikin jolloin se voi vuorotellen lähettää ja vastaanottaa dataa. Ulkoisiin 
lähtöihin on määriteltävissä sisäiset ylös- ja alasvetovastukset, jolloin niitä ei erikseen 
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tarvitse lisätä ulkoiseen elektroniikkaan. Lähtöjen jänniterajat ovat myös määriteltävissä 
joko 1.2V tai 3.3V logiikalle. Kuviossa 5 on esitetty Xilinx XC4000E sarjan I/O-
elementin lohkokaavio. I/O-elementin sisääntulot I1 ja I2 voidaan reitittää logiikalle 
joko suoraan sisääntulopuskurilta tai vaihtoehtoisesti sisääntulorekisterin kautta. Mikäli 
sisääntulo tulee suoraan puskurilta, lukee logiikka sen heti kun sisääntulon taso muut-
tuu. Reitittäessä sisääntulo rekisterin kautta, saa logiikka sisääntulon arvon vasta silloin 
kun rekisterille syötetään kellopulssi. Ulostulojen signaalit voidaan siirtää joko sellaise-
naan puskurin kautta lähtöön, ne voidaan myös invertoida tai reitittää rekisterin kautta. 
 
 




LED-matriisi on elementti missä useampi LED-valo on yhdistetty riveihin ja sarakkei-
siin muodostaen näin suorakulmaisen taulukon. LED-matriiseita on saatavilla joko yksi 
tai monivärisinä. Ledien suuresta määrästä johtuen niitä ei voida pitää samanaikaisesti 
päällä sillä tämä vaatisi paljon virtaa, sekä ennen kaikkea erittäin paljon ulostulokanavia 
ohjaavalta piiriltä. LED-matriisin sisäinen kytkentä on esitetty kuviossa 6. Kuviosta 
voidaan nähdä, että kaikkien samalla rivillä olevien ledien anodit ovat kytketty yhteen, 





KUVIO 6. Matriisin sisäinen kytkentä. 
 
Ledien ohjaaminen tapahtuu siten, että jokainen sarake on kytketty LED-ajurinpiiriin 
omaan lähtöönsä. Jokaiselle värille on oma LED-ajurinsa siksi, että värin kirkkaus voi-
daan säätää sopivaksi. Kirkkauden säätö on tarpeellinen koska ledien fyysisien ominai-
suuksien takia kunkin värin valovoima on erisuuruinen, vaikka ledien läpi kulkeva virta 
olisikin sama. Ajurit ovat yleensä 16-kanavaisia, joten tämä tarkoittaa sitä, että jokaista 
väriä kohden on yleensä useampi peräkkäin ketjutettu ajuri. Rivien ohjaus tapahtuu de-
kooderipiirin avulla, joka ottaa sisäänsä binäärilukuja ja kytkee lukua vastaavaan sarak-
keeseen jännitteen. Kuvan luominen tapahtuu siten, että LED-ajureille syötetään en-
simmäisen rivin data. Datan kirjoittamisen jälkeen tieto siirretään ledeille ja samaan 
aikaan dekooderi ohjaa jännitteen ensimmäiselle riville jolloin ledit syttyvät. Tämän 
jälkeen ajureille ajetaan seuraavan rivin data. Toisen rivin datan saavuttua, kytketään se 
ledeille samalla hetkellä kun dekooderi vaihtaa jännitteen kyseiselle riville. Samalla 
periaatteella käydään läpi kaikki rivit, jonka jälkeen kierto aloitetaan alusta. Tällä peri-
aatteella ohjatussa matriisissa palaa kerrallaan vain yhden rivin ledit, joka alentaa huo-
mattavasti virrankulutusta. Kierron ollessa tarpeeksi nopea, ei ihmissilmä voi erottaa 




4.2.1 LED-ohjaimien toiminta 
 
LED-matriisin käyttämät ajurit ovat 16-kanavaisia siirtorekisterin tyyppisiä ajureita, 
joissa on lisäksi virtaregulaattori säätämässä ledeille sopivan virran. Piirin sisäinen toi-
minta on esitetty kuviossa 7. Piirin siirtorekisteri on SIPO-tyyppin (Serial in, parallel 
out) rekisteri. SIPO tarkoittaa sitä, että data tulee rekisteriin sisään sarjamuotoisena ja 
lähtee ulos rinnakkaisena, eli vain muutamalla datalinjalla voidaan ohjata montaa eri 
lähtöä. Tämän seurauksena data tuodaan sisään bitti kerrallaan kuviossa esiintyvään SDI 
tuloon ja siirretään eteenpäin jokaisella CLK tuloon tulevan kellopulssin nousevalla 
reunalla. Rekisterin saatua kaikkien ledien data, siirretään tieto led-ohjaukselle LA/ tu-
lon laskevalla reunalla. Ledien kirkkautta voidaan hallita PWM-signaalilla, joka tuo-
daan OE/ tuloon. PWM ohjauksen periaatteena on se, että valodiodi sytytetään ja sam-
mutetaan jatkuvasti erittäin nopeasti. Pulssien taajuus on aina sama, mutta muuttamalla 
pulssinleveyttä, eli prosenttia kuinka kauan LED on päällä, voidaan määrittää valon 
kirkkaus. Ohjaimien rakenteen ansiosta niitä on mahdollisuus ketjuttaa peräkkäin lähes 
rajaton määrä. Ketjuttamisen ainoa este on tiedonsiirtonopeus, sillä mitä enemmän aju-
reita on peräkkäin, sitä kauemmin datan siirto kestää. 
 
 






4.2.2 Matriisin toiminta 
 
Käyttämäni LED-matriisi on 64x32 kokoinen ja se on jaettu neljään32x16 ledin matrii-
siksi. Matriisi on monivärinen ja siinä on käytetty RGB-ledejä. RGB-LED on puolijoh-
de komponentti, missä samaan koteloon on istutettu punainen, sininen ja vihreä LED-
elementti, yhdistelemällä näitä kolmea väriä saadaan aikaiseksi kaikki mahdolliset värit. 
Suuren LED määrän takia jokainen pienempi 32x16 osa on jaettu kahteen pienempään 
osaan, ensimmäinen osa on 1-8 rivien ledit ja toinen osa on 9-16 rivien ledit. Rivejä 
ohjaa yksi 8-kanavainen dekooderi, mikä tarkoittaa että ensimmäisen ja yhdeksännen 
rivin ledit ovat samaan aikaan päällä, sama toistuu myös toisen ja kymmenen rivin le-
deillä jne. aina kahdeksanteen ja kuudenteentoista riviin. Rivien yhdistämisen ansiosta 
useampi rivi on päällä samaan aikaan ja tällä saadaan luotua tasaisempi kuva jonka väl-




KUVIO 8. Matriisien kytkentä. 
 
Jokainen matriisi tarvitsee toimiakseen 12 signaalia. LED-ajureita varten on 3 yhteistä 
signaalia, CLK, OE ja LA. CLK on kellosignaali joka saa datan liikkumaan eteenpäin 
ajureissa, OE signaali taas määrittää onko ledit päällä vai ei, sekä LA siirtää datan siirto-
rekisteriltä ledien ulostuloajuriin. LED-ajureille tulee myös yhteensä kuusi datasignaa-
lia, kaksi kutakin väriä kohden, toinen rivejä 1-8 varten ja toinen rivejä 9-16. Näiden 
lisäksi rivejä ohjaava dekooderi tarvitsee 3-bittisen tulon jolla se ohjaa 8 eri ulostuloa. 
Kaikkien 4 matriisin CLK, OE, LA ja dekooderin signaalit on kytketty yhteen. Matriisi-




4.3 W5500 Ethernet-ohjain 
 
W5500-piiri toimii linkkinä ohjainpiirin ja lähiverkon välillä. Piiri tukee TCP, UDP ja 
ICMP protokollia, joiden avulla datan siirto tapahtuu. Piiri tukee myös osoitteiden sel-
vittämiseen ja useiden asiakkaiden liittymiseen käytettäviä protokollia. Näitä protokollia 
ovat esimerkiksi IPv4, ARP ja IGMP. Piirissä on valmiina sisäinen 32 kilotavun pusku-
rimuisti lähiverkossa kulkevia paketteja varten. W5500 on varustettu kahdeksalla itse-
näisellä kannalla kommunikointia varten ja jokaiselle kannalle voidaan määrittää tietty 
osa muistista lähtevää ja tulevaa dataa varten. Mikäli liikennettä ei tarvitse ohjata kuin 
yhden kannan kautta, voidaan muut sulkea ja osoittaa kaikki muisti tällä yhdelle kannal-
le. W5500 piiri hoitaa automaattisesti lähiverkon kautta tulevien datapakettien käsitte-
lyn ja tallentaa datan puskurimuistiin mistä käyttäjän on se helppo lukea. Piirille tarvit-
see vain kertoa MAC ja IP osoite, mikä tietoliikenneprotokolla on käytössä sekä asettaa 
kantojen muistivaraukset ja avata halutut kannat. Tämän jälkeen tarvitsee vain seurata 
onko dataa vastaanotettu ja lukea se. W5500 kommunikoi ohjauspiirin kanssa käyttäen 
SPI väylää ja sen maksimi kellonopeus on valmistajan mukaan 80 MHz. SPI väylän 
käyttämässä datakehyksessä on vakiomäärä osoitebittejä, mutta dataa kirjoittaessa tai 
luettaessa kehykseen pituus voi vaihdella. (WIZnet.) Kuviossa 9 on esitetty tiedonsiir-
toon käytettävän datakehyksen rakenne. 
 
 
KUVIO 9. SPI kehyksen rakenne (WIZnet) 
 
SPI kehys koostuu 16 bitistä joilla määritetään datan osoite, 8 bitistä jotka määrittävät 
halutun toiminnan ja data osuudesta joka on pituudeltaan vähintään 8 bittiä. Osoite vai-
he määrittää dataa luettaessa ja kirjoittaessa puskurimuistin muistipaikan tai muistipai-
kan piirin sisäisessä rekisterissä jonka avulla piiri konfiguroidaan ja sen statusta voidaan 
seurata. Toiminnan määrittelevässä vaiheessa piirille kerrotaan halutaanko manipuloida 
yleisiä asetuksia, kannan asetuksia, halutaanko lukea kannan tai piirin status vai halu-
taanko lukea tai kirjoittaa dataa puskurimuistiin. Toiminnan määrittelevässä vaiheessa 
kerrotaan myös onko käytössä vakio datan pituus vai vaihtuva pituus. Dataosuudessa 





Työn toteuttamisen aloitin määrittelemällä halutut ominaisuudet ja valitsemalla kom-
ponentit. Komponenttien valinnan jälkeen oli aika hankkia FPGA-piirin ja W5500-
piirin koealustat, kuten myös itse LED-matriisi prototyyppiä ja testailua varten. LED-
matriisi ja FPGA-piirin koealustan tilasin eBay verkkohuutokaupasta hyvän saatavuu-
den ja hinnan takia. W5500-piirin koealustan tilasin TME nimisestä elektroniikkaliik-




Prototyypin tekemisen aloitin LED-matriisin toimintaan tutustumalla. Matriisin tarvit-
semasta datasta ja sen syöttötavasta ei ollut tarjolla riittävän yksityiskohtaista tietoa, 
joten ensimmäiseksi oli tutustuttava siihen. Matriisin ohjausta kehittäessä käytin Ardui-
no-merkkistä mikro-ohjain alustaa, sillä Arduinon vaatima koodi on huomattavasti no-
peampi kehittää kuin FPGA-piirin vaatima. Saatuani valmiiksi toimivan mallin matrii-
sin vaatimasta koodista Arduinolle, oli se helppo rakentaa uudestaan FPGA-piirin vaa-
timaksi laitteistokuvauskieleksi. Kuvassa 2 on esitetty LED-matriisi joka on kytketty 
Arduino Mega mikro-ohjain alustaan. 
 
 




Matriisin vaatiman koodin valmistuttua oli seuraavaksi vuorossa tutustua W5500-piirin 
toimintaan. Piirille löytyi valmis aliohjelmakirjasto Arduinolle, joten helpoin tapa oli 
aloittaa testaus sen kanssa. Työ jatkui samaan tapaan kuin matriisin kanssa, ensin toimi-
va ohjelma Arduinon avulla, joka sitten muutetaan sopivaksi FPGA-piirille. Testiohjel-
ma lukee datan lähiverkosta ja syöttää sen matriisille. Kuvassa 3 on esitetty testiko-




KUVA 3. Testikokoonpano matriisille. 
 
Lopullisen tuotteen olisi voinut toteuttaa kyseisen kokoonpanon kaltaisesti, missä 
FPGA-piiri ohjaa matriisia ja mikro-ohjain lähiverkkokommunikointia W5500-piirin 
avulla. Tämä kuitenkin olisi tarkoittanut sitä, että elektroniikka olisi vaatinut enemmän 
komponentteja ja olisi näin ollen tullut kalliimmaksi. Koska mahdollisuutena oli sisäl-
lyttää mikro-ohjaimen toiminta samaan FPGA-piiriin kuin matriisin ohjaus, tein viimei-
sen prototyyppiversion poistamalla Arduinon kokoonpanosta. Ohjauksien integrointi 
yksinkertaisti huomattavasti prototyyppiä, tämän voi nähdä kuvassa 4, missä on esitetty 







KUVA 4. FPGA ohjaamassa matriisia ja W5500-piiriä 
 
Tässä vaiheessa prototyyppiä alkoi lopullisen ohjelmakoodin kirjoittaminen ja sen tes-
taaminen. Ohjelma oli hyvä saada toimivaksi tässä vaiheessa, sillä jos ohjelma olisi 
toimiakseen vaatinut ylimääräistä elektroniikkaa, oli se helppo lisätä ja testata tässä vai-
heessa. Samalla pystyi myös helposti arvioimaan lopullisen virrankulutuksen jonka an-




Lopullisen ohjainlevyn suunnitteluun käytin pohjana valmistajien julkaisemia kytkentä-
kaavioita komponenttien koealustoista. Tämä helpotti huomattavasti suunnittelua, sillä 
kaikkien tärkeiden vastuksien ja kondensaattorien arvot olivat jo valmiiksi mitoitettu. 
Valmiiden kaavioiden käyttö myös varmisti myös lopullisen tuotteen luotettavan toi-
minnan ja vähensi mahdollisten virheiden määrää.  
 
Piirilevyn suunnitteluun käytin yrityksen CadSoft kehittämää EAGLE ohjelmistoa. Oh-
jelmisto on pääosin maksullinen, mutta siitä on saatavissa myös ilmainen versio, missä 
tosin on rajoitteita levyn koolle ja kerroksien määrälle. Tämän työn vaatiman piirilevyn 
suunnitteluun riitti ilmainen versio, sillä ulkomitat jäivät alle 100x80 millimetriin ja 
kerroksia tarvittiin vain kaksi kappaletta. Levyn suunnitelma on esitetty kuviossa 10. 
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Kuviossa purppura kerros on levyn yläpuolen kupari ja sininen alapuolen kupari. vihreät 
osat ovat komponenttien vaatimat reiät, sekä reiät jotka kuljettavat signaalin levyn ylä-
puolelta alapuolelle. Valkoiset merkinnät ovat komponenttien paikkoja, sekä levyyn 
printattavat kuviot ja komponenttien nimitykset. 
 
 
KUVIO 10. Piirilevyn suunnitelma ylhäältäpäin. 
 
Kuviossa näkyvät JP3 ja JP4 liittimet ovat matriisia varten, X2 liitin on matriisin jännit-
teen syöttöä varten sekä X1 on liitin virtakytkintä varten. JTAG ja AS on FPGA-piirin 
ohjelmointia varten, AS liittimen avulla ohjelmoidaan FPGA-piirin ulkoinen ohjelma-
muisti ja JTAG on testiliitin piiriä varten. Kuviosta erottuvat myös paikat jänniteregu-
laattoreille, paikat on merkitty tekstein +3V3 ja +1V2. Jänniteregulaattorit muuttavat 
sisään tulevan 5V jännitteen piireille tarvittavaksi 3,3V ja 1,2V suuruisiksi jännitteiksi. 
Kuviossa näkyvä Q2 p-kanavan MOSFET transistori toimii suojana jos virran napaisuus 
on väärinpäin. P-MOSFET toimii samoin tavoin kuin suojadiodi jos transistorin hila on 
kytketty maahan. Syy miksi valitsin transistorin diodin sijasta on transistorin pienempi 
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jännitehäviö, tällä saavutetaan parempi hyötysuhde sekä pienempi lämmöntuotto. Levyn 
piirikaavio löytyy liitteestä 1 sekä täydellinen osaluettelo liitteestä 2. 
 
Saatuani valmiiksi levyn valmistusta varten vaaditut tiedostot, teetin levyn Kiinassa 
sijaitsevassa Elecrow yhtiössä. Elecrow valmistaa pieniä piirilevyeriä asiakkaan tiedos-
tojen perusteella. Elecrow on yksi halvimmista paikoista minkä löysin, ainoana ongel-
mana oli tuotannon hitaus, sillä tilauksen valmistuminen vie yleensä noin 1-2 viikkoa. 
Tuotantoajan lisäksi odottamista lisää vielä toimitusaika, joka vaihtelee reilusta viikosta 
kuukauteen toimitustavasta riippuen. Tilaamani piirilevyn toimitus tilaushetkestä siihen, 
että sain levyt käsiini, vei noin kuukauden. Levylle tulevat komponentit tilasin Puolassa 
sijaitsevasta elektroniikka komponentteja myyvästä yrityksestä nimeltään Transfer Mul-
tisort Elektronik. TME oli oivallinen paikka hankkia komponentit, sillä toimitusaika 
varastossa oleville tuotteille on vain muutama päivä. Kuvassa 5 on esitetty teettämäni 
piirilevy ilman komponentteja. 
 
 
KUVA 5. Piirilevy ilman komponentteja 
 
Saatuani levyn oli aika aloittaa komponenttien juottaminen paikoilleen. Teollisuudessa 
tämänlaiset levyt juotettaisiin käyttäen ensin stensiiliä millä levitetään juotostahna kom-
ponenteille. Juotostahnan jälkeen mekaaninen ”pick and place” kone latoo komponentit 
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levylle ja sen jälkeen levy kuljetetaan uuniin missä juotostahna sulaa ja juottaa kom-
ponentit paikoilleen. Kotioloissa on myös mahdollista kasata levy samankaltaisella tyy-
lillä. Päädyin kuitenkin juottamaan osat levyyn käsin, sillä tarvitsin vain yhden kappa-
leen ja sabluunan teettäminen sekä sopivan uunin hankkiminen olisi nostanut kuluja 









KUVA 7. Lähikuvaa juotoksista. 
 
5.3 Kotelon valmistus 
 
Kotelon suunnittelussa pyrin siihen, että se olisi valmistettavissa mahdollisimman vähil-
lä työvaiheilla ja helppo kasata. Helpottaakseni työtäni pyrin käyttämään valmista kote-
loa ohjauspiiriä varten. Ohjauspiirin kotelo oli ainoa valmiina hankittu osa ja muut osat 
ovat valmistettu alumiinista ja ruostumattomasta teräksestä piirustuksieni perusteella. 
Ohjauspiirin kotelon valinnassa päädyin alumiinista valmistettuun 4-osaiseen koteloon, 
johon kuuluu päätylevyt ja kaksiosainen profiilista tehty runko. Profiilista tehdyn kote-
lon käyttöön päädyin siksi, koska se oli helppo liittää muihin kotelon osiin tekemällä 
siihen toisenlaiset päätylevyt. Kotelo oli yleismallinen ja näin ollen ihan normaalia hyl-
lytavaraa, joten se oli myös nopeasti saatavilla. Päätylevyt ovat leikattu 2 mm vahvui-
sesta ruostumattomasta teräksestä laserleikkurilla ja niihin on samalla tehty paikka jalal-
le, reiät liittimille ja merkkivaloille, sekä lisäksi muutama aukko parempaa jäähdytystä 
varten. Päätyihin on lisätty myös hakaset takalevyyn kiinnitystä varten. Takalevy on 
leikattu 2 mm alumiinista ja siihen on tehty reiät kiinnitystä ja johtoja varten, sekä myös 









KUVA 8. Laserleikatut osat koteloon 
 
Kuten jo aiemmin totesin, on päätylevyjen kiinnitys takalevyyn toteutettu kuvassa 8 
nähtävillä hakasilla. Hakasien lisäksi vaihtoehtoina olisi ollut myös tehdä kaikki osat 
samasta materiaalista ja hitsata ne yhteen. Hitsaus olisi tehnyt kotelosta tukevamman, 
mutta koska matriisi ja takalevy eivät paina paljoa, on hakaset riittävän tukeva kiinni-
tysmenetelmä. Hakasien käyttöä puolsi myös se että hitsaamisen tuoma lämpö ja sau-
man kutistuminen hitsauksen jälkeen aiheuttaa lieviä muodon muutoksia levyissä. Ky-
seiset muodonmuutokset vaarantaisivat osien yhteensopivuuden ja aiheuttaisivat lisää 
työtä. Hakaset ottavat vastaan kaiken painon, mutta eivät yksinään riitä pitämään kote-
loa kasassa. Hakasien irtoaminen on estetty yhdellä M4 pultilla joka pitää ohjauspiirin 
profiilikotelon ja takalevyn yhdessä, sekä lisäksi on myös kaksi M3 pulttia jotka kiinnit-





KUVA 9. Hakaset ja varmistuspultti 
 
Kotelon päätylevyt ja takalevy on valmistettu laserleikkurilla koska osien yhteensopi-
vuus vaati hyvää tarkkuutta ja samalla se vähensi viimeistelyn tarvetta. Kotelon jalka ei 
vaatinut yhtä hyvää tarkkuutta kuin muut osat, joten sen osat päätin leikata vesileikku-




KUVA 10. Osien vesileikkausta 
28 
 
Valmis Kotelo on muotoilultaan varsin yksinkertainen ja kevytrakenteinen. Osat sopivat 
paikoilleen juuri niin kuin oli tarkoitettukin ja se oli erittäin helppo kasata. Valmis kote-
lo on esitetty kuvissa 11 ja 12. 
 
 
KUVA 11. Näyttö edestä 
 
 






Tietokoneen ohjelman tekemiseen käytin ilmaista Processing-nimistä ohjelmointiympä-
ristöä. Processing on ohjelmointikieli, ohjelmointiympäristö ja internet yhteisö joka sai 
alkunsa vuonna 2001. Processing ympäristö on ns. ”Open Source” ohjelmisto, eli sen 
lähdekoodi on vapaasti saatavilla ja muokattavissa. Processing ohjelmointikieli pohjau-
tuu C++ ja java ohjelmointikieliin ja siihen on saatavilla yli 100 eri tarkoitukseen tehtyä 
aliohjelmakirjastoa jotka on hyvin dokumentoituja. Ohjelmointiympäristön lisäksi Pro-
cessing tarjoaa myös erittäin laajan käyttäjäfoorumin sekä kattavan wiki-aineiston esi-
merkkikoodeista ja aliohjelmien käytöstä. Processing ympäristö tarjoaa myös kääntäjän, 
joka kääntää käyttäjän kirjoittaman koodin Java- sovellukseksi. Kääntäjiä on myös saa-
tavilla muille alustoille. Processing ohjelmointiympäristö on varsin yksinkertainen ja se 
koostuu tekstieditorista sekä muutamasta painikkeesta tärkeimpiä toimintoja varten. 
Ympäristössä voidaan suorittaa testiajo kirjoitetulle ohjelmalle tai se voidaan kääntäjän 
avulla tallentaa itsenäiseksi ohjelmakseen joka voidaan ajaa ilman Processing ympäris-
töä. (Processing.) Kuvassa 13 on esitetty ohjelmointi ympäristö. 
  
 




FPGA-piirin ohjelman tekemiseen ja piirin ohjelmointiin käytin piirin valmistajan tar-
joamaa ilmaisversiota Quartus II ohjelmistosta. Suurin ero ilmaisversion ja maksullisen 
välillä on tuettujen piirien määrässä. Ilmaisversio ei tue Alteran isoimpia mallisarjoja ja 
siitä puuttuu osa työkaluista. Ilmaisversion ominaisuudet kuitenkin riitti työhöni pa-
remmin kuin hyvin. Ohjelmisto on hyvin laaja ja se tukee useaa eri laitteistokuvauskiel-
tä, kuten esimerkiksi käyttämääni Verilog kieltä. Quartus ohjelmisto tarjoaa käyttäjälle 
tekstieditorin lisäksi työkalut ohjelman simulointia ja piirin ohjelmointia varten. Ohjel-
mistosta löytyy myös hyvät työkalut ohjelman syntetisointia ja kääntämistä varten. Lait-
teistokuvauskielen syntetisoinnilla tarkoitetaan vaihetta, jossa laitteistokuvauskielelle 
kirjoitettu ohjelma muutetaan logiikka-elementtien kytkennöiksi. Syntetisointi on pakol-
linen vaihe, sillä FPGA-piirin sisäisen rakenteen takia se ei aja erillistä ohjelmaa vaan se 
tarvitsee konfigurointi ohjeet logiikka-elementtien järjestämistä varten. Syntetisoinnin 
jälkeen ohjelma vielä käännetään piirin hyväksymään datamuotoon. Ohjelmisto sisältää 
myös analysointityökaluja joiden avulla kirjoitettu ohjelma voidaan optimoida mikäli 
ajoitukset tai logiikka-elementtien määrä on merkittävä tekijä. Quartus ohjelmistoa voi-
daan käyttää myös ASIC-piirin (Application Specific Integrated Circuit) suunnitteluun, 
jolloin simulointi ja analysointi työkalut ovat erittäin isossa roolissa. (Altera.) Kuvassa 
14 on esitetty Quartus II ohjelmiston ympäristö. 
 
 






7.1 Tietokoneen ohjelma 
 
Tietokoneen ohjelmakierron alussa tarkistetaan onko painikkeita painettu yhteyden 
muodostamista tai katkaisua varten. Seuraavaksi ohjelma tarkistaa, paljonko aikaa on 
kulunut siitä, kun kuva on päivitetty. Jos viive on ylittynyt, siirtyy ohjelma kuvankaap-
paus ja datan prosessointi aliohjelmiin. Näytönkaappaus aliohjelmassa ohjelma tallentaa 
kuvan joka sillä hetkellä on ennalta määrätyllä alueella tietokoneen näytöllä. Tallenta-
misen jälkeen kuvan resoluutio pienennetään näytölle sopivaksi. Aliohjelma tallentaa 
kuvan 24 bittiseksi dataksi, missä jokaista päävärin kirkkautta varten on 8 bittiä, eli yksi 
tavu dataa. LED-matriisi tarvitsee toimiakseen 12 bittisen värimaailman, joten jokaisen 
värin arvo skaalataan väliltä 0-255 välille 0-15. Kun jokaisen pikselin väri on skaalattu, 
tulostetaan kuva käyttöpaneeliin. Seuraavaksi kuva valmistellaan lähetystä varten, joten 
jokaisen pikselin data kasataan yhdeksi pitkäksi merkkijonoksi. Datan muokkaamisessa 
ongelmaksi tulee se, että yhtä pikseliä varten dataa on 12 bittiä ja normaali tavu on vain 
8 bittiä. Ongelman voisi ratkaista tallentamalla jokainen pikseli omaksi kahden tavun 
mittaiseksi kokonaisluvuksi. Ongelmana tässä kuitenkin on se, että kuvan vaatima da-
tamäärä olisi huomattavasti isompi kuin sen tarvitsisi olla ja se hidastaisi datan lähettä-
mistä. Kyseiseen ongelmaan löysin ratkaisun tallentamalla datan bitti kerrallaan, jolloin 
tavujen vakiopituus ei ole ongelma. Kyseinen ratkaisu mahdollisti myös sen, että data-
määrä pysyy mahdollisimman pienenä. Tämä ratkaisu toimi hyvin myös siksi, että sa-
malla kun tavut puretaan, voidaan pikselien data kasata oikeassa järjestyksessä matriisia 
varten jolloin vältytään ylimääräiseltä datan muokkaamiselta matriisin puolella. Datan 
muokkaamisen ja tallentamisen jälkeen ohjelma tarkistaa onko yhteys matriisiin luotu, 
jos yhteys on olemassa, lähetetään data eteenpäin matriisille, muutoin aloitetaan ohjel-
makierto alusta. Täydellinen ohjelmakoodi löytyy liitteestä 3. 
 
Ohjelman saatua käskyn muodostaa yhteys, yrittää se luoda yhteyden serveriin, jonka 
matriisi on luonut käytettyyn lähiverkkoon. IP osoite ja käytetyn portin numero on val-
miiksi asetettu itse ohjelmakoodiin, koska tässä sovelluksessa käytössä on vain yksi 
näyttö. Tarvittaessa voitaisiin ohjelmaa muokata siten, että ennen yhdistämistä käyttäjän 
tulee syöttää ohjelmaan hallintapaneelin kautta haluttu IP osoite. Yhteyden katkaisua 
pyydettäessä ohjelma lähettää matriisiin ensin dataketjun, joka muuttaa kaikki pikselit 
mustiksi, eli sammuttaa kaikki ledit. Tämän jälkeen ohjelma odottaa 500 millisekuntia 
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jolla varmistetaan että kaikki data on siirretty. Viiveen jälkeen yhteys katkaistaan ja 
ohjelma jää jatkamaan normaalia kiertoa lähettämättä dataa matriisille. Kuviossa 11 on 
esitetty ohjelmakierron toimintaa kuvaava lohkokaavio. 
 
 
KUVIO 11. Tietokoneen ohjelman lohkokaavio 
 
Ohjelman käyttöpaneeli on varsin yksinkertainen ja pitää sisällään vain kaksi painiketta. 
Painikkeet ovat yhteyden muodostamista ja katkaisua varten. Paneelin painikkeet ovat 
BMP kuvatiedostoja jotka ohjelma lisää paneeliin. Ohjelma tunnistaa hiiren klikkauk-
sen, mikäli se tehdään painikkeen sisällä ja toteuttaa näin halutun toiminnan. Käyttö-
paneelissa on myös LED-matriisin pikseleitä edustava ruutu, joka toistaa matriisille 
lähetettyä kuvaa. Ruudulle kuva tulostetaan saman datan perusteella mitä itse LED-
näytölle lähetetään ja tämän ansiosta on mahdollista tarkkailla näytettävää kuvaa tieto-
koneelta käsin. Kuvassa 15 on esitetty ohjelman käyttöpaneeli toiminnassa. 
 
 




7.2 FPGA-piirin ohjelma 
 
FPGA-piirin ohjelma on kirjoitettu Verilog nimisellä laitteistokuvauskielellä, jota käyte-
tään laitteiston tai logiikan toiminnan kuvaamiseen. Laitteistokuvauskielellä tehty logii-
kan ohjelma ei etene sekventaalisesti rivi kerrallaan kuten esimerkiksi mikroprosessori-
en ohjelmat. Tämä käyttäytyminen luo lisävaikeutta ohjelman tekemiseen ja ohjelmaa 
kirjoittaessa tarvitsee olla tarkkana että vain halutut operaatiot suoritetaan kerralla. Mi-
käli useampi operaatio samaa muuttujaa varten suoritetaan samaan aikaan, voi logiikka-
ketjujen välille tulla kilpailutilanne ja näin ollen lopputulos ei aina ole haluttu. Rinnak-
kainen toiminta tuo huomattavasti lisävaikeutta ohjelmointiin, mutta se tarkoittaa myös 
että yhden kellopulssin aikana voidaan suorittaa huomattavasti enemmän toimintoja. 
 
FPGA-piirin ohjelma pitää sisällään kolme erillistä ns. moduulia. Moduulit toimivat 
täysin rinnakkain eivätkä näin ollen hidasta tai häiritse toistensa toimintaa. Ensimmäi-
nen moduuli ohjaa W5500-piiriä ja hoitaa dataliikenteen, toinen moduuli ohjaa LED-
matriisia sekä puskurimuistia ja kolmas moduuli hoitaa SPI-väylän liikenteen. W5500 
moduuli toimii päällimmäisenä ja näin ollen ohjaa muiden moduuleitten toimintaa. 
FPGA-piirin ohjelman toiminta on esitetty kuviossa 12. 
 
 
KUVIO 12. Ohjelmakierron karkea lohkokaavio 
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7.2.1 W5500 moduuli 
 
Moduuleista monimutkaisin on W5500-piirin ohjaamiseen ja datan vastaanottamiseen 
käytetty moduuli. Tämä kyseinen moduuli konfiguroi lähiverkko-ohjaimen aina näytön 
käynnistyessä. Konfiguroinnin jälkeen moduuli luo lähiverkkoon TCP-serverin, jonka 
jälkeen se jää odottamaan asiakkaan liittymistä serverille. Tietokoneen ottaessa yhteyttä 
serveriin, moduuli jää odottamaan lähetettyä dataa. Moduulin saatua tieto W5500-
piiriltä siitä, että sen puskurimuistissa on vastaanotetun kuvan datapaketti, aloittaa se 
datan lukemisen ja sen syöttämisen matriisin ohjaukselle. Datapaketin käsiteltyään mo-
duuli jää odottamaan seuraavaa datapakettia tai asiakkaan yhteydenkatkaisua. Asiak-
kaan katkaistua lähiverkkoyhteys, moduuli sammuttaa W5500-piirin TCP-serverin ja 
alustaa sen. Alustuksen jälkeen asiakkaan odottaminen aloitetaan uudelleen. W5500-
piiriä ohjaavan moduulin ohjelma on nähtävissä liitteessä 4.  
 
Moduulin lopussa on lista kaikista tarvittavista komennoista mitä W5500-piiri tarvitsee 
toimiakseen. Lista toimii siten, että ohjelman edetessä laskurin arvo kasvaa ja sen arvon 
perusteella listasta suoritetaan haluttu rivi joka muuttaa osoitemuuttujan, kontrollitavun 
ja lähetetyn datan halutuksi. Tämän jälkeen tiedot lähetetään SPI moduulin kautta piiril-
le. Lista oli helpoin tapa toteuttaa piirin konfigurointi, sillä lähetetty data on ennalta 
määrätty ja voitiin tallentaa kiinteiksi muuttujiksi. Datan lukemista varten listaa ei voida 
käyttää juoksevan osoite numeroinnin takia. Komennot puskurissa olevan datan tarkis-
tamista varten ja sen osoitteen lukemista varten ovat kuitenkin aina vakiot, joten ne voi-
tiin listaan lisätä.  
 
7.2.2 SPI moduuli 
 
W5500-piiri on yhteydessä ohjaimeen SPI-väylän välityksellä. SPI-väylän käyttämiseen 
löytyy yleensä omat aliohjelmat mikroprosessoreille, mutta koska kyseessä oli ohjel-
moitava logiikka, ei valmista koodia ollut saatavilla. SPI-väylä toimii ns. master-slave 
arkkitehtuurilla, missä yhdessä väylässä on yksi ohjaava laite eli master ja yksi tai use-
ampi käytettävä laite eli slave. Ohjelman moduuli ohjaa SPI-väylän datalähtöjä joita on 
yhteensä neljä kappaletta, SCLK, MOSI, MISO ja SS. Väylän kellolinja on SCLK joka 
on yhteinen kaikille väylässä oleville laitteille ja sitä ohjaa väylän master. Datalinjat 
MOSI (Master Out, Slave In) ja MISO (Master In, Slave Out) ovat myös yhteisiä jokai-
selle väylässä olevalle laitteelle. MOSI linjaa pitkin ohjaava laite lähettää dataa ohjatta-
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ville laitteille ja MISO linjaa pitkin se vastaanottaa sitä. Jokaista ohjattavaa laitetta koh-
den on oma SS (Slave Select) lähtö ja sillä valitaan minkä käytettävän laitteen kanssa 
halutaan keskustella. 
 
Ohjelman SPI moduuli vastaanottaa W5500 moduulilta halutut komennot ja lähettää ne 
eteenpäin lähiverkkoa ohjaavalle W5500-piirille. Piirin SPI kehys koostuu neljästä ta-
vusta, joista kaksi ensimmäistä ovat osoitetieto. Kolmas on kontrollivaihe joka määrit-
tää mitä osaa piiristä halutaan käyttää, esimerkiksi halutaanko muokata asetuksia, lukea 
dataa muistista tai kirjoittaa sitä. Viimeinen tavu voi olla joko muistiin kirjoitettava data 
tai halutut piirin asetukset, jolloin se on piirille lähetettävää dataa. Viimeinen tavu voi 
olla myös piiriltä luettava data, jolloin ohjaava piiri vastaanottaa tavun W5500-piiriltä. 
Kuviossa 13 on esitetty SPI väylän datalinjat ja niiden kautta kulkevia datapaketteja.  
 
 
KUVIO 13. SPI-väylän data 
 
Kuviossa oskilloskoopin kanava 1 on SPI-väylän kellolinja SCLK, kanava 2 on MOSI, 
kanava 3 on MISO ja kanava 4 on SS. Alimpana on nähtävissä linjoissa kulkeva data 
heksadesimaaleina. Kuviossa piiri vastaanottaa kuvaa ja MOSI linjassa menevän datan 
kahdesta ensimmäisestä tavusta, eli neljä ensimmäistä merkistä on nähtävissä kuinka 
piiri käy lävitse muistipaikkojen osoitteita. Kuvion vasemmassa alalaidassa on myös 
nähtävissä kellopulssin taajuus, joka on tässä kokoonpanossa 25 MHz. SPI moduulin 




7.2.3 Matriisin moduuli 
 
LED-matriisia ohjaava moduuli koostuu matriisin ohjaimesta ja puskurimuistista. Datan 
käsittelyn ja FPGA-piirin RAM-muistipaikkojen koon takia oli helpompi toteuttaa pus-
kurimuisti usealla eri datamatriisilla. Datamatriiseista jokainen pitää sisällään 1024 nel-
jä bittistä muuttujaa, jolloin yhden datamatriisin kooksi tulee 4096 bittiä. Yksi datamat-
riisi on samankokoinen kuin FPGA-piirin muistiblokki, mikä mahdollistaa muistin op-
timaalisen käytön. Jokaista LED-ohjainta varten on oma datamatriisi, joka pitää sisäl-
lään datan kahta eri kuvaa varten. Datamatriisi sisältää siis kuvan, jota kyseisellä hetkel-
lä ajetaan näytölle, sekä puskurimuistissa olevan kuvan johon kirjoitetaan lähiverkosta 
vastaanotettua dataa. Uuden kuvan saavuttua puskurimuistiin, alkaa moduuli ajaa sitä 
näytölle, jolloin edellisen kuvan muistipaikat siirtyvät puskurimuistiksi. Värien kirkka-
utta varten jokaista lediä kohden on yhteensä 12 bittiä dataa, eli neljä bittiä kutakin pää-
väriä kohden. Eri kirkkauksien aikaansaamiseksi ledejä pidetään päällä bittien määrää-
mä osuus ennalta määrätystä ajasta. Ledeille ajetaan ensin vähiten merkitsevien (LSB, 
Least Significant Bit) bittien data, joka määrää onko LED päällä ensimmäisen ajanjak-
son, sama toistetaan kaikkien bittien kohdalla. Ensimmäisen bitin määräämä aika on 
1/15 lopullisesta ajasta, seuraava bitti on 2/15 osa lopullisesta ajasta, kolmas bitti on 
4/15 osa ja neljäs on 8/15 osa ajasta. Tällä tavoin kirkkautta voidaan säätää binääriluku-
jen tavoin, jolloin 4 bitin avulla saadaan mahdolliseksi 16 eri kirkkautta täysin mustasta 
täyteen kirkkauteen. Bittien määräämien aikajakson jälkeen on vielä lyhyt viive, jolloin 
kaikki ledit ovat sammuksissa. Tätä viivettä muuttamalla voidaan määrätä LED-
matriisin lopullinen kirkkaus. Ledien ohjaukseen käytetty tapa on esitetty kuviossa 14, 
jossa y-akseli esittää onko LED päällä vai ei ja x-akseli kuvaa aikaa. 
 
 




8  POHDINTA 
 
Opinnäytetyö oli hyvin opettavainen ja tavoitteet täyttyivät. Työtä tehdessä ohjelmoita-
va logiikka tuli tutuksi ja samalla tuli opittua perusteet itselleni uudesta laitteistoku-
vauskielestä. Työtä tehdessä tuli opittua myös lähiverkon toiminnasta, mikä oli yhtenä 
tavoitteena. Uusien asioiden lisäksi kertyi lisää tietoa ja taitoa elektroniikkasuunnittelus-
ta sekä komponenttien valinnasta. Kotelon suunnittelun ja toteutuksen osalta ei mitään 
uutta sen sijaan tarttunut matkaan, koska kokemusta kyseisestä aihepiiristä löytyy jo 
valmiiksi. 
  
Teknisesti LED-matriisinäyttö on täysin toimiva ja juuri sellainen kuin oli tavoitteena. 
Elektroniikka toimii kuten pitääkin ja myös kotelon suunnittelu onnistui. Kotelo oli 
helppo kasata ja varsin kevyt, kuten alun perin oli tarkoituksenakin. Logiikan ohjelma 
on toimiva ja ajaa asiansa. Lopulliseksi näytönpäivitystaajuudeksi tuli 625 Hz, mikä on 
enemmän kuin riittävästi tasaisen kuvan aikaansaamiseksi. Tietokoneen ohjelma ei ai-
van täytä tarkoitustaan. Ohjelmassa toimii kuvankaappaus ja datan lähetys. Videokuvaa 
toistettaessa tietokoneen ohjelma ei pysy perässä ja tämän takia kuvataajuus ei ole riit-
tävän korkea tasaisen videokuvan aikaansaamiseksi. 
 
Kehitysideoina todettakoon, että tietokoneen ohjelma tulisi korjata ja optimoida nope-
ampaan kuvan lähetykseen. Vaikka logiikan ohjelma toimiikin, olisi hyvä silti parannel-
la ja hienosäätää sitä. Yhtenä kehitysmahdollisuutena logiikan ohjelmalle voisi olla 
esimerkiksi tarkastusbittien lisääminen kuvan dataan, jotta mahdolliset virheet datassa 
eivät haittaisi kuvaa. Elektroniikan kehityksenä voisi lisätä jännitesäätimen virransyöt-
töön, jolloin näyttö ei olisi niin tarkka jännitteen suuruudelle. Tämän hetkinen jännite-
alue näytölle on välillä 4.2 – 5.5 volttia. Lisäämällä jännitesäädin virransyöttöön saatai-
siin alue välille 6 – 12 volttia, jolle välille useimmat muuntajat sijoittuvat. Ylimääräinen 
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Liite 2. Piirilevyn osaluettelo 
 
Tunnus Nimike Arvo/Malli 
C1 Kondensaattori 22 nF 
C2, C3 Kondensaattori 6,8 nF 
C4 Kondensaattori 10 nF 
C5-C7 Kondensaattori 10 µF 
C8-C18 Kondensaattori 100 nF 
C19, C20 Kondensaattori 10 µF 
C21 Kondensaattori 100 nF 
C22 Kondensaattori 4,7 µF 
C23 Kondensaattori 10 nF 
C24, C25 Kondensaattori 18 pF 
C26 Kondensaattori 330 µF 
C27-C29 Kondensaattori 100 nF 
R1, R2 Vastus 49,9 Ω 
R3 Vastus 10 Ω 
R4, R5 Vastus 49,9 Ω 
R6 Vastus 1 kΩ 
R7-R9 Vastus 10 kΩ 
R10-R13 Vastus 1 kΩ 
R14, R15 Vastus 330 Ω 
R16 Vastus 12,4 kΩ 
R17 Vastus 1 MΩ 
R18-R26 Vastus 10 kΩ 
R27-R29 Vastus 470 Ω 
R30 Vastus 10 kΩ 
JP1-JP2 Piikkirima 2x5 
JP3-JP5 Piikkirima 2x8 
IC1 FPGA-piiri EP2C5T144 
IC2 Ethernet-piiri W5500 
IC3 Ohjelmamuisti EPCS4 
IC4 Regulaattori 3,3V MCP1826S-3302 
IC5 Regulaattori 1,2V MCP1825S-1202 
LED1 -LED3 Valodiodi KP-2012SRC 
Q1 Oskillaattori 25 MHz 
Q2 P-Mosfet IRF7425 
Q3 Oskillaattori 50 MHz 
J1 Virtaliitin 5,5/2,1 
X1 Liitin 2-5,08 
X2 Liitin 4-5,08 
U$1 Liitin RJ-45 
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