This work deals with a problem, arising in the context of printed circuit testing, that will be formulated as a path covering problem on trees. For this problem, which consists in minimizing the number of continuity testing, an exact algorithm of linear complexity is here proposed for the first time. A general classification of path covering problems is also presented and a brief review of the literature is given.
Introduction
The paper deals with a problem, arising in the context of minimizing the number of checks in a continuity testing, that will be presented in more detail in Section 2 and that will be formulated as a pure path covering problem on a tree.
For the solution of the problem (see Section 4) an exact algorithm of linear complexity is here proposed for the first time. Its formulation as a path covering problem is due to Montresor [18] and Totolo [26] who suggested an algorithm for its solution, although not yet linear. The current practice, in the factory they examined, was to perform a number of tests that, as it turned out, was not even minimal and could be reduced by a factor of 2. The linearity of the proposed algorithm rests upon an original theorem presented in Section 4.
In Section 3 a general classification of path covering problems is presented and a brief review of the literature is given together with some discussion of the computational complexity of the various problems.
Printed circuit testing
This work presents some problems of path covering which arise from and find industrial application in the testing of printed circuits. The need for a rapid and *Corresponding author.
0166-218X/95/$09.50 0 1995-Elsevier Science B.V. All rights reserved SSDI 0166-218X(94)00142-1 effective checking of electronic boards has led to the development of automated printed circuit testing. The testing apparatus may be described schematically as consisting of a mechanical interface (pin bed, measure tips, etc.) that may be connected to the various points of the circuit, and an electronic part that generates input signals at the appropriate points and analyzes the responses.
Essentially there are two types of apparatus for testing PCB. For apparatus with a pin bed adapter, the time required to carry out a measurement is much greater than the sum of the time needed for calculating and directing the points and the commands for the signal generators. For apparatus using two tips to connect the points of the circuit, the predominant time interval is that required to move the tips from one test position to another; the number of movements is equal to the number of measurements to be effected. Each board usually contains more than one printed circuit. Each printed circuit may be regarded as a graph (not necessarily planar: the tracks can be traced on various layers, normally two, when the circuits are printed on both the upper and lower surfaces, up to a maximum of 16).
In the continuity testing of a printed circuit, one has to check that each interconnection point (vertex) is indeed connected electrically to the others of the same circuit. In this article we restrict the problem of continuity testing to printed circuits that are trees, the most frequent occurrence (in any case, even if the circuit is not a tree it can be reduced to this case). A pin-bed machine is used for this type of testing. What we seek to improve is the overall time of the test, which, as previously stated, means reducing to a minimum the number of checks carried out. We shall show how this problem can be solved in linear time.
On the other hand, when measurements of reactive elements have to be carried out, two-tip machines are normally used. In this case, not only the measuring time but also the time required to move the tips becomes important.
Minimizing the number of checks in a continuity test means finding the minimum number of paths to cover the corresponding graph, hence, this is a path covering problem. On the other hand, minimizing the time required to carry out the measurement of reactive elements means choosing the appropriate cover of the graph (by paths) and an appropriate sequencing of the paths that form that cover.
Of course, there are some kinds of printed circuit testing for which other models might be more appropriate.
For instance, in a recent paper Loulou [17] proposes graph cut covering as a model for testing for short circuits in printed circuit boards.
We will only consider the problem of minimizing the number of checks in a continuity test in this paper.
Path covering problems
In this section we will first introduce a classification scheme for path covering problems, which is apparently new, and then we will present a brief survey of previous work done on the subject.
A classi$cation of path covering problems
As explained in the previous section, this paper deals with the problem of finding a set of minimal cardinality composed of elementary paths, not necessarily disjoint, whose union covers all the edges (or arcs) of a given graph G (henceforth LC/U/E/FC).
This notation is due to the fact that it is actually only one out of several path covering problems that have been stated and investigated, at least partially, in the literature. We can classify the main problems of path covering according to the following four criteria assuming that the graph G is undirected (the definitions being similar for directed graphs):
(i) Objective LC or HW. In the first place, it must be decided whether the objective is to find a path covering of lowest cardinality (LC) or highest weight (HW). In the former case, a path covering composed of the minimum number of elementary paths is sought whereas in the second, assuming that each route has been assigned a weight, the cover of maximum overall weight is sought. Mostly LC problems are considered in the literature.
(ii) ED, I/D or U constraints. Some problems require the elementary paths that constitute the path covering to be disjoint in that a fixed edge may belong to only one of these paths (such a path covering is termed edge disjoint (ED)). In other cases, the elementary paths of path covering are required not to share any vertices (called vertex disjoint (VD)). Finally, there are cases where the elementary paths in the path covering are not required to be disjoint, in which case the term unrestricted (U) applies. For the particular application (continuity testing) dealt with in this paper, the path covering is of an unrestricted type (U).
(iii) E or V cover. When we speak of path covering, we must also define which objects are to be covered. Edge covering (EC), in which the edges must be covered, is distinguished from vertex covering (VC), where vertices are to be covered. For the applications studied here the appropriate model is of the EC type.
(iv) F or P cover. Finally, given a graph and having defined the type of objects to be covered (edges or vertices), we must distinguish the case where all objects of that type are required to be covered-full covering (FC)-from cases in which only a given subset must be covered, partial covering (PC). In this article we will mainly consider full covering problems.
With regard to continuity testing of printed circuits, the most suitable model is therefore of LC/U/E/FC.
A review of the literature on path covering problems
The primary concepts and basic results on the topic of path covering date back to the early seventies. In this respect, the works of Harary [14] , Stanton et al. [25] , and Harary and Schwenk [15] are useful references. The problems tackled are of types LC/ED/E/FC and LC/U/E/FC. The concept of path number n(G) of a graph G is defined as the minimum number of disjoint arc paths necessary to produce a full cover of the arcs of the graph; n*(G), the unrestricted path number, is defined as a similar concept without the constraint that the paths must be disjoint.
The values of z(G) and rc*(G) were identified for some categories of graphs; in particular: -for a tree T, rc(T) = $IZUi, where CQ are the degrees of vertices that have an odd degree and the summation is extended to all vertices of that type; ~ for a tree, n*(T) = r&l, w h ere e indicates the number of leaves (i.e., vertices of degree l), and [xl is the smallest integer higher than or equal to x; ~ in a complete graph n(G) = r*nl, where n is the number of vertices; _ in a cubic graph (regular, third degree), n(G) = fn; where m(G) is the cycle rank of G. Subsequently, Alspach and Pullman in two works [6, 7] extended the concept of path number also to oriented graphs and proved that z(G) > x(G), where x(G), named excess of the graph, is the sum of the differences between internal and external degree taken over all the vertices for which the difference itself is positive. The inequality becomes equality in the case of acyclic graphs. For asymmetric graphs, and for tournaments in particular, the inequality z(G) d r+n*l holds true. Chaty and Chein [9] proved that for a multigraph of n vertices in which there are m parallel edges between each pair of vertices, one has z(G) = z*(G) = rfmnl.
Frye and Laskar [ll] , studied the path number of bipartite oriented graphs, proving that for a bipartite complete graph with n vertices n(G) = n + 1.
Abdel Kader, [2,3], again put forward Alspach and Pullman's results and studied graphs whose path number n(G) coincides with the excess X(G).
Conceptually similar to the path number is the definition of linear arboricity (that is the minimum number of linear forests that cover the graph; a forest is called linear when all its connected components are paths). Much has been written on linear arboricity.
Akiyama et al. [4, 5] , showed that path number and linear arboricity coincide in star graphs; if however unrestricted path number and linear arboricity coincide then the graph is either a star or a double star. Also, they studied linear arboricity for regular graphs. Enomoto and Ptroche [lo] further investigated the linear arboricity problem for regular graphs and solved some particular cases.
Lastly, because of its considerable applicative interest, mention should be made of a work only partially connected to the theme of path number; Golumbic and Jamison [13] studied the graph of the interference among the paths of a graph (two paths interfere if they have arcs in common). It should be pointed out, at this point, that in most cases the results mentioned in this section are not constructive in that, although the cardinality of a minimum cover is known, this fact by itself does not permit its construction.
The computational complexity of path covering problems
For historical reasons, the computational complexity of path covering problems was not dealt with in the first studies on the topic. We refer the reader to the original works for several particular results (such as the decomposition of a graph in two disjoint hamiltonian circuits [22] ; the complexity of LC/ED/E/FC [23] ; the complexity of some very particular path covering problems [21] ).
In general, the problems of vertex covering are NP-hard, both for LC and HW type objectives. In fact an algorithm to determine the path number would automatically solve that of the existence of a hamiltonian path (in the case of an HW objective, it would solve the TSP). LC/ED/E/PC on a digraph is also NP-hard. In effect, the problem of covering the nodes of a digraph can be reduced to a partial covering of the arcs on the auxiliary digraph derived from the original one as follows: substitute each original vertex v with a pair of vertices v', v" plus the arc (v', u"); each original arc (u,v) is substituted by an arc (u, v') and each arc (v, w) is substitued by (u", w). In the auxiliary digraph the covering of all the arcs (v', u") is required.
The problem of edge covering is reducible to a vertex covering problem; simply, for any given arc (u, u) in the original graph, introduce an artificial vertex u' and substitute (u, V) with a pair of adjacent edges (u, u'), (u', u) . The solution to the problem of vertex covering on the auxiliary graph can be translated into an edge covering on the original graph.
In some particular type of graphs, some covering problems become polynomial. In Section 4, for example, we will describe a linear algorithm for LC/U/E/FC on a tree. Problems LC/U/V/FC, LC/U/E/FC and LC/U/V/PC on an acyclic digraph are polynomial (see [20] ). Likewise for LC/U/E/PC: in any case, each of these problems, may be reduced to that of minimum flow or maximum matching.
It is not necessarily true that in every digraph (whether acyclic or not) LC/U/E/FC is polynomial (it is conjectured that it is an NP-hard problem, since LC/U/E/PC is NP-hard).
The LC/U/E/FC problem on a tree and continuity testing of printed circuits
Starting from the conjecture (as yet unproved) that the search for an LC/U/E/FC cover for an undirected graph G is an NP-hard problem and bearing in mind the fact that, in the applications under present consideration, the graph is almost always a tree, we have decided to limit our attention to the particular class of undirected graphs that are trees.
Given a tree with p leaves, it is possible, as is well known, to obtain LC/U/E/FC cover by using rfpl paths whose extreme vertices are leaves.
The pin-bed machine for continuity testing of printed circuits (the one we have knowledge of at least) operates in the following way: given a tree T with IZ vertices of which p are leaves, it operates n -1 tests checking the existence of an electrical connection between a fixed vertex, as a reference, and each of the other vertices. On the basis of a large sample of cards (see [lS, 26] ), 73% of trees on a printed circuit are composed of more than two vertices and it is therefore clear that the number of continuity tests the machine carries out (and therefore the time required) is excessive (only rip1 tests are required instead of n -1). It should be noted however that the choice of rfpl paths is not arbitrary. For example, in the tree T of Fig. 1 there are four leaves and so two paths are sufficient to cover T; however, the naive choice of the pair of paths P1 (from a to c) and Pz (from d tof) do not cover T, whereas the pair P3 (from a toJ) and P4 (from c to d) do. Notice that path P1 is the longest path in T and that P2 is the longest path in T\Pr.
Harary and Schwenk [lS] while proving that n*(G) = rfpl, also indicated how to find the rfpl paths: just select any rip1 paths (with extreme vertices chosen from among the leaves of T so that all the leaves are covered by at least one of the chosen paths). If these together do not form a path covering, then let tl be an uncovered edge and let T1 and T2 be the two connected components that are obtained from T by deleting 01. Since it is obvious that there is at least one path PI in T1, with extreme vertices, let them be a and b, and one path Pz in T,, with extreme vertices c and d, it is sufficient to take away paths PI and Pz and add the paths that link a with c, and b with d in order to obtain a new family of paths that cover also the edge c(. Thus, by repeating this procedure at most n -1 times the construction of an LC/U/E/FC cover for T is obtained. This algorithm, although clearly polynominal, is not the most efficient.
Montresor [18] and Totolo [26] suggested a better, although not yet linear, algorithm.
Let us recall that a thread function is a function that numbers consecutively the vertices of a tree according to a depth first exploration of the tree (where any vertex can be chosen to be the root).
Given a tree T with p leaves, the set of extreme vertices of each path in a path covering (LC/U/E/FC) of T can be found in linear time by virtue of the following theorem (where, if p is odd, it is understood that up+ 1 = vl):
Theorem . Let vl, v2, . . . i = 1,2, . . . . +p, 
. up be the p leaves of T, ordered according to any threadfunction: then the set of rfpl paths that connect each vertex vi with the vertex vi + rfpl,

constitutes an LCfUJEfFC cover for T.
Proof. Without loss of generality and for greater clarity, we may assume that p is even, and therefore rfpl = $p. Given a tree T, a weight w(v) is assigned to each vertex v as follows: w(v) = 1 if v is a leaf, and w(v) = 0 if v is not a leaf.
Let v. be the median vertex (any one of the median vertices) of T with respect to the weight assigned. On the basis of Goldman's theorem [12] each connected component obtained from T by deleting one of the edges incident in vo, has an overall weight (i.e., the sum of the weights of the vertices contained therein) which is not greater than half the total weight. Bearing in mind the meaning given to the weight of the vertices, this implies that each connected component contains at most $p leaves. Since any thread function consecutively numbers the vertices of the same connected component, we therefore have, for each i = 1,2 , . . ., $p, vi and vi + rip1 belonging to distinct connected components and therefore the path that links them must pass through vo. Since each edge of T is intermediate between (at least) one leaf and vo, each edge is contained in at least one of the suggested paths.
The collection of these paths is therefore an LC/U/E/FC cover of T with cardinality r*pl. This proves that z*(T) < rfpl. On the other hand, since each path covers at most two leaves, clearly rc*(T) 2 rip] and therefore n*(T) = rtP1. This implies that the path covering proposed is an LC/U/E/FC cover of T. 0
The usefulness of this theorem derives from the fact that a thread function may be calculated in linear time (see, for example, [l] ) and, therefore, the extreme vertices of the paths in the path covering can be found in linear time. For the specific application under consideration (continuity testing using pin-bed machines), it is sufficient to know the extreme vertices of the paths in the path covering and thus the problem can be solved in linear time. Generally, for other applications, it may be necessary to give the paths explicitly, and not only their extreme vertices.
