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時制データベースによる長時間トランザクションの直列化方式 
Serialization Method of Long-time Transaction by Temporal Database 
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Tsukasa KUDO 
Abstract: In business systems, databases are usually updated by two methods: the online entry is used for update 
from many terminals concurrently; the batch update is used to update a great deal of data in a lump-sum. To 
execute the latter as the transaction with maintaining the ACID properties, we had proposed the temporal update 
method utilizing the temporal database. However, in order to construct the serializable schedule, there was the 
problem that some online entry transactions are delayed. In this study, I propose a novel serialization method for 
this problem 
1. はじめに 
業務システムではデータベースの更新は大きく 2 つの
処理に分類される．第ーはオンライン端末からの入力（以
下，「オンライン入カ」）であり，短時間のトランザクショ
ンにより入力は即時にデータベースに反映される．例えば, 
金融機関における ATM(Automatic Teller Machjrje)やネッ
トショップの購買のように,多くのサービスはオンライン
入力によって実行され，同時に多数のューザヘサービスを
行うためロックによる同時実行制御が行なわれている．第
二はバッチ処理による大量データの一括更新（以下，「バ
ッチ更新」）であり，長時間に及ぷため半自動化されてい
る，この事例としては, 金融機関における大量の口座振替
があり，トランザクションとして処理するためには長時間
に渡りデータをロックする必要があるーこれは，オンライ
ン入力を長時間の待ち状態にするため, かつては 2 つの処
理は別の時間帯に実行されていた‘ 
ところが，ネットショップや ATM を始めとして，業務シ
ステムのノンストップサービスが普及しており, 現在では
両者を並行して実行することが必要になっている」このた
め，バッチ更新を短時間のトランザクションに分割して順
次実行するミニバッチが広く使用されているが，この方式
ではバッチ更新全体としてトランザクションの ACT]) 特性
が維持できないという課題があるり． 
この課題に対し，筆者らは先行研究において時制更新方
式と呼ぶパッチ更新方式を提案した I .5)．本方式はデータ
の履歴に関する時間の概念を未来に拡張し，未来の時刻を
指定してバッチ更新を行うことで，現在時刻に対する更新
であるオンライン入カとの競合を避けるものである. これ
により」パッチ更新を長時間のトランザクションとしてオ
ンライン入力と同時に実行できることを示した．本技術は
特許として登録されており 2)，さらに，相互に関連するデ 
ータの更新や，分散データベース環境への応用に有効であ 
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ることを示してきた 314〕． 
一方で，バッチ更新をトランザクションとして実行する
ためには，オンライン入力のトランザクションとの間で直
列化可能スケジュール 5）を構成する必要がある, 従って, 
バッチ更新をオンライン入力と同時実行しても，その更新
結果を有効にするコミットは，オンライン入カが行われて
いない状況で実行されることが必要になる．すなわち，コ
ミットは先行する全てのオンライン入力の完了を待ち，さ
らにコミットに後続するオンライン入力はコミットの完
了を待って実行を開始必要があるため，オンライン入力に
遅延が発生するというという課題があったー 
本研究の目的は，この課題に対して複数のオンライン入
力が実行中であっても，バッチ更新のコミットに伴う待ち
時間を発生させることなく，バッチ更新とオンライン入力
を直列化可能スケジュールとして実行できる時制更新方
式を提供することである． 
本論文では,2章で従来のバッチ更新方式の課題を示し, 
3 章で待ち時間を抑止した新たな時制更新方式を提案す
る.4章で本方式の実装と評価を示し，5 章で評価結果に
ついて考察する， 
2. 関連研究 
2.］ 従来のバッチ更新方式と時制更新方式 
トランザクションの同時実行制御に関しては様々な方
法が提案されている (i-i). 現在，広く使用されているロツ
クを使用する方法では トランザクションがアクセスする
データを事前にロックレ競合するトランザクションを待
ち状態にすることにより直列化可能スケジュールを構成
する 5〕．すなわち, 実行結果が各々のトランザクションを
直列に実行した場合と同様になるように制御する, 従って， 
長時間のバッチ更新に適用した場合には オンライン入カ
には長時間のロック解除待ちが発生するという課題があ 
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る, 逆に，ミニバッチとして短時間のトランザクションに
分割し，短時間のロックにより順次更新を行う方式では， 
バッチ更新全体としてトランザクションの ACID 特性，す
なわち原子性，一貫性，分離性，持続性が維持されないと
いう課題があるり・8)．また，時刻印方式や，商用のデータ
ベースで実装されているスナップショット分離レベルに
基づく多版型同時実行制御がある 9). しかし，これらの方
法では他のトランザクションが対象データを更新してい
た場合にはアボートする加 あるいはロック法と同様に明
示的に排他ロックを行う必要があるため同様のロック解
除待ちが発生するという課題がある．このように，長時間
に及ぶバッチ更新をトランザクションとして安定的に実
行できる方法は見当たらなかった. 
この課題に対し,筆者らは時制更新方式を提案した 
iD). I5)‘これは 時間の履歴を管理する時制データベースの 
1 つであるトランザクション時間データソぐース mの概念
を使用している． トランザクション時間データベースは
ある事実がデータベースに存在した時間であるトランザ
クション時間によりデータの履歴を管理する‘従って，デ 
ータベースへのデータの追加，修正，削除の一連の操作が
時間に関する履歴として保存される，本方式では，過去の
履歴を対象としてきたトランザクション時間の概念を未
来に拡張し，バッチ更新とオンライン入力の競合を回避す
る．なお，時制データベースはさまざまなデータベース管
理システム（以下，「皿MSj）上での実装が提案されている
が I .1)，本研究はリレーショナルデータベース管理システ
ム（以下，IRDBMSj ）上での実装を前提としている. 
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図1 時制更新方式におけるデータ履歴 
ライン入力が現在時刻to時点のデータを更新するのに対
し，パッチ更新は過去の時刻与と未来の時刻tLのデータを
対象とする．この結果，各々のトランザクションは競合せ
ずに,時刻がtuになった時点で，オンライン入力,バッチ
更新，OB 更新の各データがデータベースに保存されるこ
とになる‘図 1の右の表は, 時刻tq, t0, tuの各々の時点
で検索されたデータを示す．ここで,FOj, IBj, lOB」の
表記は，各々，オンライン入カ，バッチ更新，OB 更新の結
果であることを示す‘すなわち，有効なデータのみを検索
することで オンライン入力とバッチ更新を直列に実行し
た場合と同様の結果を得ることができる． 
本方式では上記の通りトランザクション時間データベ 
ースを使用しているため,テーブルのリレーションは式 
(1）で表現される一 
R (K,ち,T1,P, D,A) 
● K 】主キー属性．これは，ある時点のスナップショ
ットである属性集合【K,A｝に射影した場合の主
キーを構成する, 
● Ta 】追加時刻.データがデータベースに追加された
時刻， 
● た．削除時刻I データ削除された時刻であり，Ta 
に削除時刻を設定して論理的に削除することによ 
りデータの履歴は残される,なお,データが削除さ
れていない場合には，時間の推移とともに変化す
る現在時刻を表すnowmが設定される‘ 
● P：更新区分‘データが OB 更新，オンライン入力, 
バッチ更新のいずれによって行われたかの区分を
設定する一各々の属性値の集合を｛pob'pb」p。｝で
表現するとき，これらは全順序集合 pob>pb>p。 
を構成し．図 1に支援すように，この順序により
検索の優先順位を決定する. 
● D 】削除区分．検索されたデータが検索対象か対象
外かを示す区分を｛true,false} で示す．図1の「03] 
に示すように，オンライン入カのデータ削除に伴
う OB 更新では D=false に設定され，バッチ更
新結果が検索されない． 
● A 】その他の属性集合． 
なお,以下の事例では金融機関における預金口座の残高
を想定しており,この場合には式（1）のKは口座番号，Aは
預金残高となる． 
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図Iに,本方式により,現在時刻toでオンライン入力と
バッチ更新を同時に実行した事例を示す．バッチ更新は過
去の時刻tq時点のデータを読み出し, 未来の時刻tuに更新
結果を保存する．さらに,オンライン入力対象のデータに
対しては，個別にオンライン入力の結果に対するバッチ更
新を実行し，同じく時刻tuに保存する」これをオンライン 
・バッチ更新（以下」 FOB 更新」）と呼ぶ．すなわち，オン  
2.2 従来の時制更新方式の課題 
時制更新でバッチ更新をトランザクションとして実行
するためには,オンライン入力との間で同時実行制御を行
い，直列化可能スケジュールを構成する必要がある‘図 2 
にオンライン入力とバッチ更新の直列化可能スケジュー 
ルの事例を示す」ここで,各々の乙はオンライン入力のト
ランザクションでありオンライン入力Oi, OB 更新OBiから 
Vol.25, 2 0 1 724
I Ot I0Bl ~ {Ti 
S9 
2 B 。 L1 
{1
り 
」a T 。  121 
[ 03 I 0B3 
I」簾織導チ更新 
一  t  b q〕 
ト 
一ち一待 
ち 待 
,'4 
n Fo5 I 
u 』 
ケ ス 能 可 しr」 イ 】？万ノ 直 ス」 ‘丁お ？ 」 新 更 制 寺一 ,  。／] 図 
(2）オンライン入力の競合 
S1 
検索結果 
S2 
検索結果 (1｝競合なし 
バッチ更新田) 
構成され最後にコミットが行われる．また,Cはバッチ更
新のコミットを示し，Cの実行によりOBi，およびバッチ更
新の結果が有効になる．ここで，図 2のスケジュールでは
オンライン入力とパッチ更新の競合するデータ操作の順
序は変更されない．すなわち,このスケジュールは競合直
列化可能スケジュールである．従って，バッチ更新のコミ
ット前に実行されるパッチ更新と競合するオンライン入
力をろ，同じくパッチ更新後のオンライン入力をT,qと
佐のデータの読出しと書込みの操作を各々りとW1, TkとWk, 
また，バッチ更新およびOB声）,cによる書込みをWj,とする
と，直列スケジュールは以下で表現できる． 
チ更新のコミットの時間の合計,すなわち以下となる． 
max一time(01+OR1+C) 
一方で，実際のオンライン入力では相互に競合するオン
ライン入力のトランザクションが発生する」この事例とし
て図 3 の（2）に,たが乙,ろと競合し，順次実行された場
合を示す．この場合にはCは 3 つのトランザクション全て
の実行完了を待つ必要があり,かつ,これらのトランザク
ションは直列に実行される.すなわち,あるデータに対し
て同時に発生する競合の最大数をNとするとらの待ち時
間の最大値は以下となる. 
s：りWJWbTkWk 
	 (2) 	 max一 time(q+o島)×N+max _time(c) 	 (4) 
実時間『 
ジュール 
ここで，図2 の事例では，上記の通りWbはパッチ更新の
コミットCの実行で有効になる．すなわち，直列化可能ス
ケジュールを構成するためには，Cはパッチ更新と競合す
る全てのりが完了するのを待つ必要がある・逆に,nはCの
結果を読込む必要があるため，7)およびCの完了を待つ必
要がある． 
すなわち，この場合にはTkは本来競合しないオンライン
入力ろの完了を待つだけでなく，7)に競合に伴う遅延が発
生した場合には待ち時間が増大するという課題がある．特
に,バッチ更新において大量のデータを更新する場合には, 
そのうちの 1 つでも長時間のオンライン入力と競合する
ならば，バッチ更新以降の競合する全てのオンライン入力
にも長時問の待ちが発生するという課題があった． 
3. 提案する直列化方式 
3.1 バッチ更新に伴うオンライン入力の更新手順 
2 章の課題に対し，先行するオンライン入カの完了を待
つことなく,バッチ更新のコミットを実行するための方式
を提案する」本提案では，一般的に使用されている多版型
同時実行制御 5》を対象とする.すなわち，分離レベルはス
ナップショット分離レベル 13）であり,読込みではトラン
ザクションは開始時点でコミット済のデータを検索する． 
  
コミット 	 実時間‘ 図 3 バッチ更新のコミットに関する先行グラフ バッチ更新開始 
次に,Tkで発生する待ち時間を検討するため,図2の先
行グラフを図 3 の（1）に示す．この事例では，オンライン
入力の間に競合がないと仮定する．ここでCは全ての先行
する7)の完了を待つため，ここにボトルネックが発生する
ことが分かる．ただし，Cが待つのはバッチ更新のデータ
操作Bの完了以前に開始された乃の完了のみとなる した
がってTk（図 2 では乙）はcの完了と同時に開始されるた
め，待ち時間の最大値は，オンライン入力トランザクショ
ンの最大実行時間を関数max _timeで示すと，これとバッ  
図 4 同時実行に伴う検索結果 
まず，時制更新に伴うスケジュールは，図4に示すよう
にニミット時点で先行しでいるオンライン入カが完了し
ているあと,オインライン入力が未完了である＆に分けら
れる.図4の＆,＆では上段にオンライン入力トランザク
ション乙mの実行のタイミングを，下段に時間の推移に伴
って検索されるデータを示す．ここで，iはスケジュール
番号を,oimはトランザクションTimのオンライン入力の結
果を示す.なお,OB 更新については,オンライン入力とバ 
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ッチ更新の実行順序により 2 つの結果を用いる‘一方は図
のOBim（具体的には，Ofl12' 0B21）でありオンライン入
力の結果にバッチ更新が行われたことを示す．他方は図の 
BOim（同じく，B022）であり，バッチ更新の結果に対して
オンライン入力が行われたことを示す． 
これらのスケジュールを式（2）と同様に表現すると以下
となる． 
&:n1 w11r12w13w,r13w13 
	 (5) 
らr21 w21 wbrl 2W23 W23 w23 	 (6) 
すなわち，名ではT11, T12の実行後にバッチ更新，T13が実
行するのに対し,S2ではろIの実行後にろ2' ろ3を実行する
が，ろ2の実行に先立ってバッチ更新を実行する．ここで」 
スケジュール品のデータ操作は従来の時制更新と同様で
あり，図 1に示すようにバッチ更新の終了と同時にオンラ
イン入力にバッチ更新を反映した結果を得ることができ
るI なお，n2はスケジュールに示されるように, 石1のオ
ンライン入力の結果を読込む． 
一方で，品ではバッチ更新のコミット時点で」一旦，パ
ッチ更新の結果を有効にする必要がある．従って，T2声
オンライン入カの結果021に対してバッチ更新を行った 
OB 更新の結果である0B21が有効になる．ろ2はこの OB 更
新の結果を読込み，これに対するオンライン入力の結果を
書込む必要がある．ところが，コミット時点では既にろ2 
は実行中であるためr22が行われている. このため，従来の
時制更新方式ではT22の完了を待ってバッチ更新のコミッ
トを行う方式を採用しており, この結果，後続のオンライ
ン入カT23に遅延が発生してしまうという課題があった一
そこで，本提案では OB 更新において，まずバッチ更新
を行った上でオンライン入力を行うBOmのデータ操作を
追加することによりスケジュール易を構成し，実行中のオ
ンライン入力T22の完了を待たずにバッチ更新のコミット
を行うことを可能にする．  
されていたデータを読込み，更新した結果を書込むことを
示す‘区分 1はオンライン入カがバッチ更新と競合する場
合のうち，バッチ更新の終了前にオンライン入力が終了す
るものであり，従来の OB 更新を行う． ここで， 
B: 0B(0(dc)）はバッチ更新のコミット時点で OB 更新の結
果を書込むことを示す．それまでは，オンライン入力0(dc) 
の結果が有効になっている, 
区分 2 が本提案で追加したデータ操作であり」オンライ
ン入力がパッチ更新のコミット時点でも実行中の場合で
ある．この場合には, このコミット時点で，バッチ更新開
始時点すなわち図 1 のトランザクション時刻が tq時点の
データに対するパッチ更新結果が有効になり，オンライン
入力完了時点でこのバッチ更新結果に対してオンライン
入力を行った結果が有効になる．なお，図 4 の事例では, 
バッチ更新中にオンライン入力が行われているため,バッ
チ更新の代わりに OB 更新の結果が有効になる一 
3.2 スケジュール直列化可能性 
表 1の「更新結果」は式（5）および（6）に示すスケジュー 
ルに沿って実行されている．すなわち, 競合するデータ操
作の順番が直列スケジュールと等価な競合直列化可能ス
ケジュールになるーここで，図 4 でバッチ更新のコミット
後もろ2が継続して実行されているーこのトランザクショ
ンについても競合直列化可能スケジュールに影響を与え
ないことを示す．対象のスケジュールが競合直列化可能ス
ケジュールであることは，図 3 に示すような先行グラフを
作成し, これに閉路が存在しないことで判定できる 5】． 
(1）読込みトランザクション （2）書込みトランザクション 
図 5 競合するトランザクションとの先行グラフ 
表 1 バッチとの競合に伴うオンライン入力の操作 
区
分 
競合の有無（注） 
更新結果 
実行中 終了時 
0 Qim: 0(dc) 
有 Oim: 0(dc) → B: 0B(0(dc)) 
2 有 有 B: B(dc) → Oim: 0(B(dc)) 
注：「実行中」,「終了時」はバッチ更新の実行中と終了時 
表1にバッチ更新との競合に伴うオンライン入力のデ 
ータ操作を示す．区分 0 は，バッチ更新が行われていない
か，あるいはバッチ更新対象外のデータを操作するオンラ
イン入カのトランザクションであり,この場合にはオンラ
イン入力のデータ操作0mのみを行う．なお，関数0 (dc）は
オンライン入力トランザクションが開始時点でコミット 
まず」図 5(1）に示すように，ろ2と同時に実行されるオ
ンライン入力のトランザクションの乙mがT22と競合しな
いか，競合するデータの読込みのみであれば，多版型同時
実行制御の特性からコミット済のデータ, すなわちバッチ
更新Bの結果を読込む. 従って,(1）に示すように先行グラ
フに閉路は存在しない 逆に，図 5(2）に示すように石2と
競合す書込みを行うトランザクションは．ロックによる待
ちのためT2戸）コミットを待ってから読込むことになる． 
すなわち，読込み対象は022: 0(B(dc)）であり先行するバッ
チ更新，オンライン入力ろ2が直列に実行された結果を読
込むことになる．従って，図 5 に示すように先行グラフに
閉路は存在しない．また，T22の完了後に実行されるトラ
ンザクションについては，当然ながら図 5(2）の先行グラ
フになる一以上のように，全ての場合について先行グラフ 
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に閉路が存在せず，競合直列化可能スケジュールが構成さ
れる． 
3.3 バッチ更新の ACm特性の維持 
次に本提案方式でオンライン入力」バッチ更新の各々
のトランザクションの ACID特性が維持できることを示
す一 2. 1節に示した通り本方式は BDBMS 上での構築を前
提としており，持続性は RDBMS の持続性によって保証さ
れるI さらに，各々のオンライン入カは 3. 1 節に示すよ
うにスナップショット分離レベルのトランザクションと
して実行されており,RBMSの特性により原始性,分離
性,整合性が維持される. 
また，バッチ更新においでも 3. 2 節に示すようにオン
ライン入カとの間に直列化可能スケジュールが構成され
ている．すなわち，図 3 に示すようにコミット時点でパ
ッチ更新結果がオンライン入カの間で実行されたものと
同様のスケジュールを構成しており，分離性が維持され
るー従って，整合性の維持を確認した上で，ロールバッ
ク，コミットを選択することができる．ここで，バッチ
更新，OB 更新の結果はバッチ更新のコミットに伴い有効
となる．すなわち，コミット操作を行わなければバッチ
更新,OB更新の結果は有効にならない.すなわち,ロー 
ルバックのデータ操作が可能になる，従って, 原始性， 
整合性も維持することができる‘ 
以上ように，本方式ではオンライン入力，バッチ更新
の双方を,ACID特性を維持したトランザクションとして
実行することができるー 
4．直列化方式の実装と評価 
提案した直列化方式によりバッチ更新の ACID 特性が維
持されることの検証と,図 3 に示す従来方式との効率の比
較評価のため,リレーションの預金口座を対象としたプロ
トタイプを実装し実験を行った． 
プロトタイプのソフトウェア構成を図 6に示す，預金口
座テーブルは業務データであるロ座番号，残高を保存し， 
コミット時問テーブはバッチ更新のコミットの時間を管
理する．パッチ更新後はビュー表を経由しで検索すること
で図 1に示す有効データのみを検索する構成にする」な
お，預金テーブルの更新は直接テーブルを操作する1 アプ
リケーションプログラムの同時実行制御は図6の Control 
クラスを実装しI アプリケーションプログラムであるオン
ライン入力，バッチ更新のプログラムから,このクラスの 
sync メソッドを呼び出すことで実行する，なお，各プログ
ラムの同時実行は Java のスレッドで実装し，sync メソッ
ドは直列化可能スケジュールを構成するため 
Synchronized キーワードを付加して実装，同期化した． 
図 6で,オンライン入力は 1件の口座に対して読込みと
更新結果の書込みを行い」コミットの直前にバッチ更新の
実行状況を確認して表 1の区分に従って処理を実行する‘ 
ここで，バッチ更新の状況はトランザクション時間に基づ
いて確認する.すなわち,オンライン入力のコミットのト
ランザクション時間は実時間を使用しているが，バッチ更
新完了時刻は未来のトランザクション時刻であるため，こ
の時刻までは区分lとして処理する．従って，バッチ更新
の開始，終了では実時間より遅い時間を設定し,処理順序
の逆転を防いでいる.なお,区分 2 の場合でテーブルに書
込み済みの場合には，一旦,書込みを取消し，バッチ更新
の結果を読み出して処理を再実行する． 
K Ta Td P D A 
1 201 30501 20130529 0 0  10 
1 @0130530 now B 0 20 
1 20130529 now 0 0 30 
1 @0130630 n0w 0B o 40 
2 @013060 1 now B 0 50 
1と 1 
View 	 陣ョ 
サ 
K Ta Td P D A 
1 20130531 n0W OB 0 30 
      
預金口座テーブル 
コミット時間テーブル 
Ta T id Tu 
@0130530 1 20130531 
@0130601 2 null 
ビュー表 
7 パッチ終了時刻の変換方式 
41 実装 
この実装では，RDBMS は MySQL 5.7， トランザクシ aン
機能は町SQL のデータベースエンジン I nnoDB, プログラ
ムは Javal. 8. O..92, DBMS と Javaのインタフェースは JDBC 
ドライバを使用した．  
一ー更新区分Pを取得するビュー表の作成 
create view P_v as select K, if (Tu, max(F), 0) as P 
from 預金口座 as G2 left outer join コミット時間 as C2 
using (Ta) where G2.Td ='99999999999999999' group by K; 
一ー預金口座のビュー表の作成 
create view 預金口座ビュー as select K, Id, P, 
coalesce (C1.Tu, 01.Ta) as Ta, D, A from 預金口座 as Gi 
le仕 outer join コミット時間 as CI using (Ta) 
where Td='9999999999BB99999' and 0=0 
and P = (select P from P一v 02 where Gi .K=G2.K) order by K; 
図 8 ビュー表を作成する SQL文 
オンライン入カ 	 バッチ更新 
図 6 プロトタイプのソフトウェア構成 
バッチ更新は多数の口座に対して金額の読込みと更新
結果の書込みを順次行い，最後にバッチ更新のコミット 
(bCoaaei t）あるいはロールバック（bRol iback）を実行す 
静岡理工科大学紀要 27
る. 更新データはパッチ更新終了のトランザクション時刻 
tuで保存する，ここで，バッチ更新は長時間に及ぶため， 
終了時刻は予測できない．そこで，図 7 に示すように預金
口座テーブルでは先頭を「＠」とした仮の時刻を保存し， 
コミット時間テーブルと結合することで時間の変換を行
う．このビュー表は図 8 に示す SQL 文で作成した．すなわ
ち，本実装ではバッチ更新のコミットはコミット時間テー 
ブルにバッチ更新終了時間である乙を設定する処理であ
る．この時間の設定によりバッチ更新および OB 更新結果
が有効になり，図 1に示す優先順位で検索される. 
図 7 でコミット時間テープルのTidはバッチの番号であ
り，てid=Iはコミット済のため，預金口座テーブルのTa 
の値が乙の値に変換され，検索可能になる．一方,Tid = 2 
はコミット前であり，預金口座テーブルのK= 2のデータ
はバッチ更新により追加されているため，検索対象にはな
らない．また, 図 8 で現在時刻nowは時間の最大値として
実装している． 
なお，オンライン入力, バッチ更新共に，コミット，ロ 
ールバックは直列化可能スケジュールを構成する必要が
あるため,Sync メソッドで直列に実行した．なお，バッチ
更新では完了後に不要なデータを削除する．例えば，ニミ
ットでは，図 1の D2 に示すようにバッチ更新と GB 更新の
結果が保存されるため不要なバッチ更新結果は削除し，オ
ンライン入カには削除時刻にtuを設定する．また，ロール
バックではバッチ更新自体が取り消されるため，バッチ更
新，GB 更新の両方の結果を取り消し, オンライン入力結果
のみを残す．  
て開始し，オンライン入力プログラムの実行中に完了する
構成にした．なお, バッチ更新の開始と終了のトランザク
ション時刻は実時刻の 1秒後とした. 実験としては, コミ
ットとアボートによるロールバックの 2 つのケースを実
行した．なお，参考としてバッチ更新のみを行うケースも
実行した． 
図 9 に口座番号 1 から 70 までの実験結果を示す．コミ
ットのケースでは口座番号 17 から 46 で GB 更新が実行さ
れた，図 9 に示すように口座番号 46 までは 4000 を加算し
てから1/2にした残高，すなわち，まず，オンライン入力
が実行され，その後でバッチ更新を実行したのと同様の結
果が得られたー一方, ロ座番号 47 以降は，まず1/2にして
から 4000 を加算した残高, すなわち，まず, パッチ更新
が実行され，その後でオンライン入力が実行されたのと同
様の結果が得られた．すなわち，分離性が維持され」直列
化可能スケジュールを構成することができた‘従って，整
合性も維持されていた‘ 
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4.2 実験 1:ACID特性維持の検証 
プロトタイプを使用して実験と評価を行った，実験はス
タンドアロンのワークステーションで行い，CPU は Cire 
i7-6700 (3. 6GHz), メモリ 16GB, OS は皿ロdows lo Pro 
(64bit) ，ディスクは 512GB SSD である一 
まず，実験 1 として，ACID 特性が維持されていること
を検証するため, ロ座番号 1から 500 の口座を対象に，以
下の実験を行った．最初に, 各口座の残高には初期値とし
て10,000 + 17座番号x 100を設定しておく．次に，idが 1 
から 5 の 5 本のオンライン入力プログラムと，1本のバッ
チ更新プログラムを並行しで実行し，オンライン入力では
各々1から 100, 101 から 200 というように連続する 100 件
の口座に 4000 を加算した．バッチ更新では口座番号の昇
順に全ての口座の残高を1/2にした 
また，オンライン入力実行中の状況を作るため，図 6 の
オンライン入力プログラムの select 命令と update 命令
の処理の間に 50 ミリ秒の遅延を入れて競合を発生しやす
くし，さらにコミットあるいはロールバック後には直ちに
次の処理を開始する構成にした．バッチ更新はオンライン
入カとの間で直列化可能スケジュールを構成できること
を検証するため,オンライン入力開始から 1秒の遅延を経  
図 9 バッチ更新をコミットした場合の結果 
また, アボートのケースでは初期値に対し 4000 の加算
のみが実行された，これは, オンライン入力のみが行われ
たのと同等の結果であり, 分離性，整合性に加えて原子性
が維持された，なお,3. 3節に説明したように，持続性は
脚SQL の機能により提供されている．従って，本方式によ
り ACID 特性を維持したパッチ更新の実装ができた. 
4.3 実験 2：効率性の評価 
次に, 本提案方式によって，図 3 に示すように従来の時
制更新方式の課題，すなわちオンライン入力におけるバッ
チ更新のコミット待ちが解消されたことを確認するため, 
本方式と従来の方式の効率の比較評価を行った1 効率は， 
オンライン入力の処理が起動されてから,データベースア
クセスのトランザクション開始までの時間によって計測
した．なお, オンライン入力の競合を除いては，実験の環
境は実験 1と同様である‘ 
ここで，従来方式ではバッチ更新コミット直後のトラン
ザクションに待ちが発生することが分かっている．このた
め，図 10 に示すように各女のケースの待ち時間を長さの 
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降順の順位で並べたグラフを作成し比較した．図l0でC8 
は本方式において図 3の競合するオンライン入力の数を 8 
にしたケースであり，S 2, S一 4, S 8は従来の方式で競合
の数を各々2, 4, 8にしたケースである. 
図 10 効率性の比較評価 
図 10 に示されるように従来の方式では競合の数が増え
るに従って待ち時間が増加し,8の場合には 600 ミリ秒に
達した，一方，本方式では，8 の場合であっても待ち時間
はほとんど発生しなかった． 
5‘考察 
従来の時制更新方式で直列化可能スケジュールを構成
するためには，図 3に示すようにバッチ更新のコミットが
ボトルネックとなる‘このため,図 10 に示すように競合
によりオンライン入カの実行時間が長くなるに従い，待ち
時間が増加した．本提案方式は表1の区分 2 に示す手順を
追加することで，この待ち時間の解消を図ったものである． 
本方式により,実験 I，実験 2 に示すように ACID 特性を
維持したバッチ更新という特徴を維持したままで,待ち時
間の増大を抑止できることが分かった． 
さらに,従来の方式では競合するトランザクションの完
了を管理する必要があった,すなわち,実行中の全てのト
ランザクションに対して,バッチ更新との競合の有無を確
認し，それらが全て完了したことを判定した上でバッチ更
新のコミットを行う必要があった．しかし，本方式では図 
6 のオンライン入力プログラムに示すように，個々のオン
ライン入カトランザクションが自律的に区分を判定して
必要なデータ操作を行うことが可能になった．従って，シ
ステム全体としても効率が向上できると考えられる． 
ただし,実際の業務の視点では，区分 2はトランザクシ
ョンのロールバックに相当する.例えば，ユーザがデータ
を入力していた場合には，一旦，入力が破棄されることに
なるI 従って,実際の適用にあたっては,ユーザの操作を
考慮する必要があると考えられる,例えぱ，複雑な書類の
情報を入カする操作では,入力作業自体に時間を要するた
め，少々の待ち時間は許容される可能性が高い．逆に,時  
間をかけて入カした結果の破棄はューザに大きな負担と
なると考えられる.従って，この場合には従来の方式が有
効と考えられる」一方で，預金の引出しなどでは，引出し
中に残高が変わっても影響は少なく，むしろ,オンライン
入力待ちの時間を抑止することが重要になる，このような
分野では，本方式が有効と考えられる. 
6．まとめ 
時制更新方式は，長時間のバッチ更新を，ACID 特性を
維持Lながらオンライン入力と同時実行できるという特
徴を持っており，先行研究により分散環境や相互に関連す
るデータの一括更新で有効であることを示してきた．しか
し,従来の方式で直列化可能スケジュールを構成するため
には，バッチ更新結果をコミットして有効にする際に，-
旦，競合するオンライン入力を停止する必要があった‘ 
そこで，本研究ではバッチ更新完了時点で実行中のオ
ンライン入カに対し,ー 旦,バッチ更新の結果を有効にし， 
オンライン入力完了時点でバッチ更新の結果に対してオ
ンライン入カを再実行した結果を有効にするという方式
を提案した‘さらに,実験によりバッチ更新を，ACID特性
を維持したトランザクションとして実行しながら，コミッ
トの待ち時問を抑止できることを確認した， 
現在，時制更新方式をベースにした NoSQL, 特に MongoDB 
のトランザクション処理の研究を進めている‘次の段階と
して,本研究成果の応用により MongoDB のトランザクシ a 
ン処理の効率化が可能になると考えているー 
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