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FÖRORD 
Allt görs nuförtiden på nätet, allt vi behöver finns där. Internet har gjort vårt liv mycket 
lättare. Man hittar all den information man behöver direkt. Om ett företag inte har en 
hemsida så hittar nödvändigtvis inte kunderna information om dem eller den informa-
tion de söker.  
 
Förr var hemsidors utseende och funktionalitet inte lika viktigt som idag, men nu finns 
det rekommendationer som man skall följa när man planerar en sida. Tiderna har ändrat 
och den bild företags hemsidor ger kan berätta kunderna tillräkligt för att de skall kunna 
bestämma sig köpa företagets tjänster eller skall de gå till konkurrenten. 
 
Webben växer kontinuerligt och utvecklas hela tiden, så både hemsidor och de männi-
skor som bygger webbsidor måste hålla sig med i utvecklingen. Det är därför webb 
branschen är så intressant, man får hela tiden pröva något nytt och utveckla sina talang-
er. 
 
Företagets visuella "webbidentitet" berättar mycket om företaget och med detta menar 
jag både hemsidor och sociala medier. Om inte direkt så undermedvetet noterar man och 
formar sin egen bild av företaget. Det kan vara att man inte bestämmer sig att använda 
företagets tjänster före man vet något mer om vilka tjänster de erbjuder. 
 
Ett företags hemsidor måste vara stiliga och mycket användarvänliga. Nuförtiden kan ett 
företag faktiskt förlora kunder genom att ha dåliga hemsidor. Man kan tänka sig hemsi-
dorna som en extra arbetstagare om den ger ett vänligt intryck och har ett behagligt ut-
seende så trivs människor med dem, men om den återspeglar dålig attityd och är oklar 
så söker sig människor sig till andra webbsidor.  
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1 INLEDNING 
1.1 Bakgrund 
1.1.1 Transmeri 
Transmeri är ett finskt familjeföretag som är specialiserad på produktlanseringar. Före-
taget erbjuder produkter som matvaror, kosmetik, hygien samt produkter för tvätt och 
rengöring. Transmeri har varit länge på marknaden och har långvariga kunder som varit 
med sedan företaget startades. De har skapat en stark position för tusentals produkter 
med sina partners inom den finska och baltiska marknaden.  
1.1.2 Catalyst 
Catalyst är en Perl baserad webbapplikationsramverk alltså ett ramverk för hemsidor. 
Jämfört med andra teknologier så är Catalyst mest flexibel och snabbast att utveckla 
med (Ramberg, 2009, s.15). Catalyst är planerad för att möjliggöra att användare lätt 
kan underhålla webbapplikationer. Catalyst är inte ett färdigt paket som bara installeras. 
Det kräver att kodning vilket kan ta mycket tid och på det sättet får man till slut ett ram-
verk som är exakt sådant man vill ha. Catalyst är planerad att vara flexibel och kraftfull, 
men detta på bekostnad av enkelheten. Catalyst sätter inga begränsningar för utveckla-
ren. 
1.1.3 Mason 
Mason är ett verktyg menat för att bygga och underhålla stora hemsidor. I all sin enkel-
het fungerar Mason som en mekanism för att baka in Perl kod i text, som behövs när 
man bygger hemsidor med Catalyst. Det finns många olika verktyg för att göra detta, 
men Mason räknas till en av de enklare av dem (Rolsky, Williams, 2003, s.1). Mason är 
idealisk för sidor med dynamiskt innehåll som t.ex. tidningars hemsidor eller databas-
drivna hemsidor. 
12 
 
1.1.4 Model/View/Controller 
Catalyst är byggt upp av Model/View/Controller-system eller förkortat MVC. Dessa 
skilda delar är självständiga. 
 
Model: tar hand om data som finns som t.ex. i en databas. 
 
View: presenterar data för användaren. Den använder ett botten för att generera HTML 
kod. I detta projekt används Mason men detta kan också göras på annat sätt som genom 
att använda verktyg som Template Toolkit, HTML::Template eller liknande. 
 
Controller: är själva Catalyst. När en förfrågan görs så tar Controller hand om den. 
Denna modul tar reda på vad det är som användaren försöker göra, samlar den nödvän-
diga informationen från Model och skickar detta till View som visar det. (Diment, 
Trout, 2009, s.2) 
1.1.5 Git 
För att undvika problem då många utvecklare jobbar samtidigt med filerna så utnyttjar 
vi oss av Git. Git är ett versionskontrollsystem. Detta betyder att alla har sin egen klo-
nade version av huvudkopian och gör ändringar i sin egen version och sedan begår man 
de ändringar man gjort till huvudkopian. Systemet tar en ”bild” av hur filerna ser ut i 
detta skede och man kan återgå till detta läge när som helst. Efter man har begått sina 
ändringar så måste man ännu skuffa dem till huvudkopian så att andra som jobbar med 
dessa filer kan ladda ner dem till sin version. (Git, u.å). På detta sätt finns det mindre 
risk för att någon sparar filerna med fel kod. Git har också mycket bra system för kon-
fliktkontroll, om Git märker att samma position i samma fil har ändrats på olika sätt så 
sparar den till filen båda versionerna och före systemet tillåter en att skuffa förändring-
arna till huvudkopian så måste man gå igenom koden och lösa konflikten. 
1.2 Syfte och mål 
Syfte med detta arbete är att förbättra företaget Transmeris hemsidor, rapportera hur den 
nya sidan tekniskt sett är byggd och hur man integrerar html till hemsidor som utnyttjar 
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Catalyst. Sidorna skall göras mer kundvänliga, tydligare och modernare. Sidorna skall 
ordnas upp så att den är mer organiserade. Systemet skall vara lättanvänt och ge dess 
användare tillräcklig information. Sidorna skall också kunna uppdateras av användaren. 
 
Transmeri ursprungliga sidor är dåligt planerade och man tappar lätt bort sig och man 
hittar information på ställen där man inte förväntar den. De olika områdena på sidorna 
är inte enhetligt planerade, de skapar inte en känsla av att de skulle höra till samma 
webbsida. Detta kan vilseleda potentiella kunder som har navigerat till sidorna. 
 
Det färdiga examensarbetet kommer att visa att Catalyst är ett bra alternativ när man 
väljer webbapplicationsramverk, löser problem som utvecklare stöter på då de bygger 
hemsidor och visar vilka möjligheter Catalyst ger. Detta arbete siktar på att undersöka 
hur man integrerar html botten till Catalyst ramverket. 
 
I projektet kommer vi att sträva till att använda den nyaste tekniken men samtidigt är 
det viktigt att sidorna fungerar med äldre webbläsare. De lösningar som används för si-
dorna skall vara sådana att sidorna klarar sig i framtiden utan att träffa på problem med 
webbläsare som kontinuerligt utvecklas. Användbarhet är ett måste nuförtiden, så detta 
kommer att vara en mycket viktig faktor för sidorna. Sidan får inte innehålla några fel 
och de nya sidornas alla funktioner måste testas och alla fel måste korrigeras. 
1.3 Avgränsning 
Detta examensarbete kommer inte att behandla själva layouten, planerandet av hemsi-
dan eller back-end utförande. Jag kommer att koncentrera mig på att svara på frågan hur 
man integrerar html sidbotten in i Catalyst, hur de enskilda olika dynamiska elementen 
är uppbyggda och med vilken logik de fungerar och hur man delar upp olika delar av 
sidorna till komponenter för att göra det lätt för användaren att uppdatera innehållet på 
sidorna.  
1.4 Termer och förkortningar 
UI (User Interface) = Användargränssnitt 
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HTML = Hypertext Markup Language 
CSS = Cascading Style Sheets 
JavaScript = Prototyp baserat skriptspråk 
JQuery = JavaScript bibliotek 
Perl = Practical Extraction and Report Language 
Catalyst = Web Application Framework 
CMS (Content Management System) = Innehållshanteringssystem 
2 UTGÅNGSLÄGE 
Utgångsläget för Transmeris hemsida är att de är föråldrade vilket man kunde förvänta 
sig av sidor som är gjorda år 2002. Navigationen är vilseledande för att sidan hoppar när 
man navigerar, detta beror på att sidan lägger in en extra knapp in i navigationen. Detta 
är inte att rekommendera nuförtiden för att det skapar en effekt av att man helt och hål-
let hoppar bort från där man var för en stund sedan. Sidstrukturen är man heller inte sä-
ker över, sidan ger ingen klar information på vilken nivå man är i strukturen. 
2.1 Hemsidans uppgift 
Den nya hemsidans uppgift är att informera kunderna om själva företaget, produkter 
som säljs, tjänster som erbjuds och ge kunder möjlighet att kontakta Transmeri. Sidan 
möjliggör inte att kunderna köper produkter utan bara informerar om vad som erbjuds. 
Denna sida skall ge användaren möjlighet att uppdatera innehållet som finns där. 
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2.2 Hemsidans startläge 
 
Figur 1: Den ursprungliga Transmeri sidan 
 
Startläge för detta projekt att allt börjar från noll, vi utnyttjar inget från gamla sidan. 
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2.3 Hemsidans slutläge 
 
Figur 2: Planerat slutläge - framsida 
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Figur 3: Planerat slutläge - företagssida 
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Figur 4: Planerat slutläge - produktfilter 
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Figur 5: Planerat slutläge - artikelsida 
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Figur 6: Planerat slutläge - kontaktsida 
 
Slutläge på denna sida kommer att vara en stilig helhet som är enkel att navigera till och 
det skall vara lätt för användaren att kunna uppdatera den information som finns där.  
3 TEKNISKA UTFÖRANDET 
Som utgångsläge lägger huvudplaneraren upp själva strukturen och användargränssnit-
tet. Sedan skapas en trådmodell över vad sidan kommer att innehålla och hur de olika är 
sidorna är uppbyggda. I detta fall så vet man på basen av den ursprungliga sidan en del 
av vad nya sidan kommer att innehålla, men ändå går planeringsteamet igenom med 
Transmeri vad som faktiskt är relevant. Som man brukar säga i webbvärlden ”Less is 
more”. Detta är adopterat av Ludwig Mies van der Rohe som var en minimalistisk arki-
21 
 
tekt (Wikipedia, 2012). Efter man fått upp en grundstruktur så är det dags för grafikde-
signern att göra en layout över hur allt kommer att se ut. Grafikdesignern föreslår färg-
schemat och stilen på sidorna. Detta skall godkännas av Transmeri. Grafikdesignern 
skalar allt så att sedan när sidan kodas vet man hur stort allt kommer att vara. Efter detta 
är det kodarna som kommer in och faktiskt börjar bygga upp sidorna.  
3.1 Verktyg 
Till att börja med behövs en text-editor som används för att skriva koden. Det finns en 
hel del att välja mellan. Bra verktyg som hjälper till i utvecklingaprocessen är t.ex. Fire-
bug (Firebug, 2011) och Web Developer (chrispederick.com, 2012). För att utnyttja 
dessa verktyg måste Firefox användas men motsvarande verktyg finns för Chrome.  
Andra webbläsare följer efter mer och mer för att hjälpa webbutvecklare med sina verk-
tyg. 
 
Dessa två verktyg används kontinuerligt för att de gör jobbet mycket enklare. Web De-
veloper innehåller många funktioner för att hitta information enklare som t.ex. att mäta 
storlek på objekt och att kontrollera vilka parametrar länkar har och övrigt vad man 
kunde vilja ha information på. 
 
Firebug låter en kontrollera den renderade html koden som man inte kan se med att titta 
på källkoden med webbläsaren. Den visar koden men inte kod som ändrats med Java-
Script. Dessutom tillåter Firebug användaren att ändra och skapa CSS regler direkt som 
så när man korrigerar fel genom att pröva sig fram med reglerna och först sedan när 
man vet vilka värden som är rätta sätta det in i den verkliga CSS filen. 
 
Firebugs konsol är det viktigaste verktyget då man skriver skript. Den meddelar om det 
finns fel i koden eller om en variabel har blivit odeklarerad. Sedan ger den också möj-
ligheten att skriva ut information till konsolen med kommandot console.log(). 
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Figur 7: Firebug konsol 
 
Detta kommando är mycket bra för att hålla reda på värden som variabler har då skrip-
ten körs. Detta hjälper till för att snabbt och enkelt få fel bort från koden (Firebug, 
2012). 
3.2 Sidbottnen 
Jag börjar med att bygga sidbotten för alla olika sorts botten som denna hemsida kom-
mer att använda. För denna sida kommer mesta dels att köra med samma stil som kom-
mer att användas för artiklar. De kommer att finnas små skillnader men för mesta delen 
är det samma artikel mall som skall användas. 
 
Mycket bra sätt att börja är att bygga basstrukturen med div-taggar och ge dem prickade 
ramar för att se att de inte kollapsar. Detta är ett mycket vanligt problem när man har 
div element utan givna storlekar. Div element har en tendens att kollapsa när de inte har 
fast storlek och det finns element som flyter inom den. Detta beror på att en div tar sin 
storlek från vad de innehåller den och inte det som är utanför. När man i webbvärlden 
tänker på höjd 100 % så är det inte allt från toppen till botten utan det är allt som finns 
på insidan av elementet. När man sätter element att flyta så känner inte div elementet 
mera storleken på det som finns inom den. Man måste då lösa detta på ett annat sätt. 
Detta kan mycket lätt korrigeras med att sätta CSS regeln overflow=”hidden”. Med 
overflow så talar man om det som finns utanför elementet. Om jag skulle fastställa stor-
lek på dessa div element så skulle allt som finns utanför min låda vara gömt, men p.g.a. 
att jag inte utsatt någon storlek så reagerar diven på ett sådant sätt att den märker de fly-
tande elementen inom sig och kollapsar inte. 
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När man bygger sidor så vill man inte sätta fasta storlekar för element för det är oklart 
hur mycket information de kommer att innehålla. Detta är viktigt då man inte själv har 
kontroll över innehållet utan det är användaren som sätter in informationen senare. 
 
Detta som är bra att hela tiden hålla i minnet när man bygger sidor som skall integreras 
in i Catalyst är att de olika elementen skall kunna tas isär. Catalyst bygger på att använ-
da olika komponenter och då är det viktigt att alla element på sidan är självständiga. 
 
Sidans huvuddelar är huvud-, mellan- och fotdel. Huvuddelen kommer att innehålla 
toppnavigationen, som inkluderar JavaScript, CSS filreferenserna och metadata. Hu-
vuddelen innehåller även använda gemensamma objekt och html taggar. 
 
Innehållet i mellandelen är det som kommer att bytas ut när man navigerar. Detta är vad 
som finns i själva index.html filerna inom de olika områdena. 
 
I fotdelen finns alla stängande taggar för de gemensamma elementen. Spårningskod 
finns även inne i fotdelen då den skall vara nära den stängande body taggen. 
 
Målet med själva koden som byggs för Catalyst är att ha så lite html-kod som möjligt, ju 
mer som är gemensamt desto mindre kod och regler behövs för Catalyst. Detta gör det 
mycket lättare när man skall ha användaren att uppdatera informationen på sidan när 
samma botten används. 
 
Denna sida kommer också att ha en del dynamiska element. De enklaste är stilade sök-
fält och rullgardinsmeny. Denna sida kommer också att innehålla bild- och textfilter för 
produkter, som Transmeri erbjuder kunder och för dem som vill ha mera information 
om en viss produkt. En bildkarusell kommer också att finnas på framsidan. 
3.2.1 Sidbottnarnas startläge 
För att man inte skall behöva börja från noll och för att få full kontroll över hur sidan 
kommer att fungera på olika webbläsare utnyttjar jag färdigt startbotten för CSS, som 
skall modifieras en aning. Detta CSS startbotten som kallas “HTML 5 boilerplate”, an-
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vänder jag för att den har en mycket bra lista med nollställningsattribut. Man behöver 
dessa för att kunna garantera att sidan inte får några andra startvärden än de som man 
själv skrivit in (Boilerplate, 2011). För att äldre webbläsare skall klara av nya komman-
don eller åtminstone inte förstöra sidan om de används och också för att lättare kunna 
reparera sidorna för olika webbläsare, finns det ett färdigt JQuery bibliotek som heter 
Modernizr (Modernizr, 2011).  
 
Då det inte är möjligt att kontrollera om webbläsaren är html5 kompatibel, måste man 
istället kontrollera om webbläsaren känner igen de enskilda nya taggarna. Detta är en av 
flera möjligheter som Modernizr möjliggör (A list apart, 2010). 
 
3.2.1.1 Modernizr	  
 
Jag har valt att använda Modernizr för att göra det lättare för webbläsaren att utnyttja 
nya funktioner om den klarar av dem. Modernizr fungerar på det sättet att istället för att 
kontrollera vilken läsare användaren utnyttjar så kontrollerar den istället om denna läsa-
re kan använda de nya funktionerna (Modernizr, 2011). Jag använder också Modernizr 
för att den gör det mycket lättare för mig att korrigera och skriva egna regler för olika 
versioner av Internet Explorer. Alla webbprogrammerare vet att det är ett måste när det 
gäller äldre versioner av Internet Explorer. Detta beror på att t.ex. Internet Explorer 6 
uppfattar vissa CSS regler på annat sätt än moderna webbläsare. En av de mest kända är 
lådmodellen. 
 
 
Figur 8: Exempel på CSS regel för lådmodellen 
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Moderna webbläsare skulle ge denna div bredden 124 px, men Internet Explorer 6 ger 
den bredden 100 px (CSS-Tricks, 2011). Det som är bra med problem med äldre webb-
läsare är att det finns en mycket stor möjlighet att man inte är den enda som har stött på 
problemet och då hittar man nog en lösning på dem. 
3.2.1.2 Boilerplate	  
 
Boilerplate är en mycket bra startpunkt för vilken sida som helst. Html bottnet har Mo-
dernizr med som JavaScript fil och innehåller bl.a, Google Analytics kod, men jag ut-
nyttjar mig av CSS filen för den har mycket bra regler för nollställning vilket gör att 
man inte får med några gömda värden på olika element som man inte är medveten om 
(Boilerplate, 2011).  
 
3.2.1.3 jQuery	  
 
jQuery är ett gratis JavaScript bibliotek, som gör det mycket lättare att använda Java-
Script på en sida. En stor del av nyttan är att man inte behöver tänka på webbläsarkom-
patibiliteten med de skript man skriver. jQuery biblioteket tar hand om det för dig (The 
jQuery project, 2011). Med jQuery kan man sedan kombinera många kommandon i 
följd som med normal JavaScript skulle kräva många rader av skript. Med jQuery är det 
lätt att sätta en punkt efter kommandot som i exemplet i figur 9.  
 
Figur 9: Exempel på kombinerade kommandon i jQuery 
 
Detta sparar en hel del tid och gör koden lättare att skriva och förstå. 
3.2.2 Söklådan 
Söklådan är den lättaste av alla stilade specialobjekten. Söklådan kan man ändrad med 
att ge den CSS regler. Detta element kräver inte hjälp av jQuery som en del av de andra 
elementen. (Css zibaldone, 2011). 
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3.2.3 Rullgardinsmeny 
Rullgardinsmenyn är en aning krångligare att ge stil regler. Den kräver att man använ-
der sig av jQuery för att ändra den. Det blir ännu svårare pga. att då jQuery skall kunna 
ge detta objekt egna regler så måste menyn ändras till en lista. Vad som händer är att 
själva rullgardinsmenyn blir en icke ordnad lista alltså en ul-tagg med li-taggar. Detta är 
inte så farligt men när man skall få värdet av det valda alternativet och ändra på det så 
måste man bli kreativ.  
 
En sak åt gången. För att ge stil regler för detta element använder jag mig av en färdig 
plug-in. Som det sägs så behöver man inte uppfinna hjulet på nytt. 
 
Jag utnyttjar mig av jQuery fnagel selectmenu (JQuery UI, 2011). Den måste modifieras 
så att det finns jag vill ha med. Man måste vara noggrann när man använder sig av 
många plug-ins från samma ställe för att de som har kodat dessa använder sig av samma 
klasser just för att elementen på en sida skall se likadana ut. Men om man som jag skall 
ha element, som inte har gemensam stil så måste man rikta modifikationsreglerna 
mycket noggrant så att man inte får oväntade värden där man inte vill ha dem.
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3.2.4 Bildkarusell 
För att åstadkomma bildkarusellen använder jag mig igen av en färdig plug-in. Jag hit-
tade en mycket enkel karusell som kunde modifieras (Jcarousel, 2006). Jag väljer att 
använda karusellen som har både kontroller och siffervärden. Jag börjar med att modifi-
era karusellen för att istället för tre små bilder visa en stor bild. Sedan flyttar jag på kon-
trollernas position genom att absolut positionera dem på bilden. Jag skapar sedan nya 
stilklasser för kontrollerna. 
 
Då detta är en så enkel karusell så följer den inte med vilken bild som visas när den 
bläddrar runt bland bilderna. Så för att karusellen alltid skall ge rätt klass för bilden som 
visas måste den räkna steg för steg från 1 till 4. 
3.2.5 Mellannavigation 
Sidan har också en mellannavigation för sidorna på andra nivån. Detta görs med tabbar. 
För detta har jag valt en färdig plug-in som kunde modifieras (jQuery UI Team, 2010). 
Jag använder mig av en ganska enkel version som kan modifieras för mitt bruk. Tabbar 
kräver inte så mycket funktionalitet. Det enda som behövs är att visa eller gömma div 
element. Det största problemet är att när flera plug-ins används från samma ställe så an-
vänder de samma klasser, så då måste det specificeras mycket noga med de regler de 
skall använda. 
3.2.6 Bildfilter 
Sidan skall också innehålla ett produktfilter, som gör det lättare för kunder att hitta 
bland den stora mängden olika produkter. För detta ändamål finns också en färdig plug-
in (Webstuffshare, 2010). Först modifieras filtret så att istället för att den använder 
normala länkar tar den i bruk rullgardinsmenyn. Som jag nämnde tidigare så jQuery 
ändrar detta objekt till en onumrerad lista. I praktiken betyder det att rullgardinsmenyn 
finns men är gömd i bakgrunden som ett ul element med bilder och stilar. Om man vill 
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köra rullgardinsmenyn från andra ställen än detta som t.ex. om användaren klickar på 
kategoribilderna istället för att använda rullgardinsmenyn. Detta betyder att fastän man 
ändrar själva rullgardinsmenyns värde så kommer man inte att se det p.g.a. att den äkta 
rullgardinsmenyn är gömd bakom bilder. Så tanken är att ta värdet från kategoribildens 
alt text och sätta den att vara den text som syns. Detta är bara en kosmetisk ändring som 
i själva verket inte gör något men när man samtidigt i bakgrunden ändrar det riktiga 
värdet så är allt rätt plats. 
3.2.7 Komponenter 
Största delen av innehållet kommer att delas upp i komponenter som sedan kan bli kal-
lade. Detta är mycket behändigt när exakt samma innehåll skall användas och element 
som t.ex. sidolådorna finns på olika ställen. De här lådorna är exakt lika uppbyggda med 
enda skillnaden är att de är olika komponenter som kallar på samma komponent. På det-
ta sätt kan informationen vara olika fastän det är fråga om samma komponent. Dessa 
komponenter utnyttjar mas filtyp. Denna filtyp har från början inte har haft något med 
Access att göra men Office 2003 professional började associera dessa filer med Access 
så om man nu kollar upp filtypen så skulle man få svaret ”Microsoft Access Stored Pro-
cedure” (Mason hq, 2003). För att kalla efter dessa komponenter i Catalyst så använder 
vi oss av Mason som gör det möjligt för att sätta in Perl kod in i HTML dokument 
(Rolsky, Williams, 2003, s.1). Man kallar sedan på dem med kort tag <& 
'/plats_var_filen_finns/filnamn.mas' &>. Detta är det enda som behövs för att få in in-
nehållet som är i mas filen. Detta gör det också lättare att sedan uppdatera innehållet i 
mas filen så du kan använda dig av samma struktur fastän informationen på sidan inte 
kommer att vara samma. Artikel mallen skulle vara mycket jobbig om varenda sida som 
använder den skulle skapas skilt för sig. Istället med hjälp av Perl så har vi artikeln som 
mall och säger varifrån den plockar informationen, som sätts in i taggarna. Så när kom-
ponenten kallas med Mason taggen så sätter vi också parametrarna i samma tag. Detta 
gör det möjligt för oss att använda oss av samma komponent fler gånger utan att behöva 
många olika filer bara för att informationen är annan.  
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För att tanken med komponenter är att man minskar sitt arbete med att ha sidan att kalla 
på samma komponent om den har samma struktur men annat innehåll. Denna informa-
tion sparas i samma tag som man kallar efter komponenten (Fig. 10).  
 
 
Figur 10: Komponent tag med information 
 
Innehållet av själva mas filen är till största delen bara html kod med lite perl inbakat. 
Högst upp ser man med Perl vad för argument komponenten tar emot (Fig. 11).  
 
 
Figur 11: Komponent argument deklaration 
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För varje komponent så måste man definiera vilka variabler den skall ta emot och om de 
har något startvärde. 
 
 
Figur 12: Perl kod for att skriva information in i en variabel om inget annat är definierat 
 
Då man inte vill att dessa editerbara element skall vara synliga om användaren väljer att 
lämna dem tomma så sätts hela elementet inne i en Perl if mening (Fig. 12). Denna Perl 
if mening berättar att om rubriken och ingressen är tom så skall den inte vara synlig. 
Om man skulle lämna det på detta sätt skulle man ha svårigheter att se dem när de är 
tomma. Därför sätts också till en Perl if så att när editeringsläget är på och elementet är 
tomt så får fälten default värden så att man ändå ser elementen. 
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Figur 13: Komponent med HTML och Perl 
 
Sedan kommer html koden men istället för vad innehållet av html taggarna skall ha så 
sätter vi dit variabler (Fig. 13). 
 
För att detta skall fungera så måste själva systemet också veta vad som händer annars 
kommer det inte vara möjligt att uppdatera denna information. Så vi måste definiera det 
innehåll som man skall kunna uppdatera i inställningarna så systemet vet när det hittar 
dessa så skall det vara möjligt för användaren att uppdatera dessa. Så behövs också Gear 
CMS, som har som uppgift att hitta Mason taggar och göra dessa editerbara. Gear måste 
veta vilka argument som skall visas när man klickar på elementet. 
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Figur 14: Komponent definiering, så informationen kan uppdateras 
 
Vi sätter först en referens till vilken komponent vi talar om, vilka argument komponen-
ten tar emot, vilken typ av textinmatningslåda det skall vara och till sist i vilken ordning 
de kommer när man har editeringsläget på (Fig. 14). 
3.3 Sökmotor 
Sökmotorn på denna sida görs med Google site search (Google code, 2011). Detta val är 
gjort fastän man kan koda egna fina sökmotorer så får man en mycket bättre sökare om 
man utnyttjar sig av Google. Detta sparar en hel del tid. Google kommer ändå att index-
era dessa sidor för att optimera dem att hittas med Google. Man utnyttjar det som redan 
finns och tar i bruk Google site search. För att integrera sidan med Googles sökmotor så 
måste man först skapa ett konto. Sedan måste man välja hurdan sökmotor som man 
önskar. Med detta menar jag hur den kommer att vara uppbyggd, skall den vara en stor, 
liten, iframe eller kanske bestå av en egen sida. Då denna sida kommer att ha sökrutan 
uppe i huvuddelen så kommer jag att använda mig av iframe versionen som är uppdelad 
i skild sökruta och resultatruta. Fastän Google sökrutan är färdigt stilad så vill man inte 
att den ser ut som den är. Man får den nog ändrad med att definiera egna CSS regler, 
Google sökrutan får några extra regler som man hamnar köra över men annars är det lätt 
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att ge bestämma stil regler för den. För resultatrutan valde jag att skapa en ny sida som 
den användaren navigeras till när de skrivit in sitt sök alternativ. För att definiera stil för 
sökresultaten så är det mycket lättare då man inte behöver skapa några nya CSS regler 
utan på GSE sidan ger alternativen för att modifiera själva utseendet. Där finns färdiga 
färgrutor som man kan välja hur allt kommer att se ut. 
3.4 Fästning av sidbotten 
För att fästa dessa sidor till Catalyst så används Perl för att Catalyst är ett Perl baserat 
ramverk. Basstrukturen är enkel med att allt är delat upp i tre områden; huvuddel, mel-
landel och fotdel. Detta specificeras i root katalogens autohandler fil där det också 
framgår att alla sidor använder header.mas filen sedan det som kommer i mitten t.ex. 
root mappens index och till sist footer.mas. Inne i Contollerns root.pm fil framgår också 
att Catalyst skall använda index.html när vi länkar till en mapp.  
3.5 Webbläsarkompatibilitet 
Webbläsarkompatibilitet är mycket viktigt men samtidigt är det mycket frustrerande, 
speciellt när det är tal om Internet Explorer. 
 
 
Figur 15: Statistik över webbläsare år 2011 (StatCounter Global Stats. 2011)  
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Man ser i statistiken att inte äldre Internet Explorer webbläsare används så mycket 
mera. Fastän det är bara några procent så är det ändå frågan om massor av människor. 
 
 
Figur 16: Statistik över webbläsare i Finland år 2011 (StatCounter Global Stats. 2011)  
 
I Finland verkar det som Internet Explorer 6 inte skulle användas mera men man kan 
inte helt tro på denna statistik. Det ser lovande ut för framtiden. 
 
För att lättast och mest smärtfritt bygga dessa sidor så har jag valt att bygga dem med 
först att få allt att fungera korrekt i Firefox. Detta borde leda till att allt är rätt i Google 
Chrome och Safari. Detta är inte alltid så men skillnaden är mycket minimal och man 
brukar mycket lätt få detta korrigerat. Sedan kontrollerar jag med Opera som i mitt fall 
fungerar mer vänligt än Chrome. Jag sparar till sist Internet Explorer. Det finns ännu 
människor som använder sig av föråldrade webbläsare, trots att deras andel har sjunkit 
under 2% (W3Schools, 2011). Dessa utgör för det mesta företagsdatorer. IE8 beter sig 
ganska hyggligt och den behöver inte så många egna regler, men IE6 och IE7 kräver en 
handfull av speciella och personliga regler där största delen beror på att de uppfattar 
CSS regler på annat sätt än moderna webbläsare. 
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Detta problem löses med att använda sig av Modernizr som är ett JavaScript bibliotek 
för att hjälpa till med att lätt ta hand om kända webbläsarkompatibilitetsproblem. 
 
Denna script ger oss möjligheten att lätt korrigera problem med Internet Explorer ge-
nom att bara lägga t.ex. .ie6 för att skapa egna regler för specifika Internet Explorer ver-
sioner. 
 
En annan bra sak som webbläsartillverkare har satt med i sina webbläsare för att utveck-
lare skall kunna använda nya CSS3 regler är prefix. Med att sätta olika prefix före de 
nya CSS3 reglerna så kan man utnyttja dem i de webbläsare som tillverkarna tillhanda-
håller. Firefox använder –moz–, Chrome och Safari använder –webkit– och Opera an-
vänder –o–. –moz–border-radius, –webkit–border-radius och –o–border-radius hjälper 
en att få dem att använda rundade hörn fastän de inte ännu stöder border-radius, detta är 
menat för de som inte ännu har de nyaste versionerna av webbläsarna av t.ex. Firefox. 
Om användaren använder 3.6 seriens Firefox kan det vara att border-radius inte ännu 
fungerar utan prefixet. Dessa prefix behövs bara under tiden förrän moderna webbläsare 
har uppdaterats av sig själva, om inte användaren själv stängt av uppdateringsfunktio-
nen. 
3.5.1 Problem 
När man bygger hemsidor så är det omöjligt att inte stöta på problem. Detta är man re-
dan förberedd på innan man börjar. Det är också en orsak till att man inte direkt utnytt-
jar alla nyaste CSS3 och HTML5 element som finns. Men det som är mycket bra med 
CSS3 reglerna är att de nedgraderar mycket vänligt då t.ex. Internet Explorer med bor-
der-radius bara ignorerar dessa CSS regler.  På det sättet är de lätta att använda. 
3.5.1.1 Internet	  Explorer	  
 
Internet Explorer 6 
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Figur 17: Internet Explorer 6 startläge 
 
Som man ser på bilden så är sidan på Internet Explorer 6 helt felaktig och alla delar är 
på fel plats. Sidans logo har fått en vit bakgrund som inte finns hos andra webbläsare. 
 
Internet Explorer 7 
 
Figur 18: Internet Explorer 7 startläge 
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Internet Explorer 7 sidan är inte lika felaktig som IE6 men vissa element är ändå på fel 
platser. 
 
Internet Explorer 8 
 
Figur 19: Internet Explorer 8 startläge 
 
Internet Explorer 8 är nästan perfekt för att vara en Internet Explorer webbläsare. Bara 
ett litet extra vitt streck i söklådan.  
 
På dessa bilder över Internet Explorers olika versioner ser man också hur bra nya CSS3 
reglerna fungerar på äldre läsare. Som man ser så fattas det rundade hörn men det fun-
gerar ändå helt bra utan dem. Enda sättet för att få rundade hörn på äldre webbläsare är 
att använda jQuery och med ett skript som skulle sätta en liten bild i varje hörn. För att 
denna sida inte behöver ha rundade hörn med Internet Explorer så behövs det inte. 
 
Internet Explorer 9 
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Figur 20: Internet Explorer 9 startläge 
 
Internet Explorer 9 har inga problem som man ser, det enda som den klagar är över ver-
sionen av jQuery som används. Detta är ett ganska normalt problem med de JavaScript 
bibliotek som används när nya webbläsare kommer ut. Då är det inte garanterat att bib-
lioteken fungerar direkt, men normalt så korrigeras problemen mycket snabbt bara det 
kommer en ny version av biblioteket. 
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3.5.1.2 Firefox	  
 
Figur 21: Firefox startläge 
 
Som man ser så har Firefox inga problem, men detta förstår man för jag byggt denna 
sida med Firefox som primär webbläsare under byggprocessen. 
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3.5.1.3 Chrome	  
 
Figur 22: Chrome startläge 
 
Google Chrome har inte några riktiga problem för den beter sig på samma sätt som Fire-
fox 
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3.5.1.4 Opera	  
 
Figur 23: Opera startläge 
 
Opera har några små fel som man ser i sökrutan. 
3.5.2 Lösningar 
3.5.2.1 Internet	  Explorer	  
 
För att lösa problem med äldre versioner av Internet Explorer är det lätt att ge version 
noggranna CSS regler. Modernizr JavaScript biblioteket, som vi har satt med på sidan, 
ger oss denna möjlighet. Vi kan skriva specifika regler och storlekar för div element åt 
Internet Explorer så att sidorna inte ser felaktiga ut. Modernizr gör detta mycket enkelt 
med att tillåta oss skriva dessa regler i samma CSS fil som vi använder.  
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Figur 24: HTML if exempel 
 
Det är också möjligt att ge HTML if meningar (Fig. 24) så att Internet Explorer använ-
der egna CSS filer (Quirksmode, 2011). Men det är enklare att bara ha en CSS fil och 
bara sätta in där det behövs extra regler. Om man använder flera CSS filer för olika ver-
sioner av webbläsare, gör det att man har regler dubbelt så om man ändrar på något i ett 
senare läge så måste man göra det dubbelt. När man tänker efter att man säkert måste 
göra regler för Internet Explorer 7 och 8 ännu så blir det redan 4 olika CSS filer man 
måste ändra på. Det enda man behöver göra med Modernizr är att lägga t.ex. .ie6 före en 
normal CSS tag, så har vi en Internet Explorer 6 regel och inga andra webbläsare kom-
mer att utnyttja dessa.  
 
Internet Explorer 6 
 
 
Figur 25: Internet Explorer 6 slutläge 
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För att korrigera logon och de andra bilderna som har fått den vita bakgrunden, måste 
man förstå vad som förorsakar detta. Det beror på att Internet Explorer 6 inte klarar av 
filformatet png-24, men nog png-8. Png-24 alltså png bilder med 24 bitar istället för 8 
bitar. Orsaken till att jag använt png-24 är för att logon och andra bilder använder lite 
halvgenomskinlig bakgrund som inte fungerar med png-8 som bara kan klara av någon-
dera genomskinligt eller inte genomskinligt. Detta beror på att före Internet Explorer 7 
så hade inte Internet Explorer stöd för png bilders alfa kanalers genomskinlighet (24 
Ways, 2011). För att få Internet Explorer 6 att förstå vad den skall göra med png-24 bil-
derna måste vi utnyttja en JavaScript plug-in som de heter DD_belatedPNG. Denna 
fungerar så att istället för att använda Microsofts AlphaImageLoader så ändrar den bil-
den till ett vml(vector markup language) element. På detta sätt fungerar halvtransparen-
sen i Internet Explorer 6 (DD_belatedPNG, 2009). Skriptet söker själv alla png bilder 
men den klarar inte av att hitta dessa om referensen till dessa bilder finns i CSS filen så 
man måste inkludera en klass png_bg till de element som har png-24 bilder som bak-
grundsbild. På detta sätt förstår skriptet att denna bild också skall konverteras. 
 
För att korrigera den felaktiga navigationen så måste man bara lägga till en extra regel 
till CSS filen. Internet Explorer 6 kräver display:inline för att kunna flyta en lista. 
 
IE6 tolkar också lådor på annat sätt än vad moderna webbläsare gör. När moderna 
webbläsare tolkar en lådas storlek med en ram så håller ända dimensionerna på det sätt 
att vad som är bestämt som bredd och höjd för hela lådan. Den storlek som ramen har är 
skilt och blir på detta sätt extra, men Internet Explorer 6 tolkar detta på annat sätt och 
ger lådan höjden och bredden och ramen är inberäknad. Detta beror på att när Internet 
Explorer 6 webbläsaren byggdes så följde den specifikationerna på vad CSS komman-
dona gör exakt och alla andra tolkar det på ”fel” sätt. P.g.a. detta så orsakar IE6 så 
mycket problem med layouten. 
 
För att Internet Explorer 6-8 inte klarar av border-radius så skapar jag egna knappar 
utan rundade hörn för de bilder som använder rundade hörn. 
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Figur 26: Bild för webbläsare som klarar av rundade hörn 
 
Figur 27: Bild för äldre Internet Explorer webbläsare 
 
Internet Explorer 7 
 
Figur 28: Internet Explorer 7 slutläge 
 
För att korrigera navigationen i IE7 så måste jag sätta en specifik bredd på hela naviga-
tionen. Detta fixar problemet med att vissa av menyns knappar visas under de andra. 
 
Internet Explorer 8 
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Figur 29: Internet Explorer 8 slutläge 
 
För att få bort sträcket som har kommit fram i IE8 sökrutan så behöver jag bara sätta in 
border-left:none och border-right:none. Detta beror på att Google site search har egna 
CSS regler som man måste köra över. 
 
Internet Explorer 9 
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Figur 30: Internet Explorer 9 slutläge 
 
Internet Explorer 9 problemet korrigerar man lätt med att uppdatera till nyaste version 
av jQuery. 
 
3.5.2.2 Opera	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Figur 31: Opera slutläge 
 
För att korrigera sökmotorns knapp så måste jag ta bort höjden jag hade specificerat. 
Denna orsakar problem för opera. Det som det inte går att ändra på i Opera är söklådans 
matningsrutas text. Den är som standard mörkgrå och fastän det står i CSS filen att den 
skall vara vit så förblir den grå.  
3.6 Uppdatering av sidan 
Uppdateringen av sidan sker med en CMS som heter GearCMS. Denna CMS är byggd 
av Frantic och fungerar på det sättet att den söker Mason taggar och själva sidorna har 
en artikel komponent som man uppdaterar från SiteAdmin.  
 
 
Figur 32: Editeringssidans huvudnavigation 
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Editeringslägets navigation syns ovanför normala huvuddelen och när man klickar där 
kommer man lätt åt att uppdatera den information man vill. 
 
För att uppdatera själva navigationen eller sidostrukturen så klickar man in till Alueet. 
 
 
Figur 33: Editeringssidans sidostruktur 
 
49 
 
 
Figur 34: Editeringssidans sidostruktur editeringsläge 
 
Man skriver in vilken artikel som området kopplat ihop med. 
 
Själva artiklarna finns under Artikkelit. 
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Figur 35: Editeringssidans artikelsida 
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Figur 36: Editeringssidans artikel editeringsläge 
  
Där finns färdiga lådor där man kan skriva text och välja vilka bilder som skall kopplas 
ihop med artikeln.  
 
I själva mas filen sätts in i HTML taggen en allmän referens att t.ex.  från artikeln ta ti-
teln. 
 
 
Figur 37: HTML tag med Perl referens för att få information från artikel 
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De andra element som då inte är artiklar utan enskilda element skall ha möjligheten att 
editeras av användaren. Det är här komponenterna kommer med i spel. 
 
På varje editerbart element kommer det en editeringsknapp fram då man svävar över 
dessa med musen, då editeringsläget är igång. 
 
 
Figur 38: Editerbart element 
 
När man klickar denna så öppnas de olika fälten som är kopplade ihop med denna kom-
ponent. 
 
 
Figur 39: Editerbart elements editeringsläge 
 
Sedan är det bara fylla in fälten och spara. 
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Sidan har också extra likadana element som bara syns om man fyller i information. För 
att användaren ändå skall se dessa element så har den standardvärden i editeringsläget 
så att de inte försvinner helt och hållet. 
 
 
Figur 40: Editerbart elements tomläge 
4 JÄMFÖRELSE 
4.1 Användbarhet 
4.1.1 Ursprungliga sidan 
Själva användbarheten på den ursprungliga sidan har en del problem. Man tappar bort 
sig fast än det finns ”brödsmulor”. Navigationen hoppar av och an beroende på vad man 
klickar, detta kanske var acceptabelt för 10 år sedan men nu vill man att navigationen 
hålls på sin plats. Detta hjälper till att veta var man är i sidostrukturen. 
 
De olika elementen är nog ändå på rätt plats så man vet ändå att de har följt med stan-
darder som rekommenderas som t.ex. logon uppe till vänster och sökrutan uppe till hö-
ger (Sundström 2005 s. 44-45), men det verkar som om helheten inte har planerats till 
slut. De olika områdena verkar inte ha så mycket med varandra att göra, trots att man 
ändå skulle kunna ge dem gemensamma områden för att göra helheten klarare. 
4.1.2 Nya sidan 
Användbarheten på nya sidan är mycket klarare. Största delen av elementen är på rätt 
plats enligt webbstandarder (Sundström 2005 s. 44-45), men dessa är också rekommen-
dationer och inte regler. Navigationen är mycket klarare och den hålls på plats när man 
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navigerar på sidan. De olika sidområdena är också nu gemensamma. Man hittar alla 
produkter på samma sida med hjälp av ett filter som gör det lättare. 
 
Då företags- och tjänstsidan nu har tabbar istället för egna sidor så är det lättare att na-
vigera deras undersidor när man håller sig till samma sida. 
 
I sin helhet är den nya sidan mycket enklare att navigera och man har kontinuerligt en 
sådan känsla av att man vet var man är i sidostrukturen och med hjälp av länkarna i fot-
delen (Fig. 41) kommer man snabbt till sidornas undre nivåer. 
 
 
Figur 41: Nya Transmeri sidans fotdel 
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4.2 Visuellt utseende 
4.2.1 Ursprungliga sidan 
 
Figur 42: Ursprungliga Transmeri sidans framsida 
 
Man ser på utseendet att sidan är 10 år gammal. Inte för att sidan är så ful men den är 
inte så speciell heller. Den lockar inte med sitt utseende, vilket kan skrämma bort poten-
tiella kunder. 
 
Gamla sidan har också en hel del undersidor som kanske inte behövs och det finns inte 
en riktigt gemensam visuell helhet. 
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4.2.2 Nya sidan 
 
Figur 43: Nya Transmeri sidans slutläge 
 
Den nya sidan har ett mycket mera lockande visuell utseende. Webbsidor behöver inte 
enbart följa rekommendationer. Då man alltid följer rekommendationer blir alla sidor 
likadana och innovationer uppstår inte. Framsidan har en bildkarusell där man kan lägga 
in nya erbjudanden och snurra eller något annat man vill hålla framme. Sidan är mycket 
lättare att navigera och man hittar alla produkter på samma ställe. 
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Den nya sidan har en enhetlig visuell identitet och ser mycket modernare ut. Detta borde 
vara självklart för en ny webbsida, men är kanske inte alltid situationen. 
4.3 Teknisk uppbyggnad 
4.3.1 Ursprungliga sidan 
Den ursprungliga sidan är byggd på en CMS som heter P4. Sidan har inte så mycket an-
nan funktionalitet än sökmotorn och en feedback form. Man ser att koden som den an-
vänder är gammalmodig. De har även använt transparenta Gif bilder för att definiera 
bredd. Detta är ett klart tecken på att koden är gammalmodig. Transparenta Gif bilder 
användes förr när man byggde hemsidor med tabeller och de har den positiva sidan att 
de fungerar mycket bra i webbläsare p.g.a. att de inte kan falla ut från tabellstrukturen, 
men detta stoppar om man vill komma bort från kantig och lådformad design. 
4.3.2 Nya sidan 
Den nya sidan är byggd på Catalyst och har en egen byggd CMS sig så att användaren 
kan uppdatera alla texter och bilder, som artikel sidorna och de editerbara elementen 
som använder. Sidan är kodad med en kombination av Perl och HTML. Sidan utnyttjar 
också nya CSS3 element där var det är möjligt, men är ändå bakåt kompatibel för äldre 
webbläsare. Sidan utnyttjar jQuery för att få mera funktionalitet till sidan och för att den 
skall vara mera dynamisk. jQuery ger mycket kraft till en sida fastän man kan nuförti-
den med nya CSS3 regler skapa mera animationer än förr, så finns det ännu så mycket 
mera man får ut av dem om man sätter in jQuery. jQuery ger den extra lilla kontrollen 
man behöver. 
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5 DISKUSSION 
Det är en hel del som går in i när man bygger en hemsida och speciellt en hel del man 
måste tänka på. Det är alltid bäst att bygga en hemsida från noll för det behov som den 
skall användas till än att använda färdiga botten. Det är klart att man sparar tid men man 
märker mycket snabbt på de sidor som bara görs på löpande band får de ingen egen per-
sonlighet.
 
Detta är också mycket enklare för webbutvecklaren att hålla reda på sidan när man bör-
jar med ett botten från noll. Det är det som är krångligt med de CMS som finns på 
marknaden att man är kontinuerligt låst vid det botten som används. Man klarar inte av 
att flytta element vart man vill utan det finns en färdig struktur som måste följas. Detta 
ser man mycket klart med Wordpress teman. När element är satta in i teman så är det 
nästan omöjligt att ändra på dessa utan att temat far sönder. 
 
Detta är det som är så bra med Catalyst att ingenting har låsts. Det är klart att det går 
mycket fortare att bygga upp en Wordpress sida än vad det tar att göra en Catalyst sida, 
men själva kontrollen som man får genom Catalyst är helt olik. Idén bakom Catalyst är 
att man integrerar den in i HTML bottnen istället för att man bygger HTML kod på det. 
Detta kanske låter lika men när man tänker efter så ser man skillnaden. Det är som att 
skapa en labyrint av en mycket stor buske istället för att bygga upp en labyrint runt en 
färdig stig. 
 
Som man ser är sidan inte helt likadan som den original planerade nya sidan men detta 
beror på att när man bygger sidor är processen emellanåt levande och varje element änd-
ras så att antingen kommer användaren på att de inte behöver något element eller så vill 
de ha något nytt till. Man måste vara färdig för sådana situationer. Detta är också var 
Catalysts kraft kommer fram. Som man ser från första layouten så hade första sidan en 
nyhetslåda och tre stycken tävlingslådor. Detta ändrades för att sidan inte kommer att ha 
så mycket tävlingar och de skulle vara tomma en hel del av tiden, så istället blev de änd-
rade till 2 olika sorts nyhetslådor. Om man skulle byta ut dessa i en normal CMS så 
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skulle man först måsta söka en passlig Widget eller plug-in som man kallar istället för 
det som var där förr. Catalyst ger oss den kraften att det som måste göras är att bygga 
HTML och ge CSS regler och sedan integrera detta in i Catalyst med Mason. Detta kan-
ske låter som en hel del att göra men kraften bakom det ligger i friheten. Dessa kompo-
nenter blir exakt sådana som de skall vara och inte en kompromiss mellan vad som finns 
tillgängligt. 
 
Även om Perl för några har blivit ett gammalt språk så tycker jag nog att varje webbut-
vecklare borde i alla fall ha en förståelse över språket för det kan vara att det kommer 
att vara till nytta i något skede. Perl har influerat en hel del kodspråk som används för 
webben, så med att förstå Perl så hjälper det att förstå de andra också. 
 
För att klara sig i webbvärlden så måste man kontinuerligt förnya sig och vara unik. Det 
finns en del som bara utnyttjar färdiga botten och då väcker sidan inte någon uppmärk-
samhet, för att stå ut så måste man våga vara annorlunda. Det finns webb rekommenda-
tioner som det lönar sig att följa när man bygger sidor, men man kan inte blint följa alla 
dessa speciellt om det hindrar med att skapa något annorlunda och originellt. De populä-
raste sidorna som kommit till efter att utvecklare börjat använda HTML5 och CSS3 har 
helt brutit mot rekommendationer. 
 
Internet utvecklas hela tiden och vi som webbutvecklare måste följa med och förbättra 
våra kunskaper så att vi kan vara med i att skapa bättre och stiligare hemsidor.
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