Since the early 80's the combination of Petri nets and rule-based transformations has been extensively researched to obtain new concepts and results. In this paper we consider rules as tokens leading to the concept of higher-order nets for mobile policies. The rules are used on the one hand for the specification of policy rules and on the other hand for the modification of policy rules, i.e. for the definition of new rules by reusing existing rules. So the higher-order net models distribution and modification of policy rules in a systematic and structured way. We give HasCasl-specifications of rules and (local) transformations in the sense of the double-pushout approach and illustrate our concept by a small system inspired by the case study of a tax refund process [1] .
Introduction
A policy is a set of rules which controls the behavior of complex systems. In [10] a policy framework based on graph transformation is presented, which provides an intuitive visual formalism for the manipulation of policy-based systems. The policy framework is defined by a type graph and sets of policy rules, positive and negative constraints.
Mobile policies [2, 5] are policies that can move along with the application or data that they refer to. Mobile policies can either supplement or override local policies, and can be used either to regulate access to the local resources (to protect the host) or to constraint use or access to the mobile code (to protect the guest). In a distributed environment, applications migrate from site to site and the relative policy can migrate with the application it refers to, thus allowing each site to avoid locally storing policies for all possible applications. A framework in which mobile policies are attached to the relative application also facilitates the development of new applications and places the responsibility for the application-specific policy on the application designer.
Mobile policies may also need to be modified in prearranged ways to adapt to external requirements of specific domains. For example, certain local laws may require or forbid certain behavior of all applications executing locally (restrictions on the use of encryption or on the length of the key in a cryptosystems, additional requirements to protect privacy) and therefore the constraints imposed by the policy may need to be adapted in moving from site to site.
We investigate how the distribution, the migration, and the modification of mobile policies can be modeled by using Algebraic Higher-Order (AHO) nets [8] , a high-level net class integrating Petri nets and the higher-order specification language HasCasl [16] . Due to the higher-order features, graphs and rules are allowed to be dynamic objects in AHO-nets and the behavior of an AHO-net simulates the modification needed to achieve the flexibility of adapting objects.
For our purpose, the AHO-net gives an overview of the different locations where the mobile policies could reside. Furthermore, the coupling of a set of rules that are used to modify policy rules with certain locations that have the authority to modify the policy rules is given by the net topology. The behavior of an AHO-net simulates the application of a rule to a policy rule and describes the modification of the policy rule in order to achieve a more appropriate one. In this paper policy rules are used for the specification of access control [15] . Apart from this, the concept has interesting applications in all areas where individual rules are modified while the system is running.
Rules and transformations are formalized on a rigorous mathematical foundation in the context of high-level replacement systems [6] , a categorical generalization of the concept of graph transformation systems to other kinds of structures based on the double-pushout approach. A high-level replacement system is defined by an arbitrary category and a distinguished class of morphisms used to form rules, i.e. rules in the double-pushout approach are given as a span of two morphisms, and its application is achieved by two pushouts. Think of these rules as replacement systems, where the left-hand side of the rule is replaced by the right-hand side. Moreover, we reuse policy rules, i.e. we modify policy rules in the sense of inheritance [14] .
The strong relationship between the area of Petri nets and graph transformation systems has been researched in a series of papers. On the one hand, looking at Petri nets from the perspective of graph grammars, it is quite natural to regard them as grammars acting on discrete graphs. In this way transitions can be represented by graph rules and the application of such a rule simulates the token game (see e.g. [3, 4, 11] ). On the other hand the concept of high-level replacement systems [6] was the starting point to obtain new results for the area of Petri nets. The instantiation of high-level replacement systems to Petri nets leads to the concept of net transformation systems [13, 17] . The basic idea behind net transformation systems is the stepwise development of systems in the framework of Petri nets. In this paper the concept of AHO-nets integrates rules and transformations into the data type part. As a consequence the behavior of a system describes the transformation of objects. The paradigm "nets as tokens" has been introduced by Valk in order to allow for nets as tokens within a net (see [18, 19] ). There are interesting applications in the area of workflow, agent-oriented approaches, or open system networks. We propose the new paradigm "rules as tokens", where in contrast rules as tokens are considered.
Technically, we extend the HasCasl-specification of rule-based modifications in [9] by specific operations for the modification of mobile policies. Here, we use the approach given in [14] to obtain a suitable specification of the modification of rules. We use this specification as the data type part of AHO-nets to denote the application of rules in the net inscriptions. Then the behaviour of the AHO-net simulates the modification of rules to obtain a new and more appropriate policy rule.
The advantage of our approach is twofold. On the one hand the AHO-net manages the distribution of rules in a systematic and structured way. Large sets of rules are divided into smaller ones, which are locally bound to some transitions. On the other hand AHO-nets are flexible in respect of the replacement of rules. Formally, we exchange rules by exchanging the corresponding tokens to realize other kinds of transformations, while the system net is fixed.
To demonstrate our approach in more detail we give an example of a tax refund process in Section 2. Afterwards, we present the technical background, i.e. the HasCasl-specification of rules and (local) transformations (Section 3) and a light-weight introduction into AHO-nets (Section 4). The last section summarizes the paper and discusses some future work. The HasCasl specifications involved have been checked with the Heterogeneous Tool Set [12] .
Example: Tax Refund Process
In order to illustrate the concepts described in Section 3 and Section 4 we present a small system inspired by the case study of a tax refund process given in [1] . The main idea of our example is to model mobile policies which move around between different companies. The policy rules are not fixed once and for all, because each company expects specific policy rules. Our example is restricted in the sense that we do not take into account all aspects of the policy framework presented in [10] . In this paper we specify policy rules that build the accepted system states, and assume that the policy rules are built over a given type graph. Furthermore, we do not focus on the application of policy rules to the actual state of an object. In [7] we have studied highlevel object systems where the application of rules to objects is modeled by corresponding operations. Thus, the system presented in this paper can be extended by these concepts, i.e. the set of rules can be extended to a graph grammar.
The example deals with a tax refund process which is a simplified version of the workflow introduced in [1] . The workflow representing the tax refund process in company C1 consists of four tasks to be executed sequentially:
• Task T 1: A clerk prepares a check for a tax refund.
• Task T 2: A manager can approve or disapprove the check. This task must be performed by two managers.
• Task T 3: The decisions of the managers are collected and the final decision is made by a manager. Her/his decision is a consequence of the outcome of task T 2, i.e. (s)he does not decide about the tax refund.
• Task T 4: A clerk issues if both managers approved or voids if one manager disapproved the check on the result of task T 3.
By contrast, the tax refund process in the company C2 is altered in task T 2 and task T 4, while Task T 1 and Task T 3 are left unchanged:
• Task T 2: A manager can approve or disapprove the check. This task must • Task T 4: A clerk issues if the manager approved or voids if the manager disapproved the check on the result of task T 3.
In Fig. 1 each task is related to a role which can execute the task, e.g. the role Clerk can execute task T 1 and task T 4.
Our first goal is a representation of the system level as an AHO-net (see Section 4) , so that the system shows on the one hand the distribution of policy rules, and on the other hand the coupling of rules for the modification of policy rules to certain transitions. Thus, the firing behavior of the AHOnet describes the migration and local transformation of the policy rules. In Fig. 2 we sketch a solution for the example of the tax refund process. The initial marking and the net inscriptions of the AHO-net in Fig. 2 are built over the HasCasl-specification LocalTransformation[LGraphCategory] and the corresponding algebra A which will be explained in Section 3. There are four different locations where the policy rules can stay: the company C1, the company C2, and during the migration processes, between C1 and C2, or C2 and C1. Each location becomes represented by its own place in the AHOnet in Fig. 2 . The initial marking consists of the policy rules PolRules C1 of company C1 and specific rules for the modification of policy rules.
Policy rules may move around, which means they might leave and enter the company C1 and they might leave and enter the company C2. The mobility aspect of the policy rules is modeled by transitions termed in an obvious way in our system net in Fig. 2 . While the policy rules are moving around they have to be changed in a certain way using the concept of inheritance (see Section 3). For this reason there are other kinds of rules, p 13 − p 15 and p −1
15
, to guarantee the modification of policy rules. Here these rules are used as resources, so they are bound to corresponding transitions.
Thus, the object level consists of two different kinds of objects: policy rules and rules for the modification of policy rules. In the following we will explain the policy rules PolRules C1 of company C1 in more detail. Although they are based on the rules given in [10] , in this paper we use the double-pushout approach instead of the single-pushout approach and we have to take care of the gluing condition. For simplicity reasons we avoid negative application conditions, i.e. we cannot distinguish between the users which are involved in the tax refund process. The set of policy rules of company C1 is given by PolRules C1 = {p 1 , . . . , p 9 }. The rule p 1 (see Fig. 3 ) creates a new check by a user associated to the role Clerk. A user is represented by a node of type U. The two loops of the check node indicate that the recommendation for a tax refund has to be performed by two managers. The rules p 2 and p 3 realize the process of task T 2 (see Fig.  4 ), i.e. a manager approves or disapproves the check. In detail, a loop from the check node is deleted and an edge between the user node and the check node labeled with the recommendation is created. Thus, these rules are only applicable if there is a loop attached to the check node. The rules p 4 , p 5 and p 6 realize the process of task T 3 (see Fig. 5 ), i.e. the collection of the decisions. The two edges which model the recommendations of the two managers are deleted and a loop of the check node is created labeled by issue if both managers approve and by void if one of the managers disapproves. In all three cases the manager does not decide directly, because the decision is based on the previous recommendations. The rules p 7 and p 8 realize the process of task T 4 (see Fig. 6 ), i.e. a clerk issues or voids the check. The end of the workflow for this check is indicated by changing the color of the check node and deleting the corresponding loop. Finally, the tax refund process is finished using rule p 9 (see Fig. 6 ) by deleting the check node and all connected nodes t1-t4 and adjacent edges. The set of policy rules described above may move around between the two companies. Because each company expects specific policy rules, some rules have to be modified during the migration. In detail the following policy rules of company C1 have to be modified to respect the requirements of company C2:
• preparation of the check (see rule p 1 in Fig. 3) • approval of the check (see rule p 2 in Fig. 4) • disapproval of the check (see rule p 3 in Fig. 4) To integrate the modification of policy rules into our model, we need an operation to achieve new rules by reusing existing ones. Here we use the approach of local transformation as presented in [14] to get a new rule which coincides with the left hand side of the "old" rule, but which has a different right hand side and (in general) a different interface part. For a detailed explanation we refer to Section 3.
The modification of the rule p 1 (see Fig. 3 ) is attained via the rule p 13 (see Fig. 7 ). Here we use the transition transformation of the AHO-net in Fig. 2 . First, the net inscriptions in the environment of the transition are evaluated, i.e. the variable PolRules is assigned to the set of policy rules PolRules C1 , the 13 , and the variable g to an occurrence morphism g 1 : L → G. The firing condition cod g = cod r requires L = L 13 and G = R 1 . The transition transformation is enabled under this assignment, i.e. the evaluation of the net inscriptions is defined. Then the evaluation of the term inherit(p, q, g) computes the modification of rule p 1 via the rule p 13 using the concept of inheritance. We obtain the new policy rule p 10 of company C2 depicted in Fig. 8 . The rule p 10 adds one loop to the check node because one manager has to approve or disapprove the check.
For the modification of the rule p 2 resulting the new rule p 11 (see Fig. 9 ) we use a different variable assignment, i.e. the variable p is assigned to the rule p 2 , the variable q to the rule p 14 , and the variable g to an occurrence morphism g 1 : L → G so that L = L 14 and G = R 2 . Then R 11 is the object resulting from the direct transformation via p 14 of R 2 , K 11 is the common part of C 1 and K 2 , and L 11 is just the unchanged left hand side of p 2 (see Fig.  9 ). The new rule p 11 = (L 11 ← K 11 → R 11 ) adds two edges with the same label approve to the check node, because the clerk issues if one manager has approved. Analogously, the modification of the rule p 3 (see Fig. 4 ) via the rule p 15 (see Fig. 7 ) results in the policy rule p 12 of company C 2 (see Fig. 10 ). Finally, the set of policy rules of company C2 consists of the rules p 4 -p 12 (see Figs. 5, 6, 8, 9, and 10), where the three rules concerning the preparation of a check and the approval or disapproval of a check are modified.
Specification of Rule-Based Transformations
In this section we review the basic concepts of rules and (local) transformations in order to capture these concepts in HasCasl-specifications. The idea of rules and transformations is to define any kind of system development and modification as an abstract rewriting. The application of a rule replaces the left-hand side of the rule by the right-hand side of the rule and is called transformation. In [6] the general description of rules and transformations has been introduced as a categorical generalization of graph transformations leading to the notion of high-level replacement systems. High-level replacement systems are formulated for an arbitrary category with a distinguished class of morphisms which are used in the description of rules.
Let C be a high-level replacement category, i.e. a category that comes with a distinguished class of morphisms M, and selected pushouts along morphisms 
and an object C, called context object, together with a morphism K g2 → C, a direct transformation G p =⇒ H from an object G to an object H is given by two pushout diagrams (1) and (2) in the category C. The morphisms (ii) There is an object H which is the selected pushout of morphisms K
If both conditions are satisfied, a direct transformation G p =⇒ H can be constructed and H is uniquely determined.
Example 3.1
The category of (labeled) directed graphs with the distinguished class of injective, colour preserving graph morphisms has been checked to be a high-level replacement category (see [6] ) with the capacity to guarantee Church-Rosser and Parallelism Theorems for high-level replacement. An example of a direct transformation can be found in Fig. 9 where the rule p 14 (see Fig. 7 ) is applied to the object R 2 .
We use the higher-order specification language HasCasl [16] (an extension of higher-order logic with partial functions and subsorting) to formalize rules and transformations. In this way we can use rules as tokens in AHO-nets (see Section 4) . Based on a specification of categories in HasCasl 6 , we have specified transformations via the double-pushout approach with a HasCaslspecification Transformation[HLRCategory] (see Fig. 11 ). The notation M < Mor introduces M as a subsort (roughly corresponding to a subset) of sort Mor. Note that transform is a partial function, and def transform(p,g1) spec HLRCategory = Pushout [Category] reveal sor ts Ob, Mor, M , ops id , dom, cod , o then sort M < Mor
forall p : Rules; g1 :
Fig. 11. Specification of graph morphisms in HasCasl
states that p is applicable with occurrence morphism g1. The first axiom in Fig. 11 specifies the domain of definition for transform, while the second axiom specifies its effect when defined.
Example 3.2
In the appendix, we give an instantiation of the HasCaslspecification HLRCategory by the HasCasl-specification LGraphCategory i.e. labeled directed graphs. This specification relies on vocabularies for nodes, edges, and labels. These vocabularies are given by type variables in the first place, and later on by sorts (when forming the category), since a category needs to have definite sorts of objects and morphisms. Type constructors are not involved. Actually, the only freedom in the models is the interpretation forall p1 , p : Rules; g1 :
Fig. 12. Specification of inheritance in
HasCasl of these sorts. Typical choices will be the set of integers or the set of strings.
Once this choice has been made, the remaining parts of the models are determined uniquely up to isomorphism, and hence a canonical model for the specification can be obtained.
To define new rules by reusing existing rules we use the approach given in
, where different concepts are presented for the modification of one rule by another one. In this paper we describe the more general form of inheritance in more detail. Let a rule
→ R 1 ) be given. Then the modification of the right-hand side
is illustrated in the upper part of the diagram, where R 2 is the object resulting from the direct transformation via q of R 1 , K 2 is the common part of C 1 and K 1 , and L 2 is just the unchanged left-hand side of p 1 . Then the new rule p 2 is given by
→ R 2 ) with l 2 = l 1 • g 4 and r 2 = c 2 • g 5 . Based on a specification of Transformation[HLRCategory] we have specified the concept of inheritance with a HasCasl-specification LocalTransformation[HLRCategory] (see Fig. 12 ) following the construction above. LGraphCategory. An example of the modification of one rule by another rule using the concept of inheritance is depicted in Fig. 9 . Thus, we have a specific operation inheritance A : A Rules × A Rules × A Mor → A Rules , so that inheritance A (p 2 , p 14 , g 1 ) = p 11 , where p 2 is the policy rule of company C1 (see Fig. 4 ), p 14 is a rule for the modification of p 2 (see Fig. 7 ), g 1 is a suitable occurrence morphism, and p 11 is the policy rule of company C2 (see Fig. 9 ).
Higher-Order Nets for Local Transformations
In this section we present the integration of Petri nets and local transformations into AHO-nets, a high-level net class where the tokens are not only simple data values but the data values may be of arbitrarily complex type according to the higher-order specification language HasCasl. In contrast to the definition of AHO-nets in [8] we here use AHO-nets with a fixed data type part.
An AHO-net N for mobile policies is a tuple (LocalTransformation[LGraphCategory], A, P, T, pre, post, cond, type) with
• the data type part given by the HasCasl-specification of local transformations and a corresponding model A (see Section 3);
• the net structure given by a set of (typed) places P and a set of transitions T ; the pre-and post domain functions pre, post : T → (T Σ (X) ⊗ P ) ⊕ assign net inscriptions to each transition (we denote by T Σ (X) the set of terms with variables and by T Σ (X) ⊗ P the set of all type consistent net inscriptions, and finally by ( ) ⊕ the free commutative monoid over this set); the firing condition function cond : T → T Σ,unit (X) assigns one predicate to each transition, which is a constraint to be respected.
An example of an AHO-net for mobile policies can be found in Figure 2 . After defining the structure of AHO-nets we are now ready to look at their behavior. But first we define the set V ar(t) of variables of a transition t ∈ T as the set of all variables occurring in pre-and post domain and in the firing condition.
The marking determines the distribution of tokens. Formally the marking M ∈ (A ⊗ P )
⊕ of an AHO-net N with the set of places P consists of data values, which are elements from a given higher-order model A. For each place all tokens must belong to a specified type. So the marking is an element of the free commutative monoid over the set of all type consistent data values. We need monoids to allow one or more tokens to be at one place.
Data values can be modified during the firing of transitions. A data value can be moved along a transition, if the firing conditions are fulfilled. The follower marking is computed by the evaluation of net inscriptions. Given an assignment v : V ar(t) → A, the transition t is enabled in a marking M, iff
where term ∈ T Σ (X) s is a term of type s and the value of term in A under the assignment v is v (term) ∈ A s . Furthermore,v :
⊕ is the extension of the term evaluation v : T Σ (X) → A to terms and places. Then the follower marking after the firing of t is defined by M = M v(pre(t)) ⊕v(post(t)).
In contrast to the definition in [8] the definition of AHO-nets is more adapted to the design of HasCasl. On the one hand the firing condition function assigns one predicate to each transition instead of a finite set of equations, and on the other hand we claim that a transition is enabled, if and only if the (partial) evaluation of the net inscriptions in the environment of the transition is defined for a given assignment (see conditions (1) and (2) above).
In [9] we have achieved different kinds of objects, i.e. we have demonstrated the use of HasCasl-specifications on the one hand of graphs, Petri nets, and Petri systems and on the other hand of rules and transformations in the sense of the double-pushout approach as different data type parts of AHO-nets. The main result of this contribution is a suitable HasCasl-specification for mobile policies.
Conclusion and Future Work
Summarizing, we have presented a powerful technique to model mobile policies using AHO-nets in order to achieve highly expressive models. We have reviewed the concept of rules and transformations in the sense of the doublepushout approach and the concept of local transformations and have transferred these concepts into HasCasl-specifications. Afterwards we have explained the structure and behavior of AHO-nets. We have illustrated the use of AHO-nets for mobile policies through the example of the tax refund process. Our system describes the migration of policy rules from one company C1 to another company C2. Moreover, policy rules become modified during the migration process by specific rules, so that the application of these rules results in new rules matching the requirements of the companies. Thus, local transformations become effectively included into the system enabling the system to transform rules in a formal way.
The main advantage of using AHO-nets is their flexibility in respect of introducing new rules to the system. While the system level is fixed, we can add further policy rules and rules for the modification of policy rules by adding further tokens of type Rules to our model. Note that the structure of these rules can be different from the structure of the rules presented in Section 2.
An interesting aspect of future work is to integrate not only the specification of policy rules but also the other aspects of the policy framework presented in [10] into our system, i.e. the type graph, the set of positive and negative graphical constraints and the application of policy rules to build the actual system state.
In this paper we have used the concept of inheritance to modify policy rules. But there are other concepts, e.g. the concept of specialization where properties are added to policy rules or the concept of analogy where a policy rule becomes reused in a different context. Here the approach given in [14] is a good starting point to obtain a suitable specification. LGraph N E L → Set N ; edges :
LGraph N E L → Set E ; sourceMap, targetMap :
LGraph N E L → (E →? N ); nlabelMap :
LGraph N E L → (N →? L); elabelMap :
LGraph N E L → (E →? L)
forall . . .
