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Web-palvelut ovat tekniikkana suosittu tapa toteuttaa yritysten sekä sisäiset että 
ulkoiset liiketoimintaprosessit sähköisenä palveluna. Arkkitehtonisesti pidetään 
tärkeänä, että web-palvelut ovat autonomisia, ja että niiden välillä ei ole suoria 
riippuvuuksia. Löyhästi toisiinsa kytkeytyneiden palveluiden toteuttaminen edellyttää 
yhteisiä standardeja, samanaikaisuuden hallintaa, sekä ymmärrystä sovellusalueen 
ongelmakentästä.  Tekniikan yleistyessä ja palveluiden monimutkaistuessa on tullut 
tarve koota useampia palveluja uusiksi web-palveluiksi koostamisen avulla. 
Tutkielman tavoitteena on syventyä niihin web-palveluiden koostamisessa 
käytettäviin menetelmiin ja protokolliin, jotka tarjoavat transaktionaalisia piirteitä 
liiketoimintaprosessien toteuttamiseksi. Tietokantojen puolella transaktioiden 
toteutuksessa pyritään perinteisesti siihen, että tieto saadaan pysymään tapahtumien 
samanaikaisuudesta huolimatta aina oikeana. Web-palveluiden välisiä transaktioita on 
tarkasteltava eri lähtökohdasta, sillä heterogeenisia web-palveluja ei haluta sitoa 
toisiinsa liiaksi. Web-palvelut kommunikoivat keskenään verkon välityksellä. Näin 
ollen web-palveluissa transaktionaalisuutta käsitellään lisäksi ympäristössä, jossa 
verkkoyhteydet ja muut häiriötekijät luovat epävarmuutta palveluiden väliseen 
toimintaan. Web-palveluiden toteutuksessa pyritään usein ratkaisuun, joka toimii 
parhaalla mahdollisella tavalla vallitsevista epävarmuustekijöistä huolimatta. 
Tutkimusaihe on erityisen mielenkiintoinen sen ajankohtaisuuden johdosta. Elämme 
tällä hetkellä tietoyhteiskunnan murrosta, jossa yhteiskunnan ja yritysten eri 
toimintoja automatisoidaan ennätysmäistä tahtia web-palveluiden avulla. 
1.1 Tutkimuskysymys 
Tutkimuskohteena on transaktionaalisuuden toteutuminen koosteisessa web-
palvelussa. Tietojenkäsittelytieteessä transaktioihin liittyvä teoria kehittyi käsi 
kädessä tietokantojen kehityksen kanssa, josta johtuen lähestymme aihetta perinteisen 
tietokantateorian näkökulmasta. Teorialukujen pääasiallisina lähteinä toimivat Hector 
Garcia-Molinan, Jim Grayn, Phil Bernstein sekä Juha Puustjärven tutkimukset. 
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Työssä selvitetään, miten joukko web-palveluja voidaan koostaa transaktionaalisesti 
uudeksi palveluksi. Rajaan tutkielman nykyisin web-palveluissa ja pilvilaskennassa 
käytössä oleviin menetelmiin ja standardeihin. Tarkastelen erityisesti kahta yleisesti 
käytössä olevaa protokollaa, jotka ovat WS-AtomicTransaction ja WS-
BusinessActivity. 
Koska tietokantateoria ei usein ole web-palveluista puhuttaessa keskiössä, on 
tutkielman toinen tavoite vastata kysymykseen, tarvitaanko web-palveluiden 
transaktionaalisessa koostamisessa tietokantateoriasta tuttuja malleja? 
Tarkoituksena on myös selvittää, minkälaisia tekniikoita ja rakenteita web-palveluissa 
on käytettävä transaktionaalisuuteen liittyvien ongelmien, kuten rinnakkaisuuden ja 
eristyvyyden ratkaisemiseksi. Tutkimme myös miten koosteeseen osallistuvien web-
palveluiden välisissä transaktioissa toteutuvat transaktion yleiset ACID – 
ominaisuudet. 
1.2 Menetelmät 
Tutkimme web-palveluiden transaktionaalisia ominaisuuksia vertaamalla niitä 
tietokantateoriasta tuttuihin transaktion ACID-ominaisuuksiin, sarjallistuvuusteoriaan, 
transaktiomalleihin ja hajautettuihin transaktioihin. 
Tutkielman toisessa osiossa esitellään erään matkatoimiston web-palvelu. Esimerkin 
web-palvelu käyttää hyödyksi toisten web-palveluiden koostamista. Vaikka 
matkatoimisto ja sen esimerkit ovat kuvitteellisia, niin ne antavat yleisellä tasolla 
kuvan siitä, minkälaisia kausaliteetteja transaktionaaliseen koostamiseen, ja 
käytettävissä oleviin menetelmiin liittyy. 
Web-palveluiden koostamisessa käytetyt web-arkkitehtuuripinon protokollat ovat 
hyvin dokumentoituja standardeja. Tästä syystä minkään yksittäisen web-palvelun 
rajapinnan tekninen toteutus ei tämän tutkimuksen kannalta ole kiinnostava 
yksityiskohta. Toteutukseen liittyvien teknisten yksityiskohtien sijaan keskitymme 
tarkastelemaan web-palveluja abstraktilla ja teoreettisella tasolla. 
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1.3 Tutkielman rakenne 
Tutkielma rakentuu kahdesta osiosta, jotka ovat aiheeseen johdatteleva teoriaosuus, ja 
varsinainen tutkimus tuloksineen. Näistä ensimmäinen osa koostuu kahdesta luvusta. 
Selvitämme ensiksi, miten transaktio määritellään tietokantateorian näkökulmasta 
(luku 2). Toisessa luvussa esitellään web-arkkitehtuuripinon rakenne, ja sen tarjoamat 
transaktioihin liittyvät protokollat (luku 3). Käymme myös läpi muutamia web-
palveluiden transaktionaaliseen koostamiseen liittyviä kiinnostavia kysymyksiä, ja 
aiempaa alaan liittyvää tutkimusta. 
Tutkielman toinen osio koostuu kolmesta luvusta, joissa tutkitaan koosteisen web-
palvelun transaktionaalisuutta tietokantateorian näkökulmasta. Luvussa 4 esitellään 
tutkimuskysymys ja erään matkatoimiston web-palvelu, joka on toteutettu koosteisena 
web-palveluna. Luvussa 5 käydään läpi tutkimuksen tulokset tietokantateorian 
näkökulmasta. 
Lopuksi esitellään tutkielman tuloksena syntynyt malli, jonka avulla koosteeseen 
osallistuvien web-palveluiden välisten transaktioiden historia saadaan ACID-
eristyväksi. Nimitän tätä mallia eksklusiiviseksi malliksi. Nimitys on seurausta siitä 
tavasta, jolla mallia käyttävät web-palvelut sitoutuvat toisiinsa. Tutkimuksen 
johtopäätökset käydään läpi luvussa 6. Tässä luvussa arvioidaan myös työn tuloksia, 




Tässä luvussa käydään läpi transaktioita koskeva teoria tietokantojen näkökulmasta. 
Teoria antaa käyttöön tarvittavat työkalut, kun analysoimme myöhemmin 
tutkielmassa web-palveluiden transaktionaalista koostamista.  Etenemme siten, että 
ensin määritellään mikä on transaktio, ja miten se ilmenee tietojenkäsittelytieteessä 
(luku 2.1). Käymme läpi transaktion erilaiset tilat, sekä transaktion ACID-
ominaisuudet (luvut 2.2 ja 2.3). Tämän jälkeen formalisoimme transaktioiden 
rinnakkaiseen suoritukseen liittyvät ongelmat, ja käymme läpi transaktioiden 
sarjallistuvuuden teorian taustalla olevat käsitteet (luku 2.4). Samassa luvussa 
käsitellään myös muun muassa kaksivaiheista lukitsemista ja kaksivaiheista 
sitoutumista, joita tarvitaan teorian toteuttamisessa niin paikallisissa, kuin 
hajautetuissa järjestelmissä. Luvussa 2.5 esitellään transaktioiden hallintaan liittyvää 
teoriaa, ja käydään läpi keskeiset transaktiomallit. Teorialuvun lopussa esitellään 
hajautettujen tietokantojen ja hajautettujen transaktioiden teoriaa niiltä osin, jota 
tarvitaan tämän tutkimuksen toisessa osiossa. 
2.1  Transaktion määritelmä 
Transaktio (eng. transaction) on käsitteenä tuhansia vuosia vanha. Nimi tulee latinan 
kielen sanasta transactio, joka tarkoittaa kauppatapahtumaa tai vaihtoa. Termin 
merkitys on käynyt historiansa varrella läpi useita vaiheita. Yleensä sillä tarkoitetaan 
tapahtumaa, joka muuttaa järjestelmän tilaa [GrR93, s. 222]. Esimerkiksi 
kauppatapahtuma, jossa ostaja ja myyjä vaihtavat myytävän tuotteen kauppasummaa 
vastaan on transaktio. Kauppa tapahtuu kun osapuolet ovat sopineet kauppahinnasta ja 
vaihdon ajankohdasta. Kauppa epäonnistuu, jos kaupan ehdoista ei päästä sopuun. 
Toinen klassinen esimerkki transaktiosta on perinteinen kaksinkertainen kirjanpito. 
Kirjanpito transaktio tekee järjestelmän tilaan samalla kertaa useita muutoksia. Jotta 
kirjanpito on eheä, on jokainen kirjanpitoon vietävä tapahtuma lisättävä kirjanpidon 
molemmille puolille. Jos tiedot viedään vain toiseen sarakkeeseen, niin tilit eivät 
täsmää, ja kirjanpito on tällöin epäeheässä tilassa. 
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Termiä transaktio käytetään tietojenkäsittelytieteessä useassa eri yhteydessä ja 
merkityksessä. Transaktiolla tarkoitetaan yleisesti tilan muutosta jossakin 
tietojärjestelmässä [Gra81]. Tilan muutoksella kuvataan usein jotain todellisen 
maailman tapahtumaa, kuten auton vuokrausta, pankkitoimintaa tai yrityksen 
varastosaldon muutosta. Tästä todellisen maailman ja tietokoneen mallin analogiasta 
johtuen transaktioihin liittyvää teoriaa kehitettiin etenkin 1970 - 1980 luvuilla 
tietokantojen teorian kanssa. 
Transaktio-termin tulkinta riippuu tarkasteltavasta näkökulmasta. Tässä tutkielmassa 
ajatellaan, että transaktio on se suoritettava ohjelmakoodi, joka toteuttaa itse 
transaktion. Transaktioiden suoritus on siis tietokoneohjelman suoritusta, joka 
koostuu ohjelmakoodin haarautumisista, silmukoista, proseduurikutsuista, viesteistä ja 
muusta tavallisesta kontrollin hallinnasta [GrR93, s. 384]. Emme kuitenkaan välitä 
ohjelmakoodin teknisestä toteutuksesta. Sen sijaan ajattelemme, että transaktion 
koostuu joukosta suoritettavia operaatioita, joiden tekemät muutokset kohdistuvat 
järjestelmän fyysiseen ja abstraktiin tilaan [Gra81]. Operaatiot voidaan suorittaa 
järjestelmästä riippuen joko yksitellen tai rinnakkain. Lopulta operaatioiden tekemät 
muutokset muodostavat kuitenkin yhtenäisen kokonaisuuden, kun muutokset astuvat 
voimaan transaktion suorituksen päättyessä. Tämä näkökulma mahdollistaa sen, että 
voimme tarkastella transaktio-ohjelman suoritusta järjestelmässä yksityiskohtaisella 
tasolla. 
Seuraavissa alaluvuissa käymme läpi transaktioihin liittyvää teoriaa, jota tarvitaan 
myöhemmin tämän tutkimuksen puitteissa. Teoria on sovellettavissa myös muihin 
sovellusalueisiin, kuten liiketoimintaprosesseihin. Vaikka osa tietokantojen 
transaktioiden teoriasta ei sovellu suoraan käytettäväksi web-palveluissa, niin tämän 
teorian avulla voimme kuitenkin ymmärtää, mitä seuraamuksia transaktionaalisesti 
koostetuissa web-palveluissa käytetyillä ratkaisuilla on kokonaisuuden kannalta. 
Tietokantojen yhteydessä järjestelmän tila tarkoittaa joukkoa tietoalkioita (eng. 
records), joilla on tila, jota voidaan tarvittaessa lukea ja muuttaa [Gra81]. 
Järjestelmän tasolla tietueet ovat nimettyjä tietoalkioita, joilla on arvo. Näistä 
tietueista muodostuu tietokannan tila aina tietyllä ajanhetkellä [BHG87]. 
Järjestelmässä on usein myös etukäteen asetettuja oletuksia sallituista tiloista ja 
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siirtymisistä tilasta toiseen. Sallitut siirtymät tilojen välillä ovat eheysrajoitteita, 
joiden avulla järjestelmän tila pyritään pitämään eheänä. 
Sovellusohjelmoijan näkökulmasta transaktio T koostuu joukosta n operaatioita s. 
Merkitään tätä T = {s1, s2, s3, …, sn}. Yksinkertaisessa transaktiossa nämä operaatiot 
ovat lineaarinen joukko toimintoja, jotka suoritetaan yksi toisensa jälkeen. 
Rakenteisissa transaktioissa operaatiot voivat muodostaa toisistansa riippumattomia 
rinnakkaisia lohkoja, jossa tietyn osion syötteenä voi toimia jonkin toisen operaation 
tulos [Gra81]. 
Transaktion kannalta on tärkeää, että joko kaikki sen operaatiot suoritetaan 
onnistuneesti kokonaan, tai sitten minkään operaation vaikutus ei jää voimaan. Tästä 
seuraa ulkopuoliselle tarkkailijalle tuleva vaikutelma, että kaikki transaktion 
operaatiot suoritetaan yhtenä osiin jakamattomana kokonaisuutena. 
Termillä transaktionkäsittely (eng. transaction processing) tarkoitetaan järjestelmää, 
jossa transaktioiden ohjelmakoodi suoritetaan [GrR93, s. 5]. Transaktionkäsittelyyn 
erikoistuneen järjestelmän avulla sovellusohjelmoijat voivat ottaa transaktionaaliset 
ominaisuudet osaksi sovelluksen suoritusta. Ohjelmoija ilmaisee transaktion 
aloituksen komennolla aloitus (eng. begin), ja lopetuksen joko komennolla sitoudu 
(eng. commit) tai keskeytä (eng. abort). 
Transaktioiden käsittely edellyttää, että järjestelmässä on käytössä resurssin hallitsin, 
transaktioiden käsittelijä, sekä lokin hallitsin [GrR93, s.  21].  Resurssien hallitsin 
(eng. resource manager) on komponentti, joka huolehtii tarvittavien resurssien 
allokoinnista ja vapauttamisesta. Transaktioiden käsittelijä (eng. transaction 
manager) puolestaan pitää kirjaa transaktioista ja niiden tunnisteista. Yhdessä lokin 
avulla (eng. log manager) transaktion käsittelijä pystyy takaamaan järjestelmän 
toipumisen poikkeuksista ja virheistä. Edellä mainittujen lisäksi transaktioiden 
käsittelyssä tarvitaan myös ajoitinta (eng. scheduler), joka huolehtii järjestelmässä 
suoritettavien transaktioiden operaatioiden keskinäisestä ajoituksesta [BHG87, s. 25]. 
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2.2 Transaktion tila 
Transaktion tila (eng. state) kuvaa mitä suorituksessa olevassa transaktiossa 
parhaillaan tapahtuu [GrR93, s. 180]. Transaktio on käynnistettäessä oletuksena 
aktiivinen, ja sen tila on suorituksessa (eng. running).  Jos transaktion suorituksessa ei 
esiinny virheitä eikä transaktiota erikseen peruta, niin etenevän transaktion 
operaatioita suoritetaan yksi toisensa jälkeen, kunnes kaikki operaatiot on suoritettu. 
Tämän jälkeen transaktion tila on valmis sitoutumaan (eng. prepared). Tässä 
vaiheessa transaktio voi sitoutua, tai se voidaan vielä peruuttaa. Kun transaktion saa 
sitoutumiskäskyn, se sitoutuu (eng. commit).  Sitoutumisen jälkeen transaktion 
järjestelmän tilaan tekemät muutokset ovat peruuttamattomia. 
 
Kuva 2.1: Transaktion suorituksen vaiheet järjestelmän näkökulmasta. [Puu91] 
Transaktion on epäonnistunut (eng. failed), jos sen sitoutuminen ei onnistunut, tai jos 
transaktio on jossain vaiheessa suoritusta saanut käskyn peruuntua (eng. rollback). 
Sitoutuminen voi epäonnistua, jos jokin toinen transaktio on muuttanut transaktion 
käytössä olevia resursseja. Epäonnistunut transaktio ei voi enää missään vaiheessa 
palata takaisin aktiiviseksi. Epäonnistuneen transaktion tila on keskeytetty (eng. 
aborted). Kaikki keskeytetyn transaktion mahdollisesti järjestelmän tilaan tekemät 
muutokset on peruttava. Peruutuksen jälkeen järjestelmä on palautettu takaisin siihen 
tilaan, joka vallitsi ennen kuin transaktion suoritus aloitettiin. Keskeytetty transaktio 
voidaan käynnistää myöhemmin uudelleen. 
Transaktion tilan lisäksi on hyvä määritellä myös transaktion suunta. Tässä 
tutkielmassa tarkoitetaan että transaktio on etenevä, kun sen tila on aktiivinen tai 
valmis sitoutumaan. Etenevä transaktio jatkaa normaalia suoritusta ja voi vielä 
sitoutua. Vastaavasti transaktio on peruuntuva, jos sen tila on keskeytetty. Tällainen 
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transaktio on vielä kesken, mutta sen on peruutettava tekemänsä muutokset, eikä se 
voi enää koskaan sitoutua. Erotan vielä suorituksessa olevat transaktiot jo päättyneistä 
transaktioista nimeämällä ne aktiivisiksi transaktioiksi ja päättyneiksi transaktioiksi. 
2.3  Transaktion ACID-ominaisuudet 
Transaktion määritelmän toteuttamiseksi transaktiolla on neljä perustavanlaatuista 
ominaisuutta, jotka ovat atomisuus, oikeellisuus, eristyvyys ja pysyvyys [HaR83]. 
Näitä kutsutaan yleisesti transaktion ACID-ominaisuuksiksi. 
Transaktion atomisuus (eng. atomicity) tarkoittaa, että joko kaikki transaktion 
operaatioiden tekemät muutokset tulevat voimaan, tai mikään muutoksista ei jää 
voimaan [HaR83]. Esimerkiksi pankissa toteutettava tilisiirto tililtä toiselle jakautuu 
kahteen operaatioon, tililtä ottoon ja tilille panoon. Atomisuus takaa tässä 
tapauksessa, että transaktio suorittaa molemmat operaatiot, ja että sen tekemät 
muutokset tileille ovat tämän mukaisia. Jos ensimmäiselle tilille suoritetaan tililtä 
otto, niin toiselle tilille tehdään tilille pano. Sellaista tilannetta, jossa ensimmäiselle 
tilille lisätään rahaa, vaikka rahan nosto toiselta tililtä epäonnistuu esimerkiksi katteen 
puutteessa, ei voi olla voimassa transaktion sitoutuessa. 
Oikeellisuudella (eng. consistency) tarkoitetaan sitä, että transaktion tekemät 
muutokset järjestelmän tilaan ovat loogisesti järkeviä, ja että muutokset säilyttävät 
järjestelmän eheysrajoitteet [HaR83]. Transaktio on sallittu siirtymä järjestelmän 
tilasta toiseen. Käytännössä sovellusohjelmoija on vastuussa siitä, että hänen 
suorittamansa transaktion järjestelmän tilaan tekemät muutokset eivät riko etukäteen 
määriteltyjä eheysrajoitteita. Esimerkiksi jos transaktio hoitaa kaupankäyntiä kahden 
yrityksen välillä, niin transaktion sitoutuessa molemmilla yrityksillä pitää olla sama 
tieto kaupan toteutumisesta. Oikeellisuus takaa, ettei toinen kumppaneista luule 
kaupan onnistuneen, jos toisen kumppanin mielestä kauppa epäonnistui. 
Tietokantaympäristössä järjestelmän eheyden valvonta voidaan osittain automatisoida 
viiteavaimien ja eheysrajoitteiden avulla. Pelkkä viiteavaimien käyttö ei kuitenkaan 
riitä transaktion oikeellisuuden takaamiseksi. 
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Transaktion eristyvyys (eng. isolation) takaa, että jos järjestelmässä on samaan aikaan 
suorituksessa useita rinnakkaisia transaktioita, niin aktiivisten transaktioiden tekemät 
muutokset eivät näy toisille transaktioille ennen sitoutumista [HaR83]. Eristyvyyden 
ansiosta sovellusohjelmoijan ei tarvitse olla tietoinen muista mahdollisista 
transaktioista. Transaktionkäsittelijän vastuulla oleva samanaikaisuuden hallinta takaa 
sen, että transaktiot suoritetaan oikein huolimatta siitä, suoritetaanko yksittäiset 
transaktiot peräkkäin vai rinnakkaisesti. 
Transaktioiden täydellinen eristyvyys tarkoittaa sitä, että mille tahansa kahdelle 
transaktiolle Ti ja Tj pätee, että transaktion Ti näkökulmasta transaktio Tj suoritetaan 
kokonaisuudessaan joko ennen tai jälkeen kuin Ti itse suoritetaan. 
Transaktion pysyvyys (eng. durability) tarkoittaa, että transaktion sitouduttua sen 
järjestelmän tilaan tekemät muutokset jäävät pysyvästi voimaan [HaR83]. 
Sitoutunutta transaktiota ei tämän johdosta voida perua. Jos transaktion tekemät 
muutokset halutaan peruuttaa, niin on suoritettava uusi transaktio, joka kompensoi 
alkuperäisen transaktion järjestelmän tekemät muutokset. 
Järjestelmän on taattava ACID-pysyvyys myös järjestelmävirheen sattuessa [HaR83]. 
Sitoutuneiden transaktioiden tekemät muutokset järjestelmän tilaan on palautettava 
voimaan tilanteessa, jossa järjestelmä on kaatunut juuri transaktion sitoutumisen 
jälkeen, mutta kaikkia tietoja ei ole ehditty viemään pysyvään muistiin. Vastaavasti 
jos suorituksessa oleva transaktio on virheen sattuessa tehnyt muutoksia järjestelmän 
tilaan, niin sen tekemät muutokset on peruttava. 
Transaktioiden oikeellisen tilan palautus järjestelmävirheen jälkeen edellyttää erityistä 
huomiota [Had88]. Tietokantaympäristössä transaktiokäsittelijä pitää yllä lokia (eng. 
log), josta tiedot on tarpeen tullessa palautettavissa [GrR93, s. 496]. Tästä seuraa, että 
transaktio voidaan katsoa sitoutuneeksi vasta sillä hetkellä kun transaktion 
sitoutumispäätös on viety lokiin ja levylle, josta se voidaan tarpeen tullen myös 
palauttaa. Yksi tapa käyttää lokia tehokkaasti on WAL-käytäntö (eng. write-ahead-
log protocol), jossa lokin tiedot viedään pysyvään muistiin aina tarpeen tullen [Gra78, 
s. 464]. Hyvä esimerkki lokin käytöstä on ARIES algoritmi [MHL92]. 
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2.4 Transaktioiden eristyvyys ja suorituksen oikeellisuus 
Transaktioiden eristyvyydestä (eng. isolation) puhuttaessa viitataan siihen, miten 
transaktioita käsitellään kun samassa järjestelmässä suoritetaan useita transaktioita 
samanaikaisesti. Eristyvyyden ongelma liittyy suoraan samanaikaisuuden hallintaan. 
Seuraavaksi esiteltävän teorian avulla pyritään säilyttämään järjestelmän tilan 
oikeellisuus (eng. consistency), vaikka suorituksessa on samaan aikaan useita 
transaktioita, jotka operoivat samoihin resursseihin. Järjestelmän tilan oikeellisuutta 
voi kuvata joukkona rajoitteita, jotka vallitsevat eri tietoalkioiden välillä. 
Aikaisemmin esitellyssä pankkitili esimerkissämme voisi olla seuraava rajoitus: jos 
pankissa tehdään sisäinen tilisiirto kahden tilin välillä, niin pankin tilien 
yhteenlaskettu rahamäärä ei saa kasvaa eikä vähentyä. 
Järjestelmä on eheä, jos se täyttää kaikki sille asetetut eheysrajoitteet. Kun transaktio 
on suorituksessa ja se muuttaa järjestelmän tilaa, niin usein järjestelmä on 
väliaikaisesti saatettava epäeheään tilaan, jotta se voidaan saattaa taas lopulta eheään 
tilaan transaktion sitoutuessa [GrR93, s. 376]. Pankkitilien välisessä tilisiirrossa tilien 
yhteenlaskettu saldo on hetkellisesti epäeheä, sillä riippumatta siitä tehdäänkö ensin 
tililtä otto vai tilille pano, niin lyhyen ajan tilien summa poikkeaa pankin todellisesta 
rahan määrästä. Eheysrajoitteita ei kuitenkaan rikota, kun järjestelmää muokkaavat 
yksittäiset operaatiot kootaan transaktion sisälle. Transaktionkäsittely huolehtii siitä, 
että jos järjestelmän tila oli eheä ennen transaktion suoritusta, niin tila on eheä jälleen 
transaktion suorittamisen jälkeen. Jos suoritus epäonnistuu, transaktionkäsittelijä 
peruuttaa sovellusohjelman mahdollisesti järjestelmään tekemät muutokset, ja saattaa 
näin tilan jälleen eheäksi. 
Ympäristössä jossa transaktioita suoritetaan alusta loppuun yksi kerrallaan, 
järjestelmän tila on eheä aina jokaisen transaktion päättyessä [BHG87, s. 31]. 
Samanaikaisesti rinnakkaisessa suorituksessa olevat transaktiot voivat poiketa 
edellisestä tilanteesta, sillä joidenkin transaktioiden sitoutuminen saattaa tapahtua, 
kun jokin toinen transaktio on vielä suorituksessa [BHG87, s. 31]. Tällöin 
järjestelmän tila saattaa olla tilapäisesti epäeheä, kunnes kaikki transaktiot ovat 
saaneet suorituksensa valmiiksi ja päättyneet. 
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Samanaikaisuuden hallinnassa on tärkeätä, että transaktioiden suorituksen voi 
automatisoida ja samalla huolehtia siitä, että transaktiot pysyvät eristettyinä 
toisistansa. Lähtökohtana on tarkastella transaktioita niiden operaatioiden 
suoritusjärjestyksen kautta. Tavoitteena on saada aikaan sellainen järjestys, jossa eri 
transaktioiden operaatiot eivät ole ristiriidassa keskenään. Suoritus formalisoidaan 
transaktioiden sarjallistuvuuden teorian (eng. serializability theory) avulla [BHG87, s. 
32]. Sarjallistuvuuden teorian avulla voidaan matemaattisesti todistaa, että 
transaktioiden rinnakkainen suoritus tuottaa oikeellisen (eng. correctness) 
lopputuloksen [BHG87, s. 25]. 
Transaktioiden sarjallistuvuutta (eng. serializability) on tutkittu vuosikymmenten 
aikana paljon, ja erilaisia ratkaisumalleja sopivien historioiden tuottamiseksi on 
esitetty lukuisia. Käsittelen seuraavissa luvuissa sarjallistuvuuden teoriaa perinteisen 
resurssien varaamisen näkökulmasta, jossa samanaikaisuuden ongelma ratkaistaan 
lukituskäytännön (eng. locking) avulla. Lukkoja käyttämällä voi tuottaa sarjallistuvia 
historioita. Muita tieteellisissä tutkimuksissa esitettyjä ratkaisuja ovat esimerkiksi 
aikaperustainen osoitus (eng. time domain addressing) ja verkkoteoria [BHG87]. 
Transaktioiden välisen keskinäisen eristyvyyden voi jakaa useaan tasoon. Toisessa 
ääripäässä transaktiot ovat täysin eristettyjä toisistansa, toisessa ääripäässä 
transaktioiden suoritusta ei puolestaan valvota mitenkään. Sovellusalueesta riippuen 
täydellinen eristyvyys ei ole aina tarpeen, vaan vaadittua tasoa voidaan madaltaa. 
Eristyvyyden tasolla on suora vaikutus saavutettavaan samanaikaisuuden määrään. 
Kun transaktio T on varannut itsellensä yksinoikeuden johonkin resurssin r, niin 
kaikki muut transaktiot, jotka haluavat käyttää samaa resurssia, joutuvat odottamaan. 
Jos eri transaktioiden annetaan päästä käsiksi samaan resurssiin samanaikaisesti, niin 
järjestelmän suorituskyky paranee, eikä transaktioiden tarvitse odotella toistensa 
valmistumista ja resurssien vapautumista. 
2.4.1 Transaktioiden historia 
Kun järjestelmässä suoritetaan useita transaktioita samaan aikaan, niiden suoritus 
saattaa mennä päällekkäin. Transaktioiden ajoitus (eng. schedule) kuvaa, kuinka 
joukko rinnakkaisten transaktioiden operaatioita limitetään transaktionkäsittelyssä 
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keskenään [BHG87, s. 29]. Ajoituksen avulla voidaan mallintaa transaktioiden 
operaatioiden suoritusjärjestystä suhteessa toisiinsa. Toteutunutta ajoitusta kutsutaan 
transaktioiden historiaksi (eng. history) [BHG87, s. 28]. 
Transaktioilla voi olla järjestelmässä joko sarjallinen tai rinnakkainen 
suoritusjärjestys [GrR93, s. 386]. Sarjallinen historia (eng. serial schedule) on näistä 
yksinkertaisempi vaihtoehto. Se tarkoittaa, että jos järjestelmässä suoritetaan useita 
transaktioita, niin ne suoritetaan kokonaisuudessaan alusta loppuun yksi toisensa 
jälkeen. Tällöin sanotaan että transaktioiden historia on sarjallinen (eng. serial 
history) [GrR93, s. 386]. Sarjallisessa historiassa jokaisen transaktion suoritus on 
täysin eristetty toisista transaktioista, ja kyseinen historia toteuttaa ACID-
eristyvyyden. 
Merkitsemme vastedes transaktioiden historiaa kirjaimella h. Vastaavasti transaktion 
Ti kirjoitus (eng. write) ja lukuoperaatiot (eng. read) resurssiin a merkitään notaatiolla 
wi[a] ja ri[a]. Seuraavassa on esimerkki sarjallisesta historiasta, jossa transaktio Ti 
lukee ensin arvot a ja b, jonka jälkeen transaktio Tj lukee arvot c ja d: 
h = ri[a]ri[b]rj[c]rj[d] 
Transaktioilla on rinnakkainen historia (eng. nonserial schedule), jos 
transaktionkäsittelyssä kahden tai useamman transaktion operaatioita suoritetaan 
limittäin [GrR93, s. 386]. Joukolla transaktioita voi olla lukuisia erilaisia historioita 
riippuen siitä, miten operaatiot sattuvat limittymään keskenään. Sarjallistuvuuden 
näkökulmasta vain osa näistä historioista on kelvollisia. 
Seuraavassa edellytämme, että jos transaktion Ti merkityksen kannalta kahdella 
operaatiolla s1 ja s2 on jokin suoritusjärjestys s1 < s2, niin tämän saman järjestyksen on 
säilyttävä myös historiassa h1 [BHG87, s. 28]. Koska jotkin transaktioiden 
operaatioista saatetaan suorittaa aidosti rinnakkain, on historialla vain osittainen 
järjestys (eng. partial order) [BHG87, s. 28]. Samoin oletamme, että ns. hyväksytyissä 
historioissa keskenään konfliktissa olevat operaatiot on järjestetty siten, ettei konflikti 
aiheuta virheitä tietokannan tilaan. Kaksi operaatiota on keskenään konfliktissa, jos ne 
operoivat samaan resurssiin, ja vähintään toinen niistä on kirjoitusoperaatio [BHG87, 
s. 28]. Palaan tähän hiukan myöhemmin. 
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Seuraavassa on esimerkki transaktioiden Ti ja Tj rinnakkaisesta historiasta: 
h = ri[a]rj[c]ri[b]rj[d]  
Sanotaan että kaksi eri historiaa h1 ja h2 ovat yhtenevät, jos ne koostuvat samoista 
transaktioista ja operaatioista, ja jonka lisäksi ne järjestävät konfliktissa olevat 
operaatiot samaan järjestykseen [BHG87, s. 30]. Yhtenevät historiat johtavat aina 
samaan lopputulokseen [GrR93, s. 389]. Tästä seuraa, että koska transaktioiden 
rinnakkaisen suorituksen lopputulos riippuu vain operaatioiden suhteellisesta 
järjestyksestä, on potentiaalisesti olemassa useita historioita, jotka tuottavat saman 
lopputuloksen. 
Transaktioiden suoritus on täysin eristyvä, jos niiden historia on sarjallinen. 
Rinnakkaisen ajoituksen transaktiot ovat myös eristyviä, jos niiden historia on 
yhtenevä minkä tahansa sarjallisen historian kanssa [GrR93, s. 389]. Tällaisia 
ajoituksia sanotaan sarjallistuviksi historioiksi (eng. serializable histories) [BHG87, s. 
30]. Transaktioiden reaaliaikaisessa suorituksessa ei voida tarkastella transaktioiden 
historiaa, sillä se ei ole vielä valmistunut. Tämän takia sarjallistuvuuden määritelmää 
laajennetaan toteamalla, että historia h on sarjallistuva, jos sen sitoutunut projektio 
C(h) on yhtenevä jonkin sarjallisen historian kanssa [BHG87, s. 32]. Sitoutunut 
projektio tarkoittaa, että tarkastelun kohteena ovat aina pelkästään sitoutuneiden 
transaktioiden operaatiot. 
Sarjallistuvuusverkkoa (eng. serializability graph) tutkimalla voidaan matemaattisesti 
todistaa, että annettu transaktioiden historia on sarjallistuva [BHG87, s. 33]. 
Sarjallistuvuusteorian mukaan historia on sarjallistuva, jos ja vain jos sen 
sarjallistuvuusverkossa ei ole syklejä [BHG87, s. 33]. Merkitään historian h 
sarjallistuvuusverkkoa SG(h). Verkon solmut koostuvat sitoutuneiden transaktioiden 
joukosta T = {T1-Tn}, ja verkon solmujen väliset suunnatut kaaret koostuvat 
transaktioiden operaatioiden välisistä konflikti-riippuvuussuhteista. Solmujen välinen 
kaari Ti→Tj, (missä i ≠ j) tarkoittaa, että ainakin yksi transaktion Ti operaatio on 
konfliktissa jonkin transaktion Tj operaation kanssa. Verkko on syklitön, jos mistään 
verkon solmusta kaaria pitkin kulkemalla ei voida päätyä takaisin lähtösolmuun. 
Verkko ilmaisee tällöin sarjallistuvan suorituksen osittaisjärjestyksen. 
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Bernstein ja kumppanit nimittävät edellä kuvattuja sarjallistuvia historioita 
konfliktisarjallistuvuudeksi (eng. conflict serializability) erotuksena 
näkymäsarjallistuvista historioista (eng. view serializability) [BHG87, s. 39]. Historia 
h on näkymäsarjallistuva, jos se on yhtenevä jonkin sarjallisen historian h’ kanssa 
siten, että molemmissa historioissa operaatiot lukevat ja kirjoittavat samoja arvoja. 
Tämä on laajempi määritelmä kuin konfliktisarjallistuvuus, jossa yhteneväisyys 
tarkoittaa, että kahden historian h ja h’ konfliktissa olevien operaatioiden suhteellinen 
järjestys on sama. Kaikki konfliktisarjallistuvat historiat ovat näkymäsarjallistuvia, 
mutta toiseen suuntaan muunnos ei aina päde [BHG87, s. 40]. Mahdollisten 
näkymäsarjallistuvien historioiden selvittäminen on NP-täydellinen ongelma 
[BHG87, s. 41], josta seuraa että useimmiten tyydytään tätä suppeampaan 
konfliktisarjallistuviin historioihin. 
 
Kuva 2.2: Transaktioiden historiat. 
Kaikkien ACID-eristyvien historioiden joukko on potentiaalisesti laajempi kuin edellä 
kuvattujen konflikti- ja näkymäsarjallistuvien historioiden joukot. Taustalla on ajatus 
siitä, että jos meillä on sopivasti tietoa transaktioiden operaatioista, niin 
transaktionkäsittely voi tilanteen tullen hyväksyä myös sellaiset transaktioiden 
historiat, jotka eivät ole sarjallistuvia, mutta jotka tuottavat saman lopputuloksen kuin 
jokin sarjallistuva historia [Gar83]. Semantiikan avulla tuotetut ajoitukset säilyttävät 
järjestelmän eheyden samalla tavalla, kuin jos transaktiot suoritettaisiin jonkin 
sarjallistuvan historian mukaisesti [Gar83]. 
Ajatellaan esimerkiksi pankkitiliä. Oletetaan, että pankkitilille operoi samaan aikaan 
useita pitkäkestoisia transaktioita, jotka suorittavat lisäyksiä, vähennyksiä, jakoja ja 
kertolaskuja pankkitilin saldolle. Järjestelmässä on olemassa huomattava riski sille, 
että transaktiot tekevät päällekkäisiä operaatioita ja rikkovat järjestelmän eheyden, 
ellei transaktioiden suoritusta eristetä toisistansa. Jos transaktionhallitsimella on tieto 
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minkä tyyppisiä operaatioita mikäkin transaktio suorittaa, niin se voi ryhmitellä 
transaktiot sopivasti siten, että samaan aikaan suoritettavat ryhmän transaktiot eivät 
riko järjestelmän eheyttä [Gar83].  Esimerkiksi kaikki sellaiset transaktiot, jotka 
pelkästään lisäävät tai poistavat tililtä rahaa, voidaan suorittaa samaan aikaan. Ei ole 
merkitystä missä järjestyksessä eri transaktioiden yhteen ja vähennyslaskut tehdään, 
joten transaktiot voidaan suorittaa missä tahansa järjestyksessä. Kun kaikkien 
transaktioiden suoritus on päättynyt, niin järjestelmä on jälleen eheässä tilassa. Toisin 
sanoen vaikka semantiikan avulla tuotettu historia ei ole sarjallistuva, niin tällainen 
historia voidaan hyväksyä, koska lopputulos vastaa sarjallisen historian tulosta. 
Tällaisten historioiden tuottaminen vaatii tietoa transaktion toiminnasta, joten niiden 
automatisoiminen ei ole suoraviivaista. 
Konfliktisarjallistuvien historioiden toteuttamiseen transaktionkäsittelyssä on sen 
sijaan olemassa useita menetelmiä. Näitä ovat esimerkiksi kaksivaiheinen 
lukitseminen (eng. two-phase locking), aikaleimaperustainen järjestäminen (eng. 
timestamp ordering), sarjallistuvuusverkon käyttö (eng. serialization graph testing) ja 
sertifioijat (eng. certifiers) [BHG87]. Keskityn tässä tutkimuksessa lukituskäytäntöön, 
sillä sille on selkein tarve, kun transaktioiden ominaisuuksia sovelletaan web-
palveluihin.  
Lukituskäytäntöön pohjautuvassa samanaikaisuuden hallinnassa kaikista 
rinnakkaisista historioista vain ne ovat sallittuja (eng. legal), joissa eri transaktioilla ei 
koskaan ole päällekkäisiä poissulkevia lukkoja samoihin resursseihin. Tällöin 
transaktioiden operaatiot suoritetaan jonkin sarjallisen historian mukaisesti. 
Lukituskäytännöllä pystytään siis takaamaan, että sitoutuneilla transaktioilla on 
haluttu sarjallistuva eristyvyystaso. Käsittelen lukituskäytäntöjä tarkemmin luvussa 
kaksivaiheinen lukitseminen (luku 2.4.3). 
2.4.2 Toipuvat historiat ja transaktion eristyvyysanomaliat 
Transaktioiden sarjallistuva historia takaa, että transaktiot suoritetaan toisistaan 
eristyvästi. Pelkkä sarjallistuva historia ei kuitenkaan riitä transaktioiden oikeellisen 
suorituksen takaamiseksi, vaan historian on oltava myös toipuva (eng. recoverable 
history) [BHG87, s. 36]. Toipuva historia ottaa huomioon myös peruuntuvien 
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transaktioiden mahdolliset vaikutukset. Transaktioiden eristyvyys ja oikeellisuus 
voidaan nyt ilmaista tutkimalla transaktioiden historiaa [BHG87, s. 31]. Bernstein ja 
kumppanit jakavat transaktioiden ajoitukset toipuvien historioiden mukaan 
seuraavasti [BHG87, s. 34]: 
a) Toipuvat historiat (eng. recoverable, RC). Transaktio T sitoutuu vasta, kun 
kaikki ne transaktiot ovat sitoutuneet, joiden päivittämiä arvoja T on lukenut. 
b) Ketju peruutukset välttävä (eng. avoid cascading aborts, ACA) historia. 
Transaktio T saa lukea vain sitoutuneiden transaktioiden, tai sen itsensä 
päivittämien resurssien arvoja. 
c) Tiukat historiat (eng. strict history, ST). Muut transaktiot eivät saa lukea tai 
kirjoittaa transaktion T päivittämää resurssia, ennen kuin transaktio T on 
päättynyt. 
Toipuva historia tarkoittaa tässä sitä, että sitoutunut transaktio Ti ei ole missään 
vaiheessa lukenut peruutetun transaktion Tj päivittämiä arvoja. 
 
Kuva 2.3: Toipuvat historiat [BHG87, s. 34]. 
Sarjallistuvien historioiden joukko ei käsitä kaikkia toipuvia historioita, joten 
joidenkin sarjallistuvien transaktioiden suorituksessa saattaa esiintyä niin sanottuja 
eristyvyysanomalioita, jotka ovat seurausta operaatioiden limittymisestä epätoivotulla 
tavalla. 
Kaikki transaktion operaatiot voidaan kuvata luku- ja päivitysoperaatioina [GrR93, s. 
379]. Järjestelmän resurssit käyvät päivitettäessä läpi joukon tiloja, joita kutsutaan 
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versioiksi (eng. version) [BHG87, 143]. Kun transaktio lukee tai päivittää jonkin 
resurssin arvon, on sillä riippuvuus (eng. depency) kyseisen resurssin versioon 
[GrR93]. Transaktion eristyvyysanomalia (eng. isolation anomaly) kuvaa näiden 
riippuvuuksien kautta, miten samaan aikaan suorituksessa olevat transaktiot ovat 
eristettynä toisistansa seurausten näkökulmasta. Eristyvyysanomaliat ovat siis 
seurausta sekä sarjallistuvuusverkon sykleistä, että ei-toipuvista historioista. 
Koska lukuoperaatio ei koskaan muuta resurssin versiota tai järjestelmän tilaa, niin 
useat eri transaktiot voivat lukea samaa resurssia samanaikaisesti rikkomatta 
eristyvyyttä. Vastaavasti yksi transaktio voi päivittää samaa resurssia useaan kertaan 
suorituksensa aikana ilman, että se rikkoo eristyvyyden sääntöjä. Ainoa tilanne jossa 
eristyvyys voi rikkoontua on se, kun useampi transaktio yrittää päästä käsiksi samaan 
resurssin, ja ainakin yksi transaktioista haluaa päivittää sen tilaa [BeG81, s. 192]. 
Tällaiset operaatiot ovat konfliktissa keskenään. 
Transaktion päivittämät arvot voivat olla tulosta joko aikaisemmin tehdyistä 
lukuoperaatioista, tai syötteenä (eng. input) saaduista arvoista. Transaktioiden 
historioita käsitellessä kirjoitusoperaatiot tulkitaan siten, että kaikki 
kirjoitusoperaatioiden arvot ovat tuloksia aikaisemmista lukuoperaatioista [BHG87, s. 
28]. Eristyvyyttä tutkittaessa transaktion kirjoittama arvon oletetaan aina olevan 
riippuvainen niistä resursseista, joita transaktio on aikaisemmin ehtinyt lukea. 
Esimerkki historiasta, jonka kirjoitusoperaation b arvoon vaikuttavat aikaisempi 
lukuoperaatio a: 
h = ri[a]wi[b]  
Transaktion päivittäessä resurssin b arvoa täytyy transaktionhallintajärjestelmän 
muistaa resurssin alkuperäinen arvo. Tätä arvoa kutsutaan resurssin alkukuvaksi (eng. 
before image) [BHG87]. Jos järjestelmän tietoalkion tila on ehditty päivittää 
transaktion peruuntuessa, alkukuvan avulla resurssin arvo voidaan palauttaa 
alkuperäiseksi. Eri transaktionkäsittelyjärjestelmissä transaktion tekemät muutokset 
viedään pysyvään muistiin hieman eri vaiheissa, joten tämä koskee vain järjestelmiä 
jossa muutokset viedään heti järjestelmän tilaan. 
Lukituskäytäntöön pohjautuvassa samanaikaisuuden hallinnassa mahdollisia 
eristyvyydestä aiheutuvia ongelmia ovat likainen luku, likainen kirjoitus ja 
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toistokelvoton luku [GrR93, s. 380]. Näitä kutsutaan transaktioiden 
eristyvyysanomalioiksi. Seuraavissa oletetaan että resurssi r on likainen (eng. dirty), 
jos sitä päivittänyt transaktio T on vielä aktiivinen ja T pystyy vielä muuttamaan 
resurssin r tilaa [GrR93, s. 382]. Toisin sanoen resurssilla r on arvona sitoutumaton 
päivitys (eng. uncommitted update). 
Likainen luku (eng. dirty read) on tilanne, jossa transaktio Ti lukee resurssin r arvon, 
jossa on transaktion Tj sitoutumaton päivitys. Tällöin transaktio Ti:n lukema arvo 
saattaa olla väärä, jos transaktio Tj keskeytyy.  
Likainen kirjoitus (eng. lost update tai Write dirty) on tilanne, jossa transaktio Ti 
päivittää resurssin r arvoa, jossa on entuudestaan transaktion Tj sitoutumaton päivitys. 
Tässä tilanteessa aina toinen päivityksistä menetetään. 
Toistokelvoton luku (eng. unrepeatable read) on tilanne, jossa transaktio Ti lukee 
ensin resurssin r arvon, jonka jälkeen transaktio Tj on päivittänyt r:n arvoa ja 
sitoutunut. Jos transaktio Ti lukee nyt resurssin r arvon uudestaan, on tulos eri kuin 
ensimmäisellä kerralla, eikä ensimmäistä lukua pystytä enää toistamaan. 
Tilanne hahmottuu tarkastelemalla transaktioiden keskeneräistä ajoitusta. 
Merkitsemme että transaktio Ti peruutetaan kirjaimella Ai. Seuraavassa on esimerkki 
historiasta, jossa transaktio Ti ja Tj lukevat ensin saman resurssin a arvon, ja 
päivittävät sen arvoa: 
h = ri[a]wi[a]rj[a]wj[a]Ai 
Oletetaan että transaktioiden tekemät muutokset päivitetään välittömästi järjestelmän 
tilaan. Tällöin transaktion tekemät muutokset on myös peruttava transaktion 
peruuntuessa. Transaktion Ti peruuntuessa transaktiolla Tj on virheellinen alkukuva 
resurssin a tilasta, ja se on tehnyt likaisen luvun. Järjestelmän tila tulee päätymään 
epäeheään tilaan huolimatta siitä, peruutetaanko vai sitoutetaanko transaktio Tj. Jos 
transaktio Tj peruutetaan, järjestelmän tila rikkoontuu virheellisen alkukuvan 
johdosta. Sitoutuminen puolestaan rikkoo eheyden, koska transaktion Tj kirjoittama 
arvo on määritelmänsä mukaisesti peräisin aikaisemmin luetusta peruutetun 
transaktion Tj kirjoittamasta arvosta. Alkukuvien säilymisen takia ainoastaan toipuvat 
historiat ovat sallittuja. 
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Sarjallisessa transaktioiden historiassa kaikki transaktiot suoritetaan perätysten yksi 
kerrallaan, joten mikään edellä kuvatuista eristyvyysanomalioista ei voi tapahtua 
[GrR93, s. 380]. 
Samanaikaisuuden hallintajärjestelmät voidaan jakaa niiden toimintaperiaatteen 
mukaisesti tiukkoihin (eng. strict) ja vahvasti tiukkoihin (eng. strongly strict) 
järjestelmiin [Puu91]. Tiukassa järjestelmässä transaktionhallinta pysäyttää 
hetkellisesti sellaisen transaktiot suorituksen, joka yrittää lukea likaista tietoalkiota. 
Likaisessa tietoalkiossa on sitoutumattoman transaktion päivittämä arvo. Vahvasti 
tiukka järjestelmä taas pysäyttää sellaisen transaktion, joka yrittää kirjoittaa 
tietoalkioon, joka on aikaisemmin luettu jonkin sitoutumattoman transaktion toimesta. 
Paras tapa toteuttaa samanaikaisuuden hallinta riippuu aina tilanteesta ja ympäristöstä. 
Pessimistinen samanaikaisuuden hallinta pitää huolta siitä, että transaktion 
operaatioita ei suoriteta sellaisen historian mukaisesti, joka rikkoisi transaktiolle 
määritettyä eristyvyystasoa. Jos transaktion suorituksen jatkaminen johtaisi 
rikkomukseen, transaktion suoritus keskeytetään ja sitä jatketaan vasta, kun 
rikkomusta ei enää tapahdu. 
Optimistisessa samanaikaisuuden hallinnassa transaktionhallitsin ei suorituksen 
aikana välitä transaktioiden eristyvyystasosta, mutta sitoutumiskäskyn tultua 
transaktio saa sitoutua vain, jos mahdollisista konflikteista ei synny 
sarjallistuvuusverkon syklejä. Syklin tapauksessa transaktio joudutaan perumaan ja 
aloittamaan alusta. Tutkimuksen perusteella on todettu, että jos järjestelmässä 
suoritetaan samaan aikaan paljon pitkäikäisiä transaktioita, niin optimistinen 
samanaikaisuuden hallinta johtaa helposti suureen määrään transaktioiden 
peruuntumisia [GaS87]. Optimistinen lähestymistapa sopii hyvin järjestelmään, jossa 
suoritetaan paljon lyhyitä transaktioita. 
Eristyvyystasolla on usein suora vaikutus järjestelmän transaktionkäsittelyn 
suorituskykyyn, ja hajautetuissa järjestelmissä vastaavasti eri pisteiden autonomiaan. 
Sovellusohjelmoija voi halutessaan optimoida järjestelmän suorituskykyä kertomalla 
transaktionkäsittelijälle, että sovelluksen transaktio ei tarvitse täydellistä eristyvyyttä. 




Kuva 2.4: Transaktioiden eristyvyyden tason vaikutus järjestelmän suorituskykyyn. 
Tämän tutkimuksen kannalta on tärkeää ymmärtää web-palveluiden 
transaktionaaliseen koostamiseen vaadittava eristyvyystaso, ja valitun tason 
aiheuttamat seuraamukset. Heterogeenisissä web-palveluissa ei ole usein järkevää 
vaatia täydellistä eristyvyystasoa, vaan vaadittua tasoa voidaan höllentää 
tarkoituksellisesti (eng. relaxed isolation). Tällöin on kuitenkin huomioitava, että 
eristyvyystason höllentäminen saattaa johtaa järjestelmän eheän tilan rikkoutumiseen, 
eikä suoritettavilla transaktioilla ole ACID määrityksen mukaista oikeellisuus -
ominaisuutta. 
2.4.3 Kaksivaiheinen lukitseminen 
Rinnakkain suoritettavat transaktiot saattavat operoida samoihin järjestelmän 
resursseihin samanaikaisesti. Sarjallistuvuus edellyttää, että transaktiot pidetään 
erillään toistensa käyttämistä resursseista niin kauan, kuin transaktioilla on 
mahdollisuus muuttaa resurssien arvoja. Lukituskäytäntö (eng. locking protocol) on 
yksi tapa ratkaista samanaikaisuuden tuomat ongelmat transaktionkäsittelyssä. 
Lukituskäytäntöjä on tutkittu paljon ja erilaisia sovelluksia on lukuisia. Lukkoteorian 
avulla pystytään matemaattisesti osoittamaan, että samassa järjestelmässä voidaan 
suorittaa useita transaktioita rinnakkaisesti rikkomatta transaktion ACID-eristyvyyttä 
[GrR93, s. 375]. Toisin sanoen lukituskäytännön avulla voidaan toteuttaa 
transaktioiden sarjallistuvia historioita [BHG, 53]. 
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Seuraavassa esitellään kaksivaiheinen lukituskäytäntö (eng. two-phase locking 
scheduler) jonka avulla voidaan taata, etteivät samaan aikaan suorituksessa olevat 
transaktiot riko niille asetettua eristyvyystasoa [BHG87, s. 47]. Lähtökohtana on se, 
että transaktion T on varattava itsellensä kaikki suorituksessa tarvittavat resurssit. 
Resurssien varaaminen tehdään lukkojen (eng. locks) avulla. Transaktion on pidettävä 
resurssit varattuina aina siihen asti, kunnes kaikki lukittuja resursseja koskevat 
operaatiot on suoritettu ja transaktion tekemät muutokset astuvat sitoutumisen myötä 
lopullisesti voimaan [BHG87, s. 51]. Lukkojen hallinta ja valvonta on automatisoitu 
transaktionkäsittelijän toimesta. 
Transaktion tekemät muutokset järjestelmään tilaan voidaan esittää kahdella 
operaatiolla, jotka ovat luku ja kirjoitus. Lukuoperaatio tarkoittaa yksinkertaisesti 
jonkin resurssin lukemista. Vastaavasti kirjoitusoperaatio tarkoittaa jonkin resurssin 
lisäämistä, tai arvon päivitystä. Kaksivaiheisessa lukituksessa 
transaktionkäsittelyjärjestelmä tarjoaa viisi operaatiota, jotka ovat luku, kirjoitus, 
lukulukko, kirjoituslukko ja lukon vapautus [BHG87 s. 50, GrR93 s. 383]. Muita 
operaatioita ovat transaktion aloitus, sitoutuminen ja peruutus. Jokainen transaktio 
voidaan esittää yksinkertaistettuna transaktiona, joka koostuu vain edellä mainituista 
operaatioista [GrR93, s. 384]. Seuraavaksi esiteltävä transaktioiden historioita 
koskeva teoria nojaa oletukseen, että kaikki edellä mainitut operaatiot ovat atomisia, 
ja että yksittäinen operaatio suoritetaan aina alusta loppuun kerralla. 
Lukulukko eli S-lukko (eng. SLOCK tai shared lock) on operaatio, jonka avulla 
transaktio saa resurssin lukemiseen oikeuttavan lukon. Koska useampi transaktio voi 
samaan aikaan lukea samaa resurssia häiritsemättä muita transaktioita, lukulukko 
voidaan myöntää usealle transaktiolle samaan aikaan. S-lukko on siis 
yhteiskäyttöinen. 
Kirjoituslukko eli X-lukko (eng. XLOCK tai Exclusive lock) on operaatio, jonka 
avulla transaktio saa oikeuden resurssin päivittämiseen. Kirjoituslukko voidaan 
myöntää tiettyyn resurssiin vain yhdelle transaktiolle kerrallaan. Jos transaktiolla T on 
hallussansa kirjoituslukko johonkin resurssiin r, on kaikkien muiden resurssia 
tarvitsevien transaktioiden odotettava kunnes T vapauttaa lukkonsa. Transaktio voi 
myös tarvittaessa korottaa omistamiansa lukkoja suorituksen aikana. Esimerkiksi 
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lukulukon voi korottaa kirjoituslukoksi, jos muut transaktiot eivät ole varanneet siihen 
lukulukkoa. 
Lukon vapautus (eng. UNLOCK) on operaatio, joka vapauttaa transaktion resurssiin 
varaaman lukon. Heti lukon vapauttamisen jälkeen jokin muu transaktio saattaa 
pyytää ja saada itsellensä lukon, joten vapautus on syytä tehdä vasta kun transaktio ei 
enää tarvitse resurssia. Eristyvyyden takaamiseksi lukot vapautetaan vasta kun 
transaktio sitoutuu tai peruuntuu. 
Transaktion aloitus, sitoutuminen ja peruutus voidaan esittää edellisten operaatioiden 
muodossa [GrR93, s. 384]. Kun transaktio sitoutuu, niin vapautetaan kaikki 
transaktion varaamat lukot. Jos transaktio peruuntuu, niin peruutetaan ensin kaikki 
tehdyt muutokset ja vapautetaan lukot vasta sitten. Transaktion aloituksen voi jättää 
tässä yhteydessä huomiotta. 
Sanotaan, että transaktio on hyvin muotoiltu (eng. well-formed), jos kaikkia sen luku- 
ja kirjoitus-operaatioita edeltää sopivan lukon varaaminen. Jokaista lukon varausta 
pitää seurata lopulta myös lukon vapautus [GrR93, s. 385]. Transaktio on 
kaksivaiheinen (eng. two-phase), jos kaikki sen tekemät lukkojen varaukset on tehty 
ennen lukkojen vapauttamista [GrR93, s. 385]. Tällöin transaktiosta voidaan erottaa 
vaiheet s1…sj jolloin lukot varataan (eng. growing phase), ja sj+1…sn jolloin lukot 
vapautetaan (eng. shrinking phase) [BHG87, s. 51]. 
Transaktioiden historiassa transaktiolla T ei koskaan saa olla epäsopivaa lukko-
operaatiota sellaiseen resurssiin, joka on jo jonkin toisen transaktion lukitsema. Näin 
lukkojen käyttö rajoittaa sallittujen historioiden joukkoa. Lukkoteoria (eng. locking 
theorem) takaa, että jos kaikki transaktiot ovat hyvin muotoiltuja ja kaksivaiheisia, 
niin mikä tahansa transaktioiden sallittu historia on sarjallistuva [GrR93, s. 394]. 
Resursseja voidaan lukita eri tasoilla. Yksinkertainen lukitustapa on lukita koko 
järjestelmä yhden transaktion käyttöön aina kerralla. Transaktioilla on tällöin 
sarjallinen historia ja tällä tavalla voidaan taata, että muut transaktiot eivät samaan 
aikaan pääse tekemään muutoksia järjestelmään. Tämä on kuitenkin hyvin tehotonta, 
sillä järjestelmässä voidaan ajaa vain yksi transaktio kerrallaan. Huomattavasti 
tehokkaampaa on lukita vain transaktion tarvitsemat järjestelmän osat, tai yksittäiset 
resurssit. Monirakeisuuslukituskäytännössä (eng. granular locking protocol tai 
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multiple-granularity locking protocol) lukkoja voidaan käyttää usealla eri järjestelmän 
tasolla [GrR93, s. 406]. 
Lukkojen odotus voi synnyttää transaktionkäsittelyjärjestelmään lukkiumia (eng.  
deadlock) [BHG87, s. 56]. Lukkiuma on sykli, jossa jokainen lukkiumaan kuuluva 
transaktio odottaa seuraavan transaktion varaaman lukon vapautumista [GrR93, s. 
481]. Lukkiumien vaikutus järjestelmän suorituskykyyn on valtava. Jos lukkiumaa ei 
havaita ja pureta, transaktiot joutuvat odottamaan lukon vapautumista ikuisesti. 
Lukkiumien ehkäisemiseen ja purkamiseen on useita eri vaihtoehtoja. Kannattaa 
huomata, että järjestelmän suorituskyvyn kannalta lukkiumien estämisellä ja 
sietämisellä on eroja. Yksi tapa on suorittaa transaktiot perätysten. Sarjassa 
suoritettavat transaktiot eivät voi koskaan joutua lukkiumaan, mutta järjestelmän 
suorituskyky tällöin huono.  Toinen tapa estää lukkiumat kokonaan on se, että 
estetään transaktioiden odotus peruuttamalla ne kokonaan tai osittain aina silloin, jos 
transaktion tarvitsema resurssi on lukittu. Näin transaktio voidaan hetken kuluttua 
käynnistää alusta. Tämä voi johtaa niin kutsuttuun reaaliaikaiseen lukkiumaan (eng. 
livelock), jossa transaktioita joudutaan perumaan useita kertoja peräkkäin aina kun ne 
yrittävät varata yhteisiä resursseja [GrR93, s. 424]. 
Suorituskyvyn kannalta parempi tapa on suorittaa transaktioita rinnakkaisesti siten, 
että lukkiuman riski on minimoitu. Yleinen tapa ratkaista lukkiuman ongelma on 
aikakatkaisu [GrR93, s. 424]. Transaktion käynnistyessä siihen liitetään mukaan 
käynnistymisen kellonaika, ja jos transaktion suoritus kestää liian kauan, se perutaan. 
Näin toimittaessa kaikki lukkiumat purkaantuvat aikanaan itsestään, eivätkä 
transaktiot joudu odottamaan ikuisesti. Mitä lyhyempi aikakatkaisu, sen nopeammin 
lukkiuma saadaan purettua. Toisaalta huono puoli menetelmässä on se, että jos 
transaktion normaali suoritus kestää hyvin pitkään, niin se saatetaan peruuttaa 
aikakatkaisun johdosta, vaikka transaktio ei todellisuudessa olisikaan lukkiumassa. 
Koska lukkiumat ovat toisiansa odottavien transaktioiden syklejä, niin niitä voidaan 
etsiä algoritmien avulla niin sanotusta odotusverkosta (eng. wait graph) [GrR93, s. 
425]. Syklien etsinnän ansiosta transaktiot voidaan perua ja lukkiuma voidaan purkaa 
jo ennen transaktioiden mahdollista aikakatkaisua. Odotusverkon ylläpitäminen vaatii 
kuitenkin paljon aikaa ja laskentatehoa. Lukkiuman havaitseminen hajautetussa 
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järjestelmässä on vaativampi tehtävä. Niin sanotun hajautetun lukkiuman (eng. 
distributed deadlock) löytäminen odotusverkon avulla edellyttää, että algoritmilla on 
pääsy tarkastelemaan hajautetun järjestelmän kaikkia resursseja, joita eri pisteiden 
väliset transaktiot käyttävät [BeG81]. 
Lukkiumaan vaaditaan aina vähintään kaksi transaktiota, jotka odottavat lukon 
vapautumista. Tästä seuraa että lukkiuman todennäköisyys on aina pienempi kuin 
lukon odotuksen todennäköisyys [GrR93, s. 428]. Jos transaktiot joutuvat odottamaan 
lukkoja todella harvoin, on lukkiuman todennäköisyys äärimmäisen harvinainen 
[GrR93, s. 428].  Lukkiuman todennäköisyyttä voidaan näin ollen pienentää 
lyhentämällä lukkojen varaamisen odotusaikaa, tai poistamalla se kokonaan. 
Monirakeisuuslukituskäytäntö on tehokasta transaktionkäsittelyssä, jos järjestelmässä 
ajetaan paljon lyhyitä transaktioita [GrR93, s. 406]. Pitkäikäiset transaktiot (eng. long-
living transactions) ovat sen sijaan alttiita lukituskäytännöstä aiheutuville 
sivuvaikutuksille, ja saattavat ajautua helposti lukkiumaan [GrR93, s. 428].  Tämä 
johtuu siitä, että pitkäikäiset transaktiot operoivat yleensä useaan resurssiin ja 
varaavat näin käyttöönsä paljon lukkoja. Tutkimuksessa on todettu, että lukkiuman 
todennäköisyys on suoraan verrannollinen transaktion pituuteen [GHK81]. Grayn ja 
kumppanien tekemän analyysin perusteella umpikujaan joutuvien transaktioiden 
frekvenssi kasvaa neljänteen potenssiin transaktion pituuden kaksinkertaistuessa 
[GHK81]. Pitkäikäisten transaktioiden kesto hidastuu entisestään sen pituuden 
kasvaessa, sillä on todennäköistä, että transaktio joutuu odottelemaan lukkojen 
vapautumista. Samalla kasvaa todennäköisyys sille, että transaktio joudutaan lopulta 
perumaan. 
Tarvitsemme resurssien hallintaa aina kun suoritamme transaktioita rinnakkaisesti, oli 
suoritusympäristö mikä tahansa. Lukituskäytäntö on yksinkertainen tapa varata 
tarvittavat resurssit transaktion käyttöön, ja estää samanaikaisuuden ongelmat. 
Lukituskäytäntö ei ole aina paras vaihtoehto, myös vaihtoehtoisia ei-lukitsevia (eng. 
non-locking) tapoja on olemassa resurssien hallintaan [BHG87, 113]. Transaktioiden 
rinnakkaisuuden lisäämiseksi ja järjestelmän suorituskyvyn parantamiseksi voidaan 
tehdä erilaisia optimointeja. Menetelmiä on useita, kuten esimerkiksi päällekkäisten 
kirjoitusten salliminen pitämällä kirjaa resurssien versioista [BHG87, 143]. 
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2.4.4 Kaksivaiheinen sitoutuminen 
Kaksivaiheisen sitoutumiskäytännön (eng. two phase commit protocol, myöhemmin 
2PC) avulla on mahdollista tehdä atominen sitoutuminen transaktion koordinaattorin 
(eng. coordinator), ja kaikkien transaktioon osallistuvien tahojen eli osallistujien 
(eng. participant) kesken [Gra78, s. 466]. Kaksivaiheinen sitoutumiskäytäntö takaa, 
että kaikki osallistujat päätyvät lopulta samaan transaktion ACID-ominaisuuden 
määrittämään atomiseen tilaan [GrR93, s. 572]. Protokollan avulla on siis mahdollista 
toteuttaa transaktion kaikki tai ei mitään -ominaisuus. 
Protokollaa voidaan soveltaa niin paikallisiin kuin hajautettuihin tietokantoihin. 
Seuraavassa esitellään protokollan hajautettuihin järjestelmiin tarkoitettu versio. 
Alkuasetelmassa kaikki transaktion suorituksesta kiinnostuneet osapuolet voivat 
rekisteröityä mukaan ilmoittautumalla transaktiosta vastaavalle koordinaattorille. 
Nämä osallistujat voivat olla järjestelmän sisäisiä prosesseja, itsenäisiä komponentteja 
tai hajautetun verkon solmuja (eng. nodes). 
Kaksivaiheinen sitoutuminen koostuu kahdesta vaiheesta jotka ovat äänestysvaihe ja 
sitoutumisvaihe. Kun transaktio on saanut operaatioiden suorituksen valmiiksi ja se on 
valmis sitoutumaan tilassa (katso kuva 2.1), alkaa kaksivaiheisen sitoutumiskäytännön 
ensimmäinen eli äänestysvaihe (eng. voting phase). Siinä koordinaattori lähettää 
kyselyn kaikille osallistujille, jossa se pyytää osallistujia äänestämään transaktion T 
sitoutumisen tai peruuttamisen puolesta [Gra78, s. 466]. Tämän äänestysvaiheen 
ansiosta jokainen osallistuja saa mahdollisuuden vaikuttaa transaktion T 
lopputulokseen. Transaktioon voi liittyä uusia osallistujia niin kauan kuin protokolla 
on sen ensimmäisessä vaiheessa. 
Jos osallistujan puolesta kaikki on kunnossa, niin se äänestää kyllä. Jos osallistuja ei 
pysty tai se ei ole valmis sitoutumaan, niin se äänestää ei. Jos kaikki transaktion 
osallistujat äänestävät kyllä, sanotaan että osallistujat ovat valmistautuneet 
sitoutumaan (eng. prepared to commit) ja ne jäävät odottamaan koordinaattorin 
lopullista päätöstä sitoutumisesta. Tässä vaiheessa transaktio T voi vielä sitoutua tai 
peruuntua. Vain koordinaattori voi tehdä päätöksen sitoutumisesta. 
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Kun osallistuja vastaa kaksivaiheisen sitoutumiskäytännön ensimmäisessä vaiheessa 
koordinaattorin kyselyyn kyllä, niin osallistuja samalla lupautuu olemaan valmis 
sitoutumaan, tapahtui tämän jälkeen mitä tahansa [GrR93, s. 562]. Tämän takia kaikki 
transaktion T käytössä olevat resurssit osallistujan paikallisessa järjestelmässä on 
varattava, kunnes transaktion äänestyksen tulos on selvillä. Muut transaktiot eivät saa 
tässä vaiheessa päästä muuttamaan paikallisten resurssien tilaa, ja tällä tavalla 
mahdollisesti estämään T:n sitoutuminen. Samoin jos osallistujan tai koordinaattorin 
järjestelmä kaatuu, tai yhteys niiden välillä katkeaa, on jokaisen tahon pystyttävä 
palauttamaan transaktio ja resurssien lukitus sellaiseen tilaan, jossa transaktio T 
voidaan häiriön jälkeen edelleen sitouttaa. 
 
Kuva 2.5: Koordinaattorin ja osallistujan välinen tietovuokaavio 
tilanteessa, jossa transaktio sitoutuu onnistuneesti [GrR93, s. 566]. 
Kaksivaiheisen sitoutumiskäytännön toisessa vaiheessa eli sitoutumisvaiheessa (eng. 
commit phase) koordinaattori on saanut vastauksen kaikilta transaktion osallistujilta, 
ja se voi tehdä päätöksen (eng. decide) transaktion T sitouttamisesta [GrR93, s. 564]. 
Jos kaikki osallistujat ovat sitoutumisen kannalla, niin koordinaattori voi tehdä 
päätöksen sitoutumisen puolesta. Jos yksikin osallistujista äänestää ei, päättää 
koordinaattori peruuttaa transaktion ja se lähettää osallistujille peruuntumiskäskyn. 
Kun päätös transaktion sitoutumisesta on tehty, on koordinaattorin vietävä päätös 
lokiin. Transaktio T sitoutuu lopullisesti vasta sillä hetkellä, kun sitoutuspäätös 
tallennetaan pysyvään muistiin [GrR93, s. 564]. Tämä johtuu siitä, että jos 
koordinaattorin järjestelmä kaatuu ennen päätöksen tallentamista, ei äänestyksen tulos 
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ole palautuksen yhteydessä tiedossa ja transaktio peruutetaan, vaikka koordinaattorin 
alkuperäinen päätös olisikin ollut päinvastainen. 
Äänestyksen jälkeen transaktion osallistujat jäävät odottamaan koordinaattorin 
päätöstä. Kun osallistuja saa käskyn sitoutua, niin transaktion tekemät muutokset 
paikalliseen järjestelmään tallennetaan, resurssit vapautetaan ja transaktio merkitään 
suoritetuksi [GrR93, s. 568]. Osallistuja kuittaa vielä koordinaattorille kun se on 
saanut kaiken valmiiksi. Kun koordinaattori on saanut kuittauksen kaikilta 
osallistujilta, se merkitsee transaktion päättyneeksi. 
Jos yhteys koordinaattorin ja osallistujan välillä jostain syystä katkeaa, tai jos 
jompikumpi osapuolista kaatuu järjestelmävirheen johdosta toisen vaiheen aikana, 
transaktion kohtalo on osallistujan näkökulmasta epävarma (eng. in-doubt 
transaction). Tällöin sen on kysyttävä äänestyksen tulosta uudestaan koordinaattorilta, 
kunnes se saa vastauksen [GrR93, s. 572]. Jos koordinaattori ei saa osallistujalta 
kuittausta transaktion sitouttamisesta, se yrittää lähettää päätöstä uudestaan, kunnes 
saa vastauksen. 
2.5 Transaktiomallit 
Yksinkertainen ACID transaktiomalli on erittäin toimiva konsepti. Sen avulla 
transaktion operaatiot voidaan suorittaa hallitusti ja eristettynä muista transaktioista. 
Yksittäisen transaktion avulla on kuitenkin hankala kuvata ja toteuttaa monimutkaisia 
tosielämän tilanteita [Sch02]. Otetaan esimerkiksi tämän tutkimuksen toisessa osassa 
määriteltävä matkatoimiston käyttämä web-palvelu, josta asiakas voi varata itsellensä 
pakettimatkan. Pakettimatka käsittää sekä lentoliput, hotellin että sopivaa 
matkaohjelmaa. Jos matkan varaustoiminto toteutetaan yksinkertaisena transaktiona, 
niin ACID määritelmän mukainen atomisuus edellyttää, että pelkän matkaohjelman 
varauksen epäonnistuminen johtaisi jo onnistuneesti varattujen sekä hotellihuoneen 
että lentolippujen perumiseen. Parempi vaihtoehto tässä yhteydessä on se, että 
epäonnistuneen resurssin tilalle voidaan varata jotain muuta ohjelmaa. 
Transaktion kaikki tai ei mitään ominaisuus ei salli transaktion osittaista perumista. 
Tarvitsemme tavan, jolla voi kontrolloida transaktion operaatioiden suoritusjärjestystä 
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ja riippuvuuksia. Kontrollin hallinta (eng. sphere of control) on yksi tällainen tapa. 
Siinä transaktion operaatiot jaetaan tietotyyppeihin, joilla on keskinäisiä suoritukseen 
liittyviä hierarkkisia riippuvuuksia [GrR93, s. 174]. Alemman, sekä saman tason 
operaatiot näkyvät ylemmälle tasolle atomisena kokonaisuutena. Riippuvuuksien 
muodostamien kokonaisuuksien avulla valvotaan, mitä transaktion suorituksessa on 
tähän asti tehty, ja mitä pitää seuraavaksi tehdä. 
 
Kuva 2.5: [GrR93, s. 176] Kontrollin hallinta jakaantuu tietotyyppeihin, joiden 
suorituksella on selkeät riippuvuudet. 
Kontrollin hallinnan ansiosta kaikkea jo tehtyä työtä ei tarvitse perua jonkin 
yksittäisen osan epäonnistuessa [Sch02]. Riittää että epäonnistunut osio perutaan, 
jonka jälkeen se voidaan yrittää suorittaa uudestaan, tai vaihtoehtoisesti kokeilla 
jotain korvaavaa osiota. Matkatoimisto esimerkissä tämä tarkoittaa, että jonkin tietyn 
päivän matkaohjelman yllättävä peruminen ei johda koko matkan perumiseen. On 
järkevää, että sovellus voi etsiä epäonnistuneen varauksen tilalle jotain muuta 
matkaohjelmaa, tai jos sellaista ei löydy, niin matkatoimisto voi aina ehdottaa 
asiakkaalle ohjelmatonta vapaapäivää. 
Transaktioteoriassa kontrollin hallintaa kuvataan erilaisten transaktiomallien avulla 
(eng. transaction model). Transaktiomalli on formalisoitu tapa, jonka avulla 
järjestelmä suorittaa transaktioita sekä keskitetyssä että hajautetussa järjestelmässä 
[GrR93, s. 180]. 
Yksinkertaisin transaktiomalli on litteä transaktio (eng. flat Transaction), jonka 
tärkeimpänä ominaisuutena on transaktion ACID -ominaisuuksien toteuttaminen. 
Litteän transaktion malli on kuitenkin hyvin yksinkertainen, eikä se välttämättä 
  
29 
sovellu monimutkaisten transaktionaalisia ominaisuuksia sisältävän sovelluksen 
tarpeisiin. 
Monimutkaisempien transaktioiden suoritusta varten on kehitetty joukko edistyneitä 
transaktiomalleja (eng. advanced transaction models). Transaktiomallin ideana on 
useissa tapauksissa käyttää yhden suuren transaktion sijasta joukkoa pienempiä 
transaktioita lopullisen transaktionaalisen toiminnan toteuttamiseksi. Mallin 
lähtökohtana on yleensä joko kontrollirakenteen tuominen jonkin tietyn 
sovellusalueen transaktion suoritukseen, tai puhtaasti rakenteellinen näkökulma ilman 
erityisempää sovellusta [GrR93, s. 224]. Kontrollirakennetta voidaan ajatella 
esimerkiksi suoritettavana aktiviteettina (eng. activity), joka koostuu edelleen muista 
aktiviteeteista, tai yksittäisistä transaktioista [DHL91]. Näin kontrolli muodostaa 
puumaisen tietorakenteen, jossa suoritusta voidaan ohjata eteenpäin tai taaksepäin. 
Transaktionkäsittelyn loki on hyödyllinen apuväline kontrollin hallinnassa. Lokin 
käyttö ja sen kautta muutoksien peruminen mahdollistavat esimerkiksi suorita, tee 
uudelleen ja kumoa (eng. DO-UNDO-REDO) toimintojen luotettavan toteuttamisen 
[Gra78, 463]. Edellä esitelty kontrollin tietorakenne mahdollistaa myös dynaamisen 
suoritusaikaisen sidonnan, jossa tarvittavien resurssien ei tarvitse olla tiedossa vielä 
transaktion suorituksen alkaessa. 
Transaktiota kutsutaan pitkäikäisiksi transaktioiksi (eng. long-lived transaction), jos 
sen suoritus kestää hyvin pitkän aikaa verrattuna normaaleihin transaktioihin. 
Pitkäikäisen transaktion suoritus voi kestää esimerkiksi minuutteja, viikkoja tai 
kuukausia [GaS87]. Suoritusta hidastaa esimerkiksi se, jos transaktio käsittelee suurta 
määrää resursseja, tekee raskasta laskentaa tai odottaa käyttäjän syötettä. Jos 
järjestelmässä on suorituksessa useita samanaikaisia transaktioita, ja jotka käyttävät 
yhteisiä resursseja, saattavat transaktiot hidastaa toisiansa. Yleisesti kaikki 
transaktiomallin mukaiset transaktiot ovat pitkäikäisiä, sillä ne koostuvat usein 





Kuva 2.6: Pitkäaikaisissa aktiviteeteissa (eng. long-runnin activity) kontrollin hallinta 
on toteutettu aktiviteettien avulla. Aktiviteetit voivat koostua edelleen muista 
aktiviteeteista, tai esimerkiksi transaktioista [DHL91]. 
Transaktiomallien käyttö mahdollistaa pitkäikäisten transaktioiden osittaisen 
peruuttamisen, ja samalla ne pienentävät palautumiseen tarvittavien operaatioiden 
määrää järjestelmän kaatuessa [GrR93, s. 221]. Transaktiomallista riippuen 
palautuminen voidaan tehdä joko eteenpäin tai taaksepäin. Palautuksen yhteydessä 
keskeneräinen transaktio voidaan ensin yrittää saattaa loppuun jatkamalla suoritusta 
siitä mihin jäätiin, tai sitten perua koko transaktio [GaS87, s. 254]. 
Pitkäikäisten transaktioiden tapauksessa järjestelmän on huolehdittava siitä, että 
transaktion suoritusta voidaan jatkaa, vaikka järjestelmä olisi välillä 
saavuttamattomissa tai alhaalla [GrR93, s. 217]. Kontrollin toteuttamiseksi 
transaktionhallitsimella on oltava suoritusta esittävä tietomalli, johon voidaan 
tallentaa historiatietoa siitä mitä aktiivisessa transaktiossa on tähän mennessä jo tehty 
[GrR93, s. 174]. Kontrollin lisäksi järjestelmän on ylläpidettävä transaktion 
suorituksenaikaista kontekstia (eng. transaction processing context), johon voidaan 
tallentaa tietoa siitä missä vaiheessa transaktio tällä hetkellä etenee, ja mikä on 
seuraava toimenpide [GrR93, s. 213]. Transaktion konteksti voidaan esittää sarjana 
(eng. batch) suoritettavia transaktioita, joiden tilasta pidetään kirjaa pysyvässä 
muistissa [GrR93, s. 217]. Monimutkainen tehtävä voidaan siis jakaa pienempiin 
palasiin, ja suorittamalla samaan sarjaan kuuluvat yksittäiset tehtävät eräsarjana (eng. 
batch processing), päästään lopulliseen tavoitteeseen. 
Seuraavassa käyn läpi transaktiomalleihin liittyvää teoriaa siltä osin, mikä on 
oleellista tämän tutkimuksen kannalta. Esiteltävät mallit toimivat pohjana useimmille 
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uudemmille transaktiomalleille. Käytettävän transaktiomallin valinnasta ei ole 
olemassa vain yhtä oikeaa tapaa, joka soveltuisi aina kuhunkin käyttötarkoitukseen. 
Tästä syystä transaktiomallit ovat olleet jo pitkään tieteellisen tutkimuksen kohteena, 
ja lukuisia erilaisia malleja on esitelty hyvin erityyppisiin tarkoituksiin. 
Transaktiomallien runsaudesta ja monimutkaisuudesta johtuen ei ole itsestään selvää, 
mitä kaikkia toimintoja mikäkin transaktionkäsittelyjärjestelmä tukee. Malleja ei 
välttämättä pysty sellaisenaan käyttämään kaikissa ympäristöissä. 
Usein transaktiomalli voidaan kuvata jollain formaalilla notaatiolla. Merkintätapoja 
on useita, mutta notaation tulee kuvata transaktion operaatioiden välillä olevia 
rakenteisia (eng. structural dependencies) ja dynaamisia riippuvuuksia (eng. dynamic 
dependencies) [GrR93, 183]. 
Esimerkiksi jos yksittäisen transaktion kaikki riippuvuudet tiedettään, niin 
transaktiomalli voidaan esittää tilakoneen avulla (eng. state machine) [GrR93, s. 376]. 
Tilakone kuvaa hyvin sen, miten transaktiot näyttäytyvät järjestelmän näkökulmasta, 
jossa transaktiota suoritetaan. 
 
Kuva 2.7: Transaktiota esittävä tilakone [GrR93, s. 376]. 
Yllä olevassa tilakoneessa havainnollistuu hyvin se, että litteä transaktio ei voi 
koskaan päättyä kesken kaiken suorituksen aikana, vaan ainoastaan jos sen tila on 
joko peruutettu tai sitoutunut. Transaktiolla voi sovellusalueesta riippuen olla myös 
tarkentavia tiloja, kuten odottaa aloitusta tai valmis sitoutumaan. Tilakoneessa nämä 
tilat voidaan esittää jakamalla ”aktiivinen” tila edelleen uusiin tiloihin ja pienempiin 
osiin. Kannattaa huomata, että tilakone kuvaa aina jonkin tietyn rakenteen. Tästä 
syystä se ei sovellu sellaisten transaktiomallien kuvaukseen, jossa käytetään 
dynaamista resurssien allokointia. 
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2.5.1 Ketjutettu transaktio 
Ketjutettu transaktio (eng. chained transaction) on transaktiomalli, jossa yhden 
suuren transaktion sijaan suoritetaan useita transaktioita peräkkäin yhtenäisenä 
ketjuna [GrR93, s. 192]. Kun yksi transaktio sitoutuu, seuraava transaktio 
käynnistetään. Sitoutuminen ja seuraavan transaktion käynnistäminen tehdään yhtenä 
atomisena operaationa. Samalla pidetään kiinni transaktion kontekstista siirtämällä se 
seuraavaan transaktioon. Pitämällä kontekstista kiinni koko suorituksen ajan taataan 
se, että ketjutetun transaktion tulos näkyy muille transaktioille vasta ketjun 
valmistuttua. Muuten jokainen ketjun yksittäinen transaktio on kuin mikä tahansa 
yksittäinen litteä transaktio. 
Koska ketjutettu transaktio jakautuu useaan osaan, on mahdollisen virheen sattuessa 
peruutettava vain suorituksessa oleva transaktio. Näin vältetään pitkien transaktioiden 
tapauksessa tilanne, jossa pitäisi peruuttaa koko tähän asti tehty työ [GrR93, 193]. 
Koska järjestelmän kaatuessa ketju on rikkinäinen, on sovellusohjelman kyettävä 
jatkamaan transaktiota siitä, mihin sen suoritus jäi ennen keskeytystä. Tämä tehdään 
transaktion kontekstin avulla. 
Eräs ketjutetun transaktion hyvistä puolista on se, että kunkin osan sitoutuessa kaikki 
ne lukot voidaan vapauttaa, joita transaktio ei enää myöhemmin tarvitse [GrR93, 
193]. Tällä on positiivinen vaikutus järjestelmän tehokkuuteen, kun muiden 
transaktioiden ei tarvitse odottaa pitkäikäisen transaktion valmistumista. 
2.5.2 Sisäkkäiset transaktiot 
Sisäkkäiset transaktiot (eng. nested transactions) on transaktiomalli, jossa 
transaktioilla on sisäkkäinen ja lohkoihin ryhmitelty hierarkiarakenne [Mos81]. Näin 
transaktioon muodostuu puumainen rakenne, jonka juuressa on ylätason transaktio 
(eng. top-level transaction) joka ohjaa kaikkia sen alla olevia alitransaktioita eli lapsi 
transaktioita. Nämä alitransaktiot voivat toimia edelleen vanhempana muille 
alitransaktioille, tai ne voivat olla alimman eli lehtitason transaktioita.  
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Sisäkkäisten transaktioiden kaikki suorittavat operaatiot on aina sijoitettu puun 
pohjalle lehtitason transaktioihin. Muut kuin lehtitason transaktiot vain ryhmittelevät 
ja määrittelevät kontrollin kulkua transaktiossa. 
Sisäkkäisten transaktioiden erikoisuus on siinä, että alitransaktio voi sitoutua 
lopullisesti vain ja ainoastaan jos sen vanhempana oleva transaktio on valmis 
sitoutumaan. Jokaisella transaktiolla on siis ehto, jonka on oltava voimassa jotta 
transaktio voi sitoutua. Tästä seuraa, että jos mikä tahansa transaktion osa peruuntuu, 
niin se peruuttaa automaattisesti samalla kaikki sen alitransaktiot. Sisäkkäiset 
transaktiot toteuttavat ACID -atomisuuden, oikeellisuuden ja eristyvyyden 
määritelmät, mutta koska lapsi-transaktio ei pysty itse sitoutumaan, se ei toteuta 
pysyvyyden määritelmää. Sisäkkäiset transaktiot toteuttavat myös monitasoisen 
atomisuuden (eng. multileval atomicity) [Lyn83].  
Transaktiomallin toinen erikoisuus on siinä, että sitoutunut transaktio näkyy 
sitoutuneena vain sen vanhempana olevalle transaktiolle. Näin yksittäisen alatason 
transaktion tekemät muutokset eivät näy sen sisaruksille, ennen kuin ylätason 
transaktio on sitoutunut. 
Sisäkkäisten transaktioiden etuna on se, että mallilla voi kuvata monimutkaisia 
rakenteita ja jakaa monimutkaisuus pienempiin osiin [GrR93, 193]. Rakenteen 
ansiosta virhetilanteessa ei tarvitse perua kuin epäonnistunut transaktio ja sen 
alitransaktiot, jonka jälkeen tämä osio tai puun lohko voidaan yrittää toistaa 
aloittamalla keskeytynyt transaktio alusta. Kolmas transaktiomallin etu on siinä, että 
sen transaktioita voidaan suorittaa rinnakkaisesti, ja parantaa näin järjestelmän 
suorituskykyä [Mos81]. 
2.5.3 Monitasoiset transaktiot 
Monitasoiset transaktiot (eng. multilevel transactions) toimivat kuten sisäkkäiset 
transaktiot, mutta ne mahdollistavat aikaisen sitoutumisen ja luopuvat näin 
mahdollisuudesta peruuttaa transaktio [WeS91]. 
Tässä transaktiomallissa jokaisella transaktiolla T on olemassa kompensoiva 
transaktio TC, jonka avulla voidaan perua T:n järjestelmään tekemät loogiset 
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muutokset. Kompensaatiotransaktioiden ansiosta järjestelmä voidaan palauttaa eheään 
tilaan, jos monitasoisen transaktion suorituksessa ilmenee virhe. Kompensaatio 
mahdollistaa tarvittaessa koko monitasoisen transaktion peruuttamisen. Itse 
kompensaatiotransaktioita ei voi perua, vaan uuden virheen sattuessa 
kompensaatiotransaktio aloitetaan aina alusta ja suoritetaan loppuun.  
Monitasoiset transaktiot mallintavat todellista maailmaa paremmin kuin muut mallit 
[GrR93, s. 206]. Jos esimerkiksi matkatoimisto lähettää postissa kirjeen asiakkaalle, 
tätä toimintoa ei luonnollisesti pystytä peruuttamaan, vaikka kirjeen lähettämisestä 
vastannut transaktio peruutettaisiin. Sen sijaan virheen sattuessa asiakkaalle voidaan 
lähettää kompensoiva kirje, jossa aikaisemmin lähetetyn kirjeen sisältö mitätöidään, ja 
järjestelmä palautuu näin oikeaan tilaan. 
Transaktiomalli edellyttää, että järjestelmässä on käytössä jokin lukitusmalli, joka 
pitää huolen resurssien ja objektien pitämisestä lukittuina niin kauan aikaa kun 
kompensaatiotransaktio TC:n on mahdollista käynnistyä [GrR93, s. 209]. Jos 
järjestelmässä ei ole tällaista tukea, on kyseessä niin sanottu avoin monitasoinen 
transaktio (eng. open nested transaction tai nested top-level transaction). Avoin 
monitasoinen transaktiomalli ei takaa päätason transaktiolle, tai sen alla olevalle 
transaktiorakenteelle mitään ACID -ominaisuuksista. 
2.5.4 Saagat 
Saaga transaktiomalli (eng. sagas) on yhdistelmä, jossa ketjutettuja transaktioita 
käytetään suorituksen kontrolloimiseen, ja monitasoisten transaktioiden mallista 
tuttua kompensaatiota käytetään ketjun atomisuuden toteuttamiseksi [GaS87]. 
Alkuperäinen Garcia-Molinan esittelemä saaga teoria koostuu kahdesta tasosta; 
ylätason saaga transaktiosta T, ja joukosta alatason litteitä transaktioita T1-Tn, jotka 
suoritetaan ketjuna: 
1) T1, T2, …, Tj, …, Tn-1, Tn. 
Yllä olevassa suorituksessa saaga transaktion alitransaktiot suoritetaan onnistuneesti 
perätysten ja transaktio sitoutuu. Transaktiomalli ei takaa ylätason transaktion 
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atomisuutta, sillä järjestelmässä suoritettavat muut saagat saattavat nähdä transaktio T 
keskeneräisen suorituksen [GaS87, s. 251]. 
Jos saaga-transaktion suoritus epäonnistuu, niin sillä hetkellä suorituksessa oleva 
alitransaktio peruutetaan, ja järjestelmän looginen tila palautetaan järjestykseen 
suorittamalla joko eteenpäin tai taaksepäin oleva toipuminen [GaS87, s. 254]. Jos 
transaktio peruutetaan, niin suoritetaan jo suoritettujen transaktioiden 
kompensaatiotransaktiot peräkkäisessä järjestyksessä: 
2) T1, T2, …, Tj(abort), Tc(j-1), …, Tc2, Tc1. 
Saaga-transaktioiden etuna on se, että alatason litteät transaktiot voidaan suorittaa 
rinnakkaisesti. Malli soveltuu hyvin myös käytettäväksi hajautetuissa järjestelmissä 
[GaS87]. 
2.6 Hajautetut transaktiot 
Hajautetut tietokannat ja niihin liittyvät algoritmit eivät suoraan kuulu tämän 
tutkimuksen aihepiiriin, mutta niiden hallintaan liittyy muutama oleellinen käsite ja 
ominaisuus, joita tulemme tarvitsemaan myöhemmin tutkielmassa. 
Hajautettu tietokanta (eng. distributed database system) koostuu joukosta erillisiä 
pisteitä (eng. site),  jotka on yhdistetty keskenään verkon avulla [BeG81]. Jokaisessa 
pisteessä on oma paikallinen transaktionhallitsin (eng. transaction manager, TM) tai 
datan hallitsin (eng. data manager, DM) [BeG81]. Jos eri pisteiden 
tietokantaohjelmistot ovat identtisiä jokaisessa solmussa, puhutaan homogeenisesta 
hajautetuista tietokannoista. Usein hajautetut tietokannat kuitenkin koostuvat usean 
eri laite- ja ohjelmavalmistajien ohjelmistoista, jolloin kyseessä on heterogeeninen 
hajautettu tietokantaympäristö (eng. heterogeneous distributed database system). 
Tällaisessa järjestelmässä halutaan säilyttää eri pisteiden autonomia. 
Transaktioita, jotka operoivat useaan hajautetun tietokannan solmuun kutsutaan 
hajautetuiksi transaktioiksi (eng. distributed transaction) [GrR93, s. 202]. Vastaavasti 
transaktioita, jotka operoivat vain jonkin tietyn solmun tietokantaan, kutsutaan 
paikallisiksi transaktioiksi (eng. local transaction). Samanaikaisuuden hallinta 
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hajautetuissa tietokannoissa edellyttää joko keskitettyä transaktionhallitsinta (eng. 
centralized transaction-processing model), tai pisteisiin jaettua hajautettua transaktion 
hallintaa (eng. distributed transaction-processing model) [BeG81].  
Hajautetut transaktiot toimivat siten, että jossakin pisteessä suoritetaan varsinainen 
päätason transaktio T, ja muissa pisteissä suoritetaan sen alle kuuluvia 
alitransaktioita T1,T2,…,Tn [BeG81]. Alitransaktiot ovat alisteisia päätason 
transaktiolle, eli ne eivät voi sitoutua ennen kuin päätason transaktio on valmis 
sitoutumaan. Vastaavasti jos jokin alitransaktio peruutetaan jossain pisteessä, niin 
kaikki alitransaktiot ja päätason transaktio peruutetaan. Hajautettujen transaktioiden 
välinen koordinointi ja tahdistus hoidetaan yleensä kaksivaiheisen 
sitoutumisprotokollan avulla [BeG81]. Resurssien varaus voidaan hoitaa esimerkiksi 
hajautetun kaksivaiheisen lukitsemisen avulla [BeG81]. 
Sarjallistuvuusteoria voidaan laajentaa kattamaan hajautetut transaktiot [BeG82]. 
Hajautetun tietokannan oikeellisuus voi rikkoontua esimerkiksi hajautettujen 
transaktioiden eristyvyyden johdosta. Hajautetun transaktion hallinnan on tästä syystä 
taattava globaali eristyvyys (eng. global isolation) ja globaali sarjallistuvuus (eng. 
global serializability) [BeG81]. Tätä varten tarvitaan hajautettujen transaktioiden 
tahdistusta. 
Hajautetuilla transaktioilla on sarjallinen historia, jos kaikissa pisteissä transaktioiden 
operaatioiden suoritusjärjestys on keskenään sama [BeG81]. Vastaavasti hajautetuilla 
transaktioilla on sarjallistuva historia vain ja ainoastaan, jos kaikkien sen paikallisten 
pisteiden transaktioiden osittaisjärjestys on keskenään yhtenevä, ja paikallisten 
sarjallistuvuusverkkojen yhdisteessä ei esiinny syklejä [BeG81]. 
Hajautetun tietokannan jokaisella pisteellä on oma paikallinen ajoitin (eng. 
scheduler), joka valvoo paikallisten transaktioiden suoritusjärjestystä [BeG82]. 
Transaktioiden sarjallistuvan ajoituksen ongelmana on saada hajautettujen 
transaktioiden historia sellaiseksi, että se ottaa huomioon sekä hajautetut että 
paikalliset transaktiot [Puu91]. Vaikka hajautetut transaktiot olisivat keskenään 
sarjallistuvia, niin ne saattavat silti vaikuttaa toistensa lopputulokseen pisteiden 
paikallisten transaktioiden kautta. Ongelmaa ei esiinny tilanteessa, jossa 
transaktioiden sarjallistuva historia on sama kuin transaktioiden suoritus- ja 
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sitoutumisjärjestys [Bre91]. Globaali eristyvyys voidaan siis saavuttaa hallitsemalla 
hajautettujen ja paikallisten transaktioiden sitoutumisjärjestystä. Tähän on esitetty 
lukuisia menetelmiä, jotka ovat usein laajennoksia paikallisen tietokannan hallinnasta 
[BeG82]. 
Vahvasti tiukassa (eng. stronly strict) hajautetussa tietokannassa suoritettavat 
transaktiot voidaan saada häiriöttömästi sarjallistuvaksi (eng. interference-free 
serializability) kaksivaiheisen sitoutumiskäytännön avulla [Puu91]. Puustjärven 
esittämässä menetelmässä 2PC protokollan valmistautunut-tilaa on laajennettu 
kahdella uudella tilalla, jotka ovat lähde tila (eng. source state) ja sarjallistuva tila 
(eng. serializable state). Ajatuksena on, että hajautetun transaktion paikalliset 
alitransaktiot saavuttavat kaksivaiheisen sitoutumiskäytännön valmis tilan vain 
sarjallistuvuusverkon osoittamassa osittaisjärjestyksessä. Tämä on mahdollista sen 
ansiosta, että jokaisessa pisteessä kaikki alitransaktioiden käyttämät resurssit pidetään 
lukittuina aina siihen asti, kunnes transaktio sitoutuu tai perutaan. Tällöin hajautetussa 
tietokannassa ei voi myöskään syntyä sarjallistuvuusverkon mukaisia syklejä [Puu91]. 
Näin hajautettujen transaktioiden historiat ovat häiriöttömästi sarjallistuvia, ja 
transaktiot sitoutuvat oikeassa järjestyksessä. Breitbart ja kumppanit käyttävät tästä 
samasta aiheesta nimitystä tiukka ajoitus (eng. rigorous schedule) [Bre91]. 
2.7 Transaktioiden yhteenveto 
Tässä luvussa käytiin läpi transaktioiden teoriaa tietokantojen näkökulmasta. 
Lähdimme liikkeelle transaktion käsitteestä, ja päätyen transaktiomalleihin ja 
hajautettuihin transaktioihin.  Yksittäiset transaktiot koostuvat joukosta operaatioita, 
jotka lukevat ja päivittävät järjestelmän tilaa. Näin transaktion suoritus on lopulta vain 
yksittäisten operaatioiden suoritusta. Transaktioihin sovelletaan ajatusta transaktion 
ACID-ominaisuuksista. Kävimme läpi myös kontrollin hallinnan periaatteet, ja 
päädyimme tätä kautta joukkoon erilaisia kehittyneitä transaktiomalleja. 
Transaktiomallien avulla voidaan toteuttaa yksinkertaista litteää transaktiota 




Suorituskyvyn parantamiseksi eri transaktioiden operaatioita suoritetaan usein 
rinnakkaisesti. Rinnakkaisuus tuo mukanansa samanaikaisuuteen liittyviä ongelmia. 
Transaktioiden suorituksen oikeellisuutta valvontaan sarjallistuvuuden teorian avulla. 
Transaktioiden suoritus on oikein, jos transaktion historia on sekä sarjallistuva, että 
toipuva. Tällöin transaktioiden suoritusta sanotaan vahvasti tiukaksi. 
Transaktioiden sarjallistuvia historioita voi toteuttaa usealla tavalla. Tässä 
tutkielmassa esiteltiin yleisesti käytetty kaksivaiheinen lukitus, jossa resursseihin 
liittyvien lukkojen avulla transaktiot pidetään erillään toisistansa.  Tärkeä huomio oli 
se, että transaktioiden eristyvyystasoa voidaan tarpeen tullen höllentää. Tällöin on 
oleellista ymmärtää eristyvyystason laskusta johtuvat seuraukset. Tulemme 
tarvitsemaan transaktioita käsittelevää teoriaa seuraavissa luvuissa, kun 




Tässä luvussa käydään läpi web-arkkitehtuuripinon rakenne, ja sen keskeiset 
protokollat. Keskiössä on transaktionaalisia ominaisuuksia tarjoava WS-Transaction 
protokolla.  Luvun lähdemateriaalina toimivat etupäässä erilaiset tekniset 
spesifikaatiot. 
Pohjustamme myös koosteisen web-palvelun toimintaperiaatteet, sekä palveluiden 
koostamiseen liittyvät rajoitukset ja reunaehdot, jotka vaikuttavat koosteen 
transaktionaalisiin ominaisuuksiin. Luvun lopussa käydään läpi aikaisempaa 
tutkimusta, ja esitellään keskeisiä julkaisuja transaktionaalisten web-palveluiden 
ympäriltä. 
3.1 Liiketoimintaprosessista web-palveluksi 
Liiketoimintaprosessi (eng. business process) kuvaa joukon tehtäviä, jotka täytyy 
suorittaa jonkin halutun liiketoiminnon suorittamiseksi [SAB02]. Tämä toiminto voi 
olla esimerkiksi edellisessä luvussa esitelty lentolippujen varauspalvelu. 
Liiketoimintaprosessin avulla kuvataan mitä vaiheita lentolipun varaamisessa on, 
miten tieto liikkuu eri toimintojen välillä, ja miten toiminto tulee lopulta valmiiksi. 
Web-palvelu (eng. web-service) on liiketoimintaprosessin ilmentymä. Termillä web-
palvelu tarkoitetaan ohjelmistojärjestelmää, joka mahdollistaa yhteensopivien 
tietokoneiden välisen vuorovaikutuksen [W3C04]. Web-palvelu tarjoaa muiden 
palveluiden käyttöön liiketoimintaprosessin määrittämät palvelut käyttäen joukkoa 
web-tekniikoita [W3C02]. 
Web-palvelut ovat heterogeenisia järjestelmiä, jossa pyritään mahdollisimman 
joustavaan koneiden väliseen kommunikointiin, ja samalla takaamaan jokaisen 
palvelun autonomia [W3C02].  Sovellusten autonomialla tarkoitetaan sitä, että eri 
web-palvelut ovat riippumattomia toisistansa, ja palvelujen väliset kytkökset 
solmitaan löyhästi (eng. loosely coupled). Löyhät kytkökset mahdollistavat joustavan 
tavan luoda ja koostaa uusia web-palveluja olemassa olevien palvelujen päälle. 
Tämän johdosta web-palveluissa käytetään palvelukeskeistä arkkitehtuuria (eng. 
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Service Oriented Architecture, SOA) [OAS12]. SOA-malli rakentuu kolmesta osasta, 
jotka ovat palvelun tarjoaja (eng. service provider), palvelun käyttäjä (eng. service 
requester) ja palveluhakemisto (eng. service broker). Yhteisen standardin avulla eri 
teknologisilla alustoilla pyörivät sovellukset voivat olla vuorovaikutuksessa toistensa 
kanssa tietoverkon ylitse [OAS12]. Näin web-palveluiden idea on mullistanut 
ohjelmistojen välisen tavan kommunikoida keskenään internetin yli [esim. Cur02, 
FDD05]. 
Autonomia on ensisijaisen tärkeää myös sen takia, että usein web-palvelut 
kytkeytyvät osaksi kaupallisten yritysten sisäisiä liiketoimintaprosesseja. Hyvä puoli 
tässä kytköksessä on se, että yritykset ovat löytäneet web-palveluiden avulla uuden 
liiketoiminnan alueen, ja tavan tarjota ulkopuolisille pääsy yrityksen tarjoamiin 
sähköisiin palveluihin [Cur02]. Trendiä, jossa informaatiota ja laskentaa tarjoavat 
resurssit on jäsennetty abstraktiksi web-palveluksi, nimitetään palvelusuuntautuneeksi 
laskennaksi (eng. service-oriented computing, SOC) [FDD05]. Kaikki web-palvelut 
eivät kuitenkaan ole julkisia. Esimerkiksi yrityksen sisäiset tietojärjestelmät voidaan 
kytkeä yhteen web-palveluiden avulla. 
3.2 Web-palveluiden arkkitehtuuripino 
Ohjelmistojärjestelmien väliseen automatisoituun kommunikointiin verkon yli on 
kehitetty useita keskenään kilpailevia standardeita, jotka toimivat rinnakkain web-
palveluiden arkkitehtuuripinossa [Cur02]. Käytössä olevat standardit jakautuvat 
selkeästi kolmeen osaan, joista ensimmäinen on web-palveluiden pinorakenne, toinen 
on sähköisen liiketoiminnan ebXML pino, ja kolmas on semanttisen webin OWL pino. 
Näiden kolmen eri standardipinon lähtökohdat ovat keskenään hyvin erilaiset, ja se 
selittää suuren osan lähestymistapojen käytännön tason eroavaisuuksista. 
Tässä tutkimuksessa keskitytään näistä ensimmäiseen, eli web-palveluiden-
arkkitehtuuripinoon (myöhemmin ws-arkkitehtuuripino). Web-palveluiden 
pinorakenteella tarkoitetaan edellisessä luvussa kuvattua ohjelmistojärjestelmää, jossa 




Kuva 3.1: Web-palveluiden arkkitehtuuripinon keskeiset protokollat [OND04]. 
Web-palvelut rakentuvat arkkitehtuuripinon päälle, joka jakautuu kolmeen osaan 
kommunikointi-, palvelukuvaus- ja hakemiseen liittyviin protokolliin [Cur02].  
Pinorakennetta ei ole suunniteltu kerralla alusta loppuun valmiiksi, vaan rakenne on 
muotoutunut parhaiden käytäntöjen mukaan pikkuhiljaa kerros kerrokselta [Moc04]. 
Tämä näkyy siinä, että pinon rakenne koostuu suuresta joukosta protokollia, joista 
jokainen hoitaa aina jonkin tietyn ominaisuuden [Cur02]. Pinorakenteen värikkäästä 
historiasta johtuen aiheesta on tehty paljon tieteellistä tutkimusta. On täysin 
mahdollista, että myöhemmin tulee uusia protokollia, jotka korvaavat nykyisen 
pinorakenteen. 
Kuvaan 3.1 on otettu mukaan tämän tutkielman kannalta keskeiset spesifikaatiot. 
Nämä protokollat esitellään seuraavassa alaluvussa. Tekniset spesifikaatiot ovat 
formaaleja kuvauksia, niiden ymmärtäminen on tärkeää kun lähdemme analysoimaan 
web-palveluiden transaktionaalisia ominaisuuksia. 
3.2.1 WSDL 
Web-Service Description Language, WSDL, on web-palveluiden kuvaukseen 
tarkoitettu XML (eng. extensible markup language) pohjainen kieli [W3C12]. Web-
palvelu koostuu kahdesta osasta, abstraktista palvelun rajapinnasta, ja konkreettisesta 
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ilmentymästä. WSDL on yhteinen kielioppi, jonka avulla web-palvelun toteuttajat 
voivat kertoa palvelun käyttäjälle, kuinka heidän palvelua käytetään [Cur02]. 
WSDL dokumentissa kuvataan web-palvelun toteuttama rajapinta, eli minkälaisia ja 
minkä muotoisia dokumentteja web-palvelu lähettää ja ottaa vastaan. WSDL 
kuvaamat toiminnot ovat yksisuuntaisia asiakas–palvelin protokollan mukaisia 
tilattomia (eng. stateless) malleja [OAS07].  Samoin dokumentissa kuvataan palvelun 
tietoliikenteen käyttämät portit ja parametrit. Web-palveluiden käyttö verkon yli eroaa 
perinteisistä etäproseduurikutsuista siinä, että web-palveluja kutsuttaessa käytetään 
XML-dokumentteja perinteisen parametrien välityksen sijaan. XML dokumenttien 
välittäminen toteutetaan käyttäen SOAP (eng. simple object access protocol) 
etäproseduurikutsuja. 
WSDL dokumenttien käyttö tukee palvelukeskeistä SOA -arkkitehtuurimallia. Jotta 
web-pelvelut olisivat helposti löydettävissä, voidaan palveluiden kuvaukset lähettää 
keskitettyihin UDDI palveluhakemistoihin (eng. universal description discovery and 
integration, UDDI) [Cur02]. Rekisteristä voi hakea erilaisia web-palveluja toimialan 
perusteella, aivan kuten perinteisestä puhelinluettelosta. 
Vaikka WSDL dokumentissa web-palvelu kuvataan suoraan koneluettavassa 
muodossa, niin käytännössä palveluiden onnistunut integraatio edellyttää lähes aina 
ihmisen toimintaa. Asiakas web-palvelun toteuttajan on tutustuttava palveluntarjoajan 
laatimaan rajapinnan kuvaukseen, ja rakennettava oma web-palvelu, joka käyttää 
kyseistä palvelua. XML dokumenttien automatisoitu tulkitseminen edellyttää 
semantiikan käyttöä, jota ei web-palveluiden arkkitehtuuripinossa ole tarjolla. 
3.2.2 WS-Transaction 
WS-Transaction on spesifikaatio, joka esittelee ja tarjoaa joukon transaktionaalisia 
toimintoja web-palveluiden väliseen kommunikointiin [OAS09d]. Spesifikaatio 
jakautuu kolmeen osioon, jotka ovat WS-Coordination, WS-AtomicTransaction ja WS-
BusinesActivity. Seuraavissa alaluvuissa käyn läpi näiden spesifikaatioiden keskeisen 
sisällön ja toimintaperiaatteen. 
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Web-palveluiden yhteydessä termillä transaktio tarkoitetaan tapahtumaa, joka 
vaikuttaa web-palveluiden väliseen tilaan. Taustalla on ajatus hallitusta web-
palveluiden välisestä kommunikoinnista. Transaktion avulla yksi tai useampi web-
palvelu voidaan liittää yhteen samaan kauppatapahtumaan, joka joko tapahtuu tai ei 
tapahdu. 
3.2.3 WS-Coordination 
WS-Coordinaation (myöhemmin WS-C) protokolla määrittelee laajennettavissa 
olevan kehyksen (eng. framework), jonka avulla voidaan koordinoida hajautettujen 
sovellusten välistä toimintaa [OAS09c]. Standardi koostuu kolmesta osiosta, jotka 
ovat aktivointipalvelu, rekisteröintipalvelu ja koordinointipalvelu. 
Protokolla tarjoaa standardoidun tavan luoda ja rekisteröityä mukaan eri web-
palveluihin [GCF06]. Standardoidun kehyksen käyttäminen mahdollistaa 
heterogeenisessä ympäristössä toimivien web-palveluiden väliset transaktiot, 
työnkulun (eng. workflow) ja hajautettujen järjestelmien välisen kommunikoinnin.  
WS-C tarjoaa web-palveluiden arkkitehtuuripinon ylemmille kerroksille käyttöön 
kontekstin käsitteen (eng. context). Kontekstin avulla sovellusohjelmat voivat luoda 
aktiviteetteja (eng. activity), ja tarjota määrittelemänsä aktiviteetit edelleen muiden 
web-palveluiden käytettäväksi. Aktiviteetit voivat olla lyhytkestoisia operaatioita, tai 
pitkäikäisiä ja monimutkaisia liiketoimintoja. Kontekstin avulla muut palvelut saavat 
tarvitsemansa tiedon siitä, miten ne voivat rekisteröityä mukaan koordinoitavan web-
palvelun tarjoamaan aktiviteettiin. Näin protokollan avulla voidaan toteuttaa 
palvelukeskeisen arkkitehtuurin mukaisia web-palveluja. 
Seuraavassa alaluvussa esiteltävät transaktionaalisia ominaisuuksia tarjoavat WS-
AtomicTransaction ja WS-BusinessActivity rakentuvat WS-Coordination protokollan 
pohjalle. Koordinaatioprotokollan käyttäminen mahdollistaa transaktioon 
osallistuvien tahojen rekisteröitymisen mukaan transaktioon, ja osallistujien välisen 
kommunikoinnin. 
Koordinaattori on erillinen web-palvelu, joka auttaa varsinaista web-palvelua, eli 
sovellusta koordinointia edellyttävissä toimissa. Koordinaattori koostuu kolmesta 
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osiosta, jotka ovat kontekstin luominen, osallistujan rekisteröityminen ja 
koordinaattorikohtaisten protokollien esittely [OAS09c]. Seuraava kuva esittää 
protokollan kulkua. 
 
Kuva 3.2: Koordinaattorien toiminta WS-Coordination protokollassa [OAS09c]. 
Esimerkissä sovellus A haluaa suorittaa jonkin aktiviteetin sovelluksen B kanssa. Tätä 
varten sovellus A kutsuu oman koordinaattorinsa aktivointipalvelua, joka luo ja 
palauttaa aktiviteettia vastaavan kontekstin Ca. Palautetun kontekstin avulla sekä 
sovellus A, että muiden web-palveluiden eli osallistujien koordinaattorit voivat 
rekisteröityä mukaan samaan aktiviteettiin. Sovellus A välittää omalta 
koordinaattoriltansa saamansa kontekstin sovellukselle B, ja pyytää tätä liittymään 
aktiviteettiin. 
Saatuaan pyynnön sovellus B pyytää oman koordinaattorinsa aktivointipalvelulta 
uutta kontekstia Cb, joka pohjaa A:n välittämään kontekstiin, ja sen mukana valittuun 
koordinaatioprotokollan tyyppiin. Erona tässä on se, että uusi konteksti sisältää 
koordinaattori B:n aktivointipalvelun tiedot. 
Nyt sovellus B rekisteröityy omalle koordinaattorillensa tältä saamallansa kontekstilla 
Cb. Koordinaattori B välittää tiedon sovelluksen rekisteröitymisen koordinaattori 
A:lle, jolloin koordinaattorit A ja B rekisteröityvät toistensa konteksteihin. Nyt 
sovellukset A ja B ovat kytköksissä toisiinsa omien koordinaattoriensa välityksellä, ja 




WS-AtomicTransaction (myöhemmin WS-AT) on spesifikaatio, jonka avulla web-
palvelut voivat suorittaa hajautettuja atomisia transaktioita [OAS09a]. Protokolla 
pohjautuu tietokantojen teoriasta tuttuun kaksivaiheiseen sitoutumiskäytäntöön 
[OAS09a]. Standardilla on ollut merkittävä vaikutus web-palveluiden soveltamisessa 
kriittisillä sovellusalueilla, kuten talouden ja palveluiden sektorilla [GCF06]. 
WS-AT käyttää toteutuksensa pohjalla WS-Coordination protokollaa, jonka avulla 
transaktion osallistujat voivat keskustella keskenään. Spesifikaatio esittelee erityisen 
AtomicTransaction kontekstin, jota kaikkien transaktioon osallistuvien web-
palveluiden on käytettävä keskinäisessä viestien vaihdossa. Protokolla sisältää myös 
käsitteen nykyinen konteksti (eng. current context), joka välitetään transaktion 
osapuolten välisten viestien otsakkeissa (eng. header). Jos pyyntöä käsiteltäessä 
kontekstia ei ole vielä määritelty, niin koordinaattori luo uuden transaktion, ja toimii 
sen koordinaattorina. Jos käytettävä konteksti on jo ennestään määritelty, niin web-
palvelun koordinaattori toimii kaksivaiheisen sitoutumiskäytännön osallistujan 
roolissa. [OAS09a]. 
Transaktion kestoa voidaan rajata määrittämällä kontekstiin tieto transaktion 
äänestysvaiheen vanhentumisajasta (eng. expiration time). Jos koordinaattori tai 
osallistuja ei ole määräaikaan mennessä saanut viestiä transaktion etenemisestä, niin 
osapuolet voivat tulkita että transaktio on peruutettu. Jos jokin piste on kuitenkin 
ehtinyt äänestää transaktion sitoutumisen puolesta, niin silloin sen on odotettava 
koordinaattorin päätöstä transaktion lopputuloksesta. 
WS-AT määrittelee myös niin sanotun lopetusprotokollan (eng. completion protocol), 
sekä kaksi erillistä kaksivaiheiseen sitoutumiskäytäntöön perustuvaa protokollaa 
nimeltään epävakaa sitoutuminen (eng. volatile two-phase commit) ja pysyvä 
sitoutumien (eng. durable two-phase commit) [OAS09d]. Lopetusprotokollan avulla 
transaktion käynnistänyt sovellus keskustelee oman koordinaattorin kanssa, ja 
kehottaa sitä joko sitouttamaan tai perumaan transaktio. Transaktion päätyttyä 
koordinaattori palauttaa tiedon transaktion tuloksesta sovellukselle. 
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Kaksivaiheisesta sitoutumiskäytännöstä on olemassa kaksi eri versiota, jotka ovat 
pysyvä sitoutuminen ja epävakaa sitoutuminen.  Näiden kahden protokollan erona on 
se, että pysyvässä protokollassa osallistujien on pidettävä transaktion käyttämistä 
resursseista kirjaa pysyvässä välimuistissa, kuten lokissa tai tietokantataulussa. 
Resurssit saa vapauttaa vasta kun transaktio on päättynyt. Epävakaassa versiossa 
osallistujien resurssien varaamisesta ei ole tällaista takuuta. 
Samaan transaktioon voi osallistua sekä pysyviä että epävakaita osallistujia 
[OAS09d]. Kun koordinaattori saa käskyn sitoutua, se lähettää ensin äänestysvaiheen 
kehotuksen valmistautua kaikille epävakaille osallistujille. Vasta kun kaikki 
epävakaat osallistujat ovat vastanneet ja äänestäneet, lähetetään kehotus valmistautua 
myös pysyville osallistujille. Uusia osallistujia voi rekisteröityä mukaan transaktioon 
niin kauan, kun kaksivaiheisen sitoutumisprotokollan äänestysvaihe on kesken. 
Rajoituksena on, että kun ensimmäistä pysyvää osallistujaa pyydetään äänestämään, 
niin transaktioon ei voi enää liittyä epävakaita osallistujia. Protokolla ei takaa, että 
epävakaat osallistujat saavat tiedon transaktion lopputuloksesta. 
 
Kuva 3.3: WS-AtomicTransaction protokolla tilakaaviona [OAS09d]. Kuvassa 
yhtenäisellä viivalla on ilmaistu koordinaattorin mahdolliset siirtymät, ja 
katkoviivalla on ilmaistu osallistujien mahdolliset siirtymät. 
Pysyvät osallistujat vastaavat koordinaattorille joko viestillä valmis sitoutumaan, tai 
viestillä vain luku (eng. read only) [OAS09d]. Osallistujat jotka ilmoittavat olevansa 
valmiita sitoutumaan toimivat kuten luvun 1.6 esimerkissä kaksivaiheisesta 
sitoutumisesta. Jos osallistuja ei tarvitse kuittausviestejä transaktion lopputuloksesta, 
sen ei myöskään tarvitse pitää yllä kontekstia transaktiosta. Tällöin ne vastaavat vain 
luku viestillä, joka tarkoittaa että osallistuja äänestää transaktion sitoutumisen 
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puolesta, mutta ei ole kiinnostunut sen lopputuloksesta. Koordinaattori ei lähetä 
sitoutumiskäskyä enää näille osallistujille. 
Otetaan esimerkiksi museon aukioloaikoja tarjoava web-palvelu, joka osallistuu 
erääseen matkaohjelmaa järjestävään transaktioon. Koska museo on kysyttynä 
hetkenä auki, niin se äänestää transaktion sitoutumisen puolesta. Museon web-palvelu 
ei kuitenkaan myy pääsylippuja verkossa, joten sen kannalta ei ole merkityksellistä 
onnistuuko asiakkaan transaktio vai ei. Näin se voi vastata transaktioon vain luku 
viestillä, ja poistaa sen jälkeen transaktioon viittaava tieto omasta koordinaattorista. 
3.2.5 WS-BusinessActivity 
WS-BusinessActivity (myöhemmin WS-BA) on protokolla, jonka avulla web-palvelut 
voivat toteuttaa pitkäikäisiä hajautettuja aktiviteetteja (eng. activity) [OAS09b]. 
Aktiviteettien taustalla oleva periaate pohjautuu luvussa 2.5 esitellyille tietokantojen 
transaktiomalleille, ja pitkäkestoisille transaktioille. 
Ylätason WS-BA transaktio T koostuu joukosta alitransaktioita T = {T1,T2,…, Tn}. 
Alitransaktioiden avulla voidaan toteuttaa haluttu joukko aktiviteetteja. 
WS-BA transaktioon voi kuulua useita osallistujia. Transaktiot ovat usein 
pitkäkestoisia, ja niiden suoritus voi kestää minuuteista aina useisiin kuukausiin. 
Kestoon vaikuttaa esimerkiksi se, että jotkin näistä osallistuvista palveluista, eli 
resursseista, saattavat odottaa esimerkiksi ihmisen antamaa syötettä, tai ne saattavat 
käyttää edelleen toisia web-palveluja oman palvelunsa toteuttamiseksi. 
WS-BA protokolla määrittelee kaksi liiketoimintaprosesseja varten suunniteltua 
koordinaatiotyyppiä, jotka ovat atominen lopputulos (eng. AtomicOutcome) ja vapaa 
lopputulos (eng. mixedOutcome) [OAS09b]. Näitä koordinaatiotyyppejä voidaan 
käyttää aikaisemmin esitellyn WS-Coordinator kehyksen kanssa transaktion 
toteuttamiseksi. Protokolla määrittelee myös kaksi sopimuspohjaista protokollaa, 
jotka ovat koordinaattorin valmistuminen (eng. BusinessAgreementWith-
CoordinatorCompletion) ja osallistujien valmistuminen (eng. BusinessAgreementWith 
ParticipantCompletion). Näiden kahden protokollan välinen ero on siinä, että 
ensimmäisessä tapauksessa jokaisen osallistujan tulee tietää itse milloin sen osuus 
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aktiviteetissa on valmis, ja jälkimmäisessä tämän päättäminen jätetään koordinaattorin 
vastuulle. 
Myös WS-BA protokolla määrittelee käsitteen nimeltä nykyinen konteksti (eng. 
currentContext) [OAS09b]. Tämän toimintaperiaate on samanlainen kuin WS-AT 
protokollassa. 
Yksittäiset transaktiot toteutetaan käyttäen edellisen luvun WS-AtomicTransaction 
protokollaa. Kontrollin hallinnassa voi olla useita hierarkkisia tasoja. Tämä 
mahdollistaa sen, että sovellusohjelma voi tarpeen tullen valita mitkä transaktion osiot 
suoritetaan. Pitkäikäiseen transaktioon osallistuvat web-palvelut voivat myös irtaantua 
transaktiosta koska tahansa. Koordinaattori voi tällöin etsiä puuttuvan web-palvelun 
tilalle korvaavan palvelun, ja jatkaa suoritusta. 
3.2.6 WS-BPEL 
Web-Service Business Process Execution Language eli WS-BPEL on XML kieli, jota 
käytetään liiketoimintaprosessien kuvaamiseen ja toteuttamiseen web-palveluiden 
tasolla [OAS07]. Kielellä voidaan mallintaa sekä abstrakteja liiketoimintaprosesseja, 
että varsinaisia suoritettavia palveluita. Standardin avulla voidaan orkestroida web-
palveluiden välistä toimintaa. Kielestä on tullut merkittävä suunnannäyttäjä 
liiketoimintaprosessien toteuttamisessa [GCF06]. 
WS-BPEL toimii web-palveluiden pinoarkkitehtuurissa suoraan WS-Transaction 
protokollan päällä. Sen avulla toteutettu web-palvelu voi sisältää monimutkaisia 
viestien vaihtoa useiden eri osapuolten kesken [OAS07]. Web-palveluiden välille 
saadaan toteutettua esimerkiksi WSDL:n määrittämien yksisuuntaisten ja tilattomien 
aktiviteettien lisäksi liiketoimintojen edellyttämiä monimutkaisia koreografioita. 
WS-BPEL spesifikaation avulla toteutetut liiketoimintaprosessit ovat usein 
pitkäikäisiä interaktioita. Jokaisella tapahtumalla on tila, joka käsittää aloituksen, 
etukäteen määritellyn suorituksen ja lopetuksen [OAS07]. Kontrollin hallinnan idea 
esiteltiin kuvassa 2.2. WS-BPEL dokumentteja laadittaessa tulee ottaa huomioon 
erityisesti ulkopuolelta tarvittavan tiedon hallinta, sekä tarvittavien resurssien 
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allokointi. Samoin on huomioitava poikkeustilanteet, kuten yhteysvirheet 
tietoliikenteessä. 
Suoritettavat WS-BPEL dokumentit (eng. executable business processes) ovat XML 
muotoisia komentosarjoja. Ne sisältävät kaiken tarvittavan tiedon web-palvelusta, ja 
ne voidaan siten suorittaa automatisoidusti [OAS07]. Dokumenttien lisäksi tarvitaan 
erillinen palvelinohjelmisto, joka lopulta toteuttaa web-palvelun suorittamalla WS-
BPEL koodin avulla esitetyt komennot [OAS07]. Yleensä tämä ohjelmisto tulee web-
palvelimen mukana. 
Liiketoimintaprosessin kuvaamiseen ihmisiä varten voidaan käyttää abstrakteja WS-
BPEL malleja (eng. abstract model), jotka piilottavat kaavioista kaiken tarpeettoman 
tiedon. Kun kaaviot esitetään sopivalla abstraktiotasolla, ne ovat helppo ja selkeä tapa 
kuvata palvelun suorituksen kulkua eri sidosryhmien välillä. Abstrakteilla malleilla 
voidaan kuvata myös liiketoimintaprosessin eri käyttötapaukset. 
BPEL dokumenttien laatimisen tueksi on kehitetty joukko graafisia työkaluja, joiden 
avulla voidaan mallintaa toteutettava liiketoimintaprosessi ihmisiä varten. Esimerkiksi 
Business Process Diagram, BPD on yksi tapa kuvata liiketoimintaprosessi 
havainnollistavana kaaviona. BPD:n etuna on se, että kaaviosta voidaan tuottaa 
automaattisesti suoritettavaa WS-BPEL koodia. Nämä automatisoidut muunnokset 
eivät ole täydellisiä, vaan palvelun toteuttajan on täydennettävä dokumentin 
rakenteeseen ne tiedot, mitä abstrakti kaavio ei vielä sisällä. Tällaisia ovat esimerkiksi 
web-palvelussa käytettävät portit, osoitteet ja dokumentit. 
3.2.7 Business Transaction Protocol 
Business Transaction Protocol, lyhyemmin BTP, on vuosituhannen taitteessa 
kehitetty standardi autonomisten sovellusten transaktionaaliseen koordinoimiseen 
[OAS02]. Protokollan avulla yritykset voivat harjoittaa sähköistä kaupantekoa 
keskenään siten, että mukana on transaktionaalisia ominaisuuksia. 
BTP protokolla ei ole kiinteä osa web-palveluiden arkkitehtuuripinoa, vaan se on 
itsenäinen XML muotoinen spesifikaatio, jonka avulla voidaan ohjata sähköisiä 
liiketoimintaprosesseja. Protokollaa voi käyttää niin web-palveluiden, kuin ebXML 
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pohjaisten palveluiden kanssa. BTP on laajasti käytetty sen suorasukaisuuden 
ansiosta. Protokollan ominaisuuksia on tutkittu paljon, ja sen pohjalta on julkaistu 
useita tieteellisiä artikkeleita, jotka käsittelevät web-palveluiden transaktionaalisia 
ominaisuuksia. 
Liiketoimintatransaktiolla (eng. business transaction) tarkoitetaan tilan muutosta 
kahden tai useamman tahon liiketoiminnallisessa suhteessa [OAS02]. BTP tarjoaa 
standardoidun tavan tehdä muutoksia tähän yritysten väliseen suhteeseen. 
BTP sisältää WS-Transactionin tavoin kaksi erillistä protokollaa transaktioita varten 
[OAS02]. Atominen liiketoimintatransaktio (eng. atomic business transaction) 
käyttää kaksivaiheista sitoutumiskäytäntöä atomisen lopputuloksen saavuttamiseksi. 
Koheesi liiketoimintatransaktio (eng. cohesive business transaction) mahdollistaa 
puolestaan valinnaisten transaktion osien sitouttamisen erikseen. 
Koska BTP on täysin itsenäinen protokolla, se sisältää myös määrityksen 
kommunikoinnille, kontekstin käytölle, viestiprotokollille ja muille oleellisille 
toiminnoille. Protokolla sisältää esimerkiksi työkalut transaktion peruuttamiseen (eng. 
rollback) ja toistamiseen (eng. roll-forward). Protokollan itsenäisen luonteen huono 
puoli on se, että BTP-dokumenteista tulee suuria, ja muutoksien teko jälkeenpäin on 
hankalaa. 
3.3 Koosteiset web-palvelut 
Web-palvelun tarjoamat ominaisuudet on rajattu yleensä koskemaan jotain tiettyä, 
hyvin erikoistettua toimintoa. Joukko yksittäisiä web-palveluita voidaan koota 
uudeksi palveluksi koostamisen avulla. Web-palveluiden koostamisella (eng. service 
composition) tarkoitetaan prosessia, jossa luodaan uusi web-palvelu käyttämällä 
olemassa olevia web-palveluja hyväksi [SPI02]. Koosteinen web-palvelu toteutetaan 
siten, että koosteeseen osallistuvia web-palveluja orkestroidaan sopivassa 
järjestyksessä varsinaisen liiketoimintaprosessin toteuttamiseksi. Näin koostettu web-
palvelu (eng. composed web-service) ikään kuin piilottaa ja kapseloi sovelluksen 
taustalla olevan monimutkaisuuden loppukäyttäjältä, ja tarjoaa asiakkaillensa oman 
siistin rajapinnan [Cur02]. 
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Web-palveluiden koostaminen on avannut aivan uusia mahdollisuuksia, kun 
heterogeenisista palveluista on voitu muodostaa uusia kokonaisuuksia yhteistyön 
avulla [FDD05]. Esimerkiksi matkatoimisto voi tarjota asiakkaiden käyttöön 
yksinkertaisen valmismatkapaketin web-palveluna. Palvelu voi koostua joukosta 
muita palveluja, kuten lentoyhtiöistä, hotelleista, auton vuokrauksesta jne. Tällaisesta 
web-palvelusta on esimerkki tämän tutkimuksen käytännön osiossa. 
Web-palveluiden koostaminen on luonteeltansa orkestrointia (eng. orchestration). 
Orkestroinnin avulla voidaan hallita joukkoa muita web-palveluja synkronoidusti 
[PKK02]. Arkkitehtuuripinon WS-BPEL on yksi tapa rakentaa koosteisen web-
palvelun toimintoja [Puu08]. Koosteeseen sopivia osallistujia voi hakea UDDI 
rekisteristä, johon web-palveluntarjoajat voivat rekisteröidä omat palvelunsa [Ser05]. 
Koostamista voi ajatella myös Internet-pohjaisena työnkulkuna (eng. workflow) 
[PKK02]. Työnkulku koostuu joukosta liiketoiminnan tehtäviä, jotka suoritetaan 
yhdessä jonkin tavoitteen saavuttamiseksi [Puu08]. Yksittäiset tehtävät ovat 
työnkulun ilmentymiä (eng. instances), jotka ovat tässä yhteydessä web-palveluiden 
toimintojen suorittamista. Työnkulun teoria pohjautuu luvussa 2.5 esiteltyyn tehtävien 
hallintaan ja eräsarjan ideaan. Työnkulussa tarvitaan myös ohjelmistoa, joka suorittaa 
työnkulkuun liittyvät ilmentymät. 
 
Kuva 3.5: Esimerkin koosteinen web-palvelu on rakennettu toisten web-palveluiden 
päälle, jotka saattavat puolestaan olla edelleen koosteita muista palveluista. 
  
52 
Koostetut web-palvelut voivat olla joko reaktiivisia (eng. reactive), tai proaktiiveja 
(eng. proactive) [SPI02]. Reaktiivisella web-palvelun koosteella tarkoitetaan 
reaaliaikaista ad-hoc tyyppistä sidontaa, jossa koosteeseen osallistuvat web-palvelut 
haetaan ja valitaan dynaamisesti kesken ohjelman suorituksen. Proaktiivisella web-
palvelulla tarkoitetaan staattista sidontaa, eli koosteessa käytettävät web-palvelut on 
valittu jo etukäteen [SPI02].    
Verkossa tulee usein vastaan tilanne, jossa sama palvelu on saatavissa useista eri 
lähteistä. Esimerkiksi saman kirjan voi varata ja tilata useista eri verkkokaupoista. 
Koostamisessa on hyödyksi, että koosteeseen otettavat web-palvelut valitaan 
dynaamisesti vasta koosteen suoritusaikana. Esimerkiksi jos jokin kirjakauppa 
ilmoittaa että sillä ei ole pyydettyä kirjaa myynnissä, niin koosteeseen voidaan valita 
lennossa sellainen kirjakauppa, josta nide on saataville. Vastaavasti jos tarkoituksena 
on saada kirja mahdollisimman edullisesti, niin tällöin koosteeseen otetaan mukaan se 
kirjakauppa, jolla on sillä hetkellä halvin listahinta. Dynaamiseen resurssien sidontaan 
on näin olemassa lukemattomia syitä. Web-palvelujen dynaaminen sidonta ei ole 
kuitenkaan triviaali tehtävä, vaan vaatii useiden eri protokollien käyttöä, ja pitkälle 
kehitettyä tekoälyä [RaS04]. Tästä syystä perinteiset web-palvelut eivät sovellu 
oikeasti dynaamisen koosteen toteuttamiseen, jossa web-palveluja etsitään 
reaaliaikaisesti SOA-arkkitehtuurin mukaisesti. Tämän toteuttaminen edellyttää 
semanttisen webin teknologioita. Perinteisessä koosteisessa web-palvelussa voi olla 
etukäteen määriteltynä joukko palveluita, joiden joukosta valitaan lopullinen 
suorituksessa käytettävä palvelu. Tällöin jonkun ihmisen on kuitenkin tehtävä 
palveluiden välinen integraatio.  
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3.4 Web-palveluiden transaktionaalisuuteen liittyvä aikaisempi 
tutkimus 
Tässä luvussa esitellään web-palveluiden transaktionaalista koostamista koskevaa 
teoriaa tieteellisen tutkimuksen pohjalta. Tarkastelemme minkälaisia erityispiirteitä 
web-palveluiden transaktionaaliseen koostamiseen liittyy. 
Web-palveluiden arkkitehtuuripino on rakentunut pikkuhiljaa alan parhaista 
käytännöistä. Protokollissa on kyse joukosta OASIS järjestön hyväksymiä 
spesifikaatioita ja standardeja. Tieteellisellä tutkimuksella on ollut merkittävä rooli 
arkkitehtuurin rakentumiselle. Web-palveluiden transaktionaalisuutta koskevassa 
tutkimuksessa on tarkasteltu erityisesti koosteisten web-palveluiden hallintaa, 
luotettavuutta ja suorituskykyä. 
Transaktioteoriasta tutut ongelmat, kuten esimerkiksi transaktioiden samanaikaisuus 
ja eristyvyys, koskevat myös web-palveluja ja niiden koostamista. Ilman 
transaktionaalisia piirteitä web-palvelut rajoittuisivat vain yksinkertaisiin tehtäviin 
[ScD05]. Prosesseja pitääkin voida peruuttaa joko kokonaan tai osittaisesti, ja 
suoritusta pitää voida myöhemmin jatkaa halutusta kohdasta [SAB02]. Esimerkiksi 
kriittisillä web-palveluiden sovellusalueilla, kuten talouden sektorilla on yhteneväiset 
samanaikaisuuden haasteet kuin tietokantojen transaktioilla [GCF06]. 
Liiketoimintaprosessien samanaikaisuuden hallinta edellyttää samantyyppistä 
kontrollia suorituksen kulusta kuin tietokantojen transaktiot [esim. SAB02 ja PKK02]. 
Lisäksi perinteisiin tietokantatransaktioihin verrattuna web-palveluiden hajautettu 
rakenne tuo mukanansa oman haasteensa, sillä palvelut keskustelevat keskenään 
epäluotettavan verkon yli [Puu10].  
Web-palveluiden välisten transaktioiden käyttöön on tarjolla WS-AtomicTransaction 
ja WS-BusinessActivity protokollat. Näiden lisäksi web-palveluissa voi käyttää apuna 
myös BTP standardia. Transaktioita käytetään sekä yksittäisten web-palveluiden 
välisessä kommunikoinnissa, että useista web-palveluista koostetussa palvelussa. 
Koosteeseen osallistuva yksittäinen web-palvelu saattaa edellyttää transaktionaalisia 
ominaisuuksia, jolloin tämän toteuttaminen täytyy ratkaista web-palvelun suorituksen 
aikana [FDD05]. Erityisesti web-palvelut, joissa tarvitaan resurssien hallintaa, 
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edellyttävät usein transaktioiden käyttöä. Tällaisia ovat esimerkiksi erilaiset 
varauspalvelut. 
Web-palveluiden väliset transaktiot ulottuvat usein yritysten sisäisten rajojen yli 
[LZh04], ja ne voivat olla kestoltansa hyvin pitkäikäisiä [Lit03]. Tämän takia 
yritykset eivät voi sallia omistamiensa resurssien hallitsematonta käyttöä, tai 
lukitsemista avoimesta verkosta käsin [LZh04]. Transaktiot on toteutettava niiden 
ominaisuuksien kautta, jotka mahdollistavat löyhän sidonnan ja SOA 
arkkitehtuurimallin käytön [Lit03]. Myös web-palveluiden integrointi ja koostaminen 
heterogeenisista järjestelmistä ovat tärkeitä aiheita transaktioiden hallinnassa [SPI02]. 
Samalla on otettava huomioon koostamisen ominaispiirteet, ja sen vaikutus 
transaktioiden toimintaan.  
Ei ole olemassa yleistä standardia siitä, mitä transaktionaalisia ominaisuuksia web-
palveluiden tulee tarjota. Koosteeseen osallistuvilla palveluilla saattaa olla keskenään 
hyvin erilaiset rajapinnat [esim. FDD05, ScD05]. Osa palveluista saattaa esimerkiksi 
käyttää atomista sitoutumista (WS-AT), osa taas saattaa käyttää pitkäikäisiä 
transaktioita (WS-BA). Osa palveluista ei välttämättä salli resurssien varaamista 
ollenkaan, mutta tarjoavat sen sijaan mahdollisuuden peruuttaa tehdyt toimenpiteet 
sovittua rahallista korvausta vastaan. 
Tieteellisessä tutkimuksessa on yleisesti hyväksytty, että perinteisten transaktioiden 
ACID-ominaisuudet ovat liian rajoittavia web-palveluissa käytettäväksi [esim. Lit03, 
FDD05, AlD06, Puu08]. Tämän takia web-palveluilta ei lähtökohtaisesti edes vaadita 
tiukkaa transaktionaalisuuden tasoa. Web-palvelut tarjoavat joustavan transaktioiden 
ACID-atomisuuden, mutta muita transaktion perusominaisuuksia ei taata [GCF06]. 
Tästä seuraa, että transaktiot voivat sitouttaa osan muutoksista ennen transaktion 
päättymistä, ja tehdyt muutokset voivat näkyä toisille transaktioille kesken transaktion 





Fauvet ja kumppanit määrittävät web-palvelut niiden transaktionaalisten 
ominaisuuksien perusteella seuraavasti [FDD05]: 
 Web palvelu on atominen, jos se tarjoaa asiakkaalle resurssien varaamisen, 
peruutuksen ja vahvistamisen samassa transaktiossa. 
 Web-palvelu on näennäisesti atominen (quasi-atomic), jos se tarjoaa 
asiakkaalle resurssin vahvistamisen, sekä kompensaatiomahdollisuuden, joka 
kumoaa aikaisemmin tehdyn vahvistamisen. Vahvistamisella tarkoitetaan tässä 
yhteydessä resurssin käyttämistä, eli esimerkiksi hotellihuoneen tilauksen 
vahvistamista. 
 Web palvelu on ei-atominen, jos se tarjoaa asiakkaan käyttöön pelkästään 
resurssin vahvistamisen. Se ei tarjoa varaamista, peruuttamista eikä 
kompensaatiota. 
WS-Transaction kehyksen esittelemät transaktiomallit madaltavat web-palveluiden 
eristyvyyden tasoa mahdollistaen näin usean osapuolen pääsyn samoihin resursseihin 
samanaikaisesti [GCF06]. Seuraavassa esitellään muutama menetelmä, jolla voidaan 
vaikuttaa web-palveluiden transaktionaalisuuden tasoon. 
Web-palveluiden toteutuksen taustalla on usein jokin oikea tietokanta [GCF06]. 
Tietokannan avulla on helppo ylläpitää web-palvelun tilaa, ja tietokannan lukoilla 
voidaan automatisoidusti valvoa resurssien käyttöä. Eräs keskeinen ongelma tässä 
mallissa on se, että ulkopuolisen web-palvelun suorittaman transaktion tekemät 
pyynnöt tulkitaan paikallisessa tietokannassa erillisiksi transaktioiksi, joilla ei ole 
vastaavaa keskinäistä hierarkiaa [GCF06]. Tämä on ongelmana palveluiden 
orkestroinnissa, jossa eri alitransaktiot saattavat yrittää käsitellä yhtä ja samaa toisen 
web-palvelun resurssia. 
Web-palvelujen transaktioita voidaan ajella myös internet-pohjaisina työnkulkuina 
[Puu04]. Työnkulku koostuu joukosta tehtäviä, jotka toteuttavat jonkin 
liiketoimintaprosessin. Puustjärvi esitti, että web-palveluiden samanaikaisuuden 
ongelmaa voidaan kiertää jakamalla työnkulku sopivasti eristyviin klustereihin (eng. 
Isolation cluster) ja klusteri sarjallistuvuuteen (eng. cluster serializability) [Puu04]. 
Ajatuksena on, että työnkulkuun kuuluvat klusterin tehtävät voidaan suorittaa 
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keskenään eristyvästi. Myöhemmin Puustjärvi esitti työnkulkuihin liittyvän 
samanaikaisuuden ongelman ratkaisemiseksi työnkulku tietokannan (eng. workflow 
database) käyttöä [Puu08]. Tämän mallin ajatuksena on se, että tietokantaan voidaan 
tallentaa työnkulkujen tilatiedot käyttäen SQL:n tarjoamia rajoituksia. Työnkulun 
ilmentymien väliset ajoitukset voidaan toteuttaa aikaleimojen avulla, jolloin 
suorituksen tasolla ajoituksesta saadaan sarjallistuva [Puu08]. Malli hyödyntää 
semanttista tietoa siinä, että palvelun toteuttajan on web-palvelun rakennusvaiheessa 
ilmaistava työnkulku SQL-rajoituksien muodossa. Mielenkiintoinen yksityiskohta 
tässä ideassa on se, että työnkulun eri osat eli klusterit voidaan suorittaa halutulla 
eristyvyystasolla suhteessa toisiinsa. Eristyvyyden taso voidaan toteuttaa käyttämällä 
suoraan SQL:n tarjoamaa eristyvyyden tason alentamista, eli sallimalla esimerkiksi 
tietokannan likaiset luvut ja likaiset kirjoitukset niissä työnkulun ilmestymissä, jotka 
eivät ole kriittisiä ja häiritse toistensa suoritusta. Tämä lisää rinnakkaisajon määrää, ja 
parantaa näin järjestelmän suorituskykyä. 
Guabtni ja kumppanit ovat lähestyneet web-palveluiden orkestroinnissa esiintyvää 
samanaikaisuuden ja eristyvyyden ongelmaa perinteisen kontrollin hallinnan 
näkökulmasta [GCC05]. Ryhmän esittämässä mallissa kontrollin hallinta koostuu 
päätason aktiviteetista, joka jakaantuu edelleen alatason aktiviteetteihin (katso luku 
2.5). Tutkimuksen tuloksena ryhmä esitti, että WS-Coordination protokolla 
määrittelisi kaksi uutta koordinointi protokollaa nimeltä WS-Sphere ja WS-
IsolationShpehere. Mallin kantavana ajatuksena on, että korkealla tasolla 
transaktioiden eristyvyys koskee yksittäisten operaatioiden sijasta kokonaisia 
aktiviteetteja. Jakamalla koostetun web-palvelun transaktiot sisäkkäisiin tasoihin web-
palvelu voi kontrolloida aktiviteettien välistä suoritusta, ja näiden keskinäistä 
eristyvyyttä (katso kuva 2.3). 
Koostettujen web-palveluiden dynaamisessa sidonnassa voidaan käyttää hyödyksi 
alustavaa varauskäytäntöä (eng. tentative hold protocol, THP). Alustava 
varauskäytäntö on protokolla, jossa resursseja salpaamatta (eng. non blocking) web-
palvelu voi ilmaista halunsa käyttää jonkin toisen web-palvelun resurssia [W3C01]. 
Koska varaus ei salpaa resurssia, niin sama resurssi voidaan varata useammalle 
taholle. Jos jokin web-palvelu päättää lopulta käyttää varatun resurssin, niin asiasta 
ilmoitetaan protokollan mukaisesti kaikille niille osapuolille, joilla oli varaus tähän 
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samaan resurssiin. Kun web-palvelu saa tiedon että pyydetty resurssi ei ole enää 
käytettävissä, niin asiakas voi valita jonkin toisen korvaavan web-palvelun mukaan 
omaan transaktioonsa.  Malli vähentää näin tarvetta perua pitkäikäisiä WS-BA 
transaktioita, jolloin myös perumisesta aiheutuvat kustannukset saadaan minimoitua. 
Limthanmphon ja Zhang esittivät transaktiomallin, jossa käytetään alustavaa 
varauskäytäntöä ja perinteisen kompensaation ominaisuuksia transaktioiden 
peruuntumistarpeen minimoimiseksi [LZh04]. Younas ja Chao esittävät 
tutkimuksensa tuloksena ennakoivan sitoutumiskäytännön (eng. tentative commit 
protocol) käyttöä [MuK06]. Heidän mallissa web-palvelu ei vain passiivisesti varaa 
resurssia, vaan menetelmässä sallitaan useiden transaktioiden päivittää yhteisiä 
resursseja pitämällä samalla huolta transaktioiden eristyvyydestä. 
Fauvet ja kumppanit esittävät tutkimuksessaan mallin, jossa perinteisen atomisen 
transaktion kaikki tai ei mitään - ominaisuus korvataan vähintään ja enintään 
ominaisuuksilla [FDD05]. Ajatuksena on, että transaktio voi sitoutua jos vähimmäis- 
ja enimmäismäärä haluttuja resursseja saadaan varattua. Tämän ansiosta myös 
transaktion kustannuksia voidaan minimoida, kun koko transaktiota ei tarvitse 
peruuttaa jos kaikki osallistujat eivät ole valmiita sitoutumaan [FDD05]. Esimerkkinä 
voidaan pitää yrityksen hallituksen kokousta. Kokous voidaan pitää, jos 
puheenjohtajalla on kokouspäivänä vapaata, kokoushuone on vapaa ja kokoukseen 
ilmoittautuu sääntöjen edellyttämä määrä henkilöitä päätösvallan saamiseksi 
(minimi). Kokoushuoneesta ja osallistujien kahvituksesta koituvat kustannukset eivät 
myöskään saa nousta tietyn rajan yli (maksimi). Transaktio voi sitoutua kun annetut 
reunaehdot täyttyvät. 
Choin ja kumppanien esittelemässä mallissa web-palvelun resurssin tila pidetään 
oikeana pitämällä kirjaa transaktioiden välisistä riippuvuussuhteista [Seu05]. 
Ajatuksena on, että jos useampi rinnakkain suoritettava transaktio käyttää samaa 
resurssia, niin transaktiot saavat sitoutua vain siinä järjestyksessä kuin missä ne on 
aloitettu. 
Tieteellisessä tutkimuksessa on keskusteltu myös paljon transaktionaalisesti 
koostettujen web-palveluiden luotettavuudesta. Web-palveluiden on pystyttävä 
toipumaan niin semanttisista virheistä, tietoliikenteen virheistä kuin 
järjestelmävirheistä. Keskeisenä ongelmana on, että löyhästi toisiinsa kytketyt web-
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palvelut keskustelevat keskenään virhealttiin verkon yli [Puu10]. Näin koostetun web-
palvelun toiminta, joka koostuu autonomisten ja heterogeenisten web-palveluiden 
joukosta, on usein ennalta arvaamaton [BGP06]. Web-palveluiden arkkitehtuuripino 
esittelee protokollan nimeltä Web Services Reliable Messaging, WSRM [OAS04], 
jonka avulla pyritään takaamaan palveluiden keskinäisen viestinnän oikeellisuus. 
Puustjärvi toteaa osuvasti, että pelkkä viestinnän oikeellisuuden tarkkaileminen ei 
riitä, vaan että atomisen sitoutumisen varmistamiseksi tulee käyttää verkon 
yhteysvirheet tunnistavaa lopetusprotokollaa (eng. atomic commit protocol) [Puu10]. 
Tähän on haettu ratkaisua vanhoista tietokantateorian konsepteista, kuten työnkulusta 
ja kehittyneistä transaktiomalleista [BGP06]. Koosteen luotettavuus riippuu pitkälti 
sen toteutustavasta ja käytetyistä protokollista. Web-palvelujen koostamisessa 
käytettävät protokollat, kuten WS-AtomicTransaction ja WS-BusinessActivity ottavat 
huomioon semanttiset virhetilanteet, mutta ne eivät käsittele web-palvelun toipumista 
tietoliikenne ja järjestelmävirheistä [Puu09]. Tästä syystä web-palveluiden 
transaktionaalisessa koostamisessa tarvitaan asianmukaisia lopetusprotokollia, joiden 
avulla voidaan varmistua siitä, että järjestelmä saadaan palautumaan oikeaan tilaan 
myös virheen jälkeen. 
Web-palveluja on valtavasti ja niitä tulee jatkuvasti lisää. Tarjonnan runsaudesta ja 
epätasaisesta laadusta johtuen web-palveluja on alettu luokitella niiden laatutason (eng. 
quality of service, QoS) mukaan [Ser05]. Luokittelu edellyttää menetelmiä, joiden avulla 
voi automatisoidusti mitata palvelun ominaisuuksia [SMJ03, GoS10]. Laatutason 
määrittäminen on erityisen hankalaa koosteisten web-palveluiden yhteydessä, jossa 
varsinaisen palvelun laatutaso riippuu lopulta koosteeseen osallistuvien palveluiden 
luotettavuudesta [SMJ03]. 
Serhani ja kumppanit esittivät tutkimuksessansa SOA arkkitehtuuriin pohjautuvan 
mallin, jossa palvelun välittäjä (eng. service broker) verifioi automaattisesti web-
palveluiden laatutason asiakkaan puolesta [Ser05]. Ajatuksena on, että 
palveluntarjoajat rekisteröityvät sopivaan UDDI rekisteriin, ja tekevät samalla 
palvelun välittäjän kanssa web-palveluiden välisen sopimuksen (eng. web-service 
level agreement, WSLA). Näin lopullinen asiakas voi olla varma, että hänen 
valitsemansa palvelu tarjoaa sen mitä UDDI rekisterin laatutasoa kuvaavassa 




Tässä osiossa tutkitaan web-palveluiden transaktionaalista koostamista aikaisemmin 
läpikäydyn transaktioteorian näkökulmasta. Käsittelemme aihetta kuvitteellisen 
matkatoimisto esimerkin - ja muutaman edustavan käyttötapauksen avulla. 
Tutkimus koostuu kolmesta luvusta. Tässä luvussa esitellään tutkimusasetelma ja 
esimerkkikäyttötapauksien kulku. Tässä yhteydessä määritellään myös tapa, jonka 
avulla voimme tutkia web-palveluiden välisiä transaktioita perinteisen 
tietokantateorian pohjalta. Luvussa 5 käydään läpi tutkimuksen tulokset kohta 
kohdalta peilaten asioita tutkimuksen ensimmäisessä osassa läpikäytyyn 
transaktioteoriaan. Luvussa 6 esitellään johtopäätökset tutkimuksen tuloksista. 
Lopuksi esitellään tutkielman tuloksena syntynyt SOA - arkkitehtuuriin pohjautuva 
malli, jonka avulla web-palveluiden välinen transaktionaalisuuden taso voidaan 
tiukentaa ACID-eristyväksi web-palveluiden välillä. 
4.1 Tutkimuskysymys 
Web-palvelut ovat tekniikkana suosittu tapa automatisoida yritysten 
liiketoimintaprosessit. Palvelujen yleistyessä on tullut tarve saada koottua useampia 
palveluja yhteen niin sanotuksi koosteiseksi web-palveluksi. 
Tutkielman tutkimuskysymys jakautuu kahteen osaan: 
1. Voidaanko web-palveluja koostaa transaktionaalisesti uusiksi palveluiksi. 
Rajaan tutkielman nykyisin web-palveluissa ja pilvilaskennassa käytössä 
oleviin menetelmiin ja standardeihin. Tarkastelen web-palveluiden välisiä 
transaktioita tutkimalla kahta yleisesti käytössä olevaa protokollaa, jotka ovat 
WS-AtomicTransaction ja WS-BusinessActivity. 
2. Tutkielman päämääränä on vastata kysymykseen tarvitaanko web-palveluiden 
transaktionaalisessa koostamisessa tietokantojen teoriasta tuttuja käsitteitä ja 
malleja, kuten esimerkiksi ACID-omisuuksia ja sarjallistuvuusteoriaa? 
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4.2 Esimerkin kuvaus ja ympäristön esittely 
Ennen kuin voimme jatkaa pidemmälle, meidän on määriteltävä tapa jonka avulla 
voimme käsitellä koosteisen web-palvelun transaktionaalisuutta perinteisen 
tietokantateorian tavoin. Tehdään tämä määrittelemällä kehys, jossa web-palveluiden 
tietoa käsitellään abstraktien tietoalkioiden, ja yksinkertaisten operaatioiden tasolla 
[esim. BeG82]. Mallissa lähestytään koosteeseen osallistuvien web-palveluiden 
välisiä transaktioita hajautettujen tietokantojen tapaan.  
Tästä lähtien ajattelemme web-palveluita abstrakteina hajautetun järjestelmän pisteinä 
s1 - sn. Jokaisen pisteen tila koostuu joukosta paikallisia tietoalkioita, joilla on tietyllä 
ajanhetkellä tietty arvo. Järjestelmän tila Q koostuu kaikkien web-palveluiden 
paikallisten tilojen yhdisteestä, eli Q = {q1, q2, .., qn}. 
Jokainen piste s määrittää ja tarjoaa joukon rajapintoja I = {i1, i2, ..., in}, joiden kautta 
muut web-palvelut voivat kommunikoida pisteen kanssa, ja muokata näin web-
palvelun sisäistä tilaa. Nämä rajapinnat on kuvattu web-palvelun WSDL 
dokumentissa. Jokainen rajapinnan in kautta tehty kysely käynnistää paikallisen 
ohjelman suorituksen, joka koostuu joukosta operaatioita paikalliseen tilaan. 
Yksinkertaisuuden vuoksi nämä operaatiot jaetaan luku- ja kirjoitusoperaatioihin. 
Web-palveluiden väliset hajautetut transaktiot T1-Tn tekevät muutoksia palveluiden 
väliseen tilaan Q rajapintojen kautta. Jokainen päätason transaktio T koostuu näin 
joukosta paikallisia alitransaktioita T = {Ta, Tb, …, Tn}, jotka ovat eri pisteiden 
paikallisen ohjelmakoodin suoritusta. 
Samanaikaisesti suorituksessa olevat transaktiot saattavat käyttää eri rajapintoja, ja 
operoida suorituksen aikana mielivaltaiseen joukkoon paikallisia tietoalkioita. Tämän 
takia tarkastelemme hajautettuja transaktioita pelkästään niiden tekemien paikallisten 
luku- ja kirjoitusoperaatioiden kautta. Näin transaktion T käyttämällä rajapinnalla in, 
tai sen teknisellä toteutuksella ei ole väliä. Oikeastaan koko järjestelmän tilan Q 
kannalta ainoastaan sillä on väliä, missä järjestyksessä paikalliset transaktiot lukevat 
tai kirjoittavat pisteen si paikalliseen tilaan qi. Kuvaamme tätä operaatioiden 
osittaisjärjestystä paikallisen historian hi avulla. Nyt voimme määrittää hajautettujen 
transaktioiden historian H paikallisten historioiden h1-hn yhdisteen avulla. 
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Edellä esitetyn korkean abstraktiotason avulla voimme jatkossa käsitellä web-
palveluiden välisten transaktioiden suoritusta tietokantateoriasta tuttujen työkalujen, 
kuten transaktioiden historioiden ja sarjallistuvuuden teorian avulla. 
Tutkimuksen käsittelemä esimerkki on matkatoimiston web-palvelu, jonka avulla 
käyttäjä voi varata itsellensä pakettimatkoja. Matkapaketti sisältää aina lennot ja 
majoituksen. Matkan kohdetta, kestoa ja ohjelmaa ei ole lyöty etukäteen lukkoon. 
Käyttäjä voi halutessansa valita vaihtoehdoista mieleisensä kohteen ja ajankohdan, tai 
antaa järjestelmän ehdottaa sellaista hänelle erilaisten kriteerien mukaisesti. Tällaisia 
kriteerejä ovat esimerkiksi matkan kustannus ja kesto. 
Käyttötapauksessa matkatoimiston asiakas haluaa ostaa neljän hengen seurueelle 
pakettimatkan Islannin Reykjavikiin. Asiakas käyttää varauksessa matkatoimiston 
web-palvelua, joka hakee eri palveluntarjoajilta halvimmat lennot ja hotellihuoneet. 
Käyttötapaukset on tarkoituksella valittu siten, että voimme analysoida koostetun 
web-palvelun transaktionaalisia ominaisuuksia. Esimerkissä on kyseessä tyypillinen 
resurssien tai asioiden varaukseen liittyvä ongelma, joka koskee kaikkia web-
palveluja. Kyseinen ongelma esiintyy tilanteessa, jossa tarvittava joukko resursseja 
haalitaan kokoon pienissä erissä useammasta kohteesta. Matkatoimiston sijasta 
kyseessä voisi olla aivan hyvin esimerkiksi teollisuuden raaka-aineita tilaava web-
palvelu. 
Yksinkertaisuuden vuoksi tarkastelemme ainoastaan kahta erityistä suoritusta, jossa 
yritetään varata matkapaketin lentoliput ja hotelli. Oletetaan, että kysyttynä päivänä 
Islantiin on vain yksi lento, ja lennolla on jäljellä vain kaksi vapaata istumapaikkaa. 
Reykjavikissa on useita hotelleja, ja niissä kaikissa on tilaa koko ryhmälle. 
Ainoastaan yksi hotelli tarjoaa varausmahdollisuuden web-palvelun kautta. 
Esimerkissä todetaan, että koska lentolippuja ei ole saatavilla koko ryhmälle, matkaa 
ei voi varata valitulle ajalle. Käyttötapauksen kulku avataan seuraavassa alaluvussa. 
4.3 Käyttötapausten suorituksen kulku 
Matkatoimisto on toteuttanut oman web-palvelunsa koostamalla muita web-palveluja 
WS-BPEL:n avulla. Matkatoimiston palveluun on koottu etukäteen joukko hotelleja ja 
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lentolippuja tarjoavia yrityksiä. Matkan varauksessa käytetään hyväksi WS-BPEL:n 
kontrollinhallintaa, ja web-palveluiden arkkitehtuuripinon tarjoamia transaktionaalisia 
ominaisuuksia. 
Koska koosteeseen osallistuvat web-palvelut perivät lentolippujen ja hotellien 
varauksen perumisesta erillisen sakkomaksun, on matkatoimiston otettava tämä 
huomioon omassa palvelussansa ja kontrollin hallinnassa. Turhista perumisista 
syntyvät kustannukset koituvat lopulta matkatoimiston kustannettavaksi. 
KÄYTTÖTAPAUS 1: 
Tässä käyttötapauksessa matkatoimiston web-palvelu varaa hotellihuoneen ja 
lentoliput kaksivaiheisen sitoutumisprotokollan avulla. Matkatoimiston web-palvelu 
käynnistää WS-AtomicTransaction protokollan mukaisen transaktion Tm, ja kutsuu 
koordinaattorinsa kautta transaktioon mukaan sekä hotellin, että lentoyhtiön web-
palvelut. 
 
Kuva 4.1: Matka varataan kahdesta web-palvelusta kaksivaiheisen 
sitoutumisprotokollan avulla. 
Molemmat web-palvelut liittyvät matkatoimiston WS-Coordination protokollaan 
oman koordinaattorinsa kautta, ja käynnistävät omat paikalliset WS-AT transaktiot Th 
ja Tf. Kontekstina näissä käytetään transaktion Tm välittämää hajautetun transaktion 
tunnistetta. Seuraavat ajoitukset kuvaavat esimerkin mukaisen hajautetun transaktion 
suoritusta eri pisteissä: 
hmatkatoimisto = rh[a]wh[a]rf[b]AfAh 
hhotelli =  rh[a]wh[a]Ah 
hlentoyhtiö =  rf[b]Af 
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Ensin matkatoimiston web-palvelu tekee pyynnön varata hotellihuone ja lentoliput, ja 
jää tämän jälkeen odottamaan varausten onnistumista. Jos molemmat web-palvelut 
äänestäisivät sitoutumisen puolesta, niin matkatoimiston Tm antaa sitoutumiskäskyn ja 
matkan varaus on valmis. Koska esimerkissämme Reykjavikin lentokoneessa ei ole 
tarpeeksi tilaa, lentoyhtiön web-palvelu äänestää varauksen kyselyyn kielteisesti ja 
transaktio peruuntuu. 
Koska kaksivaiheisen sitoutumisprotokollan mukaisesti suoritettava transaktio ei 
sitouta varauksia, niin transaktion peruminen ei myöskään aiheuta ylimääräisiä 
kustannuksia. 
KÄYTTÖTAPAUS 2: 
Tässä käyttötapauksessa matkatoimisto web-palvelu varaa hotellihuoneen ja lentoliput 
käyttäen kehittynyttä transaktiomallia. Lentolippujen ja hotellien varauksien 
perumisesta koituvien kustannuksien minimoimiseksi matkatoimisto käyttää WS-
BPEL:n tarjoamaa kontrollin hallintaa, joka mahdollistaa transaktion osittaisen 
perumisen. 
Koska haluamme saada mahdollisimman edullisen pakettimatkan, matkatoimiston 
web-palvelu suorittaa ensin koosteeseen mukaan valituille web-palveluille kyselyn, 
jossa kysytään palvelun tarjoamaa hintaa annetulle aikavälille. Vasta kun kaikkien 
jälleenmyyjien hintatiedot ovat selvillä, valitaan lopullisesti käytettävät palvelut, ja 
suoritetaan varsinainen matkan varaus. 
 
Kuva 4.2: Matka varataan useammasta web-palvelusta. 
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Kontrollin rakenteen johdosta varauksen tekemisessä ei voi käyttää yhtä ainoaa 2PC 
protokollan mukaista ”kaikki tai ei mitään” ominaisuutta. Tämän sijaan 
matkatoimiston web-palvelu käynnistää pitkäikäisen WS-BusinessActivity 
transaktion Tm, joka hoitaa matkan varaamiseen liittyvät yksityiskohdat. 
Jokainen matkatoimiston koosteeseen osallistuva lentolippuja tarjoava web-palvelu on 
myös koostettu web-palvelu, jotka käyttävät edelleen lentoyhtiöiden tarjoamia web-
palveluja (kuva 5.2). Tämä alikooste on piilotettu palvelun käyttäjiltä, eikä esimerkin 
matkatoimisto tiedä asiasta. Matkatoimiston näkökulmasta sen käytettävissä on 
joukko web-palveluja, joista voi ostaa halpoja lentolippuja. 
Transaktiossa Tm haetaan ensin koosteeseen osallistuvista web-palveluista vapaita 
paikkoja lennolle. Perumisesta johtuvien kustannuksien minimoimiseksi transaktiossa 
käytetään alustavaa varauskäytäntöä (katso luku 4). 
Transaktio Tm lähettää kyselyn useammalle lentolippuja tarjoavalle web-palvelulle s1-
sn. Koska nämä palvelut ovat myös koostettuja web-palveluja, niin jokaisessa niissä 
tapahtuu seuraavat välivaiheet: web-palvelu si käynnistää pitkäikäisen WS-BA 
transaktion varsinaisen lentoyhtiön kanssa, ja tiedustelee vapaita paikkoja. Ainoa 
tuona päivänä lentävä lentoyhtiö (Lentoyhtiö-WS) kertoo, että paikkoja on jäljellä 
tasan kaksi. Web-palvelu si lisää lentolipun hintaan oman provisionsa, ja palauttaa 
matkatoimistolle vapaiden lippujen määrän ja hinnan. Koska lentoyhtiö ei lukitse 
resursseja, niin sama tieto vapaiden istumapaikkojen lukumäärästä näkyy usealle web-
palvelulle. 
Matkatoimiston web-palvelu käy kaiken kaikkiaan läpi n-kappaletta lentoja tarjoavaa 
web-palvelua. Näistä matkatoimiston kontrollinhallinta valitsee alustavasti kaksi 
edullisinta mukaan transaktioon Tm, jotta se saa varattua lentoliput koko neljän 
hengen seurueelle. Nyt kun lentolippuja tarjoavat web-palvelut ovat selvillä, 
matkatoimiston web-palvelu hakee tarvittavat hotellihuoneet. Nämä löytyvät nopeasti 
heti ensimmäisestä hotellista (Hotelli-WS), jossa on tilaa koko seurueelle. 
Kun kaikki transaktion Tm tarvitsemat resurssit ovat nyt saatavilla, päättää 
kontrollinhallinta edetä kohti sitoutumista. BPEL:n käyttämä WS-BusinessActivity 
käynnistää kolme erillistä atomista transaktiota, yhden hotellille (Th) ja kaksi 
lentolipuille (Tf1 ja Tf2). Alitransaktioita on kolme, jotta jommankumman lentolipun 
  
65 
varauksen epäonnistuttua hotellivarausta ei tarvitsisi perua, vaan lentolippuja voisi 
yrittää ostaa vielä koosteen muista web-palveluista. 
Hotellin varaamiseen käytetty transaktio Th on heti valmis sitoutumaan, sillä hotellin 
web-palvelu äänestää sitoutumisen puolesta, ja transaktio sitoutuu heti. Myös 
lentolippuja tarjoavat web-palvelut vastaavat olevansa valmiita sitoutumaan, joten 
transaktiot Tf1 ja Tf2 päätetään sitouttaa lähettämällä sitoutumiskäsky. Nyt molemmat 
koosteen web-palvelut S1-WS ja S2-WS käynnistävät omat erilliset kaksivaiheisen 
sitoutumisprotokollan mukaiset WS-AT transaktiot lentoyhtiön web-palvelun kanssa. 
Koska vapaita istumapaikkoja päivän ainoalle lennolle on todellisuudessa jäljellä vain 
kaksi, niin vain ensimmäinen koosteen web-palvelu onnistuu varmistamaan paikan 
lennolta. Jälkimmäisen web-palvelun 2PC transaktio epäonnistuu, ja se palauttaa 
virheen. 
Seuraavat ajoitukset kuvaavat esimerkin mukaisen hajautetun transaktion Tm, ja sen 
alitransaktioiden suorituksen historiat eri pisteissä: 
hmatkatoimisto = rh1a[a]wh1a[a] 
                         rs1a[b]rs2a[c] 
                         rs1b[b]ws1b[b]rs2b[c]As2b 
                                     rs1c[b]ws1c[b]  
                         rh1b[a]wh1b[a] 
hhotelli  = rh1a[a]wh1a[a] 
                  rh1b[a]wh1b[a] 
hs1   = rs1a[b] 
              rs1b[b]ws1b[b] 
                rs1c[b]ws1c[b] 
hs2   = rs2a[c] 
             rs2b[c]As2b 
hlentoyhtiö  = rf1a[d]rf2a[d] 
            rf1b[d]wf1b[d]  
            rf2b[d]Af2b 
            rf1c[d]wf1c[d] 
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Edellä jokaisen aktiviteetin atomiset transaktiot on kuvattu selkeyden vuoksi omalle 
riville. Aktiviteetteja vastaavat transaktiot on avattu myös matkatoimiston historiaan. 
Transaktiot jakautuvat aktiviteetteihin seuraavasti: 
1) luetaan ja varataan hotellihuone 
2) luetaan lentolippujen hinnat, ja valitaan käytettävät web-palvelut 
3) luetaan ja varataan lentoliput, jälkimmäinen epäonnistuu 
4) perutaan ensimmäiset kaksi lentolippua 
5) perutaan hotellihuone 
Matkatoimisto joutuu nyt ongelmiin. Sillä on kaksi mahdollisuutta. Se voi hakea 
koosteeseen lisää palveluntarjoajia, jotka mahdollisesti myisivät sille lentolippuja 
puuttuvien lippujen tilalle, tai sitten se voi peruttaa koko transaktion Tm. Koska 
lennolle oli jäljellä vain kaksi paikkaa, niin kummassakin tapauksessa transaktio Tm 
joudutaan lopulta peruuttamaan. Tällöin transaktion on peruutettava sekä ostetut kaksi 
lentolippua, että hotellihuone. Tämä maksaa matkatoimistolle, sillä 
kompensaatiotransaktion käynnistämisestä joutuu maksamaan sanktion mukaisen 
sakkomaksun. Lopulta transaktio merkitään peruutetuksi, ja asiakas saa ilmoituksen 
että pakettimatkan varaaminen epäonnistui. 
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5 Tutkimuksen tulokset 
Seuraavassa käydään läpi koosteisen web-palveluiden tarjoamat transaktionaaliset 
ominaisuudet analysoimalla teorialukujen materiaalia, sekä edellisen luvun 
käyttötapauksia. Luvussa 5.1 käydään läpi web-palveluiden ominaisuuksia 
vertaamalla niitä perinteisten transaktioiden ACID-ominaisuuksiin. Luvussa 5.2 
arvioin koostettujen web-palveluiden ominaisuuksia transaktioiden historian ja 
eristyvyyden näkökulmasta. 
5.1 Web-palveluiden välisten transaktioiden ACID-
ominaisuudet 
Transaktion ACID-ominaisuudet ovat pohjana koko perinteiselle transaktioteorialle. 
Tutkitaan seuraavaksi, miten nämä ominaisuudet toteutuvat web-palvelujen 
yksinkertaisten WS-AtomicTransaction transaktioiden ja pitkäkestoisten WS-
BusinessActivity transaktioiden osalta. 
Transaktion atomisuus on merkittävin web-palveluiden transaktionaalisista 
ominaisuuksista. Atomisuus on toteutettu WS-AtomicTransactionissa kaksivaiheisen 
sitoutumisprotokollan avulla. Protokollan määrittelemän kestävän sitoutumisen avulla 
voidaan taata, että kaikki transaktion osallistujat päätyvät lopulta samaan tilaan. Tämä 
tarkoittaa, että transaktio ei voi päättyä ennen kuin kaikki osallistujat ovat saaneet 
tiedon äänestyksen tuloksesta. Protokollan epävakaassa sitoutumisessa ei ole tällaista 
takuuta. 
WS-BusinesActivity käyttää aktiviteettien lyhyissä alitransaktioissa WS-
AtomicTransaction - protokollaa, joten myös se toteuttaa transaktion ACID-
atomisuuden tältä osin. Ylätason transaktioissa käytetään Saaga transaktiomallin 
mukaista kompensaatiota, josta johtuen pitkäkestoinen WS-BA transaktio ei ole 
aidosti atominen. Kompensaation ansiosta lopullinen transaktion lopputulos saattaa 
olla semanttisesti yhtenevä atomisen transaktion lopputuloksen kanssa, mutta 
protokolla ei takaa että näin käy. 
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Transaktion ACID-oikeellisuutta on hankala määritellä web-palveluiden yhteydessä. 
Oikeellisuus merkitsi sitä, että transaktion järjestelmän tilaan tekemät muutokset eivät 
riko järjestelmän eheysehtoja. Web-palveluissa transaktionkäsittelyjärjestelmää vastaa 
joukko autonomisia web-palveluja [esim. LZh04]. Transaktion oikeellisuus edellyttää, 
että web-palveluiden välillä on joukko eheysrajoitteita, joita vasten oikeellisuutta 
voidaan valvoa. Tällainen rajoite voisi olla esimerkiksi että keskenään kauppaa 
tekevien web-palveluiden varastosaldon esittämä tuotteiden kokonaismäärä on aina 
vakio. Eheysrajoitteiden tekeminen kuitenkin edellyttää, että web-palvelulla on 
riippuvuus toisesta web-palvelusta. Tästä seuraa, että jos toisen yrityksen 
varastosaldoa päivitetään, niin myös toisen yrityksen järjestelmää on muokattava. 
Edellä kuvattu järjestely on ristiriidassa autonomisen ja palvelukeskeisen 
arkkitehtuurin kanssa. Eheysrajoitteita ei web-palveluiden välille tehdä, eikä web-
palvelujen välisillä transaktioilla siten voi myöskään olla ACID-oikeellisuus 
ominaisuutta. Tämä saattaa olla ongelmallista web-palvelun ylläpitäjälle, sillä usein 
todellinen maailma asettaa järjestelmälle rajoitteita. Transaktion tekemistä 
muutoksista on vastuussa sovelluksen toteuttaja, jonka on ymmärrettävä 
järjestelmässä kulloinkin voimassa olevat rajoitukset. 
Transaktion eristyvyys tarkoitti sitä, että minkä tahansa yksittäisen transaktion 
näkökulmasta kaikki muut järjestelmän transaktiot suoritetaan joko kokonaan ennen 
tai jälkeen kyseessä olevaa transaktiota. Web-palveluissa tämä ominaisuus edellyttää, 
että transaktioiden operaatioiden suoritusta ja etenemistä valvotaan siten, että 
transaktioiden eristyvyys ei rikkoonnu. Web-palveluiden transaktioiden eristyvyyttä ja 
samanaikaisuuden hallintaa analysoidaan myöhemmin vielä tarkemmin. Tässä 
vaiheessa voimme todeta, että web-palveluiden arkkitehtuuripinon protokollat eivät 
ota kantaa transaktioiden sarjallistuvuuteen, eikä transaktioilla siten voi olla ACID-
eristyvyys ominaisuutta. 
Transaktion pysyvyys takaa, että transaktion tekemät muutokset järjestelmän tilaan 
jäävät voimaan sitoutumisen jälkeen. Jos järjestelmään halutaan tehdä muutoksia, niin 
niitä varten on käynnistettävä kokonaan uusi transaktio. Transaktio sitoutuu vasta sillä 
hetkellä, jolloin sitoutumiskäsky viedään lokiin ja pysyvään muistiin levylle. Web-
palveluissa tämä edellyttää, että jokaisen pisteen transaktionkäsittelijällä on 
käytössään oma paikallinen loki, johon transaktioiden tiedot viedään ja josta 
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järjestelmän tila on mahdollista palauttaa takaisin. Web-palveluiden arkkitehtuuripino 
ei ota kantaa lokin käyttöön, joten transaktioilla ei voi olla ACID-pysyvyys 
ominaisuutta. Käytännössä web-palveluiden toteutuksen taustalla on kuitenkin usein 
jokin tietokantaympäristö, joka kytkeytyy yrityksen sisäisiin tietojärjestelmiin. 
Aikaisempaa tutkimusta esittelevässä teorialuvussa kävi ilmi, että tällaista tietokantaa 
sopivasti hyväksi käyttäen web-palvelu voidaan toteuttaa siten, että sen tila voidaan 
palauttaa häiriötilanteen jälkeen tietokannan lokista. Web-palveluiden yhteydessä 
häiriötilanne voi johtua järjestelmävirheen ja laiterikon lisäksi esimerkiksi 
verkkovirheestä. Tästä syystä aidosti toipuvan järjestelmän rakentaminen edellyttää 
näin myös sopivien lopetusprotokollien käyttöä, joiden avulla voidaan havaita myös 
järjestelmävirheet. 
Tarkastelu osoittaa, että web-palveluiden koostamisen yhteydessä transaktion ACID-
ominaisuuksista käytössä on vain atomisuus. Tämä on seurausta siitä, että 
transaktionaalisuuden tasoa on web-palveluissa madallettu suorituskyvyn, 
joustavuuden ja helppouden kustannuksella. Tarkastelen seuraavissa luvuissa, miten 
ominaisuudet vaikuttavat web-palveluiden välisten transaktioiden eristyvyyteen, 
ajoitukseen, toipumiseen sekä käytettäviin transaktiomalleihin. 
5.2 Samanaikaisuuden hallinta koosteisessa web-palvelussa 
Web-palvelussa voi olla samanaikaisesti suorituksessa useita eri transaktioita. 
Rinnakkain suoritettavat transaktiot on pidettävä erillään toisistansa järjestelmän tilan 
eheyden takaamiseksi. Osa näistä transaktioista saattaa olla lyhytaikaisia, ja osan 
suoritus saattaa kestää hyvin pitkään.  Tarkastelen seuraavaksi web-palveluiden 
transaktionaalisia ominaisuuksia sarjallistuvuuden näkökulmasta. 
5.2.1 Web-palveluiden välisten transaktioiden historia 
Jos transaktioita suoritetaan yksi kerrallaan alusta loppuun, transaktioiden historia on 
sarjallinen, eikä samanaikaisuuden ongelmaa ole. Jos transaktioita suoritetaan samaan 
aikaan rinnakkain, on niillä rinnakkaiset ajoitukset ja transaktioiden eristyvyys voi 
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tämän seurauksena rikkoontua. Transaktioiden eristyvyyden voi jakaa useaan tasoon, 
ja transaktioiden eristyvyyttä voidaan madaltaa hallitusti tilanteen mukaan. 
Web-palveluissa järjestelmän tehokkuus ja suorituskyky ovat tärkeitä ominaisuuksia, 
ja tämän johdosta transaktioiden suoritusta ei usein ole rajoitettu pelkästään 
sarjalliseen suoritukseen. Hajautettujen transaktioiden sarjallistuvien historioiden 
toteuttaminen koosteisessa web-palvelussa ei ole yksinkertaista.  Luvussa 2.7 
todettiin, että hajautettujen transaktioiden sarjallistuvuutta voidaan hallita joko 
keskitetyn, tai hajautetun transaktionkäsittelyn menetelmin. Molemmissa tapauksissa 
on huomioitava sekä paikalliset että hajautetut transaktiot. 
SOA -arkkitehtuuriin perustuvissa heterogeenisissä web-palveluissa ei ole keskitettyä 
transaktionkäsittelyä, joten tilannetta on tarkasteltava hajautetun transaktionkäsittelyn 
näkökulmasta.  Hajautettu transaktionkäsittely edellyttää puolestaan resurssien käytön 
hallintaa. Tarkastelen web-palveluiden resurssien lukitsemista tarkemmin luvussa 
5.2.3. Tässä yhteydessä voidaan todeta, että web-arkkitehtuuripinon standardit eivät 
ota suoraan kantaa transaktioiden käyttämien resurssien lukitsemiseen. Näin ollen 
hajautettujen transaktioiden hallinta ei ole web-palveluissa sellaisenaan mahdollista. 
 
Kuva 5.1: Koosteisen web-palvelun transaktioiden mahdolliset historiat on merkitty 
katkoviivalla. 
Edellisen johtopäätelmän perusteella voidaan sanoa, että aivan kuten hajautetuissa 
tietokannoissa, niin myös kaikilla web-palveluissa suoritettavilla transaktioilla on 
todellinen suoritusjärjestys, mutta toteutuneen historian jäljittäminen ja automatisoitu 
hallinta on käytännössä mahdotonta web-arkkitehtuuripinon tarjoamilla työkaluilla. 
Koska transaktioiden ajoituksia ei voida hallita, se voi olla sattumanvaraisesti niin 
sarjallinen, sarjallistuva, ACID-eristyvä, tai jokin muu historia. Yksittäisen 
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transaktion historiasta ei toisin sanoen saa olettaa mitään, eikä web-palveluiden 
transaktioilla näin ole ACID-eristyvyyttä. 
Seuraavassa on esimerkki ajoituksesta, jossa esimerkkikäyttötapauksen lentoyhtiön 
järjestelmä saattaa olla virheellisessä tilassa paikallisen transaktion Ts1 kautta, vaikka 
lentoyhtiölle tehdyt varaukset olisivat kohdistuneet eri lennoille a ja b: 
hlentoyhtiö = rf1[a]wf1[a] rs1[a]ws1[b] rf2[b]wf2[b] 
Esimerkissä hajautetun transaktion Tf2 lukemalla arvolla on riippuvuus hajautetun 
transaktion Tf1 kirjoittamasta arvoon paikallisen transaktion vaikutuksesta, josta 
johtuen historia ei ole häiriöttömästi sarjallistuva. 
Koska web-palvelujen välisten hajautettujen transaktioiden historia voi olla mitä 
tahansa, johtaa se tietokantateorian mukaisesti tilanteeseen, jossa järjestelmässä 
suoritettavat transaktiot eivät ole eristettyjä toisistansa (luku 2.4.2). Tällöin 
transaktioilla voi olla suoria tai epäsuoria vaikutuksia toistensa suoritukseen, josta 
johtuen järjestelmän tila saattaa olla erilainen riippuen toteutuneesta historiasta. Tämä 
taas voi johtaa järjestelmän eheän tilan rikkoutumiseen. 
Heterogeenisissä web-palveluissa ei ole niiden autonomisen luonteen johdosta ACID-
oikeellisuus ominaisuuden edellyttämiä ennalta sovittuja eheysrajoitteita. Tästä 
seuraa, että koosteisten web-palveluiden hajautetuilla transaktioilla ei voi myöskään 
olla oikeita tai vääriä siirtymiä järjestelmän tilasta toiseen. Vaikka hajautettujen 
transaktioiden paikallisessa sarjallistuvuusverkossa olisi sykli, ja transaktiot 
vaikuttaisivat toistensa suoritukseen eristyvyysanomalioiden kuvaamilla tavoilla, niin 
järjestelmä ei koskaan tosiasiassa ole perinteisen transaktioteorian mukaisessa 
epäeheässä tilassa. Tämä on ristiriidassa sen tosiasian kanssa, että transaktiot 
operoivat usein järjestelmään tilaan, joka kuvastaa jotain tosimaailman tilannetta. 
Esimerkiksi jos yritys tarjoaa ulkopuolisille pääsyn omaan tietokantajärjestelmäänsä 
web-palvelun kautta, saattaa syntyä tilanne, jossa paikallinen tietokanta joutuu 
epäeheään tilaan web-palvelun hajautettujen transaktioiden sarjallistuvuuden 
johdosta. Yrityksen varastosaldo saattaa tällöin poiketa todellisesta tilanteesta. Tästä 
syystä web-palvelun toteuttajan on hallittava paikalliset rajoitteet, ja varmistuttava 
siitä, ettei web-palvelu pääse tuhoamaan paikallisen järjestelmän tilaa. 
  
72 
Jos transaktionkäsittelijällä on sopivasti tietoa transaktioiden sisällöstä, niin 
eristyvyyden tasoa voi höllentää hallitusti ilman, että järjestelmän tila rikkoutuu. Jos 
tiedetään mitä yksittäisten transaktioiden operaatiot tekevät, niin ne voidaan sopivasti 
ryhmiteltynä suorittaa mielivaltaisessa järjestyksessä siten, että lopputulos on ACID-
eristyvä. 
Esimerkiksi lentolippujen varausjärjestelmän voi toteuttaa web-palveluna pitämällä 
kirjaa varattujen istumapaikkojen lukumäärästä ja paikkojen kokonaismäärästä. 
Jokainen lentolipun varaus vähentää vapaiden istumapaikkojen määrää yhdellä. 
Kompensoivat transaktiot on helppo toteuttaa, sillä ne vain kasvattavat vapaiden 
paikkojen laskuria. Pitkäkestoiset WS-BA transaktiot voidaan nyt suorittaa 
rinnakkaisesti antaen niiden tehdä ja peruuttaa varauksia mielivaltaisesti. Kun kaikki 
transaktiot ovat lopulta valmiita, lopputulos vastaa tilannetta, jossa transaktiot olisi 
suoritettu jonkin sarjallistuvan ajoituksen mukaisesti. Esimerkki on tietysti 
yksinkertaistettu, sillä oikeassa web-palvelussa täytyy ottaa huomioon myös 
lentokoneen istumapaikkojen kokonaismäärä. Semantiikan käyttäminen verkko-
pohjaisissa työnkuluissa tekee yleensä yksittäisistä aktiviteeteista mutkikkaita 
[Puu08]. 
5.2.2 Transaktioiden eristyvyysanomaliat koosteisissa web-palveluissa  
Koosteisten web-palveluiden välisissä transaktioissa on samat ongelmat kuin 
perinteisissä transaktioissa. Kun eri transaktioita suoritetaan samaan aikaan ja ne 
operoivat samoihin resursseihin, samanaikaisuuden ongelmana ovat likainen luku, 
toistokelvoton luku ja likainen kirjoitus (luku 2.4.2). Jos transaktioiden pääsyä 
resursseihin ei valvota, on mahdollista että transaktioiden suoritus ei ole sarjallistuva, 
ja ne lukevat ja kirjoittavat likaista. 
Matkatoimistoesimerkissämme voi hyvin käydä niin, että jos lentoyhtiö ei lukitse 
resursseja transaktion operaatioiden suorituksen yhteydessä, niin samat istumapaikat 
varataan usealle eri transaktiolle eristyvyysanomalioiden johdosta. Tällöin lentoyhtiön 




Seuraavassa on esimerkki lentoyhtiön web-palvelun historiasta, jossa lennolle 
myydään onnistuneesti neljä lippua, vaikka koneessa on todellisuudessa vain kaksi 
istumapaikkaa jäljellä: 
hlentoyhtiö = rf1[b]rf2[b]rf1[b] rf2[b]wf1[b]wf2[b] 
Edellä transaktiot Tf1 ja Tf1 lukevat ensin tiedon paikkojen lukumäärästä, jonka jälkeen 
molemmat varaavat vapaana olevat kaksi istumapaikkaa. Jos resurssi b lukittaisiin 
transaktion Tf1 toimesta, ei jälkimmäinen transaktio Tf2 pääsisi päivittämään arvoa, 
vaan se peruutettaisiin. 
Koostettujen web-palveluiden suorituksessa voi esiintyä myös palveluiden välisiä 
syklejä. Sykli ilmenee koosteessa siten, että yksi tai useampi koosteeseen osallistuva 
web-palvelu si on myös itse koosteinen web-palvelu, joka käyttää kutsujansa 
tarjoamaa palvelua suoraan tai välillisesti. Näin palvelujen välille voi syntyä syklinen 
verkko, joka voi johtaa rekursiiviseen kutsuketjuun. Esimerkiksi web-palveluista 
koostuva ketju: 
s1→ s2→…sn→s1 
josta seuraa rekursiivinen transaktioiden ketju: 
T1→ T2→…Tn→Tn+1… 
Syklien tunnistaminen hajautetussa järjestelmässä on hankalaa. Web-palveluissa ei 
ole keskitettyä mekanismia, jolla olisi pääsy kaikkiin palveluihin. Käytännössä ketju 
purkaantuu vasta sitten, kun jokin ketjun transaktioista perutaan esimerkiksi 
aikakatkaisun toimesta. Jos transaktiot on toteutettu WS-BusinessActivityn avulla, 
aikakatkaisuun saattaa mennä pitkä aika. 
Syklit voitaisiin välttää, jos kaikki ketjun web-palvelut välittäisivät päätason 
transaktion kontekstin tunnisteen oman koosteensa alitransaktiolle. Tällöin web-
palvelut voisivat verrata sisään tulevien pyyntöjen tunnisteita olemassa oleviin 
transaktioiden tunnisteisiin, ja tunnistaa näin mahdollinen sykli. 
Yhdessä ACID-eristyvyys ominaisuuden puuttumisen kanssa palveluiden väliset 
syklit voivat aiheuttaa ennalta arvaamattomia lopputuloksia. Matkatoimisto esimerkin 
koostetussa web-palvelussa voisi esiintyä kuvan 5.3 mukainen tilanne, jossa saatavilla 
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olevien lentolippujen määrä näyttäisi moninkertaistuvan syklin ja eristyvyyden 
puutteen johdosta. 
 
Kuva 5.2: Matka varataan kolmesta web-palvelusta, jossa syntyy sykli. 
Esimerkissä matkatoimisto yrittää ensin varata neljää lippua. Koosteeseen osallistuva 
web-palvelu s1 tarjoaa kaksi lippua. Koosteen web-palvelu s2 aiheuttaa rekursiivisen 
syklin, ja tällä toisella kierroksella matkatoimisto varaa pyydetyt kaksi lippua 
uudestaan palvelulta s1. Näin lippujen määrä kasvaa jokaisella syklin kierroksella. 
5.2.3 Lukituskäytännöt web-palveluiden välisissä transaktioissa 
Web-palvelut ovat luonteeltaan autonomisia, samoin kuin niitä ylläpitävät yritykset, 
organisaatiot ja yhteisöt. Kun web-palvelut varaavat toistensa resursseja, lukittujen 
resurssien kontrolli siirtyy web-palvelulta itseltänsä palvelun ulkopuolisille tahoille. 
Tällöin palveluiden välille syntyy suoria ja epäsuoria riippuvuuksia. Tilanne on 
ristiriidassa alkuperäisen autonomia-ajatuksen kanssa, ja tästä syystä web-palveluiden 
tarjoamia resursseja ei lähtökohtaisesti haluta lukita. 
Web-palveluiden välisten transaktioiden suoritukseen liittyy oleellisesti resursseihin 
käytettävät lukituskäytännöt. Liiketoimintaprosessit tarvitsevat käyttöönsä työkaluja, 
joiden avulla eri tahot voivat tarjota toisten käyttöön resursseja menettämättä 
kuitenkaan autonomiaansa. Web-palveluiden arkkitehtuuripinon WS-Transaction 
spesifikaatio ei ota kantaa WS-AT ja WS-BA transaktioiden käyttämien resurssien 
varaamiseen tai lukitsemiseen. 
Toinen syy lukitsemisen puuttumiselle on se, että web-palvelut ovat lähtökohtaisesti 
kenen tahansa käytettävissä. Resurssien lukitseminen mahdollistaisi ilkivallan 
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tekemisen, ja yritysten välisen kilpailun häiritsemisen. 
Esimerkkikäyttötapauksessamme lentoyhtiö voisi esimerkiksi varata kilpailijansa 
lennot täyteen lomasesongin alla, ja perua ne viime tingassa, kun omat lentokoneet 
ovat täyttyneet. Pahimmassa tapauksessa resurssien lukitseminen lamauttaisi toisen 
yrityksen liiketoiminnan täysin. 
Transaktion pituuden kasvaessa myös todennäköisyys yhteentörmäyksille kasvaa. 
Yhteentörmäykset taas johtavat vielä entistä pidempään suoritusaikaan, sillä 
transaktiot joutuvat odottamaan toisiansa, tai ne joudutaan perumaan kokonaan. 
Tietokannassa tämä johtaa pahimmillaan lukkiumaan, jossa kaksi tai useampi 
transaktio odottavat toistensa varaamien lukkojen vapautumista.  
Web-palveluissa lukkiuma ei ole samalla tavalla ongelmana, mutta transaktiot ovat 
edelleen alttiita yhteentörmäyksille transaktion keston kasvaessa. Yhteentörmäykset 
johtavat erityisesti pitkäkestoisten WS-BA transaktioiden tapauksessa transaktioiden 
perumiseen ja kompensaation kasvuun. 
Koska koosteeseen osallistuvan web-palvelun resursseja ei haluta lukita suoraan 
muiden käytettäväksi, on tilalle keksitty vaihtoehtoisia tapoja minimoida 
haittavaikutuksia. Luvussa 3.4 esitelty alustava varauskäytäntö mahdollistaa 
salpaamattoman resurssien käytön. Tämä tarkoittaa, että web-palvelu voi ilmaista 
toiselle web-palvelulle, että se mahdollisesti tulee käyttämään jotain palvelun 
tarjoamaa resurssia. Resurssia ei kuitenkaan lukita, vaan se on edelleen vapaasti 
muiden käytettävissä. Jos jokin toinen transaktio sitten käyttää resurssin, kaikkia 
muita transaktioita informoidaan tästä. Näin pitkäikäiset transaktiot osaavat varautua, 
ja hakea vastaavan resurssin jostain muualta. Menetelmä parantaa erityisesti 
pitkäikäisten WS-BA transaktioiden suorituskykyä, sillä transaktioita ei tarvitse 
peruuttaa turhaan. Esimerkkikäyttötapauksessamme lentoyhtiön web-palvelu voisi 
tämän protokollan avulla kertoa matkatoimiston web-palveluille, että lentokone on 
varattu täyteen, vaikka usealla web-palvelulla on alustava varaus resurssiin. 
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5.3 Web-palvelun transaktiomallit 
Joustaville transaktiomalleille on selkeä tilaus web-palveluissa. Palveluiden 
epäluotettavuudesta ja verkon virhealttiudesta johtuen yksinkertainen litteä transaktio 
on huono valinta, sillä transaktion kaikki tai ei mitään – ominaisuus johtaa koko 
transaktion perumiseen jonkin yksittäisen osallistujan ollessa kykenemätön 
sitoutumaan. Parempi ratkaisu on peruuttaa vain epäonnistunut osa transaktiosta, ja 
jatkaa sitten eteenpäin hakemalla uusi resurssi puuttuvan tilalle. Tarkastelen 
seuraavaksi, miten WS-Transaction kytkeytyy aikaisemmin esiteltyihin tietokantojen 
transaktiomalleihin. 
WS-AtomicTransaction pohjautuu kaksivaiheiseen sitoutumisprotokollaan, ja malli 
muistuttaa tämän johdosta normaalia yksinkertaista transaktiota, joista puhuimme 
transaktioteorian alkupuolella (katso luvut 2.4.3 ja 2.5). 
Pitkäkestoinen WS-BusinessActivity on kompensaatioon pohjautuva transaktiomalli, 
jossa yksittäiset transaktiot koostuvat joukosta aktiviteetteja. Transaktion 
suorittaminen on siis aktiviteettiin liittyvien toimintojen suorittamista. Aktiviteetteja 
suoritetaan vain tarpeen mukaan ja halutuin ehdoin, eli transaktio sisältää kontrollin 
hallinnan. 
WS-BPEL tarjoaa sovellukselle transaktioiden hallintaan tarvittavat toiminnot. 
Teorian pohjana on Saaga transaktiomalli (katso luku 2.5.4). Kompensaatiossa 
transaktion Ti tekemät muutokset voidaan peruuttaa käynnistämällä kompensoiva 
transaktio Tc.  Saaga on voimakas työväline web-palveluissa, sillä usein riittää että 
vain viimeisin epäonnistunut aktiviteetti perutaan¸ jonka jälkeen transaktio voi jatkaa 
taas etenemistä käyttäen esimerkiksi jotain toista resurssia. Protokolla ei ota kantaa 
siihen, miten kompensaatiotransaktiot on toteutettava. On ohjelmoijan vastuulla 
rakentaa järjestelmä sellaiseksi, että kompensoiva transaktio Tc peruu kaikki 
alkuperäisen transaktion tekemät loogiset muutokset. 
Tärkeä huomioitava asia on se, että koska WS-AtomicTransaction protokolla ei ota 
kantaa resurssien varaamiseen, niin erilliset transaktiot saattavat operoida samaan 
resurssiin samaan aikaan. Tästä johtuen WS-AT transaktiot eivät ole ACID-eristyviä.  
Myös WS-BusinessActivity transaktion T paikallisten alitransaktioiden {T1, T2, …, Tn} 
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tekemät muutokset ovat näkyvissä kaikille muille transaktioille heti niiden 
sitoutumisen jälkeen, joten WS-BA transaktiotkaan eivät ole eristyviä. 
Koska WS-BA alitransaktiot operoivat useaan pisteeseen, niiden suorituksen 
tarkasteluun voidaan soveltavin osin käyttää hajautettujen tietokantojen teoriaa (katso 
luku 2.8). Seuraavassa luvussa esittelen muunnellun transaktiomallin, jonka avulla 
koosteisen web-palvelun transaktionaalisuuden tasoa voidaan tiukentaa hallitusti. 
5.4 Transaktionaalisuuden tason nostaminen koosteisessa web-
palvelussa eksklusiivisen mallin avulla 
Seuraavassa esitellään tämän tutkielman tuloksena syntynyt eksklusiivinen malli, 
jonka avulla web-palveluiden välisissä transaktioissa voidaan saavuttaa ACID-
eristyvyys luopumatta SOA arkkitehtuurimallista. Eksklusiivinen kaupankäynti 
tarkoittaa sitä, että web-palvelu varaa kaikki tarvittavat resurssit transaktioiden 
suorituksen ajaksi. 
Mallin motivaationa on se, että jossain tilanteissa yritykset saattavat olla halukkaita 
maksamaan siitä, että heidän web-palveluiden toiminta on luotettavaa, ja käytössä 
oleva transaktionaalisuuden taso on normaalia tiukempi. Otetaan esimerkiksi tässä 
tutkielmassa esitelty matkatoimisto, jonka web-palvelussa tapahtui odottamaton 
sarjallistuvuudesta johtuva virhetilanne. Jos matkatoimiston asiakkaina toimii suuria 
ja tärkeitä asiakkaita, niin sekä matkatoimisto että lentoyhtiöt saattaisivat olla valmiita 
tarjoamaan toisillensa luotettavampaa palvelua sopivaa korvausta vastaan. 
Tarvittavia ominaisuuksia voi luonnehtia seuraavasti: 
 Turvallista kaupankäyntiä tarvitsevan yrityksen on voitava etsiä luotettavia 
kauppakumppaneita SOA-arkkitehtuurimallin mukaisesti, ja varmistuttava 
näiden aitoudesta. 
 Luetettavien kauppakumppanien välillä on voitava suorittaa ACID-eristyviä 
transaktioita. 
WS-Transaction sovelluskehys tarjoaa yritysten käyttöön joustavan, mutta 
transaktionaalisuuden tasolta kehnon standardin suorittaa web-palveluiden välisiä 
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transaktioita. Transaktionaalisuuden tasoa voidaan tarpeen tullen tiukentaa web-
palveluiden arkkitehtuuripinon rajoituksista huolimatta. Jos koosteisen web-palvelun 
osallistujien taustalla käytetään jotakin tietokantajärjestelmää, niin web-palvelu 
saattaa toteuttaa muitakin transaktion ACID-ominaisuuksia kuin pelkän atomisuuden 
[GCF06, Puu08]. Esimerkiksi pysyvyys voidaan toteuttaa taustatietokannan, ja sen 
ylläpitämän lokin avulla. Vastaavasti semantiikan avulla tuotettujen ACID-eristyvien 
ajoitusten avulla voidaan ylläpitää järjestelmän eheää tilaa, vaikka transaktioita 
suoritetaan rinnakkain [FDD05, Seu05]. 
Eksklusiivinen malli koostuu kahdesta osasta. Ensimmäisessä osassa haetaan ja 
verifioidaan tarvittava joukko luotettavia kauppakumppaneita, ja toisessa osassa on 
varsinaisten luotettavien kauppatapahtumien tekeminen näiden web-palveluiden 
välillä ACID-eristyvien transaktioiden avulla. Malli yhdistää kaksi tutkielman 
teorialuvuissa esiteltyä menetelmää uudella tavalla web-palveluiden kontekstissa. 
Ensimmäisen osan taustalla on malli laatutasotietoisesta UDDI rekisteristä [Ser05]. 
Toisen osan taustalla on teoria, jonka avulla hajautettujen transaktioiden historia 
saadaan globaalisti sarjallistuvaksi lukituskäytännön ja kaksivaiheisen 
sitoutumiskäytännön avulla [Puu91]. 
VAIHE 1: 
Koosteisen web-palvelun osallistujien hakemisessa lähtökohtana on se, että web-
palveluntarjoajat ovat sitoutuneet varaamaan osan heidän tarjoamistaan 
resursseistansa eksklusiiviseen kaupankäyntiin. Web-palvelu joka tarjoaa luotettavaa 
kaupankäyntiä, kuvaa oman eksklusiivinen menettelynsä palveluiden laatutasosta 
kertovassa dokumentissa (eng. quality of service). 
SOA arkkitehtuurimallia laajennetaan siten, että palvelun välittäjä (eng. service 
broker) toimii myös palvelun laatutason varmistajan roolissa.  Tällöin web-
palveluiden haku voidaan toteuttaa esimerkiksi palvelun laatutasosta tietoisen UDDI 
rekisterin avulla [Ser05]. Palvelun välittäjä valvoo ja verifioi palveluntarjoajan 
aitouden. Näin toiset web-palvelut voivat etsiä koosteeseensa tarvitsemansa 




Kuva 5.3: Eksklusiivisten web-palveluiden hakeminen palvelun laatutasotietoisesta 
UDDI-rekisteristä SOA arkkitehtuurimallia käyttäen.. 
VAIHE 2: 
Kun koosteen kaikki osallistujat on löydetty ja valittu, niin voidaan siirtyä 
suorittamaan varsinaisia transaktioita. Eksklusiivisuudella tarkoitetaan tässä 
yhteydessä sitä, että jokainen koosteeseen osallistuva web-palvelu varaa transaktion 
käyttämät resurssit lukoilla transaktion suorituksen ajaksi. 
TEORIA: 
Tiedämme että jos transaktioiden suorittamisen aikana lukitut resurssit vapautetaan 
vasta sitten, kun transaktio on sitoutunut tai peruuntunut, niin hajautetun transaktion 
historia on häiriöttömästi sarjallistuva [Puu91]. 
Toisin sanoen, jos kaikki koosteeseen osallistuvat web-palvelut lukitsevat tarjoamansa 
resurssit paikallisten tietokantojen avulla sekä lukulukoilla että kirjoituslukoilla, ja 
vapauttavat nämä lukot vasta 2PC protokollan sitoutuessa, niin myös hajautettujen 
web-palveluiden välisten transaktioiden välillä toteutuu globaali sarjallistuvuus. 
Tällöin eri pisteissä suoritettavat hajautetut ja paikalliset transaktiot eivät pääse 
muodostamaan syklejä paikallisten sarjallistuvuusverkkojen yhdisteeseen, ja näin 
transaktiot sitoutuvat jonkin sarjallistuvan historian mukaisesti. Näin saavutetaan 
tässä yhteydessä haluttu globaali ACID-eristyvyys. 
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Web-palveluiden väliset transaktiot voidaan edelleen suorittaa käyttäen web-
arkkitehtuuripinon standardin mukaista WS-AtomicTransaction protokollaa sillä 
edellytyksellä, että kaikki eksklusiiviset osallistujat noudattavat aina pysyvää 
sitoutumista (katso luku 3.2.4), ja käyttävät resurssien varaamisessa asianmukaisia 
taustatietokantajärjestelmiä, joissa on resurssien lukitusmahdollisuus. Näin riittää, että 
paikalliset resurssit voidaan lukita käyttäen hyväksi normaalia SQL-kielen syntaksia. 
Nyt koosteiseen web-palveluun voidaan etsiä ja valita mitä tahansa luotettuja web-
palveluja SOA - arkkitehtuurimallin mukaisesti. Vain ja ainoastaan luotetut web-
palvelut voivat osallistua eksklusiiviseen transaktioon, ja lukita toistensa resursseja. 
Esimerkiksi eksklusiivista kaupantekoa haluavan matkatoimiston tiedustellessa 
lentoyhtiöltä vapaita istumapaikkoja, lentoyhtiö voi lukita matkatoimistolle sen 
varaamat istumapaikat, koska sekä matkatoimisto että lentoyhtiö ovat valmiita 
suorittamaan eristyviä transaktioita, ja ovat ilmaisseet sen palvelun laatutasoa 
kuvaavassa QoS-dokumentissa. Tällöin matkatoimisto voi luottaa siihen, että sen 
transaktiossa ei esiinny eristyvyysanomalioita. Lentoyhtiö voi taas luottaa siihen, että 
matkatoimisto on luotettava kauppakumppani, ja että se ei tule väärinkäyttämään sen 
web-palvelua. 
Kannattaa huomata, että yksittäisen web-palveluntarjoajan ei tarvitse antaa aina 
kaikkia resurssejaan eksklusiivisesti muiden käyttöön. Tarvittaessa vain osa 
käytettävistä resursseista voidaan varata luotettavaan kaupankäyntiin, ja loput muille 
perinteisille toimijoille. Esimerkiksi lentoyhtiö voi ilmaista olevansa valmis 
lukitsemaan 30 % lennolle vapaina olevista istumapaikoista mallin mukaiseen 
luotettavaan kaupankäyntiin. Tällöin resurssien lukitseminen ei aiheuta häiriöitä ja 
vaaranna näin koko yrityksen liiketoimintaa. Päinvastoin, tällä tavalla toimittaessa 
web-palvelut voivat osittain luopua autonomiasta tiettyjen kauppakumppanien kanssa, 
jolloin koostetuista web-palveluista saadaan luotettavampia tiukentamalla 
transaktionaalisuuden tasoa globaalisti sarjallistuvaksi ja ACID-eristyväksi. 




6 Yhteenveto ja johtopäätökset 
Tutkielmassa on tarkasteltu web-palveluiden transaktionaalista koostamista 
tietokantateorian pohjalta. Transaktioiden teoriaa käsittelevässä osiossa käytiin läpi, 
miten voimme matemaattisesti todistaa, että rinnakkain suoritettavat transaktiot 
toimivat oikein niin paikallisessa, kuin hajautetussa järjestelmässä. Formalisoimme 
transaktioiden historian operaatioiden suoritukseen liittyvän sarjallistuvuuden teorian 
avulla. Tärkeä huomio oli se, että kaikki transaktiot eivät ole aina samanlaisia, vaan 
transaktionaalisuuden tasoa voidaan tarpeen tullen höllentää tai tiukentaa tekemällä 
kompromisseja transaktion ACID-ominaisuuksien välillä. Toisessa ääripäässä on 
sarjassa suoritettavat transaktiot, ja toisessa ääripäässä on rinnakkain ja täysin 
satunnaisessa järjestyksessä suoritettavat transaktiot. Monimutkaisemmat 
transaktiomallit edellyttävät aina tavalla tai toisella höllennettyä transaktionaalisuutta 
toimiaksensa. 
Tutkielman toisessa osiossa tutkimme web-arkkitehtuuripinon tarjoamia transaktioita 
teoreettisen viitekehyksen kautta. Tutkimuksen tulosten perusteella voi sanoa, että 
web-palveluita voidaan kyllä koostaa transaktionaalisesti uusiksi palveluiksi, mutta 
tietyin rajoittein. Web-palveluiden arkkitehtuuripinon transaktiot toteuttavat 
luontaisesti ainoastaan ACID-atomisuus ominaisuuden. Löyhennetty 
transaktionaalisuuden taso mahdollistaa joustavien transaktiomallien käytön ja laajan 
web-palveluiden autonomian, mutta samalla se saattaa aiheuttaa epätoivottuja ja jopa 
ennakoimattomia lopputuloksia. Palvelun toteuttajan näkökulmasta transaktioiden 
käyttäytyminen edellyttää syvää ymmärrystä sovellusalueen ongelmakentästä ja 
transaktioteoriasta. Tästä syystä organisaatioiden ja yritysten on tarkoin arvioitava, 
mitä kaikkia liiketoimintaprosesseja ja järjestelmiä voidaan sellaisenaan siirtää web-
palveluiden päälle. 
Kun pohditaan web-palveluiden välisiä transaktioita ja niiden toimivuutta eri 
sovelluksissa, niin on hyvä muistaa miten ihmiset toimivat keskenään normaalissa 
elämässä. Esimerkiksi vielä jokin aika sitten ulkomaan lentoja ja vuokra-autoja 
varattiin matkatoimiston kautta puhelimitse. Ihmisten välinen luontainen kanssakäynti 
ei koskaan ole matemaattisen formaalia, vaan asiat hoidetaan kommunikoimalla. 
Mahdollisten ongelman ilmetessä asiat hoidetaan neuvottelemalla eri osapuolten 
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kesken. Tästä lähtökohdasta tarkasteltuna web-palveluiden välisten transaktioiden 
toiminta on kaikkine puutteineenkin tarpeeksi hyvää soveltuakseen oikeaan käyttöön. 
Tässä mielessä saaga transaktiomallin kompensaatio on kuin luotu web-palveluja 
varten. Jos transaktio epäonnistuu, niin tähän mennessä tehdyt loogiset muutokset 
yksinkertaisesti perutaan. 
Transaktionaalisesti tarkasteltuna web-palvelut soveltuvat joihinkin sovellusalueisiin 
paremmin käytettäväksi kuin toisiin. Lentolippujen, hotellien sekä vuokra-autojen 
varaamiseen web-palvelut soveltuvat hyvin, kun taas esimerkiksi perinteinen 
pankkitoiminta edellyttää luotettavampia transaktioita. Tutkielman tulosten 
perusteella voin arvioida, että parhaiten web-palvelut soveltuvat niiden 
liiketoimintaprosessien toteutukseen, joissa resursseja voidaan monistaa helposti. 
Esimerkkinä tällaisista palveluista voisivat olla museon pääsylippuja välittävä 
palvelu, tai ohjelmistolisenssejä myyvä web-palvelu. Jos resursseja on käytettävissä 
rajattomasti, palveluntarjoaja ei joudu samalla tavalla ongelmiin kuin jaettujen 
resurssien tapauksessa. 
Eniten transaktionaalisia ongelmia tulee niissä palveluissa, joissa kompensaatioon 
perustuva peruminen ei toimi, tai se toimii huonosti palvelun luonteen johdosta. 
Ajatellaan esimerkiksi sähköistä kirjastopalvelua, jossa kirjaston asiakkailla on 
mahdollisuus lainata alkuperäisteoksien sähköisiä versioita käyttöönsä. Koska 
lainattavien niteiden määrä on tekijänoikeussyistä rajattu ennalta tiettyyn määrän, 
edellyttää tämä, että teoksen lainauksen tekevät transaktiot on toteutettu eristyvästi. 
Jos transaktiot eivät ole eristyviä, niin useampi transaktio saattaa lainata saman niteen 
useaan kertaan, mikä on ristiriidassa kirjaston lisenssien määrän kanssa. 
Vaikka web-palveluiden arkkitehtuuripinon tarjoamat transaktiot eivät ole ACID-
eristyviä, niin teorian tunteminen antaa mahdollisuuden toteuttaa web-palvelut siten, 
että rajoituksia voidaan kiertää ja haittavaikutukset voidaan ennaltaehkäistä, tai 
vähintään minimoida. Aikaisempaa tutkimusta esittelevässä luvussa käytiin läpi 
parannuksia ja protokollia, joiden avulla web-palveluiden välisiä transaktioita voidaan 
hallita entistä paremmin. Se mitä ominaisuuksia missäkin tilanteessa halutaan 
parantaa, riippuu web-palvelun luonteesta. Esimerkiksi edellisessä luvussa kuvatulla 
eksklusiivisella menetelmällä voidaan tiukentaa koosteisen web-palvelun 
transaktionaalisuuden tasoa hallitusti ACID-eristyväksi. Mallin pohjalla on ajatus 
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siitä, että halutessansa eri palveluntarjoajat voivat käydä kauppaa luotettujen 
kumppanien kanssa luopumatta kuitenkaan perustavanlaatuisesta SOA 
arkkitehtuurimallista. Menetelmää voi hyödyntää niissä web-palveluissa, joissa 
samanaikaisuus aiheuttaa ongelmia oikean tilan ylläpitämiseksi. 
Kannattaa huomata, että tapa jolla formalisoimme web-palveluiden välisten 
transaktioiden tarkastelun perinteisen tietokantateorian pohjalta, ei välttämättä toimi 
kaikissa tapauksissa. Web-palveluita on olemassa lukematon määrä, eivätkä kaikki 
niistä tarjoa sopivia operaatioita transaktioiden käyttöön. Määritelmä antaa kuitenkin 
eväät käsitellä koosteisia web-palveluita tämän tutkimuksen teoreettisen 
viitekehyksen kautta. 
Aivan viimeiseksi voisin vielä kirjoittaa tämän tutkielman valmistumisen vaiheista. 
Perinteinen tietokantateoria jakautuu useaan tutkimusalaan, ja käsittää näin valtavan 
laajan tutkimusaineiston. Teoreettisen viitekehyksen rajausta hankaloitti se, että web-
palveluiden välisissä transaktioissa tarvitaan niin montaa eri tietokantateorian 
erikoisaluetta. Tästä syystä olen tietoisesti pyrkinyt pysyttelemään koko ajan tarpeeksi 
abstraktilla tasolla, menemättä liiaksi matemaattisiin yksityiskohtiin. Tietokantateoria 
on kehittynyt vuosikymmenten varrella, ja jopa kahdella tutkielman päälähteellä, 
Bernsteinillä ja Graylla on molemmilla samoista asioista hieman eri näkemykset. 
Teorian osalta tutkielmaa voisi vielä syventää, ja esimerkiksi esittelemäni 
eksklusiivinen protokolla koosteisten web-palveluiden välisiin transaktioihin 
edellyttää vielä matemaattista oikeaksi todistamista. 
Tekemäni valinta lähestyä tutkielman aihepiiriä teoreettiselta kannalta kaipaa 
tueksensa kokeellisen tutkimuksen. Itselläni ei tähän ollut mahdollisuutta tämän työn 
puitteissa. Teoreettinen lähestymistapa on kuitenkin mielestäni perusteltu siinä 
mielessä, että SOA arkkitehtuurimallissa koosteisen web-palvelun lopputulosta ja 
tapahtumien kulkua ei etukäteen tiedetä. Yleisen tason tarkastelu antaa tällöin hyvät 
eväät ongelman ymmärtämiseksi. 
Jatkossa tutkielmaa voi syventää myös tarkastelemalla esimerkiksi transaktioiden 
mahdollisuuksia semanttisen webin puolella. Uskon vahvasti, että myös täysin 
automaattisesti agenttien toimesta tapahtuvat koosteiset web-palvelut tarvitsevat tässä 
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