Summary. The aim of this paper is to develop a formal theory of Mizar linguistic concepts following the ideas from [14] and [13] . The theory here presented is an abstract of the existing implementation of the Mizar system and is devoted to the formalization of Mizar expressions. The base idea behind the formalization is dependence on variables which is determined by variable-dependence (variables may depend on other variables). The dependence constitutes a Galois connection between opposite poset of dependence-closed set of variables and the sup-semilattice of widening of Mizar types (smooth type widening).
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Variables
We adopt the following convention: i is a natural number, j is an element of N, and X, Y , x, y, z are sets.
One can prove the following propositions:
(1) For every function f holds f (x) ⊆ f.
(2) For every function f such that f = ∅ holds f (x) = ∅.
(3) For every function f and for all sets x, y such that f = x, y holds x = y.
(5) Let Σ be a non void signature and X be a non-empty many sorted set indexed by the carrier of Σ. Then every term of Σ over X is non pair.
Let Σ be a non void signature and let X be a non empty yielding many sorted set indexed by the carrier of Σ. Observe that every element of Free Σ (X) is non pair.
We now state the proposition (6) For all sets x, y, z such that x, y ∈ {z} * and x = y holds x = y.
Let us note that ∅ is decorated tree yielding. Let Σ be a non void signature and let A be an algebra over Σ. A subset of A is a subset of (the sorts of A). A finite sequence of elements of A is a finite sequence of elements of (the sorts of A).
Let Σ be a non void signature and let X be a non empty yielding many sorted set indexed by Σ. Note that every finite sequence of elements of Free Σ (X) is decorated tree yielding.
Next we state the proposition (7) Let Σ be a non void signature, X be a non empty yielding many sorted set indexed by the carrier of Σ, and τ be an element of Free Σ (X). Then (i) there exists a sort symbol s of Σ and there exists a set v such that τ = the root tree of v, s and v ∈ X(s), or (ii) there exists an operation symbol o of Σ and there exists a finite sequence p of elements of Free Σ (X) such that τ = o, the carrier of Σ -tree(p) and len p = len Arity(o) and p is decorated tree yielding and an argument sequence of Sym(o, X ∪ ((the carrier of Σ) −→ {0})).
Let A be a set. The functor varcl A is defined by the conditions (Def. 1).
(Def. 1)(i) A ⊆ varcl A, (ii) for all x, y such that x, y ∈ varcl A holds x ⊆ varcl A, and (iii) for every set B such that A ⊆ B and for all x, y such that x, y ∈ B holds x ⊆ B holds varcl A ⊆ B. Let us observe that the functor varcl A is projective.
We now state three propositions: (8) Let Z be an empty set. Observe that varcl Z is empty. The functor Vars is defined by the condition (Def. 2). (Def. 2) There exists a many sorted set V indexed by N such that (i) Vars = V, (ii) V (0) = { ∅, i : i ranges over elements of N}, and (iii) for every natural number n holds V (n + 1) = { varcl Z, j ; Z ranges over subsets of V (n), j ranges over elements of N: Z is finite}. Next we state a number of propositions: (14) Let V be a many sorted set indexed by N. Suppose that (i) V (0) = { ∅, i : i ranges over elements of N}, and (ii) for every natural number n holds V (n + 1) = { varcl Z, j ; Z ranges over subsets of V (n), j ranges over elements of N: Z is finite}. Let i, j be elements of N. If i ≤ j, then V (i) ⊆ V (j). (15) Let V be a many sorted set indexed by N. Suppose that (i) V (0) = { ∅, i : i ranges over elements of N}, and (ii) for every natural number n holds V (n + 1) = { varcl Z, j ; Z ranges over subsets of V (n), j ranges over elements of N: Z is finite}. Let Z be a finite subset of Vars. Then there exists an element i of N such that Z ⊆ V (i 
Quasi-loci
Let R be a binary relation and let X be a set. We introduce R dom X as a synonym of R X.
The set QuasiLoci of finite sequences of Vars is defined by the condition (Def. 3). (Def. 3) Let p be a finite sequence of elements of Vars. Then p ∈ QuasiLoci if and only if the following conditions are satisfied: (i) p is one-to-one, and (ii) for every i such that i ∈ dom p holds p(i) 1 
⊆ rng(p dom i).
One can prove the following proposition (29) ε Vars ∈ QuasiLoci .
Let us observe that QuasiLoci is non empty. A quasi-locus sequence is an element of QuasiLoci. One can verify that every quasi-locus sequence is one-to-one. Next we state several propositions: (30) Let l be an one-to-one finite sequence of elements of Vars. Then l is a quasi-locus sequence if and only if for every natural number i and for every variable x such that i ∈ dom l and x = l(i) and for every variable y such that y ∈ vars(x) there exists a natural number j such that j ∈ dom l and j < i and y = l(j). (31) Let l be a quasi-locus sequence and x be a variable. Then l x is a quasi-locus sequence if and only if x / ∈ rng l and vars(x) ⊆ rng l. (32) Let p 1 , p 2 be finite sequences. Suppose p 1 p 2 is a quasi-locus sequence.
Then p 1 is a quasi-locus sequence and p 2 is a finite sequence of elements of Vars. (33) For every quasi-locus sequence l holds varcl rng l = rng l. 
Mizar Constructor Signature
The functor type is defined by: (Def. 4) type = 0.
The functor adj is defined by: (Def. 5) adj = 1.
The functor term is defined as follows: (Def. 6) term = 2.
The functor * is defined by: (Def. 7) * = 0.
The functor non is defined as follows: (Def. 8) non = 1.
Let C be a signature. We say that C is constructor if and only if the conditions (Def. 9) are satisfied. (Def. 9) The carrier of C = {type, adj, term} and { * , non} ⊆ the operation symbols of C and (the arity of C)( * ) = adj, type and (the arity of C)(non) = adj and (the result sort of C)( * ) = type and (the result sort of C)(non) = adj and for every element o of the operation symbols of C such that o = * and o = non holds (the arity of C)(o) ∈ {term} * .
Let us note that every signature which is constructor is also non empty and non void.
The strict signature MinConstrSign is defined by:
(Def. 10) MinConstrSign is constructor and the operation symbols of MinConstrSign = { * , non}. Let us observe that MinConstrSign is constructor. Let us observe that there exists a signature which is constructor and strict. Let C be a constructor signature and let o be an operation symbol of C. We say that o is constructor if and only if: (Def. 11) o = * and o = non .
We now state the proposition (37) Let Σ be a constructor signature and o be an operation symbol of Σ. If o is constructor, then Arity(o) = len Arity(o) → term . Let C be a non empty non void signature. We say that C is initialized if and only if the condition (Def. 12) is satisfied. (Def. 12) There exist operation symbols m, α of C such that the result sort of m = type and Arity(m) = ∅ and the result sort of α = adj and Arity(α) = ∅. Let C be a constructor signature. The functor type C is a sort symbol of C and is defined by: (Def. 13) type C = type .
The functor adj C is a sort symbol of C and is defined as follows: (Def. 14) adj C = adj .
The functor term C is a sort symbol of C and is defined by:
The functor non C yielding an operation symbol of C is defined as follows: (Def. 16) non C = non .
The functor * C yielding an operation symbol of C is defined as follows: (Def. 17) * C = * .
We now state the proposition (38) Let C be a constructor signature. Then Arity(non C ) = adj C and the result sort of non C = adj C and Arity( * C ) = adj C , type C and the result sort of * C = type C . The functor Modes is defined as follows:
The functor Attrs is defined as follows:
The functor Funcs is defined by:
One can verify the following observations: * Modes is non empty, * Attrs is non empty, and * Funcs is non empty. The non empty set Constructors is defined by: (Def. 21) Constructors = Modes ∪ Attrs ∪ Funcs .
Next we state the proposition (39) { * , non} misses Constructors.
Let x be an element of QuasiLoci ×N. Then x 1 is a quasi-locus sequence. Then x 2 is an element of N.
Let c be an element of Constructors. We introduce the kind of c as a synonym of c 1 .
Let c be an element of Constructors. Then the kind of c is an element of {type, adj, term}. Then c 2 is an element of QuasiLoci ×N.
Let c be an element of Constructors. The loci of c yields a quasi-locus sequence and is defined as follows:
The index of c yielding a natural number is defined as follows: Let us observe that there exists a constructor signature which is initialized and strict.
Let C be an initialized constructor signature. One can check that there exists an operation symbol of C which is constructor.
Mizar Expressions
Let C be a constructor signature. The functor Vars C yielding a many sorted set indexed by the carrier of C is defined as follows:
(Def. 25) (Vars C)(type) = ∅ and (Vars C)(adj) = ∅ and (Vars C)(term) = Vars .
Let C be a constructor signature. Note that Vars C is non empty yielding. Let C be an initialized constructor signature. Observe that Free C (Vars C) is non-empty.
Let Σ be a non void signature, let X be a non empty yielding many sorted set indexed by the carrier of Σ, and let τ be an element of Free Σ (X). We say that τ is ground if and only if:
We say that τ is compound if and only if:
(Def. 27) τ (∅) ∈ (the operation symbols of Σ) × {the carrier of Σ}.
In the sequel C denotes an initialized constructor signature, s denotes a sort symbol of C, o denotes an operation symbol of C, and c denotes a constructor operation symbol of C.
Let us consider C. An expression of C is an element of Free C (Vars C).
Let us consider C, s. An expression of C is called an expression of C from s if:
(Def. 28) It ∈ (the sorts of Free C (Vars C))(s).
Next we state the proposition (41) z is an expression of C from s iff z ∈ (the sorts of Free C (Vars C))(s).
Let us consider C and let us consider c. Let us assume that len Arity(c) = 0. The functor c t yielding an expression of C is defined by: (Def. 29) c t = c, the carrier of C -tree(∅).
The following proposition is true (42) Let given o. Suppose len Arity(o) = 1. Let α be an expression of C. Given s such that s = Arity(o)(1) and α is an expression of C from s. Then o, the carrier of C -tree( α ) is an expression of C from the result sort of o.
Let us consider C, o. Let us assume that len Arity(o) = 1. Let η be an expression of C. Let us assume that there exists a sort symbol s of C such that s = Arity(o)(1) and η is an expression of C from s. The functor o(η) yielding an expression of C is defined by:
In the sequel α, β are expressions of C from adj C . One can prove the following two propositions:
Let us consider C, α. Observe that non C (α) is compound. Let us consider C. Note that there exists an expression of C which is compound.
Next we state the proposition (45) Let given o. Suppose len Arity(o) = 2. Let α, β be expressions of C. Given sort symbols s 1 , s 2 of C such that s 1 = Arity(o)(1) and s 2 = Arity(o) (2) and α is an expression of C from s 1 and β is an expression of C from s 2 .
Then o, the carrier of C -tree( α, β ) is an expression of C from the result sort of o. Let us consider C, o. Let us assume that len Arity(o) = 2. Let η 1 , η 2 be expressions of C. Let us assume that there exist sort symbols s 1 , s 2 of C such that s 1 = Arity(o)(1) and s 2 = Arity(o)(2) and η 1 is an expression of C from s 1 and η 2 is an expression of C from s 2 . The functor o(η 1 , η 2 ) yielding an expression of C is defined as follows:
In the sequel τ , τ 1 , τ 2 are expressions of C from type C . We now state two propositions:
Let us consider C, α, τ . One can check that * C (α, τ ) is compound. Let Σ be a non void signature and let s be a sort symbol of Σ. Let us assume that there exists an operation symbol o of Σ such that the result sort of o = s. An operation symbol of Σ is said to be an operation symbol of s if: (Def. 32) The result sort of it = s.
Let C be a constructor signature. Then non C is an operation symbol of adj C . Then * C is an operation symbol of type C .
The following proposition is true (48) Let s 1 , s 2 be sort symbols of C. Suppose s 1 = s 2 . Let τ 1 be an expression of C from s 1 and τ 2 be an expression of C from s 2 . Then τ 1 = τ 2 .
Quasi-terms
Let us consider C. The functor QuasiTerms C yields a subset of Free C (Vars C) and is defined as follows: (Def. 33) QuasiTerms C = (the sorts of Free C (Vars C))(term C ).
Let us consider C. One can check that QuasiTerms C is non empty and constituted of decorated trees.
Let us consider C. A quasi-term of C is an expression of C from term C . We now state the proposition (49) z is a quasi-term of C iff z ∈ QuasiTerms C.
Let x be a variable and let us consider C. The functor x C yields a quasi-term of C and is defined by: grzegorz bancerek (Def. 34) x C = the root tree of x, term .
One can prove the following proposition (50) For all variables x 1 , x 2 and for all initialized constructor signatures C 1 ,
Let x be a variable and let us consider C. One can check that x C is non compound.
We now state the proposition (51) Let p be a decorated tree yielding finite sequence. Then c, the carrier of C -tree(p) is an expression of C if and only if len p = len Arity(c) and
In the sequel p is a finite sequence of elements of QuasiTerms C. Let us consider C, c and let us consider p. Let us assume that len p = len Arity(c). The functor c (p) yields a compound expression of C and is defined as follows:
Next we state several propositions: (53) Let η be an expression of C. Then (i) there exists a variable x such that η = x C , or (ii) there exists a constructor operation symbol c of C and there exists a finite sequence p of elements of QuasiTerms C such that len p = len Arity(c) and η = c (p), or (iii) there exists an expression α of C from adj C such that η = non C (α), or (iv) there exists an expression α of C from adj C and there exists an expression τ of C from type C such that η = * C (α, τ ).
In the sequel η is an expression of C. Next we state two propositions:
(57) If η(∅) = non, the carrier of C , then there exists α such that η = non C (α).
(58) If η(∅) = * , the carrier of C , then there exist α, τ such that η = * C (α, τ ).
Quasi-adjectives
In the sequel α, α denote expressions of C from adj C . Let us consider C, α. The functor non α yields an expression of C from adj C and is defined by: (Def. 36) non α = α 0 , if there exists α such that α = non C (α ), non C (α), otherwise. Let us consider C, α. We say that α is positive if and only if:
(Def. 37) It is not true that there exists α such that α = non C (α ).
Let us consider C. Note that there exists an expression of C from adj C which is positive.
Next we state the proposition (59) For every positive expression α of C from adj C holds non α = non C (α).
Let us consider C, α. We say that α is negative if and only if:
(Def. 38) There exists α such that α is positive and α = non C (α ).
Let us consider C and let α be a positive expression of C from adj C . Note that non α is negative and non positive.
Let us consider C. One can check that there exists an expression of C from adj C which is negative and non positive.
Next we state three propositions:
(60) For every non positive expression α of C from adj C there exists an expression α of C from adj C such that α = non C (α ) and non α = α .
(61) Let α be a negative expression of C from adj C . Then there exists a positive expression α of C from adj C such that α = non C (α ) and non α = α . (62) For every non positive expression α of C from adj C holds non C (non α) = α.
Let us consider C and let α be a negative expression of C from adj C . Note that non α is positive.
Let us consider C, α. We say that α is regular if and only if:
(Def. 39) α is positive or negative.
Let us consider C. Observe that every expression of C from adj C which is positive is also regular and non negative and every expression of C from adj C which is negative is also regular and non positive.
Let us consider C. Note that there exists an expression of C from adj C which is regular.
Let us consider C. The functor QuasiAdjs C yields a subset of Free C (Vars C) and is defined as follows:
(Def. 40) QuasiAdjs C = {α : α is regular}.
Let us consider C. Note that QuasiAdjs C is non empty and constituted of decorated trees.
Let us consider C. A quasi-adjective of C is a regular expression of C from adj C .
Next we state two propositions: (63) z is a quasi-adjective of C iff z ∈ QuasiAdjs C. (64) z is a quasi-adjective of C if and only if z is a positive expression of C from adj C or a negative expression of C from adj C . Let us consider C. Note that every quasi-adjective of C which is non positive is also negative and every quasi-adjective of C which is non negative is also positive.
Let us consider C. Note that there exists a quasi-adjective of C which is positive and there exists a quasi-adjective of C which is negative.
The following propositions are true: 
Quasi-types
Let us consider C and let ϑ be an expression of C from type C . We say that ϑ is pure if and only if: (Def. 41) It is not true that there exist α, τ such that ϑ = * C (α, τ ).
The following propositions are true: Let us consider C. Note that there exists an expression of C from type C which is pure.
In the sequel ϑ denotes a pure expression of C from type C and A denotes a finite subset of QuasiAdjs C.
Let us consider C. The functor QuasiTypes C is defined as follows: (Def. 42) QuasiTypes C = { A, τ : τ is pure}.
Let us consider C. Note that QuasiTypes C is non empty. Let us consider C. Quasi-type of C is defined by: (Def. 43) It ∈ QuasiTypes C.
The following two propositions are true: (72) z is a quasi-type of C iff there exist A, ϑ such that z = A, ϑ . (73) x, y is a quasi-type of C if and only if x is a finite subset of QuasiAdjs C and y is a pure expression of C from type C . In the sequel θ is a quasi-type of C. Let us consider C. Observe that every quasi-type of C is pair. (i) if η is a quasi-term of C, then η is not a quasi-adjective of C, (ii) if η is a quasi-term of C, then η is not a quasi-type of C, and (iii) if η is a quasi-type of C, then η is not a quasi-adjective of C. Let us consider C, A, ϑ. We introduce A * ϑ as a synonym of A, ϑ . Let us consider C, A, ϑ. Then A * ϑ is a quasi-type of C. Let us consider C, θ. Note that θ 1 is finite. Let us consider C, θ. We introduce adjs θ as a synonym of θ 1 . We introduce the base of θ as a synonym of θ 2 .
Let us consider C, θ. Then adjs θ is a subset of QuasiAdjs C. Then the base of θ is a pure expression of C from type C .
One can prove the following propositions: Let us consider C, θ and let α be a quasi-adjective of C. The functor α * θ yields a quasi-type of C and is defined by: (Def. 44) α * θ = {α} ∪ adjs θ, the base of θ .
We now state three propositions:
(82) For every quasi-adjective α of C holds adjs(α * θ) = {α} ∪ adjs θ and the base of α * θ = the base of θ.
(83) For every quasi-adjective α of C holds α * (α * θ) = α * θ.
(84) For all quasi-adjectives α, β of C holds α * (β * θ) = β * (α * θ).
Variables in Quasi-types
Let Σ be a non void signature, let s be a sort symbol of Σ, let X be a nonempty many sorted set indexed by the carrier of Σ, and let τ be a term of Σ over X. Note that (Var τ )(s) is finite.
Let Σ be a non void signature, let s be a sort symbol of Σ, let X be a non empty yielding many sorted set indexed by the carrier of Σ, and let τ be an element of Free Σ (X). Observe that (Var Σ τ )(s) is finite.
Let Σ be a non void signature, let X be a non empty yielding many sorted set indexed by the carrier of Σ, and let s be a sort symbol of Σ. The functor vars X s yielding a function from (the sorts of Free Σ (X)) into 2 X(s) is defined by: Let us consider C and let θ be a quasi-type of C. We say that θ is ground if and only if: (Def. 50) Var θ = ∅.
Let us consider C. Observe that there exists an expression of C from type C which is ground and pure and there exists a quasi-adjective of C which is ground.
Next we state the proposition (108) For every ground pure expression τ of C from type C holds ∅ QuasiAdjs C * τ is ground. Let us consider C and let τ be a ground pure expression of C from type C . Note that ∅ QuasiAdjs C * τ is ground.
Let us consider C. Note that there exists a quasi-type of C which is ground. Let us consider C, let θ be a ground quasi-type of C, and let α be a ground quasi-adjective of C. Observe that α * θ is ground.
Smooth Type Widening
The strict non empty poset VarPoset is defined by: (Def. Let C be an initialized constructor signature and let T be a ground quasitype of C. One can check that {T }, id {T } is smooth.
Structural Induction
The scheme StructInd deals with an initialized constructor signature A, an expression B of A, and a unary predicate P, and states that: Let X be a many sorted set indexed by the carrier of Σ. We say that X has missing variables if and only if:
The following proposition is true (114) Let Σ be a non void signature and X be a many sorted set indexed by the carrier of Σ. Then X has missing variables if and only if for every sort symbol s of Σ such that X(s) = ∅ there exists an operation symbol o of Σ such that the result sort of o = s.
Observe that MaxConstrSign has an operation for each sort. Let C be a constructor signature. Observe that Vars C has missing variables.
Let Σ be a many sorted signature. Observe that every many sorted set indexed by the carrier of Σ which is non-empty has also missing variables.
Let Σ be a many sorted signature. Observe that there exists a many sorted set indexed by the carrier of Σ which has missing variables.
One can verify that there exists a constructor signature which is initialized and strict and has an operation for each sort.
Let C be a many sorted signature with an operation for each sort. Observe that every many sorted set indexed by the carrier of C has missing variables.
Let G be a non empty tree construction structure. Then the terminals of G is a subset of G. Then the nonterminals of G is a subset of G.
Next we state a number of propositions: Let Σ be a non void signature and let X be a many sorted set indexed by the carrier of Σ. A unary operation on (the sorts of Free Σ (X)) is said to be a transformation of Σ-terms over X if:
(Def. 56) For every sort symbol s of Σ holds it
• (the sorts of Free Σ (X))(s) ⊆ (the sorts of Free Σ (X))(s). The following two propositions are true: (129) Let Σ be a non void signature, X be a non empty many sorted set indexed by the carrier of Σ, and f be a unary operation on (the sorts of Free Σ (X)). Then f is a transformation of Σ-terms over X if and only if for every sort symbol s of Σ and for every set α such that α ∈ (the sorts of Free Σ (X))(s) holds f (α) ∈ (the sorts of Free Σ (X))(s). (130) Let Σ be a non void signature, X be a non empty many sorted set indexed by the carrier of Σ, f be a transformation of Σ-terms over X, s be a sort symbol of Σ, and p be a finite sequence of elements of (the sorts of Free Σ (X))(s). Then f · p is a finite sequence of elements of (the sorts of Free Σ (X))(s) and (f · p qua set) = len p.
Let Σ be a non void signature, let X be a many sorted set indexed by the carrier of Σ, and let τ be a transformation of Σ-terms over X. We say that τ is substitution if and only if the condition (Def. 57) is satisfied. 
Substitution
Let A be a set, let x, y be sets, and let α, β be elements of A. Then IFIN(x, y, α, β) is an element of A.
Let C be an initialized constructor signature. A valuation of C is a partial function from Vars to QuasiTerms C.
Let C be an initialized constructor signature and let f be a valuation of C. We say that f is irrelevant if and only if: (Def. 58) For every variable x such that x ∈ dom f there exists a variable y such that f (x) = y C .
Let C be an initialized constructor signature and let f be a valuation of C. We introduce f is relevant as an antonym of f is irrelevant.
Let X, Y be sets. Observe that there exists a partial function from X to Y which is empty.
Let C be an initialized constructor signature. Observe that every valuation of C which is empty is also irrelevant.
Let C be an initialized constructor signature. Note that there exists a valuation of C which is empty, irrelevant, and one-to-one.
Let C be an initialized constructor signature and let X be a subset of Vars. The functor idval C X yielding a valuation of C is defined by: (Def. 59) idval C X = { x, x C ; x ranges over variables: x ∈ X}.
Next we state the proposition (131) For every subset X of Vars holds dom idval C X = X and for every variable x such that x ∈ X holds (idval C X)(x) = x C . Let C be an initialized constructor signature and let X be a subset of Vars. One can check that idval C X is irrelevant and one-to-one.
Let C be an initialized constructor signature and let X be an empty subset of Vars. One can check that idval C X is empty.
Let us consider C and let f be a valuation of C. The functor f # yielding a transformation of C-terms over Vars C is defined by the conditions (Def. 60). (Def. 60)(i) For every variable x holds if
ii) for every constructor operation symbol c of C and for all finite sequences p, p of elements of QuasiTerms C such that len p = len Arity(c) and
for every expression α of C from adj C holds f # (non C (α)) = non C (f # (α)), and (iv) for every expression α of C from adj C and for every expression τ of C from type C holds f # ( * C (α, τ )) = * C (f # (α), f # (τ )). Let us consider C and let f be a valuation of C. Observe that f # is substitution.
In the sequel f denotes a valuation of C. Let us consider C, f , η. The functor η[f ] yielding an expression of C is defined as follows:
Let us consider C, f and let p be a finite sequence. Let us assume that rng p ⊆ (the sorts of Free C (Vars C)). The functor p[f ] yields a finite sequence and is defined as follows:
Let us consider C, f and let p be a finite sequence of elements of QuasiTerms C.
is a finite sequence of elements of QuasiTerms C and it can be characterized by the condition:
In the sequel x is a variable. Let us consider C, f and let τ be a quasi-term of C. Then τ [f ] is a quasi-term of C.
Let us consider C, f and let α be an expression of C from adj C . Then α[f ] is an expression of C from adj C .
Let us consider C, f and let α be a positive expression of C from adj C . Note that α[f ] is positive.
Let us consider C, f and let α be a negative expression of C from adj C . Observe that α[f ] is negative.
Let us consider C, f and let α be a quasi-adjective of C. Then α[f ] is a quasi-adjective of C.
We now state the proposition (141) (non α) [ 
f ] = non(α[f ]).
Let us consider C, f and let τ be an expression of C from type C . Then τ [f ] is an expression of C from type C .
Let us consider C, f and let τ be a pure expression of C from type C . Observe that τ [f ] is pure.
One can prove the following two propositions: (142) Let f be an irrelevant one-to-one valuation of C. Then there exists an irrelevant one-to-one valuation g of C such that for all variables x, y holds x ∈ dom f and f (x) = y C if and only if y ∈ dom g and g(y) = x C . (143) Let f , g be irrelevant one-to-one valuations of C. Suppose that for all variables x, y such that x ∈ dom f and f (x) = y C holds y ∈ dom g and g(y) = 
