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V diplomskem delu je predstavljen proces izdelave spletne aplikacije za izdajo plačilnih 
nalogov s poudarkom na izvajanju validacije podatkov. 
Delo je razdeljeno na štiri večje sklope. V prvem sklopu so predstavljene tehnologije in 
orodja, ki sem jih uporabljal pri izdelavi aplikacije. Vse tehnologije in orodja so opisani tudi z 
vidika izvajanja validacije podatkov. 
V drugem sklopu je predstavljen pojem validacije podatkov. V uvodu sklopa je predstavljen 
praktičen primer, ki uporabniku predstavi problematiko validacije podatkov. V nadaljevanju 
so opisane metode validacije podatkov, njihova uporaba ter razdelitev izvajanja validacije 
podatkov po arhitekturi aplikacije. 
V tretjem sklopu je opisan potek načrtovanja aplikacije za izdajo plačilnih nalogov. 
Predstavljene so vse zahteve, ki jim mora aplikacija ustrezati, s poudarkom na njihovem 
reševanju. Rešitve in zahteve so opisane za glavne funkcionalnosti aplikacije in so razdeljene 
po slojih, kjer lahko izvajamo validacijo podatkov. 
V zadnjem sklopu je opisana izdelava aplikacije za izdajo plačilnih nalogov. Opis zajema vse 
od izdelave podatkovne baze do izdelave uporabniškega vmesnika v razvojnem okolju. 
Predstavljene so konkretne rešitve glavnih nalog aplikacije, izpostavljene pa so tudi možne 
nadgradnje in izboljšave aplikacije. Glavni poudarek je ponovno na izvajanju validacije 
podatkov in pomenu posamezne validacije. 
 
Ključne besede: validacija podatkov, Java, JDeveloper, ADF, entitetno-relacijski model, SQL, 










The diploma thesis presents the process of developing a web based application for creating 
remittance slips with an emphasis on data validation.  
The thesis is divided into four key chapters. The first chapter gives an intrduction to the 
technologies and tools used in the development process. All the technologies and tools are 
also described from the standpoint of data validation. 
The second chapter describes the concept of data validation. The chapter introduction holds 
a short case study to expose the problems of designing efficient data validation. The chapter 
then describes the data validation methods used on each level of the application. 
The third chapter describes the planning proces of the application. The chapter includes all 
the demands that must be met in order to have a functional application with an emphasis on 
solving these demands. The demands and solutions are described for key features of the 
application and are divided between their respected layers. 
The final chapter describes the actual development of the application. It starts with the 
database layer and ends at the userinterface level. The chapter features solutions that meet 
the requirements of key demands and also presents upgrades and alternatives that would 
improve the application. The emphasis again resides on validating data and describing the 
purpose of said validation. 
 
Key words: Data validation, Java, ADF, entity – relationship model, SQL, business logic, 

















Težko si predstavljamo sodoben svet brez informacijsko-telekomunikacijskih storitev. Jedro 
tega sveta sta omrežje, ki mu pravimo internet, in svetovni splet. Svetovni splet uporabljamo 
za brskanje po internetu, spletno nakupovanje itd. Za vsako tako storitvijo stojijo 
informacijski sistemi, ki uporabniku postrežejo s podatki, pri čemer pa nastopi zelo 
pomembno področje validacije podatkov. Laično si pogosto predstavljamo, da je validacija 
podatkov le preverjanje enostavnih vnosnih polj, kjer preverjamo, ali so podatki znotraj 
ustrezni ali ne. Validacija podatkov pa je veliko več kot to. Prične se s pravilnim zapisom 
podatkov v podatkovno zbirko in je prisotna na vsakem koraku vse do pravilnega 
osveževanja podatkov na uporabniški strani aplikacije.  
Vsako leto je na trgu več aplikacij in storitev, ki potrebujejo učinkovito validacijo podatkov, 
hkrati pa se vsako leto povečujejo uporabniška pričakovanja glede aplikacij. Z vidika 
validacije podatkov to pomeni, da moramo izvajati vse več validacije, s katero poskrbimo, da 
bodo vsi podatki točni, še bolj pomembno pa je, da poskrbimo, da nesmisli s strani 
uporabnika niso možni. Večina validacije podatkov poteka na strežniški strani aplikacije, ker 
so pa tudi uporabniške naprave z vsako generacijo močnejše, se nekatere funkcionalnosti 
validacije podatkov premikajo proti uporabniški strani. To še dodatno oteži načrtovanje 
validacije podatkov, saj validacija na uporabniški strani temelji na uporabi JavaScripta, ki ga 
je možno onemogočiti. Ker se validacijski proces začne pri vpisu podatkov v podatkovno 
bazo, je naloga validacije tudi preprečevanje zlorab sistema. Validacija podatkov mora biti 
načrtovana tako, da preprečimo najpogostejša tipa napadov, Cross Side Scripting in SQL 
Injection. 
V diplomskem delu je predstavljena validacija podatkov za aplikacijo, ki sem jo izdelal v 
sklopu praktičnega izobraževanja. Aplikacija je namenjena izdaji plačilnih nalogov partnerjem 
in ponuja naslednje funkcionalnosti: 
• ustrezno strukturirano podatkovno bazo z validacijo podatkov, 
• dodajanje tečajnih list prek datoteke CSV, 




• ustrezno validacijo strani s tečajnimi listami, 
• dodajanje vseh podatkov o uporabnikih in artiklih v aplikaciji, 
• kreiranje plačilnega naloga z vsemi validacijskimi pravili, 
• izpis plačilnega naloga v tekstovni obliki, 
• preračun plačilnega naloga v katerokoli valuto, 
• arhiviranje plačilnih nalogov, 
• beleženje kontrolnih podatkov ob vsakem dodajanju tečajnih list. 
Za izvedbo teh rešitev je na trgu veliko orodji in tehnologij. Izvedbo rešitev delimo na rešitve 
na strežniški strani in rešitve na uporabniški strani. Po enakem principu delimo tudi validacijo 
podatkov na strežniško stran, ki pokriva vso bazno logiko naše aplikacije, ter validacijo na 
uporabniški strani. Nekje med strežniško in uporabniško stranjo se nahaja poslovna logika, ki 
pokriva velik delež validacije podatkov v okvirjih posla, za katerega se aplikacija razvija. 
Poslovna logika se nahaja nekje vmes, saj je kombinacija rešitev na ravni podatkovne baze in 
rešitev na aplikacijski ravni ter uporabniškem vmesniku. Na strežniški strani prevladujeta 
jezik PHP (angl. Hypertext Preprocessor) in jezik Java, ki se uporablja na aplikacijskem delu. 
Na uporabniški strani se v večini primerov uporablja jezik JavaScript, ki pa predstavlja 
varnostno luknjo, saj ga je možno izklopiti.  
V diplomskem delu sem za razvoj aplikacije in vse potrebne validacije podatkov uporabil 
orodja podjetja Oracle. Oracle ponuja vsa orodja za celoten razvojni postopek aplikacije. Za 
izdelavo aplikacije sem uporabil naslednja orodja: 
• SQL Data Modeler, 
• SQL Developer in 
• JDeveloper 
Aplikacija za izdajo plačilnih nalogov pokriva validacijo podatkov na vseh ravneh in je zato 
predstavljala dober primer, na katerem lahko predstavim validacijo podatkov in pomen 
posamezne validacije. Za validacijo na ravni podatkovne baze sem uporabljal jezik SQL in 
Oraclovo nadgradnjo jezika PL/SQL. Na ravni aplikacije sem za uporabniški vmesnik 




uporabljal komponente, ki jih ponuja razvojno okolje JDeveloper. Za validacijo podatkov sem 








2 Tehnologije in ogrodja 
 
Na trgu je veliko orodij, ki razvijalcem olajšajo celotni postopek izdelave nove aplikacije. 
Dandanes si težko predstavljamo, da bi vso kodo pisali ročno, saj zato obstajajo že narejene 
knjižnice in razvijalna okolja, ki nam poenostavijo proces razvoja. Težko si tudi predstavljamo 
velike podatkovne baze, ki so narejene izključno z uporabo poizvedbenega jezika SQL (angl. 
Structured Query Language) in ne s pomočjo grafičnega orodja. Vse se tudi začne z jezikom 
SQL, s katerim dostopamo do podatkov in jih vračamo uporabniku. 
2.1 SQL in PL/SQL 
 
SQL ali strukturirani povpraševalni jezik je najbolj razširjen in hkrati tudi standardiziran jezik 
za delo s podatkovnimi bazami. Kot že ime pove, sta glavni nalogi tega programskega jezika 
prikaz podatkov in povpraševanje po podatkih. Ko pišemo SQL-kodo, pravimo temu, da 
pišemo SQL-stavke, saj je jezik zelo naraven in ga z lahkoto prevedemo v človeški jezik. Na 




Poizvedba je sestavljena iz treh stavkov, SELECT, s katerim izberemo podatke, ki jih želimo 
prikazati, FROM, kjer določimo tabelo, kjer se ti podatki nahajajo, in WHERE, ki služi za 
ustvarjanje pogojev. Če poizvedbo prevedemo v jezik, ki nam je bolj razumljiv, dobimo 
naslednji rezultat: izberi navedene podatke o uslužbencih (SELECT) iz tabele »uslužbenci« 
(FROM), kjer se imena začnejo na črko K (WHERE). 
Stavek SELECT je najpogosteje uporabljen stavek, saj je namenjen prikazovanju podatkov in 
to nas kot uporabnike najbolj zanima. Jezik pa, kot sem že omenil, omogoča kreiranje 
podatkovnih baz ter tudi dodajanje in jemanje pravic administratorjem. Jezik je zato 




razdeljen v tri skupine, DML (angl. Data Manipulation Language), DDL (angl. Data Definition 
Language) in DCL (angl. Data Control Language) [1]. 
DML se uporablja v vseh poizvedbah, saj skrbi za manipulacijo podatkov bodisi tako, da 
spremeni stanje podatkovne baze, ali pa tako, da prikaže le neke podatke in jih ne spremeni. 
Pod okrilje DML spadajo naslednji stavki: 
1. Stavek SELECT, ki izbere podatke, ki jih želimo prikazati uporabniku. 
2. Stavek UPDATE, ki posodobi izbrane podatke v tabeli. 
3. Stavek DELETE, ki izbriše izbrano vrstico v tabeli. 
4. Stavek INSERT INTO, ki doda zapis v tabelo. 
Stavek SELECT v večini primerov omenjamo, ko govorimo o skupini DML. Strogo gledano pa 
ga uvrščamo v skupino DQL (angl. Data Query Language). SELECT stavek je glavni predstavnik 
te skupine, ki kot omenjeno prikazuje uporabniku podatke. Ta skupina vsebuje tudi stavek 
SHOW za prikaz meta podatkov in stavek HELP. 
Kot sem že omenil v uvodu poglavja, lahko podatkovno bazo naredimo izključno z uporabo 
jezika SQL. To nam omogoča DDL. Ta vsebuje izključno stavke, s katerimi ustvarjamo ali 
manipuliramo tabele, ki so glavni gradniki podatkovnih baz. Pod okrilje DDL spadajo naslednji 
stavki: 
1. Stavek CREATE TABLE, ki ustvari tabelo, kot parametre moramo podati ime tabele, 
 imena stolpcev v tabeli in njihove podatkovne tipe. 
2. Stavek DROP, ki izbriše tabelo, index ali pa celo podatkovno bazo. 
3. Stavek ALTER, ki spremeni lastnost tabele. 
4. Stavek RENAME, ki spremeni ime. 
5. Stavek TRUNCATE, ki izbriše vse podatke iz tabele. Uporablja se, ker je hitrejši od 
 stavka DELETE. 
Stavki zadnje skupine uradno spadajo pod okrilje DDL, vendar pa se ne nanašajo strogo na 
kreiranje podatkovnih baz in tabel, temveč se ukvarjajo z dodajanjem pravic uporabnikom in 
administratorjem podatkovnih baz. Pod okrilje DCL spadata naslednja stavka: 




1. Stavek  GRANT, ki doda pravice uporabniku. 
2. Stavek REVOKE, ki odstrani pravice uporabnika. 
SQL je zelo enostaven in dobro napisan jezik, vendar pa ima to pomanjkljivost, da ne nudi 
fleksibilnosti, ki jo vsebujejo klasični programski jeziki. Podjetje Oracle je tako razvilo 
nadgradnjo jezika SQL, ki se imenuje PL/SQL (anlg. Procedural Language/Structured Query 
Language). Ta vsebuje programerske elemente, kot so pogoji, zanke, konstante in 
spremenljivke. Glavni prednosti, ki ju doda klasičnemu SQL-jeziku, sta možnost pisanja 
procedur in delo z izjemami [2]. Izjeme se uporabljajo za preverjanje procedur in vračanje 
odgovorov, če je prišlo do neke napake v izvajanju določene procedure. To je lahko 
preprosto sporočilo, ki nam pove, da se je pojavila napaka, lahko pa se uporabi tudi za bolj 
kompleksno validacijo, ko smo v nekem poslovnem okolju. Za primer lahko vzamemo 
podjetje, ki uporablja procedure za računanje svojih prihodkov. Prihodki so lahko, kolikor 
vemo, tudi nični, kar pa lahko predstavlja problem za računske operacije. Prva misel je, da 
napišemo pravilo validacije tako, da polje »prihodki« ne sme biti enako 0, vendar zaradi prej 
omenjenega problema to ni rešitev. Druga rešitev bi bila, da bi imeli validacijo postavljeno 
tako, da se bi polje v primeru ničnega prihodka postavilo na vrednost 1, kar pa ni primerno 
za resne in bolj kompleksne projekte. Tukaj nastopi uporaba izjem. Izjemo lahko napišemo 
tako, da nam v primeru, ko so prihodki nični, izpiše opozorilo, da so prihodki nični, in postavi 
vrednost prihodkov na vrednost NULL. 
2.2 SQL Data Modeler 
 
Omenil sem že, da lahko podatkovne baze izgradimo izključno z uporabo jezika SQL. Veliko 
bolj praktična metoda je uporaba grafičnega orodja. V mojem primeru sem uporabil orodje 
SQL Data Modeler podjetja Oracle. Grafična orodja poenostavijo modeliranje podatkovnih 
baz, saj imamo vse tabele, atribute in povezave med tabelami izrisane in tako lažje vidimo, 
ali logični model ustreza našim zahtevam in kje ga bi lahko izboljšali. Na Sliki 2.2 je primer 
baze, ki je narejena v tem orodju. 





2.2 Primer baze v orodju SQL Data Modeler 
 
Kot je vidno s slike, je podatkovna baza zelo pregledna. Vidimo vse entitete, atribute, ključe 
in kardinalnosti med entitetami. Validacija podatkov se prične že v fazi izgradnje podatkovne 
baze, saj prva raven validacije temelji na izbiri pravilnih podatkovnih tipov za posamezne 
atribute. Ta grafični način nam omogoča lažjo preglednost nad podatkovnimi tipi 
posameznih atributov, ki bodo v naslednjih fazah načrtovanja imeli neko logično povezavo. 
Hkrati imamo tudi vse podatke pred očmi in lahko vidimo morebitno podvajanje podatkov, ki 
ne sme obstajati v podatkovni bazi. Orodje omogoča kreiranje entitet, atributov, ključev in 
kardinalnosti med entitetami. Orodje omogoča tudi osnovno validacijo, kot je pogoj NOT 
NULL. Najpomembnejša funkcija, ki jo opravi orodje, je generiranje skripte DDL, ki prevede 
naš model v SQL-jezik. To skripto nato uporabimo, da izgradimo fizično podatkovno bazo. 
2.3 SQL Developer 
 
Ko imamo narejeno našo DDL-skripto, potrebujemo program, ki bo razumel to skripto in 
naredil fizično podatkovno bazo, ki je taka kot naš logičen model. SQL Developer je grafično 
integrirano razvojno orodje za delo s podatkovnimi zbirkami. Najpomembnejša naloga je 




branje DDL-skript, saj tako ustvarimo fizično zbirko podatkov, ki je pregledna in enostavna za 
upravljati. Povežemo se lahko na več strežnikov, kar pomeni, da lahko naenkrat delamo z več 
podatkovnimi zbirkami oziroma z več različicami iste podatkovne zbirke. Na tej ravni pa tudi 
hranimo vse procedure, ki jih napišemo v jeziku PL/SQL. Te procedure lahko nato grupiramo 
v skupine in jih označimo kot paket. Paketi nam omogočajo združevanje procedur, ki so 
pogosto uporabljene. Tako lahko poljubni podatkovni zbirki dodamo paket, ki ima vključene 
procedure, ki so že bile uporabljene. Zelo uporabna funkcionalnost je tudi ustvarjanje 
sekvence. Velikokrat v podatkovno bazo vključimo entitete, ki služijo kot arhiv. V ta arhiv 
lahko beležimo dostope in čas dostopa do posameznih entitet. V takih entitetah imamo 
primarni ključ, zgolj ker ga entiteta potrebuje. Zato lahko naredimo sekvenco, ki bo 
avtomatično dodajala podatke v ključni atribut. Šolski primer sekvence bi bil inkrement, ki se 
povečuje za 1 z vsakim dodanim zapisom. SQL Developer pa skrbi tudi za hranitev vse 
validacije na ravni podatkovne baze. Na Sliki 2.3 je tabelarični prikaz podatkov v orodju SQL 
Developer. 
 




Java je objektno (angl. Object) in razredno (angl. Class) naravnan programski jezik, ki je 
narejen po principu ničte odvisnosti, kar pomeni, da program zaženemo enkrat in ga nato 
lahko uporabimo na katerikoli platformi, ki podpira Javo. Jezik sam je zasnoval James Gosling 
s sodelavci v podjetju Sun MicroSystems. Od leta 2016 je Java eden od najbolj popularnih 
jezikov za spletne aplikacije, ki delujejo po principu odjemalec-strežnik [3]. V diplomskem 
delu sem večino validacije in kode napisal v jeziku Java, saj sem za razvoj uporabil integrirano 




razvojno okolje JDeveloper, ki podpira razvoj Java aplikacij. V IBM-ovem centru znanosti 
priljubljenost Jave pripisujejo naslednjim razlogom: 
• Java je zelo preprost jezik, ki se ga hitro naučimo, 
• Java je objektno naravnana, kar pomeni, da lahko enostavno razčlenimo 
funkcionalnost na več podprogramov in tako napišemo kodo, ki jo lahko večkrat uporabimo, 
• Java je neodvisna od platforme. 
[4] Enostavnost lahko Javi pripišemo, ker je razredno in objektno orientiran jezik. Pred 
objektno in razredno orientiranimi jeziki se je uporabljajo proceduralno programiranje, ki je 
zahtevalo zelo kompleksno in med seboj povezano kodo. Slabost take kode je, da lahko ima 
že manjša sprememba v odseku kode trajne posledice za celotno aplikacijo. Razredno 
programiranje temelji na ustvarjanju razredov, ki vsebujejo podatke in metode, objekt pa 
predstavlja eno instanco z določenimi podatki. Za primer lahko vzamemo razred, ki ga 
poimenujemo Pes, in mu določimo lastnosti, kot so pasma, barva in ime. Objekt si nato lahko 
predstavljamo kot določenega psa, ki mu je ime Barni, je terrier in je črne barve. Dobra 
praksa v razredno orientiranemu programiranju je, da za razrede in lastnosti uporabljamo 
samostalnike, za metode pa glagole. Tak zapis naredi kodo bolj berljivo za vsakogar in ne le 
za nas. Glavni koncepti objektnega programiranja so [5]: 
• objekt je instanca razreda s točno določenimi atributi in metodami, 
• razred, ki je logični načrt atributov in metod, 
• dedovanje, ki omogoča izpeljevanje razredov, 
• polimorfizem, ki omogoča uporabo iste metode v več namenov, 
• abstrakcija, ki prikriva podatke in poudari funkcionalnost, 
• enkapsulacija, ki skriva podrobnosti razreda, uresničimo jo z modifikatorji dostopa. 
2.5 JDeveloper 
 
JDeveloper je integrirano razvojno okolje, ki ga je razvilo podjetje Oracle. Ponuja posebna 
orodja za razvoj v jezikih Java, PHP, SQL, JavaScript, XML (angl. Extensible Markup Language, 
HTML (angl. HyperText  Markup Language), BPEL (angl. Business Process Execution 




Language). Namen JDeveloperja je poenostaviti proces razvoja aplikacij, saj nudi vizualni in 
deklarativni pristop k načrtovanju in izvedbi razvoja aplikacije. Hkrati ima vgrajeno Oracle 
ADF (angl. Application Development Framework), ogrodje, ki še dodatno poenostavi izdelavo 
aplikacij Java EE (angl. Enterprise Edition) [6]. Na Sliki 2.4 je prikazano razvojno okolje. 
 
2.4 Razvojno okolje JDeveloper 
 
Oraclovo ogrodje ADF, ki ga uporablja JDeveloper, je sestavljeno iz štirih plasti [7]: 
• View, ki skrbi za prikaz podatkov uporabniškemu vmesniku, 
• Model, ki skrbi za poslovno logiko, 
• Controller, ki skrbi za prehode med posameznimi deli aplikacije in služi kot vmesnik 
med plastema View in Model,  
• Business Services, ki skrbi za izvajanje poslovne logike. 
Ker so plasti med seboj neodvisne, nam to olajša vzdrževanje kode v aplikaciji, hkrati pa 
lahko kodo večkrat uporabimo. V diplomskem delu sem večino časa imel opravka s plastema 
View in Model, ki sta temelja za izdelavo aplikacije. V View plasti sem uporabljal tehnologiji 
JSF (angl. Java Server Faces) in JSP (angl. Java Server Pages), ki sta namenjeni izdelavi 




uporabniškega vmesnika. Grafični element omogoča, da nemudoma vidimo videz 
uporabniškega vmesnika, deklarativni element pa nam poenostavi dodajanje funkcionalnosti 
uporabniškemu vmesniku. Primer deklarativnega pristopa je vključitev storitve AJAX (angl. 
Asynchronous JavaScript and XML), ki jo vključimo preprosto tako, da v meniju elementa 
uporabniškega vmesnika vklopimo polje PPR (angl. Partial Page Refresh) in mu nastavimo 
prožilec. Za izdelavo preprostih aplikacij tako sploh ne potrebujemo programerskega znanja, 
vendar je dovolj, da poznamo tehnologijo. Tudi osnovno poslovno logiko lahko vključimo v 
aplikacijo na deklarativni način, vendar pa smo pogosto omejeni le na linijsko validacijo. 
Primer linijske validacije bi bila omejitev plače uslužbenca na 20.000 evrov. Ko pa želimo 
izvajati bolj kompleksno poslovno logiko ali pa validacijo poizvedb, moramo to storiti 
programatično. Ko želimo poslovno logiko dodati programatično, lahko uporabimo dva 
pristopa. Prvi pristop je deloma deklarativni, saj je JDeveloper zmožen sam generirati POJO 
(angl. Plain Old Java Object), ki vsebuje dostopne metode za določen View objekt. Poslovno 
logiko lahko nato napišemo v ta Java objekt, vendar pa je logika vidna samo v tem razredu. 
Bolj praktična rešitev, ki sem jo uporabil tudi sam v diplomskem delu, je uporaba 
hierarhičnega modela. Ko začnemo nov projekt, JDeveloper sam generira super Java objekt, 
ki vsebuje dostopne metode do vseh View objektov in tako »vidi« celotno aplikacijo ter ne le 
koščka kot v primeru generiranja POJO View objekta. V nadaljevanju diplomskega dela bom 
bolj podrobno opisal probleme, s katerimi sem se srečal, in rešitve, ki jih ponuja JDeveloper. 
2.6  Groovy 
 
Programski jezik Groovy je tako kot Java objektno orientiran programski jezik. JDeveloper od 
različice 11g podpira uporabo jezika Groovy pri razvoju aplikacij, vendar pa se ta jezik ne 
uporablja kot objektno programiranje, saj je temu namenjena Java. Groovy uporabljamo za 
naslednje postopke: 
• spreminjanje vrednosti atributov ali entitet, 
• validacijska pravila, 
•  opozorilna sporočila, 
• spreminjanje vrednosti spremenljivk 




• validacijo tranzientnih atributov. 
Groovy je v kontekstu, v katerem se uporablja, deklarativne naravne. Za primer lahko 
vzamemo izračun letne plače v tranzientnem polju »LetnaPlača«. Groovy stavek bi se 
preprosto glasil Plača * 12 [8]. Tako obliko stavkov lahko pišemo, ko se sklicujemo na 
atribute, ki ležijo v isti entiteti. Groovy pa lahko uporabimo tudi takrat, ko želimo, da se 
vrednost atributa sklicuje na metodo, ki smo jo definirali v Java razredu. Klic metode se glasi 
adf.object.ime_metode(). Če pogledamo postopke uporabe Groovy jezika, vidimo, da je 
ključna naloga validacija podatkov. Groovy je zelo priročen, ko moramo izvajati preprosto 
validacijo podatkov, saj to deklarativno naredimo v entitetah. Druga rešitev bi bila, da bi za 
vso preprosto validacijo pisali metode v Javi in jih nato izpostavljali uporabniškemu 
vmesniku, tako da bi uporabnik videl rezultate teh metod. Groovy lahko tako naredi kodo 
bolj pregledno. V diplomskem delu sem tudi sam uporabil Groovy za validacijo podatkov, ker 
pa moj sistem ne vsebuje velikega števila atributov, ki bi potrebovali preprosto validacijo, bi 
kodo lahko napisal tudi v Javi. V večjih sistemih, kjer imamo več deset atributov v entiteti, ki 
potrebujejo validacijo, pa to pomeni deset manj preprostih metod, ki jih moramo napisati v 
Javi. Zavedati pa se moramo, da je uporaba jezika Groovy lahko tudi dvorezni meč. Kodo 
naredimo bolj pregledno in tudi aplikacija bolje dela, vendar pa tako dobimo dodatno točko, 
kjer lahko naletimo na težavo. Če imamo vso kodo napisano v Javi, bomo vedeli, da moramo 
v primeru napak ali napačnega delovanja iskati težavo v Java kodi, ki smo jo napisali. Ko pa 







3 Validacija podatkov 
 
Validacija podatkov je po definiciji skupek procesov, katerih naloga je zagotavljanje kakovosti 
podatkov. Kakovost podatkov pomeni, da so vsi podatki, ki vstopajo v sistem, točni in hkrati 
tudi uporabni v danem kontekstu. Validacijo podatkov dosežemo z validacijskimi pravili, 
validacijskimi omejitvami in procesi, ki preverjajo smiselnost zaporedja podatkov. Kot uvod 
bom predstavil validacijo problema, ki je s človeškega vidika zelo enostavna, vendar pa lahko 
predstavlja pravi problem z vidika vršenja ustrezne validacije. Za primer bom podal problem 
dodatnih polj pri mednarodnem pošiljanju paketov. Ko želimo poslati paket v mednarodnem 
okolju, moramo obvezno vključiti državo, v katero pošiljamo paket. Problem nastane, ko 
moramo dodati tudi podatke, ki jih nekatere države ne potrebujejo. Primer takega problema 
so ameriške zvezne države. 
Prva raven, kjer lahko poskusimo rešiti problem, je podatkovna baza. V podatkovni bazi 
potrebujemo atribut, ki bo vseboval podatek o zvezni državi. Prva možnost je, da dodamo 
atribut, ki služi kot dodatna informacija o pošiljanju, za ZDA bi bila to zvezna država, za 
primer Slovenije pa regija. Hkrati moramo atribut označiti kot ne ničen. Ta pristop ni 
najboljši, saj so poleg države ključni podatki pri pošiljanju mesto, poštna številka ter naslov 
prejemnika oziroma pošiljatelja in bi s takim dodatnim poljem zmedli uporabnika. Druga 
možnost na tej ravni je, da dodamo atribut »Zvezna_Država«, ki pa mora ponovno biti ne 
ničen, saj je to obvezen podatek, ko pošiljamo v ZDA. V tem primeru nastane problem, da 
bomo to polje morali izpolniti, tudi če pošiljamo paket v Evropo, kar pa ni mogoče, ker 
Evropa ne uporablja sistema zveznih držav. Rešitev tega problema je prepis imena države v 
atribut »Zvezna_Država« za primere, kjer pošiljamo paket v Evropo. Tako zadostimo pravilu, 
ki zagotavlja neničnost tega atributa, hkrati pa ohranjamo smiselnost podatkov. Problem 
predstavlja dejstvo, da mora biti atribut »Zvezna_Država« ne ničen, saj bi v nasprotnem 
primeru lahko prišlo do nesmisla, kjer uporabnik ne doda zvezne države, ko želi poslati paket 
v ZDA. 
Druga raven, kjer bi lahko vršili validacijo, je poslovna logika, za nadaljevanje pa bomo vzeli 
primer, kjer smo uporabili atribut »Zvezna_Država« in ga označili kot ne ničnega. V 




današnjem svetu moramo poskrbeti, da je vse na internetu prijazno uporabniku, kar 
vključuje tudi obrazce za pošiljanje. Konkretno to pri obrazcih za pošiljanje pošte pomeni 
uporabo spustnih menijev (angl. Drop Down Menu) za izbiro države, mesta in zvezne države. 
Tako bom za izhodišče vzel uporabo spustnih menijev. Spustni meniji že sami izvajajo 
validacijo podatkov, vendar nam omejijo izbiro in tako zagotovijo, da so podatki točni in 
smiselni. Omogočijo pa tudi rešitev za dani problem, saj lahko dodamo kot možno izbiro 
zapis »ni« (angl. None) oziroma »ni definirano« (angl. Not Defined). Ponovno pa nastane 
problem nesmisla z uporabniške strani, saj bi lahko izbrali možnost »None« tudi, ko 
pošiljamo v ZDA. 
Tretja raven, kjer lahko vršimo validacijo, je na strani, kjer izpolnjujemo podatke o pošiljanju. 
Dodamo lahko navodila in opozorila, ki uporabnika vodijo in mu pomagajo pravilno izpolniti 
vse potrebne podatke. V primeru spustnega menija lahko na ravni poslovne logike kot 
privzeto oziroma prvo vrednost navedemo prvo zvezdno državo po abecednem redu in nato 
v opozorilu uporabniku povemo, da v primeru pošiljanja v Evropo izbere možnost none. V 
primeru, kjer nimamo spustnih menijev, pa lahko dodamo opozorilo, ki nam pove, da v 
primeru pošiljanja v Evropo v polje »zvezna država« ponovno napišemo državo pošiljanja. 
Iz primera je razvidno, da je naloga validacije točnost podatkov in, kar je mogoče še bolj 
pomembno, preprečevanje nesmislov s strani uporabnika. To je v današnjih sistemih največji 
problem, saj se pričakuje, da vso odgovornost za točnost in smiselnost podatkov prevzame 
sistem sam in ne uporabnik. Tako se je spremenila glavna naloga validacije iz preprečevanja 
vstopa nesmiselnih in netočnih podatkov v preprečevanje možnosti, da je nesmisel sploh 
možen. Sam pojem smiselnih podatkov bom razvil naprej, saj se pogosto govori izključno o 
točnosti podatkov, kamor pa uvrščamo tudi smiselnost. Ko govorimo o točnosti podatkov, je 
mišljeno, da vsi podatki ustrezajo našim poslovnim pravilom oziroma pravilom validacije. V 
samemu pravilu pa lahko pride tudi do nesmisla, ki pa ne krši validacijskega pravila. Za 
primer lahko vzamemo plačilno listo uslužbencev v nekem podjetju. Plačilno politiko lahko 
imamo določeno tako, da prodajalci ne morejo imeti plače višje od 2.000 EUR. Napišemo 
preprosto pravilo, da v primeru, da je naziv položaja enak »prodajalec«, omejimo plačo na 
največ 2.000 EUR. Nastane problem, da lahko vpišemo tudi številko 0 ali pa negativno število 
in s tem ne kršimo validacijskega pravila. V takem primeru moramo pravilo spremeniti in 
napisati, da mora biti plača višja od 0 in manjša ali enaka 2.000 EUR. Tako poskrbimo, da  




bodo podatki v skladu s politiko podjetja točni, hkrati pa preprečimo nesmisla, ki ne kršita 
pravil: splošno pravilo, da uslužbenec mora biti plačan za svoje delo, in splošno pravilo, da 
plača ne more biti negativna. 
3.1 Vrste validacije 
 
Validacijo podatkov lahko razdelimo na več načinov. Če jo razdelimo glede na lokacijo 
vršenja, jo razdelimo na dve področji. Validacijo, ki se izvaja v hrbtenici (angl. BackEnd), in 
validacijo, ki se izvaja na uporabniški strani aplikacije (angl. FrontEnd). Hrbtenica je 
razdeljena na tri segmente: 
• strežnik, na katerem je shranjena podatkovna baza, 
• podatkovna baza, ki vsebuje podatke in validacijska pravila, 
• aplikacija, ki vsebuje vsa potrebna validacijska pravila. 
Validacijo lahko razdelimo tudi glede na tip validacije, ki ga izvajamo. Tako validacijo 
razdelimo v naslednje skupine: 
• Dovoljeni znaki: najpreprostejši način validacije; preverjamo, ali polje vsebuje le tiste 
znake, ki so dovoljeni. Kot primer vzamemo polje »Priimek«, ki je tipa string. Priimek lahko 
vsebuje le črke, tako da preverimo, ali polje slučajno vsebuje katerikoli drugi znak, ki ni 
dovoljen. 
• Preverjanje kardinalnosti (števnosti): je temelj relacijskih podatkovnih baz. Relacijske 
podatkovne baze so narejene na principu razmerij med entitetami. Oreverjanje kardinalnosti 
skrbi, da se ta razmerja ne kršijo. Kot primer vzamemo dve entiteti »Dekan« in »Fakulteta«. 
Fakulteta lahko ima samo enega dekana in hkrati je oseba lahko dekan samo eni fakulteti. 
• Preverjanje zaporedja podatkov: to si lahko predstavljamo kot verigo preprostih 
pogojev. Če vsebuje polje »spol«, vsebuje vrednost »M«, potem v polju »naziv« izbira 
»gospa« ni možna. 
• Kontrolni seštevki: so namenjeni računanju enega ali več številskih polj. Za primer 
lahko vzamemo spletno košarico. V spletno košarico lahko dodamo več enakih artiklov, v 




tem primeru se vrši validacija na poljih »cena« in »količina«. Dodamo pa lahko tudi različne 
artikle. V tem primeru pa moramo sešteti cene različnih zapisov, da dobimo končno ceno. 
• Strogo preverjanje podatkovnega tipa: omenil sem že, da lahko preverjamo 
posamezne znake v polju, pri strogem preverjanju podatkovnega tipa pa preverjamo le, ali 
polje vsebuje podatke pravilnega tipa. Kot primer vzamemo numerično polje »starost«, 
kamor želimo zapisati neko črko, kar pa ni dovoljeno, saj podatkovni tip zajema le številke. 
• Preverjanje obstoja datoteke: zelo pomembno je, da ko aplikacija omogoča prenos ali 
ogled neke datoteke, preverjamo obstoj datoteke.  
• Preverjanje formata: preverjanje formata lahko razdelimo na dve skupini. Prva 
skupina se nanaša na že določene oblike zapisa. Za primer lahko vzamemo zapis datuma. 
Datum ima več oblik zapisa, ločimo jih lahko po državi, kjer ima ZDA obliko mm/dd/yyyy in 
Evropa obliko dd/mm/yyyy. Lahko pa tudi zahtevamo drugačen zapis, kot je na primer 
dd/m/yy, v tem primeru podamo mesec le z eno številko in uporabljamo samo zadnji dve 
številki pri letnici. Druga skupina preverjanja formatov so izrazi, ki jih sami napišemo oziroma 
je to lažje poimenovati poslovna pravila. Za primer lahko vzamemo gesla. Lahko napišemo 
izraz, ki določa format gesla po naslednjem pravilu. Prva črka mora biti velika, geslo mora 
vsebovati vsaj 5 znakov in en od teh znakov mora biti številka. Pravilno geslo v tem primeru 
bi bilo »Geslo5«, napačno pa »geslo«. 
• Preverjanje mejnih vrednosti: preverjanje mejnih vrednosti izključno preverja le 
zgornjo in spodnjo mejo. Kot primer vzamemo polje »ocena« in določimo, da polje ne more 
biti večje od 10. 
• Preverjanje obsega: podobno kot preverjanje mejnih vrednosti, vendar v tem primeru 
preverjamo celotni obseg, od minimalne do maksimalne dovoljene vrednosti. Prejšnji primer 
lahko tako zapišemo malo drugače. Polje »ocena« ne sme biti višje od 10 in hkrati ne sme 
biti manjše od 5. 
• Preverjanje logičnih napak: najpogostejša oblika uporabe te validacije je 
preprečevanje deljenja s številom 0. 
• Preverjanje unikatnosti: preverja, ali so določena polja unikatna. Preverjanje 
unikatnosti nam lahko služi tudi kot dodaten varnosti mehanizem, saj preprečuje 




uporabnikom in računalniku vpis lažnih podatkov, ki so uporabljeni zgolj za doseg nekega 
cilja. Za primer lahko vzamemo naročanje na spletne ponudbe neke trgovine. Trgovine 
pogosto ponujajo nek popust pri nakupu, če se naročimo na njihove novice. To lahko 
enostavno zlorabimo tako, da v vsa polja vpišemo le eno črko. Nato izvedemo preverjanje 
unikatnosti in sistem ugotovi, da so vsa polja enako izpolnjena, in lahko izvede določen 
ukrep, kot je recimo blokada naslova IP (angl. Internet Protocol). 
• Preverjanje referenčnosti: v podatkovni bazi uporabljamo tudi tuje ključe, ki so del 
vsake relacijske baze. Tuji ključ se generira v podrejeni tabeli, ko povežemo dve tabeli. Tako 
zapis z določenim tujim ključem ne more obstajati, če enak ključ ne obstaja v primarni tabeli. 
Za primer lahko vzamemo brisanje podatkov iz podatkovne baze. Želimo odstraniti 
profesorja, ki je prenehal predavati na fakulteti. Najprej moramo izbrisati vse zapise o tem 
profesorju, ki se nahajajo v drugih tabelah, kot so na primer »predmeti«, saj ni mogoče, da 
profesor uči nek predmet, če profesorja ni več na fakulteti [9]. 
Metode, ki sem jih naštel, niso edine. Lahko bi jih razdelali še bolj v podrobnosti in bi tako 
dobili še več možnih metod, ki pa bi izvajale enake validacije z razliko nekaj podrobnosti. To, 
kar je skupno vsem validacijskim pravilom, je, da potrebujejo nek ukrep v primeru, da se teh 
pravil ne spoštuje. Podatki so podvrženi enakim ukrepom, kot jih uporabljamo ljudje. Nekdo 
nam lahko pove, da podatek, ki smo ga dali, ni ustrezen in od nas zahteva popravek. Lahko 
nam pove, da s podatkom ni nič narobe, vendar bi ga lahko izboljšali, lahko pa od nas 
zahteva, da potrdimo našo izbiro podatka. Tako ukrepe delimo v naslednje tri skupine: 
• Prisilna sprememba: ko želimo potrditi podatek, ki ni v skladu s poslovnimi pravili 
nekega sistema, sistem zavrže te podatke in uporabnika opozori, da jih mora spremeniti. 
Uporabnika lahko opozorimo na dva načini, sistem lahko samo javi napako in mora 
uporabnik sam vedeti, katero pravilo je kršil, in narediti ustrezne popravke. Sistem pa lahko 
tudi uporabniku izpiše konkretno pravilo, ki ga je kril, in mu prikaže napotke, kako bo rešil 
kršitev pravila. Prisilne spremembe pa lahko uporabimo tudi za avtomatično spremembo 
podatkov v format, ki je sprejemljiv. Primer bi lahko bil spreminjanje inicialk v poljih »ime« in 
»priimek« v veliko črko. 
• Potrditev sprememb: sistem želi, da uporabnik potrdi svojo izbiro podatkov. Ukrep se 
lahko ponovno vrši na dva načina. Sistem nam lahko ponudi samo dodatno okno, ki nas 




vpraša, ali smo prepričani, da želimo oddati vpisane podatke. Pametno je uporabljati tako 
vrsto validacije, saj vsebuje nek psihološki element, zaradi katerega je večja verjetnost, da bo 
uporabnik še enkrat pregledal podatke in odkril morebitne napake, ki jih je storil. Sistem pa 
lahko poleg potrditve ponudi tudi namige, kako bi izboljšali določena polja oziroma kateri 
podatki v poljih niso pravilni. Za primer lahko vzamemo oddajo podatkov, kjer se eno od polj 
imenuje »geslo«. Kot uporabnik oddamo vse podatke, sistem nas vpraša, ali želimo potrditi 
našo izbiro podatkov, hkrati pa nam napiše: »Svetujemo vam, da v geslu ne uporabljate 
imena in priimka.« Ta nasvet lahko spodbudi uporabnika, da zamenja svoje geslo v geslo, ki 
ne vsebuje imena ali priimka. 
• Ukrepi z nasvetom: sistem sprejme podatke in ne potrebuje sprememb z uporabniške 
strani, vendar pa izvoru pošlje sporočilo, da so določena pravila bila kršena. Ta vrsta ukrepa 
je najbolj primerna, ko nek segment vsebuje validacijska pravila, ki niso kritična za brezhibno 
delovanje celotnega sistema [9]. 
3.2 Backend 
 
Kot sem že omenil, hrbtenica sistema zajema naslednje tri komponente: 
• strežnik, 
• poslovno logiko in 
• podatkovno bazo. 
Te tri komponente predstavljajo srce in možgane našega sistema. Pomembno je, da že v fazi 
zbiranja podatkov dobro razmislimo, kako zbrani podatki vplivajo na naš sistem. Strežnik sam 
ne omogoča validacije podatkov, ampak je le platforma za našo podatkovno bazi in posredno 
tudi poslovno logiko. Validacija naj bi se praviloma izvajala na hrbtenični strani našega 
sistema, saj moramo poskrbeti, da vsi netočni in nesmiselni podatki ne vstopijo v naš sistem. 
Nekateri podpirajo pristop, kjer večino validacije izvajamo na uporabniški strani naše 
aplikacije. To je zelo slaba praksa, saj vsa validacija temelji na uporabi JavaScripta. V primeru, 
ko ima uporabnik onemogočen JavaScript, to pomeni, da smo izgubili vso validacijo 
podatkov. Ko smo v fazi načrtovanja našega sistema, moramo vedno slediti naslednji 
smernici. Uporabnikom ne smemo zaupati. Že večkrat sem v diplomskem delu omenil, da je 




v današnjem svetu zahtevano, da vso odgovornost za pravilnost podatkov prenesemo na 
sistem in ne na uporabnika. 
3.2.1 Podatkovna baza 
 
Prvi korak v izdelavi podatkovne baze je izbira tehnologij in proizvajalcev. Pri izbiri 
proizvajalca je najboljša praksa, da uporabljamo tehnologije samo enega proizvajalca, saj so 
funkcionalnosti, ki jih določeni proizvajalec nudi, pogosto omejene le na njegove tehnologije. 
Prva izbira, ki jo moramo storiti, je izbira tipa podatkovne baze. Najpogostejše oblike so: 
• relacijski podatkovni model in 
• objektno naravnan podatkovni model. 
Ko izberemo tip podatkovne baze in vso programsko ter strojno opremo, lahko začnemo z 
analizo poslovnega problema. Analize pogosto ne izvajajo programerji in arhitekti 
podatkovnih baz, saj nimajo ustreznih znanj za razumevanje poslovnih problemov. V večini 
primerov je to naloga ekonomistov, ki bolje razumejo poslovna okolja. Analitiki morajo 
poznati tudi osnovne podatkovnih baz, saj morajo poznati omejitve podatkovnih baz, ko 
zbirajo informacije o poslovnem problemu. Poudariti je treba, da je naloga analitika in 
programerja zgolj preslikava v programsko obliko in ne optimizacija poslovnega modela, ki ga 
uporablja podjetje. Ko imamo vse potrebne informacije, lahko začnemo z izdelovanjem 
podatkovne sheme. Podatkovna shema vsebuje vse potrebne entitete, atribute in njihove 
podatkovne tipe. Podatkovni tipi morajo biti izbrani tako, da lahko hranijo podatek, ki je 
preslikava podatka v realnem svetu. Hkrati mora biti izbran tako, da podpira validacijo, ki jo 
bomo morda izvajali na višjih ravneh. Za primer lahko vzamemo podjetje, kjer so 
identifikacijske številke zaposlenih sestavljene iz črk in številk. Če bi v podatkovni bazi 
atributu določili številski podatkovni tip, bi zapis identifikacijske številke bil nemogoč, saj ta 
vsebuje tudi črke. Ko imamo pravilno določene vse podatkovne tipe in smo prepričani, da 
bomo lahko izvajali validacijo na višjih ravneh, moramo preveriti, ali prihaja do podvajanja 
podatkov. Do podvajanja podatkov pride, ko imamo več entitet, ki vsebujejo enake atribute, 
z izjemo ključa. Šolski primer podvajanja podatkov je par entitet »kupec« in »prodajalec«. 
Redundanco odpravimo tako, da ustvarimo le eno entiteto in iz te entitete povlečemo dve 
relaciji, ki sta ustrezno poimenovani »PrimarniKljuc_kupec« in »PrimarniKljuc_prodajalec«. 




Tako oblikujemo podatke v tako imenovano 1. normalno obliko. Ko so vse naštete zahteve 
izpolnjene, imamo pripravljeno shemo podatkov, ki jo lahko napolnimo s podatki. 
V podatkovni bazi imamo štiri glavne tipe validacije podatkov: 
• preverjanje  (angl. Check), 
• unikatnost, 
• neničnost atributa in 
• validacija primarnega ključa 
Najpomembnejši tip validacije je validacija primarnega ključa, saj nam ta enolično določa 
posamezen zapis v podatkovni bazi. Validacija ključa je sestavljena iz validacije unikatnosti in 
validacije neničnosti atributa. Kombinacija teh dveh validacijskih pravil omogoča enoličnost 
vsakega zapisa v podatkovni bazi, saj se vrednost ne sme ponoviti in ne sme biti prazna. 
Check validacije skrbijo za preverjanje pogojev, ki jim morajo vrednosti ustrezati. Na Sliki 3.1 
je prikazana enostavna omejitvena validacija, kjer preverjamo, ali je oseba polnoletna. 
 
3.1 Primer omejitvene validacije 
 
V prikazanem primeru sem v definicijo tabele vključil preverjanje polnoletnosti, hkrati pa 
sem tudi omejil vnosno polje »ime« na maksimalno 30 znakov. Ko uporabljamo grafična 
orodja, ki sem jih opisal na začetku diplomskega dela, lahko dodamo omejitev deklarativno v 
poljubno tabelo in napišemo samo pogoj, ki ga želimo preverjati. Preverjanje unikatnosti, kot 
že samo ime nakazuje, določa, da morajo vse vrednosti atributa biti unikatne. Neničnost 
določa, da mora atribut obvezno vsebovati neko vrednost. Na Sliki 3.2 so prikazane validacija 
unikatnosti, neničnost in validacija primarnega ključa. 





3.2 Validacija primarnega ključa 
 
Za primer sem uporabil poenostavljeno entiteto, ki predstavlja študenta na fakulteti. 
Poenostavljeno entiteto »študent« sem uporabil, ker sta ime in priimek tipična atributa, ki 
morata obstajati, saj mora študent imeti ime in priimek. Hkrati pa sem želel prikazati, kako 
pomembna je analiza zahtev, ko načrtujemo podatkovno bazo. V danem primeru bi kot 
primarni ključ lahko dodal atribut z imenom »ID_Študenta«, vendar pa vseeno vsak študent 
potrebuje vpisno številko, kar pomeni, da bi moral izvajati dodatno validacijo, ki je enaka 
primarnemu ključu na atributu »vpisna_številka«. Tako sem se znebil dodatne validacije, ker 
sem kot primarni ključ uporabil vpisno številko študenta, ki mora po pravilih fakultete 
obstajati in mora biti unikatna.  
Zadnji tip validacije je validacija referenčne integritete. Validacije referenčne integritete nam 
ni treba izvajati, saj jo podatkovna baza sama ustvari, ko imamo eno ali več tabel, ki so 
podrejene drugi tabeli. Ko se tabela podredi, podeduje ključ glavne tabele, ki se imenuje 
primarni tuji ključ. Take relacije imenujemo tudi relacija starš-otrok, saj otrok ne more 
obstajati brez starša. V podatkovni bazi to pomeni, da zapis z danim primarnim tujim ključem 
ne more obstajati v podrejeni tabeli, če enak zapis ne obstaja v glavni tabeli. Zaradi 
referenčne integritete moramo poskrbeti, da se vsa validacija, ki ima opravka z brisanjem ali 
posodabljanjem podatkov, vrši tako, da ne krši referenčne integritete. To dosežemo tako, da 
vsako brisanje ali posodabljanje opravimo kaskadno oziroma vrednosti postavimo na neko 
privzeto vrednost. Na Sliki 3.3 je primer kaskadnega brisanja podatkov iz dveh tabel. 





3.3 Kaskadno brisanje 
 
Primer prikazuje, kako pravilno poskrbimo za brisanje in posodabljanje podatkov. V primeru, 
da izbrišemo nekega proizvajalca, bo SQL avtomatično izbrisal vse zapise v podrejenih 
tabelah, ki vsebujejo zapis s ključem tega proizvajalca. Vsa validacija, ki je bila do sedaj 
opisana, je namenjena predvsem statičnim pravilom. Statična pravila si lahko razlagamo kot 
nekakšna okvirna pravila, ki jih potrebuje naša aplikacija oziroma poslovni sistem. Če želimo 
izvajati bolj kompleksno validacijo podatkov oziroma validacijo, ki je dinamična po naravi in 
nastopi le v določenih primerih, moramo uporabiti funkcije in procedure. Funkcije 
uporabimo, ko želimo nekaj izračunati ali pa vrniti neko vrednost uporabniku. Na Sliki 3.4 je 
prikazan primer funkcije, ki prešteje vse študente. 
 
3.4 Funkcija za seštevek vseh študentov 
 
Na primeru je prikazana sintaktična struktura funkcije, ki je sestavljena iz dveh delov. Prvi del 
je definicija funkcije in parametrov, kij jih funkcija uporablja. Drugi del je telo funkcije, ki 
opiše funkcionalnost oziroma rezultat, ki ga želimo prikazati. V telesu je pomembno, da 
vsako poizvedbo zaključimo s podpičjem. Funkcijo pa lahko tudi poljubno kličemo iz drugih 




programov, podati moramo le ustrezne parametre, ki jih funkcija potrebuje. Na Sliki 3.5 je 
prikazan klic funkcije, ki sem jo definiral v prejšnjem primeru. 
 
3.5 Klic funkcije za seštevanje 
 
Klic funkcije se razlikuje po tem, da moramo dodati blok DECLARE, kjer deklariramo vse 
spremenljivke, s katerimi bomo operirali. V telesu izvedemo klic funkcije in dodamo izpis, ki 
se v mojem primeru zgodi v konzolnem oknu. Paziti moramo, da spremenljivka, ki jo 
definiramo v bloku DECLARE, ustreza tipu podatka, ki ga funkcija vrne. Procedure 
uporabljamo, ko želimo izvesti neko akcijo, ki ne vrača vrednosti. To pomeni, da mora vsaka 
akcija, ki spreminja vrednost oziroma stanje podatkovne baze, biti napisana kot procedura in 
ne funkcija. Na Sliki 3.6 je prikazana sintaktična struktura procedure. 
 
3.6 Sintaksa procedure 
 
Procedura se začne z definicijo imena ter definicijo parametrov, ki jih bomo uporabili. 
Parameter, ki je označen kot »in«, je vhodni parameter, parameter, ki je označen kot »out«, 
je izhodni parameter, na katerega se procedura ne mora sklicevati, lahko pa mu spremeni 




vrednost. V telo procedure vpišemo kodo, ki bi jo radi izvršili. Blok EXCEPTION pa 
uporabljamo za reševanje izjem, ko v programu naletimo na stanje oziroma vrednost, ki ni 
dovoljena. 
3.2.2 Poslovna logika 
 
Poslovna logika oziroma poslovni sloj nima prave definicije, saj je mešanica logike, ki naj bi 
bila uporabna na več aplikacijah, in hkrati logike, ki je nedvoumno povezana z določeno 
aplikacijo in njenim uporabniškim vmesnikom. V kontekstu diplomskega dela bom pod izraz 
poslovna logika vključil tako logiko, ki jo lahko večkrat izvajamo in je povezana s podatkovno 
bazo, kot tudi logiko, ki je strogo vezana na uporabniški vmesnik določene aplikacije. Za to 
definicijo sem se odločil, ker nisem strokovnjak na področju načrtovanja spletnih aplikacij, 
hkrati pa mi v podjetju, kjer se opravljal prakso, niso znali dati nekega nedvoumnega 
odgovora glede ločitve poslovne in aplikacijske logike. Za pisanje poslovne logike uporabimo 
nek višji programski jezik. V diplomskem delu sem uporabil kombinacijo programskega jezika 
Java, programskega jezika Groovy in razvojnega okolja JDeveloper, ki sem jih že opisal v 
prvem poglavju. Za izvajanje poslovne logike imamo tako na voljo programski jezik ter 
deklarativno nastavljanje pravil v razvojnem okolju. Ključna deklarativna validacija v 
razvojnem okolju je uporaba tranzientnih polj. Tranzientna polja so pomožni atributi 
entitete, ki jih želimo le prikazovati v aplikaciji in ne hraniti v podatkovni bazi. Najpogostejši 
primer je uporaba tranzientnih polj za posamezne izračune, ki niso pomembna za 
podatkovno bazo, vendar jih želimo prikazovati uporabniku. Četudi se tranzientna polja 
določi deklarativno in lahko v vrednost polja vpišemo nek matematičen izraz, se moramo 
zavedati, da v ozadju deluje programski jezik Java. To pomeni, da moramo ustrezno 
poskrbeti za vse podatke, ki lahko predstavljajo neveljavno stanje in tako sprožijo izjemo. Na 
Sliki 3.7 je prikazana nepravilna uporaba matematičnega izraza za izračun letne plače. 
 
3.7 Napačno računanje letne plače 
Za primer sem vzel tranzientno polje za izračun letne plače. Zgornji izraz je matematično 
pravilen, vendar ne predvidi primera, ko atribut »Salary« ne vsebuje zapisa. Tako lahko ob 
zagonu dobimo najpogostejšo Java izjemo NULL POINTER EXCEPTION. Izjema nas obvesti, da 




je program oziroma v mojem primeru izraz naletel na atribut, ki ne vsebuje vrednosti. Z 
vidika validacije podatkov je to nesmisel, ki se ne sme zgoditi, vendar moramo vseeno 
ustrezno poskrbeti, da je v primeru, ko atribut ne vsebuje vrednosti, program možno izvesti 
do konca. Na Sliki 3.8 je prikazana pravilna uporaba matematičnega izraza za izračun letne 
plače. 
 
3.8 Pravilno računanje letne plače 
 
Problem smo rešili s pomočjo pogojnega operatorja, ki ga lahko uporabimo v atributu. 
Preverimo, ali je atribut »Salary« prazen, in v primeru, ko je atribut prazen, se izjemi 
izognemo tako, da v polje vpišemo število 0. V nasprotnem primeru izvedemo matematično 
operacijo, s katero bomo dobili letno plačo zaposlenega. Deklarativni pristop do validacije je 
zelo uporaben, ko želimo dodajati privzete vrednosti v atribute, saj tako lahko naredimo 
atribute bolj pregledne, preprečimo NULL POINTER izjeme in poenostavimo vnos določenih 
atributov. Primer, ko želimo poenostaviti vnos v nek atribut, se navezuje na dejstvo, da se v 
ozadju izvaja Java. V vsakem podjetju, ki ima zaposlence, bo obstajalo polje 
»Datum_Zaposlitve«, ki mora ustrezati datumu, ko je bil nekdo zaposlen. Z vidika 
podatkovne baze je to dan, ko smo dodali nov zapis v entiteto »Uslužbenci«. To enostavno 
potrdimo s strani aplikacije tako, da kot privzeto vrednost določimo funkcijo SYSDATE, ki jo 
podpira programski jezik Java. Omenil sem že, da morajo biti današnje spletne aplikacije čim 
bolj uporabniku prijazne in prevzeti čim več odgovornosti. To pogosto pomeni uporabo 
spustnih menijev za vnos določenih polj, ki imajo že vnaprej določene vrednosti. Spustni 
meniji že sami izvajajo validacijo, saj nam ponudijo le tiste izbire, ki so možne, vendar pa z 
uporabniškega vidika to ni dovolj. Poskrbeti moramo tudi, da če uporabnik nima določene 
informacije v spustnem meniju, privzeta vrednost ni vrednost, ki jo je možno s interpretirati 
kot uporabno informacijo. To pomeni, da moramo v vsako polje, ki je v obliki spustnega 
menija, določiti privzeto vrednost, ki nedvoumno določi, da podatek ni uporaben. V večini 
primerov je to privzeta vrednost »none«. Deklarativno lahko poskrbimo tudi za takojšnje 
osveževanje podatkov oziroma storitve AJAX. Zagotavljanje osveževanja podatkov je 




neposredno povezano z validacijo podatkov, saj uporabnik nemudoma vidi morebitne 
spremembe podatkov in kako te vplivajo na validacijo. Posodabljanje podatkov omogočimo 
tako, da na izbranem elementu uporabniškega vmesnika vključimo polje PPR (angl. Partial 
Page Rendering). V polju PPR moramo izbrati tudi tarčo, torej, na katere spremembe želimo 
osvežiti podatke. Za primer lahko vzamemo element, ki prikazuje plače zaposlenih. Že 
omenjeni tranzientni atribut, ki vsebuje podatek o letni plači, želimo osvežiti ob vsaki 
spremembi plače zaposlenega, zato v tranzientnem polju kot PPR-tarčo izberemo polje 
»Salary«, ki ga bomo z leti spreminjali. Kot PPR-tarčo lahko izberemo katerikoli element 
uporabniškega vmesnika. To pomeni, da če gnezdimo elemente uporabniškega vmesnika 
zaradi tega, ker želimo določen videz strani, moramo ustrezno tudi gnezdeno poskrbeti za 
osveževanje strani. Za primer vzamemo stran, ki jo najprej razdelimo na dve polovici. V 
zgornjo polovico dodamo tabelo s podatki, v spodnjo polovico pa dodamo dva zavihka. V 
prvem zavihku je graf, ki je odvisen od podatkov v tabeli, v drugem zavihku je pa vnosno 
polje za atribute tabele. Če želimo, da se graf posodablja glede na spremenjene podatke v 
tabeli, ne moremo neposredno za tarčo PPR izbrati številskega polja v tabeli, vendar moramo 
hierarhično narediti PPR-pot do tabele. To pomeni, da za graf izberemo PPR-tarčo zavihek in 
za zavihek izberemo PPR-tarčo tabelo. V nasprotnem primeru bo do osvežitve podatkov v 
grafu prišlo le, ko še enkrat naložimo spletno aplikacijo oziroma odpremo novo instanco te 
aplikacije. Seveda pa moramo izvajati tudi validacijo podatkov, ki je po narava bolj 
dinamična, kar pomeni, da operiramo z več tabelami, izvajamo bolj kompleksne 
matematične operacije, izvajamo klice procedur iz podatkovne baze, dostopamo do 
uporabniških elementov in spreminjamo stanje podatkovne baze. Vse naštete vrste 
validacije moramo opraviti programatično v Javi ter Groovy programskem jeziku. Ko pišemo 
programatična pravila, se moramo zavedati, da se moramo vsakokrat povezati na 
podatkovno bazo, hkrati pa moramo poskrbeti tudi, da povezavo do podatkovne baze 
podpremo, ko je transakcija zaključena. Na Sliki 3.9 je prikazan odsek kode, ki naredi 
povezavo do podatkovne baze. 





3.9 Programatičen dostop do podatkovne baze 
 
Odsek kode naredi ročno povezavo do podatkovne baze in tako omogoči programatično 
manipulacijo podatkov v njej. V tretji vrstici naredimo povezavo prek JDBC (angl. Java 
Database Connectivity), ki je API (angl. Applcation Programming Interface) za Javo, ki 
omogoča povezavo do podatkovne baze. Pomemben del kode je tudi peta vrstica, kjer 
povezavo omejimo tako, da preprečimo povezavi, da bi avtomatično shranila vse podatke, ki 
prihajajo v podatkovno bazo. Za pisanje poslovne logike uporabljamo Java fižolčke (angl. 
JavaBean), ki vsebujejo »get in set« metode za atribute naše metode. Tako dostopamo tudi 
do vseh View objektov, ki uporabniku prikazujejo naše podatke. Razvojno okolje ima že 
vgrajenega čarovnika, ki nam generira fižolčke za posamezen View objekt, in lahko tam 
programatično vršimo poslovna pravila nad danimi atributi objekta. Razvojno okolje podpira 
tudi dodajanje tujih Java knjižnic v svojo zbirko, vendar moramo te knjižnice inicializirati tudi 
v fižolčkih, da nam funkcije knjižnic postanejo dostopne. Najpomembnejši del 
programatičnega pisanja poslovnih pravil je pravilni klic SQL-stavkov. Podatkovne baze so 
izpostavljene tako imenovanim SQL Injection napadom, kjer napadalec v vnosnem polju 
izvede SQL-poizvedbo. To varnostno luknjo preprečimo tako, da v vseh poizvedbah, ki jih 
kličemo programatično, uporabimo pripravljene SQL-stavke (angl. Prepared Statement). Take 
poizvedbe so odporne na napade, ker natančno določimo obliko poizvedbe s parametri in 
spremenljivkami, ki predstavljajo uporabniške podatke. Na Sliki 3.10 je primer pripravljene 
SQL-poizvedbe. 
 
3.10 Pripravljen SQL-stavek 
 




Iz primera je razvidno, da poizvedba potrebuje natanko 3 vrednosti, ki jih opredeljujejo 
vprašaji.  Problem pri uporabi klasičnih poizvedb je, da uporabimo dejansko vrednost, ki jo 
uporabnik vpiše v vnosno polje, in smo tako ranljivi. V primeru pripravljenega stavka pa 
vpisani podatek predstavlja le parameter poizvedbe. Vpis podatka v poizvedbo moramo nato 
ustrezno izvesti programatično za vsak parameter glede na podatkovni tip, ki ga parameter 
predstavlja. V danem primeru moramo tretji parameter vpisati kot int vrednost, preostala 
dva pa kot string vrednosti. Tako preprečimo, da bi podatkovna baza izvršila katerokoli 
poizvedbo, ki bi jo napadalec želel vpisati v vnosno polje, saj napadalec ne pozna parametrov 
poizvedbe, ki smo jih določili. 
3.3 Frontend 
 
Frontend je del spletne aplikacije, ki je predstavljena uporabniku. Za delo na uporabniški 
strani uporabljamo tri orodja: 
• HTML, 
• CSS (angl. Cascading Style Sheets) in 
• JavaScript. 
Za validacijo podatkov se uporablja JavaScript programski jezik. Omenil sem že, da moramo 
validacijo načrtovati ob predpostavki, da uporabniku ne moramo zaupati. To nas pripelje do 
dejstva, da uporabniška stran ni namenjena samostojnemu izvajanju validacije podatkov, saj 
uporabnik lahko izklopi JavaScript oziroma ga zlorabi. Validacijo podatkov na uporabniški 
strani uporabljamo zaradi dveh razlogov: 
• zmanjšamo obremenitev strežnika, 
• uporabnik posledično dobi hitrejši odziv in obvestilo o kršenju poslovnih pravil. 
Smiselno je, da uporabimo JavaScript za preverjanje formatov v vnosnih poljih: preverjanje, 
ali so obvezna polja prazna, preverjanje dovoljenih oziroma obveznih znakov v polju. Druga 
možnost je uporabljanje namigov, ki uporabniku podajo dodatne informacije. Pri 
implementaciji namigov uporabimo vsa tri orodja, ki sem jih naštel zgoraj, saj so namigi 
lahko zgolj vizualni elementi ali pa opozorila, ki se sprožijo ob kršenju poslovnih pravil 
oziroma validacije podatkov. Ob določeno polje lahko kot tekst dodamo primer pravilnega 




formata podatka, ki uporabniku narekuje pravilni format za zapis. Pogosto imamo v vnosnih 
poljih opravka s kraticami, katerih pomena uporabnik ne pozna. V takih primeri si lahko 
pomagamo z napisom, ki se prikaže, ko se uporabnik z miško pomakne na vpisno polje. 
Izpisovanje takih namigov je bila tudi zahteva v aplikaciji, ki sem jo izdelal. JDeveloper 
omogoča izpisovanje namigov deklarativno v vsakem polju. Vsak atribut, ki je vezan na polje, 
ima možnost vpisa namiga. Pri namigu se lahko omejimo na tekst, ki razloži namen polja, 
lahko pa dodamo tudi opis validacijskih pravil, ki jim mora polje ustrezati. Na Sliki 3.11 je 
prikazana nastavitev opisnega teksta v JDeveloperju. 
 
3.11 Prikaz opisa (hint) v JDeveloperju 
 
Na zgornji sliki je kot dodatni tekst za atribut »LastName« izbran le informativni opis, ki nas 
opozori, da je to polje namenjeno vpisu uslužbenčevega priimka. V danem primeru bi lahko 
dodali tudi opis validacijskega pravila v primeru, da bi uslužbenec imel dva priimka. Vse 
oblike namigov in opozoril, ki jih dodamo na uporabniško stran aplikacije, ne služijo kot 
validacija, ampak so le dodatni ukrep, ki lahko pripomore pri varčevanju z računalniškimi viri 
na strežniški strani. Z vidika učinkovitosti bi bilo smiselno izvajati čim več validacije na 
uporabniški strani, saj so uporabniški terminali z vsako generacijo močnejši in tako izvajanje 
ne predstavlja večje obremenitve. Problem v takem primeru predstavlja varnost. Z 
varnostnega vidika na uporabniški strani ne smemo izvajati validacije, ki spreminja stanje 




podatkovne baze. To moramo storiti v podatkovni bazi, saj je možnost, da je uporabnik v 
vlogi napadalca. Hkrati pa nastane problem podvajanje kode, kar pa ni učinkovito. Omenil 
sem že, da je validacija v hrbtenici nujna, kar pomeni, da bi vsa logika, ki jo izvajamo na 
uporabniški strani, bila le kopija že napisanih pravil v hrbtenici. 
Najnovejša različica jezika HTML omogoča tudi izvajanje validacije podatkov. HTML5 nudi 
podporo za preverjanje uporabniškega vnosa v uporabniškem vmesniku, ki temelji na HTML-
ju. Cilj je zagotoviti takojšen odziv, ki uporabnika obvesti o kršenju  validacijskih pravil, ki so 
bila deklarirana znotraj jezika HTML5. Ta mehanizem uporabniškega vmesnika imenujemo 
odzivna validacija. HTML5 vsebuje atribute kot so Required, ki je po funkcionalnosti enak kot 
atribut NOT NULL. Atribut Pattern kjer lahko določim poljuben Regex izraz, ki preverja ali 
polje ustreza določenemu nizu znakov ta atribut ustreza preverjanju dovoljenih znakov. 
Atributa Min in Max se uporabljata za številke Minlength ter Maxlength pa se uporabljata za 
tekstovna polja. Te atributi ustrezajo preverjanju mejnih vrednosti. [10] 
Za preverjanje teh atributov uporabimo naslednje dve metodi. Metoda setCustomValidity, ki 
nam omogoča da polje označimo kot pravilno oziroma ne pravilno. Če je polje nepravilno 
izpišemo string, ki nosi opozorilo v kolikor pa je polje pravilno pa izpišem prazen string. 
Metoda checkValidity se sproži preden se uporabniški podatki shranijo v podatkovno bazo. 
Metoda preveri vsa uporabniška polja in jih primerja s validacijskimi pravili, ki smo jih 
deklarirali. V kolikor podatki kršijo ta pravila moramo sprožiti dogodek, ki bo uporabniku 
prikazal opozorila in zavrgel vse nepravilno vnesene podatke. [10] 
HTML5 nam tako odpravi potrebo po uporabi JavaScripta za izvajanje validacije na 
uporabniški strani. Ponovno moram izpostaviti dejstvo, da se validacija na uporabniški strani 
uporablja le za hitrejši odziv ob kršenju validacije. Zato četudi ima HTML5 hitrejši odzivni čas 
nam JavaScript ponuja večjo dinamičnost tako da sta oba jezika pravilni odločitvi, ko 
izvajamo validacijo na uporabniški strani. Ključna prednost JavaScripta je to, da ga lahko 
uporabimo tudi za izdelavo strežniškega dela aplikacije kar pomeni, da lahko vsa pravila 
validacije napišemo na strežniški strani in jih nato prekopiramo na uporabniško stran. Pri 








4 Načrtovanje aplikacije za izdajo plačilnih nalogov 
 
Aplikacijo sem izdelal v podjetju, kjer sem opravljal praktično izobraževanje. Aplikacija je 
zasnovana tako, da se novo zaposleni seznanijo s tehnologijami in znanji, ki jih bodo 
potrebovali za uspešno vključitev v delovni proces. Kot sem izvedel na praktičnem 
izobraževanju, glavni cilj ni dokončanje aplikacije, ampak le seznanitev s tehnologijami, ki jih 
bodo uporabljali v delovnem procesu. Aplikacijo sem izbral kot temo diplomskega dela, ker 
pokriva področje, ki me zelo zanima, hkrati pa sem aplikacijo v popolnosti izdelal in dodal 
nekaj svojih idej. 
Praktični namen aplikacije je izdelati spletno aplikacijo, ki je zmožna izdajati plačilne naloge 
za kupljene izdelke, in hkrati omogočiti izdajo teh plačilnih nalogov v katerikoli valuti. 
Aplikacijo si lahko predstavljamo kot grobo skico spletne trgovine. Aplikacija omogoča 
dodajanje poslovnih partnerjev in njihovih podatkov v uporabniškem vmesniku. Podatki se 
beležijo v podatkovni bazi, kjer se lahko ponovno uporabijo v primeru, da želimo partnerju 
izdati nov plačilni nalog. Podatke o artiklih, ki jih prodajamo, lahko dodamo kot Excelovo 
datoteko, lahko pa jih tudi ročno vpisujemo v uporabniškem vmesniku. Glavna stran 
aplikacije je stran, ki prikazuje tečajne vrednosti za vse valute. Glede na te valute moramo 
partnerju omogočiti preračun v valuto po njegovi želji, pri čemer se sklicujemo na glavno 
stran, ki vsebuje vse tečaje. Aplikacija mora vsebovati tudi vse mehanizme validacije, ki bodo 
poskrbeli, da bodo podatki točni v okvirju poslovnega problema, ki sem ga reševal z 
aplikacijo. Validacija je narejena s poudarkom na točnosti podatkov. Ker aplikacija ni 
dodelana za uporabo v komercialnem okolju, vsebuje zelo malo validacije, ki skrbi za 
preprečevanje nesmislov s strani uporabnika. Vse omenjene zahteve sem realiziral v 
uporabniškem vmesniku, ki je za uporabnika pregleden, hkrati pa omogoča gladek prehod 
med posameznimi stranmi aplikacije. Zagotovil sem tudi izpis plačilnih nalogov, ki jih nato 
hranimo v papirnati obliki kot arhiv. 
4.1 Zahteve aplikacije 
 
Zahteve, ki sem jih moral realizirati v aplikaciji, so postavljene s strani potencialnega 
uporabnika in poslovnega sistema kot takega. Zahteve, ki jih bom naštel, predstavljajo le 




okvir, ki sem se ga držal. V nadaljevanju bom vsako zahtevo podrobno predstavil in jo opisal 
v okviru validacije podatkov. Zahteve moje aplikacije so naslednje: 
1. Redno spremljanje deviznega tečaja katerekoli valute in primerjava gibanja tečajev 
 relativno na drugo valuto – največkrat domačo (grafični in tabelarični prikaz). 
2. Možnost prevzema tečajne liste iz datoteke CSV (angl. Comma Separated Value), 
 dosegljive na http://www.ecb.int/stats/eurofxref/eurofxref-hist.zip. 
3. Možnost ročnega vnosa tečajev. 
4. Izstavitev plačilnega naloga v katerikoli valuti in plačilo v tej valuti, preračun iz tečajne 
 liste. 
5. Izpis plačilnega naloga v tekstovni obliki. 
6. Arhiviranje plačilnega naloga, ki preprečuje spreminjanje, ko zapis shranimo v 
 podatkovni bazi. 
7. Uporaba tabel, ki služijo kot arhiv za prejem podatkov. 
Prva zahteva se sklicuje na grafični prikaz podatkov uporabniku. Uporabniku moramo 
podatke predstaviti tako, da vidi vse tečajne liste, hkrati pa lahko spreminja katerikoli tečaj, 
kot je to zahtevano v tretji točki. Prikaz podatkov o tečajnih listah sem tako razdelil na tri 
dele. Prvi del uporabniku predstavi podatke v tabelarični obliki. V tej obliki ima uporabnik 
prikazane vse podatke o tečajih za določeno valuto. Drugi del vsebuje tečajne liste v obliki 
obrazca. V tej obliki uporabnik vidi le izbrani zapis tečajne liste kot obrazec, ki ga lahko 
spreminja. Ta oblika zadosti zahtevi, da lahko uporabnik poljubno spreminja katerokoli 
tečajno listo. Ker je uporabniku omogočen ročni vnos tečajne liste, to pomeni, da moramo 
poskrbeti, da sistem uporabniku ne dovoli, da bi za določen datum in določeno valuto 
obstajala dva zapisa. Tretji del uporabniku predstavi podatke o tečajnih listah v obliki grafa. 
Uporabnika lahko zanimajo le tečajne liste določene valute, zato moramo imeti spustni meni, 
kjer uporabnik lahko prosto izbere valuto, za katero želi videti podatke o tečajnih listah. To 
pomeni, da se morajo vse zgoraj omenjene oblike podatkov spreminjati glede na izbrano 
valuto. 




Druga zahteva govori o prevzemu podatkov o tečajnih listah. Tečajne liste in pripadajoče 
valute uporabnik dobi s spletne strani, ki sem jo navedel v zahtevi. Odločiti pa sem se moral, 
ali bom uporabil datoteke z dnevnimi tečajnimi listami ali pa datoteko, ki poleg dnevne 
tečajne liste prikazuje tudi tečajne liste za preteklost. To je pomembna odločitev, saj 
moramo nato napisati metodo, ki bo za uporabnika prevedla podatke iz datoteke CSV in jih 
zapisala v podatkovno bazo. Odločil sem se, da bom uporabil datoteko, ki poleg današnje 
tečajne liste vsebuje tudi podatke o preteklih tečajnih listah. Na uporabniški vmesnik 
moramo tako dodati gumb, kjer bo uporabnik lahko naložil svojo datoteko CSV, sistem jo bo 
nato prevedel in vpisal podatke v podatkovno bazo. V tem kontekstu moramo upoštevati 
tudi sedmo zahtevo, ki narekuje arhiviranje prevzetih podatkov. Ob prevzemu podatkov 
moramo uporabniku prikazati niz pogovornih oken, ki zahtevajo, da uporabnik potrdi 
prevzem podatkov. Hkrati moramo tudi beležiti določene podatke o prevzemu te datoteke. 
Beležiti moramo naslednje podatke: 
• število uspešno prevzetih valut, 
• število uspešno prevzetih tečajnih list, 
• število nepravilno prevzetih valut, 
• število nepravilno prevzetih tečajnih list, 
• trenutni datum in uro. 
Podatki o tečajnih listah so uradni podatki in moramo tako zagotoviti njihovo integriteto. 
Integriteta podatkov je dosežena z uporabniške strani tako, da uporabnika opozorimo, da se 
vse tečajne liste niso pravilo vpisale v podatkovno bazo, in zaradi tega prekinemo prenos; in 
s strani sistema tako, da beležimo vse pravilno vnesene podatke, ki jih potencialni partnerji 
nato ne morejo zanikati. Ker se podatki tako ne vnašajo ročno, temveč programsko, moramo 
ustrezno poskrbeti, da bo vsak zapis imel svoj primarni ključ, ki bo enolično določil zapis. To 
zahtevo rešimo tako, da uporabimo sekvenco, ki bo ob vsakem novem zapisu v tabelo 
primarni ključ avtomatično povečala za vrednost 1. 
Četrta zahteva se nanaša na računske operacije, ki jih moramo izvršiti, če želimo plačilni 
nalog izstaviti v poljubni valuti. Vršiti moramo naslednje tri računske operacije: 
• izračun delne vsote artiklov, 




• izračun celotne vsote artiklov, 
• preračun celotne valute glede na izbrano valuto. 
Uporabniku moramo prikazovati delno vsoto za posamezni dodani artikel. Preprosto 
moramo zmnožiti količino posameznega artikla in njegovo ceno. Zagotoviti moramo tudi, da 
se bo delna vsota nemudoma spremenila, če spremenimo količina določenega artikla. Pri 
izračunu celotne vsote moramo preprosto sešteti delne vsote vseh dodanih artiklov. Tudi pri 
tem izračunu moramo zagotoviti, da se bo celotna vsota spreminjala glede na spremembe 
pri delnih vsotah artiklov. Preračun glede na izbrano valuto ni tako preprost, saj se moramo 
sklicevati na datum izdaje plačilnega naloga. Prebrati moramo datum izdaje plačilnega 
naloga in izbrano valuto. Nato moramo pregledati zapise tečajnih list in najti zapis, kjer se 
datuma in valute ujemata. Vrednost tega tečaja nato preprosto zmnožimo s celotno vsoto 
plačilnega naloga. Za prikaz delne in celotne vsote moramo v uporabniški vmesnik dodati 
tranzientno polje, ki bo vrednosti le prikazovalo uporabniku, ne bo pa jih hranilo v 
podatkovni bazi. 
Pri peti zahtevi moramo zagotoviti izpis plačilnega naloga v obliki, ki jo nato lahko tiskamo ali 
pa posredujemo naprej. Najprej moramo dodati gumb v uporabniški vmesnik, ki bo 
uporabniku sporočal, da je nalog možno izpisati v tekstovni obliki. Možnost izpisa plačilnega 
naloga mora biti omogočena, ko uporabnik potrdi plačilni nalog in ga shrani v podatkovno 
bazo, saj s tem označuje, da plačilnega naloga ne bo več spreminjal. Napisati moramo 
metodo, ki bo »prebrala« trenutni plačilni nalog in ga v enaki obliki, kot je prikazan v 
aplikaciji, tudi izpisala v tekstovni obliki. Izpis moramo tudi oblikovati tako, da poleg celotne 
vsote izpišemo tudi valuto, v katero je bil znesek preračunan. Ločiti moramo tudi del 
plačilnega naloga, ki vsebuje podatke o partnerjih, in del, ki vsebuje podatke o artiklih, ki 
smo jih kupili. 
Pri šesti zahtevi moramo uporabniku onemogočiti kakršnekoli popravke na plačilnem nalogu, 
ki je bil že potrjen. Ob pritisku na gumb, ki potrdi plačilni nalog, moramo vsa polja spremeniti 
v obliko, kjer podatke lahko le beremo, ne pa spreminjamo. V uporabniški vmesnik moramo 
dodati tudi tekstovno polje, ki bo ob potrditvi plačilnega naloga spremenilo vrednost na 
»Arhivirano«. Tako uporabniku povemo, da so spremembe na danem plačilnem nalogu 
onemogočene, saj ima status »Arhivirano« in je že bil potrjen s strani uporabnika. 






4.2 Načrtovanje podatkovne baze 
 
Prvi korak pri izdelavi delujoče aplikacije je izdelava podatkovnega modela, ki bo hranil vse 
podatke, ki jih aplikacija potrebuje za delovanje. Za izdelavo relacijskega modela sem 
uporabil grafično orodje SQL Developer Data Modeler, ker mi je omogočilo lažjo predstavo 
posameznih entitet in relacij med posameznimi entitetami. Tako sem najprej moral pravilno 
prepoznati ustrezne entitete, ki bodo smiselne s strani poslovnega problema in bodo hkrati 
omogočale izvedbo vseh zahtev, ki sem jih opisal v prejšnjem poglavju. Tako sem relacijski 
model razčlenil na naslednje potrebne entitete: 
• entiteto, ki bo hranila podatke o partnerjih, 
• entiteto, ki bo hranila podatke o računih, 
• entiteto, ki bo hranila podatke o načinu plačila, 
• entiteto, ki bo hranila podatke o valutah, 
• entiteto, ki bo hranila podatke o plačilnih nalogih, 
• entiteto, ki bo hranila podatke o artiklih, 
• entiteto, ki bo hranila podatke o naročilih za posamezen plačilni nalog, 
• entiteto, ki bo služila kot arhiv za prejemanje tečajnih list, 
• entiteto, ki hrani podatke o tečajnih listah. 
Entitete sem tako smiselno določil in hkrati omogočil izvedbo vseh zahtev, ki sem si jih 
postavil. Z določitvijo entitet sem dobil okvir, ki bo določal uporabo podatkov v relacijskem 
modelu. Naslednji korak je bil določitev atributov, ki jih entitete potrebujejo in določajo 
posamičen zapis v podatkovni bazi. V entitete sem moral za začetek dodati atribut, ki bo 
služil kot primarni ključ in bo enolično določal vrstico v podatkovni bazi. Ker sistem ne hrani 
»pravih« podatkov, sem za vse entitete razen entitete, ki hrani podatke o valutah, izbral 
primarni ključ tipa number. Tako primarni ključ ne hrani neke uporabne informacije, ki je 




lahko uporabljena za ključ, ampak vsebuje zgolj vrednost, ki bo enolično določila vrstico. V 
entiteti »valuta« sem ubral drugačno strategijo, saj je zahteva pridobitev podatkov iz tečajne 
liste, ki vsebujejo tudi oznako posamične valute. Tako sem za primarni ključ te entitete izbral 
tip string, ki bo hranil tričrkovno oznako posamične valute. Ko so vse entitete vsebovale 
primarne ključe, sem lahko začel dodajati preostale atribute, ki bodo entitetam dajali smisel 
z vidika poslovnega problema. O konkretnih atributih, ki sem jih dodal, bom govoril v 
naslednjem poglavju. S tem je entitetni del relacijskega modela zaključen in mi je preostal še 
relacijski del. Vprašati sem se moral, v kakšni relaciji morajo biti entitete, da bom lahko 
uspešno izvedel vse zahteve. Zato sem moral najprej ugotoviti, katere entitete morajo biti v 
neki relacijski povezavi in katere med seboj ne potrebujejo oziroma ne smejo imeti relacijske 
povezave. Najprej sem se osredotočil na arhivsko entiteto, ki ne potrebuje relacije, saj 
vsebuje le kontrole podatke o prevzemu tečajev in tako ni odvisna od katerekoli druge 
entitete. Ker sem se želel izogniti podvajanju podatkov, sem moral rešiti problem entitet, ki 
vsebujejo podatke o partnerjih, saj podatki o partnerjih predstavljajo par enakih podatkov. 
Problem sem rešil tako, da sem iz entitete o partnerjih povlekel dve relaciji, ki enolično 
določata vsakega partnerja. Ko sem imel vse entitete med seboj povezane, sem imel 
zaključen entitetno-relacijski model. Za zaključek sem dodal še nekaj validacijskih pravil, ki 
omejuje število dovoljenih znakov pri nekaterih atributih. 
4.3 Načrtovanje v JDeveloperju 
 
Najprej sem se moral odločiti, kakšen tip aplikacije bom izdelal. Pri izbiri tipa aplikacije sem 
moral upoštevati vse tehnologije, ki jih bom potreboval za izdelavo aplikacije. Tako sem se 
odločil za tip, ki se imenuje Fusion Web Application (ADF) (angl. Application Development 
Framework). Ta tip aplikacije vsebuje naslednje tehnologije, ki sem jih potreboval pri izdelavi 
aplikacije: 










Ko sem imel pripravljeno okolje za izdelavo aplikacije, sem moral začeti načrtovati videz 
uporabniškega vmesnika. Narisal sem grobo skico, kako naj bi bil videti uporabniški vmesnik 
za posamezno stran aplikacije. Naslednji korak je bila izdelava poteka med posameznimi 
stranmi moje aplikacije. Ker je mišljeno, da prek aplikacije vpisujemo podatke v podatkovno 
bazo, sem moral vpisovanje teh podatkov smiselno ločiti na posamezne strani aplikacije. Ko 
sem imen narejen načrt, kako bodo te strani razporejene, sem lahko ustvaril TaskFlow. 
TaskFlow uporabniku omogoča prehajanje med posameznimi stranmi aplikacije. Posamezne 
strani med seboj povežemo z akcijami. V mojem primeru sem se odločil, da bom za 
navigacijo med posameznimi stranmi uporabil gumbe, saj ti najbolj nazorno prikazujejo 
možnosti za premikanje med posameznimi stranmi. Ko sem zaključil s povezavami med 
stranmi, sem lahko začel dodajati elementa uporabniškega vmesnika na vse strani svoje 
aplikacije. Nato sem se osredotočil na glavne funkcionalnosti svoje aplikacije. Začel sem z 
glavno stranjo aplikacije, ki prikazuje tečajne liste in omogoča prehod na druge strani 
aplikacije. Logiko sem moral dodati programatično in deklarativno. Programatični del je 
zajemal naslednje metode: 
• metodo za povezavo s podatkovno bazo, 
• metodo za branje datoteke CSV, 
• metodo za vpis podatkov v podatkovno bazo, 
• metodo za vključitev pogovornega okna, 
• metodo za vpis kontrolnih podatkov v arhivsko tabelo. 
Deklarativni del je zajemal naslednje funkcionalnosti: 
• izbiro valut kot spustni meni, 
• spremembo tečajev glede na izbrano valuto, 
• ročno spreminjanje tečajev, 
• izdelavo grafa in 




• izdelavo mešanega ključa . 
S tem sem dokončal tečajno stran aplikacije. Izvedel sem test in preizkusil, ali vse metode 
delujejo v primeru, ko ne naletimo na neko izjemo oziroma stanje, ki ni dovoljeno, kot tudi 
primer, kjer se pojavi neka izjema. Edina metoda, ki je imela problem, je bila tista za zapis 
podatkov v podatkovno bazo. Metodo sem preuredil tako, da pred zapisom podatkov 
pobriše vsebino entitet za hranjenje podatkov o valutah in tečajnih listah. 
Naslednji del logike sem moral izpeljati na strani za kreiranje plačilnega naloga. Ponovno sem 
logiko razdelil na programatičen in deklarativni del. Programatični del vsebuje naslednje 
metode: 
• metodo za delno vsoto artiklov, 
• metodo za celotno vsoto artiklov, 
• metodo za preračun vsote glede na izbrano valuto, 
• metodo za izpis plačilnega naloga, 
• metodo za spreminjanje statusa v »Arhivirano«, 
• metodo za prikazovanje prevedenih vrednosti v izpisu plačilnega naloga. 
Deklarativni del pa vsebuje naslednje funkcionalnosti: 
• dodajanje vseh atributov partnerjeve entitete kot spustni meni, 
• prevajanje identifikacijske številke partnerja v ime, 
• prevajanje identifikacijske številke računa v ime računa, 
• prevajanje identifikacijske številke načina plačila v opis, 
• prevajanje identifikacijske številke artikla v naziv, 
• vključitev tranzitnih polj, ki hranijo podatek o celotni in delni vsoti, 
• skrivanje možnosti dodajanja artiklov, dokler plačilni nalog ni potrjen, 
• preprečitev spreminjanja shranjenih plačilnih nalogov in 
• reševanje problematike AJAX. 




Najprej sem se tu moral lotiti prevajanja identifikacijskih številk v vrednosti, ki so uporabniku 
bolj prijazne. Obvezno moramo ob dodajanju partnerjev na plačilni nalog vključiti 
identifikacijsko številko, ki služi kot primarni ključ. Problem nastane, ker uporabnik ne ve, 
katero identifikacijsko število pripada kateremu uporabniku. To pa lahko premostimo tako, 
da povežemo bolj znan atribut z identifikacijsko številko. V svojem primeru sem povezal ime 
partnerja z identifikacijsko številko. Tako uporabnik izbere ime partnerja, v ozadju pa 
aplikacija izbere ustrezni ključ. Enako sem storil tudi za ostale omenjene ključe. Četudi sem 
tako rešil problem na uporabniški strani, problem vseeno ostane na strani aplikacije. To 
pomeni, da ob izpisu naloga izpisujemo identifikacijske številke in ne prevedenih vrednosti, ki 
jih je uporabnik izbral. Ponovno sem moral premostiti vrednosti identifikacijske številke ter 
imena izbranih atributov. Tokrat sem to moral storiti s pomočjo SQL-poizvedbe. 
Za konec sem programatično moral načrtovati tudi branje in zapisovanje podatkov v 
entiteto, ki hrani podatke o artiklih. Deklarativno dodajanje artiklov sem uredil že v fazi 
načrtovanja postavitve posameznih strani aplikacije. Pogosto imamo lahko več sto novih 
artiklov, ki bi jih želeli vpisati v podatkovno bazo prek uporabniškega vmesnika, kar je zelo 
časovno potratno, če to delamo ročno. Zato sem napisal naslednji dve metodi: 
• branje statične Excel datoteke, 
• branje dinamične Excel datoteke. 
Ti dve metodi je bilo treba napisati, ker sem želel rešiti oba scenarija, ki se lahko pojavita v 
podjetju. Prvi scenarij je, kjer imamo znotraj podjetja strogo določeno strukturo Excel 
datoteke, ki se je morajo uporabniki držati. V tem primeru lahko uporabimo statično metodo 
branja in zapisovanja, saj vemo vnaprej, kako bodo podatki razporejeni znotraj Excel 
datoteke. V drugem scenariju pa znotraj podjetja nimamo predpisane strukture Excel 









5 Izvedba aplikacije za izdajo plačilnih nalogov 
 
Izvedbe aplikacije sem se lotil po načrtu, ki je bil opisan v prejšnjem poglavju. Izvedbo 
aplikacije sem razčlenil na dva glavna dela: 
• deklarativni del in 
• programatični del. 
Deklarativni del vsebuje vso delo, kjer sam nisem nič programiral. Ta del vsebuje vse od 
kreiranja logičnega podatkovnega modela do vsega deklarativnega dela v razvojnem okolju 
JDeveloper. Programatični del pa vsebuje programiranje v JDeveloperju. V tem poglavju bom 
opisal postopek izvedbe za glavne funkcionalnosti aplikacije ter urejanje uporabniškega 
vmesnika. Namen diplomskega dela je predstavitev reševanja problemov validacije podatkov 
v aplikaciji, ki sem jo izdelal. Ker želim predstaviti reševanje problematike validacije podatkov 
ter uporabnost aplikacije, se ne bom spuščal v podrobnosti razvojnega okolja JDeveloper. 
Uporabil bom dovolj teoretične podlage razvojnega okolja, da bom lahko uspešno predstavil, 
kako sem posamezne probleme rešil praktično s pomočjo funkcionalnosti, ki jo nudi 
JDeveloper. Orodja, ki sem jih uporabljal predhodno, nisem poznal, zato sem se moral z njimi 
najprej seznaniti. Za izvedbo sem uporabil naslednja orodja: 
• SQL Data Modeler za izdelavo entitetno-relacijskega modela, 
• SQL Developer za administracijo podatkovne baze in 
• JDeveloper za izdelavo aplikacije. 
Ker orodij nisem imel naloženih na računalniku, se je izvedba začela s tem, da sem naložil vsa 
potrebna orodja na računalnik. Četudi še nisem uporabljal SQL Data Modelerja, sem na 
fakulteti uporabljal podobno grafično orodje za načrtovanje entitetno-relacijskega modela. 
Na fakulteti sem uporabljal tudi orodje, ki je podobno SQL Developerju, zaradi tega nisem 
potreboval dodatne literature, ki bi mi pomagala razumeti ta orodja. Orodja JDeveloper ali 
pa orodja, ki je podobno JDeveloperju, v preteklosti nisem uporabljal. Zaradi tega sem se 
najprej lotil izdelave aplikacij po navodilih, ki jih ponuja podjetje Oracle. Vaje pokrivajo 
celotni postopek izdelave aplikacije v razvojnem okolju JDeveloper. Tako sem se naučil 




uporabljati razvojno okolje ter se seznanil s tehnologijami, ki jih bom uporabljal za validacijo 
podatkov. 
5.1 Izdelava podatkovne baze in validacija v podatkovni bazi 
 
Izdelave podatkovne baze sem se lotil tako, da sem najprej identificiral vse entitete in 
atribute, ki jih bom potreboval za aplikacijo. Grobo skico entitetno-relacijskega modela sem 
narisal na kos papirja, saj sem želel model v popolnosti dodelati, preden se lotim izdelave 
dejanskega entitetno-relacijskega modela v SQL Data Modelerju. Narisal sem skico, ki 








• »Valuta« in 
• »Tecajne_Liste«. 
Entiteta »Vrsta_Placila« vsebuje podatke o načinu plačila, ki se bo uporabil na posameznem 
plačilnem nalogu. »Partner« vsebuje osnovne podatke o posameznem partnerju, ki bo 
plačeval oziroma naročeval izdelke. »Racun« hrani podatke o računih, ki se bodo uporabljali 
v transakciji. »Placilni_Nalog« vsebuje vse podatke o naročilu ter partnerjih, hkrati pa 
vsebuje unikatno številko, ki določa posamezni plačilni nalog. »Placilo_Podrobno« vsebuje 
podatke o artiklih za določen plačilni nalog. »Artikel« vsebuje osnovne podatke o artiklih. 
Entiteti »Valuta« in »Tecajne_Liste« hranita podatke o tečajnih listah, ki se bodo uporabljale 
za preračun v dano valuto. Entiteto »Enota« sem dodal, saj sem jo želel uporabiti kot 
posredovalno tabelo za preračun, vendar je na koncu nisem uporabil v aplikaciji. Entitete 
sem nato ustvaril v programu SQL Data Modeler. V Data Modelerju sem moral obkljukati 




polje »PK«, s čimer sem označil, da bo izbrani atribut deloval kot primarni ključ te entitete. 
Ko dodamo atribut, nam program že ponudi možnost, da ga označimo kot primarni ključ, 
vendar pa se nastavitev ne beleži, dokler ni obkljukano polje »PK«. Entiteta se nato grafično 
razdeli na dva dela. Zgornji del predstavlja vse atribute z validacijskimi pravili ter oznako »P« 
kot primarni ključ ter »F« kot tuji ključ entitete. V spodnji polovici se ustvari razdelek, ki 
prikazuje le ključe, ki so uporabljeni v posamezni entiteti. Spodnji razdelek mi je prišel prav, 
ker sem ustvaril entitete, ki imajo več kot eno relacijo. V razdelku sem lahko vsako relacijo 
poimenoval tako, da je nedvoumno določala posamezni tuji ključ, ki je last ene same 
entitete. Na ravni posameznih entitet sem določil tudi osnovna validacijska pravila, ki 
določajo, da atribut mora obstajati in ne sme biti ničen. Na Sliki 5.1 je slika entitetno-
relacijskega modela, ki sem ga izdelal za potrebe aplikacije. 
 
5.1 Logični model podatkovne baze 
 




Entiteti »Racun« in »Partner« imata dve relaciji 1:M do entitete »Placilni_Nalog«. Entiteti 
»Racun« in »Partner« v entiteti »Placilni_Nalog« predstavljata par podatkov. Na fakulteti 
smo podobne probleme reševali tako, da smo ustvarili dve entiteti, ki hranita enake podatke, 
razlikujeta pa se le v imenu entitete. Problem te rešitve je podvajanje podatkov in posledično 
model ne ustreza tretji normalizirani obliki. Pravilna in bolj elegantna rešitev, ki sem jo izbral, 
je uporaba več relacij med posameznima entitetama. Tako lahko večkrat uporabimo enake 
podatke, identifikacija teh podatkov pa temelji na tujem ključu, ki določa relacijo. V mojem 
primeru sem tako za relacijo »Racun«-»Placilni_Nalog« uporabil naslednji par tujih ključev: 
• »Racun_Vplacnik« in 
• »Racun_Prejemnik«. 
Prvi tuji ključ določa podatke, ki bodo uporabljeni za plačnika plačilnega naloga, drugi ključ 
pa za plačanca plačilnega naloga. Enako sem storil tudi za par ključev na relaciji »Partner«-
»Placilni_nalog«: 
• »Partner_Vplacnik« in 
• »Partner_Prejemnik«. 
Podatkovni model pa vsebuje tudi eno relacijo, ki je tipa M:N. Data Modeler nima možnosti, 
da bi naredili relacijo M:N, zato jo moramo narediti ročno. Relacijo sem ročno naredil tako, 
da sem ustvaril pomožno entiteto »Placilo_Podrobno«, ki sem jo povezal na entiteti 
»Placilni_Nalog« in »Artikel« v relaciji M:1 s strani entitete »Placilo_Podrobno«. Ker je 
relacija narejena ročno, entiteta »Placilo_Podrobno« ne dobi primarnih tujih ključev, ampak 
le tuja ključa entitet, na katere je povezana. Entiteta »Placilo_Podrobno« ne vsebuje 
primarnega ključa. 
Nato sem začel z dodajanjem validacijskih pravil na ravni podatkovne baze. Za primarni ključ 
entitete »Valuta« sem izbral tričrkovno oznako, ki opredeli posamezno valuto. Oznaka valute 
je v večini primerov protokolarno omejena na 3 znake. Tako sem tudi jaz omejil primarni 
ključ v entiteti »Valuta« na 3 znake. Z vidika sistema, ki je narejen za komercialno uporabo, 
bi moral to validacijsko pravilo spremeniti. Ključ bi moral omejiti le na določene vrednosti, 
saj bi tako zagotovil, da uporabnik ni vnesel valute, ki ne obstaja. Ker pa tečajne liste 
vsebujejo tudi podatke o valutah, ki niso več v obtoku, bi tako lahko rešil tudi primer, kjer bi 




uporabnik izbral valuto, ki ni več v obtoku. Validacijo podatkov sem moral izvajati tudi na 
polju »Količina« v entiteti »Placilo_Podrobno«. Polje količina sem moral označiti kot ne 
nično. S tem sem rešil problem, ko bi uporabnik dodal artikel, vendar ne bi vnesel količine, 
kar teoretično pomeni, da artikla ni dodal. Hkrati sem moral preprečiti, da bi polje vsebovalo 
številko 0, saj bi to ponovno pomenilo, da uporabnik teoretično ni dodal artikla. Omejil sem 
tudi število znakov pri nekaterih atributih. Pri teh atributih sem dodal neko naključno 
omejitev zgolj iz razloga, da malo omejim število znakov, ki bi jih uporabnik lahko vnesel. Za 
komercialen sistem bi moral narediti analizo posameznih atributov, če bi želel vršiti 
validacijo, ki omeji število znakov. Analizo potrebujemo, ker moramo poznati približno 
število znakov, ki bi jih potencialni uporabnik lahko vnesel, hkrati pa lahko določimo tudi 
neko varianco. Če vzamemo primer, ko analiza navrže podatek, da ima ime v povprečju 10 
črk, je pametno, da za varianco vzamemo dodatnih 10 znakov in tako polje omejimo na 20 
znakov. V primeru, ko vzamemo preveliko varianco, lahko nastane problem, kjer je 
uporabniku omogočeno, da tako rekoč vnese krajši spis v vnosno polje, kar pa negativno 
vpliva na sistemske vire. 
S tem sem imel logični model narejen, moral sem ga le še spremeniti v fizično obliko. Pri tem 
sem si pomagal s programom, ki sem ga uporabljal za izdelavo logičnega modela. V 
programu sem avtomatično generiral DDL-skripto. To skripto bi lahko shranil in jo nato odprl 
v programu SQL Developer, vendar sem se odločil za hitrejšo pot, kjer sem le skopiral 
vsebino skripte in jo prilepil v ukazno vrstico SQL Developerja. Tako mi je program sam 
naredil podatkovno zbirko, kamor sem lahko ročno vnašal podatke. 
V SQL Developerju sem naredil tako imenovani SQL Report (poročilo). V večini primerov se za 
izdelavo poročil uporablja programski jezik Java z dodano knjižnico JasperReports. To je 
zaradi tega, ker JasperReports ponujajo večjo dinamičnost pri izdelavi poročila, kar pomeni, 
da lahko vključujejo več podatkov in tudi videz je veliko lepši. Namen poročil je prikazovanje 
podatkov, ki so pomembni za podjetje, v lepi in berljivi obliki, saj se v večini primerov kasneje 
tudi tiskajo. Ker pa nisem bil seznanjen z JasperReports, sem uporabil orodje, ki je že 
vgrajeno v SQL Developer. Orodje je bolj okrnjeno in je tako sposobno ustvariti le enostavna 
poročila. Odločil sem se, da bom naredil poročilo, ki prikaže vse podatke o zaposlenih v 
podjetju. Podatke sem izbral z enostavno SELECT poizvedbo, ki vrne vse podatke iz entitete 




»Partner«. Kot izhodno obliko sem izbral datoteko PDF, na voljo pa so tudi druge oblike 
zapisa in prikaza. Na Sliki 5.2 je poročilo, ki prikaže vse podatke o zaposlenih. 
 
5.2 Poročilo za prikaz vseh podatkov o zaposlenih 
 
Problem uporabe poročil, ki so narejena v SQL Developerju, je tudi klic iz aplikacije. 
Uporabnikom želimo omogočiti klic poročil iz aplikacije, ker je to bolj priročno, hkrati pa 
uporabniki nimajo dostopa do hrbtenice omrežja, kjer se hrani podatkovna baza. Meni v 
aplikaciji ni uspelo narediti metode, ki bi izvedla klic poročila in ga prikazala uporabniku. 
Tako sem bil omejen na generiranje poročil neposredno iz podatkovne baze v SQL 
Developerju. 
5.2 Delo v JDeveloperju 
 
Ko sem začel razvijati aplikacijo v okolju JDeveloper, sem si moral izbrati, kakšno vlogo imam 
kot razvijalec. Izbral sem vlogo Studio Developer, ki pokriva vse tehnologije od razvijanja 
podatkovnih baz do tehnologij, ki pokrivajo razvoj v programskem jeziku Java. Za tip 
aplikacije sem izbral ADF Fusion Web Application. Ta tip vsebuje naslednje tehnologije: 
• ADF Poslovne komponente, 
• Java in 
• XML. 




Te tehnologije so namenjene razvoju logike v aplikaciji in povezave do podatkovne baze. 
Moral sem dodati tudi tehnologije za videz uporabniškega vmesnika ter komunikacijo z 
uporabniškim vmesnikom. Naslednje tehnologije so bile ključne za izdelavo uporabniškega 
vmesnika: 
• ADF Faces, 
• ADF Page Flow, 
• Java in 
• XML. 
S tem sem imel postavljen prototip aplikacije in kot naslednji korak sem moral izgraditi 
poslovne storitve. Naredil sem povezavo do podatkovne baze, ki bo hranila vse uporabniške 
podatke. Za povezavo JDeveloper uporablja JDBC-gonilnike. Čarovnik v JDeveloperju mi je 
ponudil naslednji korak, kjer sem ustvaril poslovne komponente, ki predstavljajo entitete v 
podatkovni bazi. Ta korak mi je omogočal, da sem lahko izvajal poslovno logiko v aplikaciji, 
saj je ta imela pregled nad vsemi entitetami in relacijami v podatkovni bazi. Ta korak generira 
tudi View objekte, ki privzeto vsebujejo SQL-poizvedbe s SELECT stavki, ki prikazujejo vse 
atribute posamezne entitete. Generiramo lahko tudi View objekte, ki vsebujejo poljubno 
SQL-poizvedbo. V nadaljevanju sem to možnost uporabil za preslikavo ključev v druge 
podatke. Ko sem zaključil s tem korakom, sem v aplikaciji lahko videl vse entitete in relacije 
med entitetami kot View objekte. 
Preden sem generiral podatkovne zbirke, ki sem jih nato dodajal na posamezne strani 
aplikacije, sem se želel prepričati, ali so vse entitete in relacije pravilno narejene. Z izdelanimi 
View objekti se nam v aplikaciji pojavita dva zavihka. Zavihek Model, ki vsebuje vse View 
objekte, relacije in Java fižolčke, ter zavihek ViewControler, ki vsebuje datoteke, povezane z 
videzom uporabniškega vmesnika. Zavihek Model vsebuje možnost AppModule, ki jo lahko 
zaženemo in tako preverimo pravilno delovanje relacij med entitetami. V entitetah »Valuta« 
in »Tecajne_Liste« sem vnesel dva zapisa, ki sta služila kot test. Ko sem zagnal AppModule, 
sem se premaknil na View objekt, ki predstavlja entiteto »Valuta«. Ker so se relacije pravilno 
zgradile znotraj aplikacije, sem tako na View objektu entitete »Valuta« videl vse podatke o 
valuti hkrati pa tudi pripadajoče podatke o tečajnih listah za izbrano valuto. 




View objekti pa ne predstavljajo dejanskih podatkovnih zbirk, ki bi jih lahko dodajali na 
posamezne strani naše aplikacije. V zavihku Data Controls sem moral generirati podatkovne 
zbirke, ki predstavljajo posamezno entiteto v podatkovni bazi. Te podatkovne zbirke se 
generirajo iz View objektov in imajo zato tudi enaka imena kot View objekti, dodana je le 
številka na koncu imena. Poleg podatkovne zbirke se generira tudi datoteka, ki vsebuje 
operacije podatkovne baze. Primeri operacij so naslednji: 
• Commit za shranjevanje podatkov, 
• Rollback za povrnitev v prejšnje stanje, 
• Delete za izbris podatkov, 
• Create za ustvarjanje nove vrstice v podatkovni bazi in 
• CreateInsert za ustvarjanje nove vrstice, ki se takoj potrdi. 
Te operacije služijo kot deklarativni pristop za delo s podatkovno bazo. Vse te operacije 
lahko dodamo na določene elemente uporabniškega vmesnika. Kot primer lahko naredim 
gumb z imenom »Shrani«, ki hrani operacijo commit. Podatkovne zbirke lahko na strani 
vnašamo kot celotne entitete, torej vse atribute določene entitete, lahko pa vnašamo tudi 
posamezne atribute določene entitete. Z generiranimi podatkovnimi zbirkami sem imel 
pripravljeno vse, kar sem potreboval, da sem lahko začel z izdelavo uporabniškega vmesnika 
in logike aplikacije. 
5.2.1  Izdelava strani aplikacije 
 
Ustvaril sem JSP, na katerega sem dodal TaskFlow, ki bo upravljal premike uporabnika skozi 
posamezne strani aplikacije. JSP je samostojna stran aplikacije, ki jo lahko zaženemo v 
brskalniku. Z dodatkom TaskFlowa začnemo uporabljati JSF, ki so le delci strani in jih 
posamezno ne moremo zagnati. V TaskFlow sem dodal pet JSF-strani, ki imensko ustrezajo 
entitetam v podatkovni bazi. Imensko ustrezanje entitetam je pomembno, saj nemudoma 
vidimo, čemu je posamezno stran namenjena, ko razvijamo tekočo aplikacijo ali pa izvajamo 
popravke na starejši aplikaciji. Dodal sem naslednje JSF-strani: 
• »Izdelki«, ki je namenjena dodajanju podatkov o izdelkih, 




• »Vrsta_Placila«, ki je namenjena dodajanju podatkov o možnih plačilnih sredstvih, 
• »Vplačnik«, ki je namenjen dodajanju podatkov o partnerjih in njihovih računih, 
• »GlavnaStran«, ki hrani podatke o tečajnih listah in služi kot uvodna stran aplikacije, 
• »Plačilni_Nalog«, ki je namenjena dodajanju plačilnih nalogov. 
Strani sem razporedil po principu zvezde, kar pomeni, da so premiki med stranmi možni le z 
glavne strani. V mojem primeru je to JSF-stran »GlavnaStran«, ki sem jo določil kot privzeta 
stran, na katero uporabnik pade, ko zažene aplikacijo. Z glavne strani je nato možen premik 
na vse preostale strani. Povezave med stranmi bi lahko izboljšal tako, da bi omogočil tudi 
premike med stranmi »Izdelki«, »Vrsta_Placila« in »Vplačnik«. Na stran »Plačilni_Nalog« sem 
dodal tudi funkcionalnost Return. Funkcionalnost Return lahko dodamo, ko na strani 
uporabimo operaciji Commit in Rollback. V določenih primerih operaciji Commit in Rollback 
zaznamujeta konec transakcije. V mojem primeru je konec transakcije, ko shranimo plačilni 
nalog. Ker je transakcije konec, ne želimo ostati na strani s plačilnimi nalogi, zato uporabimo 
funkcijo Return, ki nas premakne na glavno stran aplikacije, ko shranimo posamezni plačilni 
nalog. Return sem v tem primeru omejil le na operacijo Commit. 
S videzom strani, ki so namenjene le dodajanju podatkov, se nisem veliko obremenjeval, saj 
je v mojem primeru bila funkcionalnost bolj pomembna kot videz. Na Sliki 5.3 je primer 
strani za vnos podatkov o načinu plačila. 





5.3 JSF-stran za vnos podatkov o načinu plačila 
 
Za stran sem izbral privzeto razporeditev, ki jo ponuja Oracle. Sestavljena je iz 3 
dvehstranskih delov, ki sta namenjena premikom in logiki, ki jo vršimo iz večjega osrednjega 
dela, ki je namenjen prikazu podatkov. Osrednji del sem razdelil na dva dela. Zgornji del 
vsebuje podatkovno zbirko »Vrsta_Placila«, ki je dodana kot ADF Table oziroma tabela 
podatkov. Spodnji del ponovno vsebuje podatkovno zbirko »Vrsta_Placila«, tokrat kot ADF 
Form oziroma obrazec. Ko začnemo dodajati posamezne elemente uporabniškega vmesnika 
ali pa podatkovne zbirke, nam JDeveloper začne graditi hierarhičen pogled nad vsemi temi 
elementi. To je zelo priročno, kadar imamo veliko število elementov, saj je privzet način 
dodajanja elementov metoda drag and drop. Ker pa JDeveloper gradi hierarhičen pogled, 
lahko z miško zgolj kliknemo na element v drevesu in izberemo Insert after, Insert before in 
Insert inside. V obrazcu sem dodal tudi vrstico z gumbi. Vrstica sama je element Panel Grid 
Layout, v katerega sem nato dodal tri ADF Button elemente. Gumb »Potrdi« je namenjen 
shranjevanju podatkov in je povezan z operacijo Commit, gumb »Preklici« je namenjen 
izbrisu vrstice, ki jo trenutno dodajamo, in je vezan na operacijo Rollback. Gumb »Dodaj 




vrsto placila« je namenjen za dodajanje novega zapisa v podatkovno bazo, ki je vezan na 
operacijo CreateInsert. Pri dodajanju operacij sem moral biti pazljiv, saj sta le operaciji 
Commit in Rollback globalni. Ostale operacije so vezane na posamezne podatkovne zbirke, 
tako sem moral paziti, da sem dodal operacijo CreateInsert podatkovne zbirke 
»Vrsta_Placila« in ne operacije katere druge podatkovne zbirke. Zgornji del, ki vsebuje 
podatke v obliki tabele, je namenjen zgolj prikazu. Spodnji, ki je v obliki obrazca, pa je 
namenjen spreminjanju in dodajanju novih zapisov. Kot privzeto imajo vsa polja omogočeno 
lastnost AutoSubmit. To pomeni, da če uporabnik kot prvi podatek ne izpolni polja s 
primarnim ključem, dobimo napako, ki nas obvesti o tem, da je kršena referenčna 
integriteta, in izbriše trenutni zapis. Zato sem v poljih izključil lastnost AutoSubmit, tako 
lahko uporabnik izpolni katerokoli polje in ne krši referenčne integritete, vendar pa mora 
uporabnik sam poskrbeti, da vse dodane podatke tudi shrani. Po enakem principu sem 
izdelal tudi stran za dodajanje artiklov in stran za dodajanje partnerjev ter njihovih računov. 
Kot povezavo med stranmi sem uporabil gumb Back, ki se nahaja na vrhu vsake strani. 
Povezavo predstavlja par gumbov: gumb na glavni strani za pomik na posamezno stran ter 
gumb »Back«. Povezavo povlečemo ročno med dvema stranema in jo nato poimenujemo. Na 
posameznem gumbu lahko nato izberemo povezavo kot akcijo, ki se bo izvršila. Akcije so 
enosmerne, kar pomeni, da za vsako stran potrebujemo dve povezavi. Na Sliki 5.4 je 
prikazana povezava do strani »Izdelki«. 
 
5.4 Povezava do JSF-strani z izdelki 





Povezava »GoIzd« popelje uporabnika z glavne strani na stran z izdelki. V obratni smeri je na 
gumb »Back« pripeta akcija IzdBack, ki uporabnika popelje nazaj na glavno stran aplikacije. 
Zeleni krog na strani »GlavnaStran« označuje, da je to začetna stran. V nadaljnjih poglavjih 
bom bolj podrobno opisal glavno stran in stran za izdajo plačilnih nalogov. 
Na Sliki 5.5 je prikazan celotni TaskFlow aplikacije. 
 
5.5 TaskFlow aplikacije  
 
5.2.2 Validacija glavne strani 
 
Za izdelavo glavne strani sem ponovno uporabil predlogo, ki stran razdeli na ožja stranska 
dela in večji osrednji del. Najprej sem se lotil izdelave levega ožjega dela strani, ki je narejen 
v obliki menija. Prvi element, ki sem ga dodal, je bil ADF Accordion. Accordion naredi zložljivi 
meni v obliki harmonike, privzeto ima meni samo eno okno. Dodal sem še 4 zavihke, ki so 
hranili gumbe za premik na ostale strani aplikacije. Osrednji del strani sem ponovno 




rezerviral za prikaz podatkov. Na zgornji del sem dodal podatkovno zbirko »TecajneListe« v 
tabelarični obliki. V spodnjem delu sem ustvaril dva zavihka. Pri zavihek je hranil podatkovno 
zbirko »TecajneListe« v obliki obrazca, v drugem zavihku pa v obliki grafa. Na Sliki 5.6 je 
prikazana glavna stran aplikacije. 
 
 
5.6 Glavna stran aplikacije v razvojnem okolju 
 
Obrazec vsebuje pet gumbov. Gumba »Potrdi« in »Preklici«, ki ustrezata operacijama 
Commit in Rollback oziroma shranjevanju in izbrisu trenutnega zapisa, ter vrstice z gumbi 
»First«, »Previous«, »Next« in »Last«. To vrstico lahko avtomatično generiramo in nam 
omogoči premikanje po zapisih, lahko pa se premaknemo tudi na zadnji oziroma prvi zapis v 
podatkovni bazi. Obrazec omogoča popravljanje že obstoječih zapisov, ni pa mogoče 
dodajanje novih. 




V zavihku »Tecaj« sem dodal gumb z imenom »Nalozi datoteko«, ki bo hranila metodo za 
prevzem datoteke CSV, komponento ADF Input File, ki je alternativa statičnem prevzemu 
datoteke, in podatkovno zbirko »Valuta«. Podatkovno zbirko »Valuta« sem dodal kot 
mehanizem za izbiro valute, za katero želimo imeti prikazane tečajne liste. Te vrste prikaz je 
možen, ker sta entiteti »Valuta« in »Tecajne_Liste« v relaciji med seboj. JDeveloper generira 
relacije v obliki Master-Detail. Detail vsake podatkovne zbirke lahko vidimo tako, da jo 
preprosto razširimo v zavihku »Data Control«. V mojem primeru je bil Detail podatkovna 
zbirka »TecajneListe«, ki sem jo že dodal na sredino strani. Master pa je podatkovna zbirka 
»Valuta«. Iz podatkovne zbirke sem vzel le atribut »IDValute«, ki predstavlja tričrkovno 
oznako valute. To je tudi edini atribut iz te podatkovne zbirke, ki bi uporabnika zanimal. 
Atribut sem dodal v obliki SOC (angl. Select One Choice). Ta oblika omogoči uporabniku, da 
izbere valuto, za katero ga zanimajo tečajne liste v obliki spustnega menija. Na Sliki 5.7 je 
prikazan spustni meni za izbiro valute. 
 
5.7 Spustni meni za izbiro valute 
 
Uporabnik lahko sedaj poljubno izbere valuto, za katero želi videti tečajne liste, vendar se 
bodo tečajne liste spreminjale le, če osvežimo aplikacijo. Zahteva sistema je bila, da 
uporabnik lahko nemoteno spremlja različne tečajne liste, zato sem problem osveževanja 
rešil tehnologijo s AJAX. Tabeli s tečajnimi listami sem omogočil atribut PPR. Kot PPR-tarčo 




sem izbral polje z atributom »IDValute«. To pomeni, da se bo ob spremembi valute 
spremenila tudi tabela in prikazala pravilne podatke za izbrano valuto. Tabela se je tako 
osveževala sproti, moral sem rešiti le še osveževanje grafa. Pri grafu sem moral PPR-tarče 
izbrati verižno, ker je graf dodan v zavihek elementa. Kot PPR-tarčo grafa sem izbral zavihek 
in kot PPR-tarčo zavihka sem izbral podatkovno zbirko »TečajneListe«. Tako so se vsi podatki 
sprotno osveževali uporabniku. Preden sem se lotil pisanja metod, sem moral rešiti še 
nesmisel, kjer bi uporabnik želel za kombinacijo določenega datuma in valute vnesti več kot 
eno vrednosti tečaja. Problem sem rešil tako, da sem deklarativno dodal mešani oziroma 
alternativni ključ podatkovni zbirki »TečajneListe«. Ključ sem sestavil iz dveh atributov, 
datuma tečaja in identifikacijske številke valute. Tako mora biti kombinacija teh atributov 
zmeraj unikatna in je uporabniku onemogočen nesmisel. Na Sliki 5.8 je prikazan alternativni 
ključ. 
 
5.8 Alternativni ključ »klucdate« 
 
Podatke o tečajnih listah prevzemamo iz datoteke CSV. CSV-datoteke so Excelove datoteke, 
kjer so vrednosti ločene z vejicami. Iz te datoteke dobimo podatke o vrednosti tečaja, 
datumu tečaja in valuti. Ker podatke dodajamo programatično, sem moral v SQL Developerju 
ustvariti sekvenco, ki bo polnila primarni ključ entitete »Tecajne_Liste« s številskimi 
vrednosti, saj bi v nasprotnem primeru kršili validacijo primarnega ključa. Uporaba sekvenc 
je bila dodana v SQL Developer v eni izmed zadnjih različic in ima tako še nekaj hroščev. 
Sekvenca se začne s številom 1 in se povečuje za 1, vendar se je zaradi hroščev sekvenca 
začela nekje pri številu 5.000 in se nato povečevala za 10 ali pa 1, odvisno od instance 
aplikacije. Pri metodi za branje datoteke CSV sem obvezno moral začeti z branjem in 
zapisovanjem valut in nato nadaljeval z branjem in zapisovanjem podatkov o tečajnih listah, 
saj bi v nasprotnem primeru kršil referenčno validacijo med entitetama »Valuta« in 
»Tecajne_Liste«. Metodo bom razdelil na segmente, ker bom tako lažje opisal posamezne 
segmente kode in zakaj jih potrebujemo. 




Na gumbu »Nalozi datoteko« sem ustvaril Java fižolček z imenom »Upload«. Vsa koda v 
fižolčku se bo izvedla, ko bo uporabnik pritisnil na gumb. Na Sliki 5.9 je prikazan 
inicializacijski del kode. 
 
5.9 Inicializacija povezave do podatkovne baze 
Ta del kode sem moral napisati vsakokrat, ko sem programatično želel dostopati do 
podatkovne baze. Koda ponovno naredi povezavo do podatkovne baze prek gonilnika JDBC. 
Obvezno sem moral AutoCommit označiti kot »false«, saj ne želimo, da se vsi prebrani 
podatki avtomatično shranijo v podatkovno bazo. »If« stavek je namenjen zgolj testiranju, ali 
je povezava do strežnika uspešna ali ne. V glavni metodi »Upload« sem moral obvezno na 
začetku klicati to funkcijo. Na Sliki 5.10 je prikazan naslednji del kode. 





5.10 Izbris podatkov iz vseh povezanih tabel 
 
V glavni metodi sem deklariral spremenljivki »count_Valute« in »count_Tecajne_Liste«. Ti 
spremenljivki potrebujem za zahtevo, da se vsak prejem tečajnih list beleži v arhivsko tabelo 
in z njimi štejem vsako pravilno vpisano vrstico v podatkovno bazo. Nato je narejen klic 
funkcije Initialize, ki vzpostavi povezavo do podatkovne baze. Spremenljivka »stmn« je tipa 
Statement, ki se uporablja za pisanje poizvedb. Bolj varna različica je tip 
»PreparedStatement«. Najprej pobrišem celotno tabelo Tecajne_Liste, ker sem za osnovo 
vzel datoteko CSV, ki poleg današnje tečajne liste vsebuje tudi vse pretekle za obdobje enega 
leta. Vsako poizvedbo moramo zaključiti z vrstico, ki izvede operacijo commit in tako potrdi 
spremembe v podatkovni bazi. S spremenljivko »scanner« sem začel branje datoteke CSV. 
Nato sem izvedel kaskadno brisanje vseh tabel, ki imajo podatke o valutah ali pa tečajnih 
listah. Ta del kode je namenjen temu, da ustrezno pripravim podatkovno bazo na vnos 
podatkov, saj bi v nasprotnem primeru konstanto dobival opomine o kršenju validacije 
primarnih ključev ali pa kršenju referenčne integritete, ker se tuji ključi niso pravilno izbrisali. 




Na Sliki 5.11 je del kode, ki prebere celotno vsebino datoteke CSV in jo nato zapiše v 
ustrezne entitete v podatkovni bazi. 
 
5.11 Branje in zapis datoteke CSV  
 
Prva zanka je namenjena branju uvodne vrstice datoteke CSV, ki vsebuje tričrkovne oznake 
vseh valut. Obvezno moramo najprej prebrati to vrstico in jo zapisati v entiteto Valuta, saj bi 
v nasprotnem primeru kršili referenčno integriteto med entitetama »Valuta« in 
»Tečajne_Liste«. Na začetku zanke sem povečal števec valut in inicializiral spremenljivko 
»pstm«, ki je tipa »PreparedStatement«. Uporaba pripravljenih stavk je dobra programerska 
praksa, saj zmanjša možnosti SQL Injection napada. Vprašaji predstavljajo parametre, ki sem 




jih prebral in zapisal v podatkovno bazo. Vrednost 1 predstavlja obvezen tuji ključ entitete 
»Enota«, ki je nisem odstranil iz podatkovne baze. Na koncu zanke izvedem funkciji Update, 
ki nemudoma posodobi tabelo in prikaže podatke uporabniku, ter Commit, ki shrani vse 
spremembe v podatkovni bazi. 
Branje preostalih podatkov poteka z dvema zankama. Prva zanka je tipa While in je 
namenjena branju celotne vsebine datoteke CSV in ne le ene vrstice. Druga zanka For je 
namenjena branju posameznih vrstic in zapisu v podatkovno bazo. Ponovno sem uporabil 
pripravljen stavek za zapis podatkov v podatkovno bazo. V tem primeru so vse vrednosti 
parametri, saj iz datoteke dobimo vse potrebne podatke, da zapolnimo vse atribute. Na 
začetku For zanke ponovno povečamo števec, ki šteje število vnesenih tečajnih list. Ker je 
eden od podatkov tudi datum tečaja, sem moral pravilno pretovoriti datum v obliko, ki jo 
podpira podatkovna baza. Datoteka vsebuje tudi tečajne liste za valute, ki niso več v obtoku. 
Vse te valute imajo vrednost tečaja označeno z N/A. Napisal sem pogoj, ki preverja, ali je 
vrednost tečaja enaka N/A, v primeru, da je to res, spremeni vrednost v 0. V nasprotnem 
primeru bi me sistem opomnil, da v številsko polje »Vrednost_Tecaja« ne morem vpisati črk 
in znakov. Na koncu zanke sem ponovno izvedel prireditev podatkov v parametre 
pripravljene poizvedbe ter Update in Commit vseh poizvedb. Izpišem pa tudi vrednosti 
spremenljivk, ki štejeta dodane valute in tečajne liste. 
Poskrbeti sem moral tudi za zapis v arhivsko tabelo. Na Sliki 5.12 je prikazan del kode, ki je 
namenjen zapisu v tabelo arhivov. 
 
5.12 Zapis kontrolnih podatkov 
 
Ponovno sem uporabil pripravljen stavek, le da sem tokrat zapisoval le dva podatka. V prvi in 
drugi argument se zapišeta podatka o uspešno prevzetih valutah in tečajnih listah. Temu 
sledita dve ničli, saj sta naslednji dve polji namenjeni narobe sprejetim valutam in tečajnim 
listam. To se ne more zgoditi, saj je to izjema v programu in nas opozori, da je prišlo do 
napake. Zato sem kot privzeto zapisal dve ničli. Zadnje polje je namenjeno datumu prejema 




podatkov. Poizvedbe podpirajo tudi funkcije, zato sem v zadnje polje zapisal SYSDATE 
oziroma trenutni datum in uro prevzema.  
Dodati sem moral tudi pogovorno okno, ki uporabnika vpraša, ali res želi sprejeti tečajne 
liste, in ga obvesti o številu dodanih valut ter tečajnih listah. Na stran sem dodal PopUp 
komponento, ki se bo prožila, ko uporabnik pritisne na gumb za prevzem tečajnih list. Na to 
PopUp komponento sem nato ugnezdil še komponento »Dialog«. Kot ostale komponente 
ima tudi »Dialog« svoj Listener atribut, kjer lahko naredimo Java fižolček, ki se bo vršil. 
JDeveloper ima že nekaj privzetih dialogov. Jaz sem izbral dialog tipa »ok« in »cancel«. 
JDeveloper tudi sam generira obliko Java fižolčka. Na Sliki 5.13 je prikazan Java fižolček 
dialoga. 
 
5.13 Predpripravljena metoda za dialog  
 




JDeveloper fižolček izoblikuje tako, da nastaneta dve metodi. Ena za primer, ko uporabnik 
pritisne »ok«, in druga, ko uporabnik pritisne gumb »cancel«. V primeru, ko uporabnik 
pritisne »ok«, naredimo programatičen PPR na celotno JSF-stran in sprožimo PopUp, ki 
vsebuje dve tekstovni polji. Eno polje za prevzete valute in eno za prevzete tečajne liste. 
Spremenljivke je možno tako prenašati, ker se sklicujem na lokalni kontekst, ki je omejen na 
JSF-stran. V primeru, da uporabnik pritisne na gumb »cancel«, pa sprožimo postopek 
povezave do podatkovne baze in nato izbrišemo vse vnose iz entitet »Valuta« in 
»Tecajne_Liste«. V tem primeru tudi ustrezno izpišemo, da ni bilo dodanih nobenih valut in 
tečajnih list. Na Sliki 5.14 sta prikazani dialogni okni, ki ju vidi uporabnik, ko želi prevzeti 
tečajne liste iz datoteke CSV. 
 
5.14 Dialogna okna za prevzem podatkov 
 
Spodnje okno uporabnika vpraša, ali želi prevzeti tečajne liste. Ko pritisne gumb »ok«, se 
prikaže zgornje pogovorno okno, ki uporabnika obvesti o številu prevzetih valut in tečajnih 
list. Za konec sem moral rešiti še problem večkratnega dodajanja tečajnih list. Ko večkrat 
dodamo tečajne liste, se te ne osvežijo v aplikaciji, saj se »Select« poizvedbe v 
»ViewTecajneListe« izvede le enkrat. Problem sem rešil tako, da sem kot PPR-tarčo celotne 
JSF-strani izbral tabelo s tečajnimi listami in v dialogni fižolček dodal vrstico, ki ob vsakem 
prevzemu znova izvede poizvedbo »ViewTecajneListe«. 
T vidika točnosti podatkov sem validacijo podatkov naredil pravilno in v skladu s zahtevami 
aplikacije. Z vidika nesmiselnosti podatkov pa bi aplikacijo lahko izboljšal z naslednjimi 
dodatki in spremembami v aplikaciji. 
• dinamično dodajanje datoteke s tečajnimi listami, 




• preverjanje končnice datoteke (omejitev na končnico .csv), 
• ustrezna sporočila ob kršenju validacijskih pravil, 
• dodajanje vlog in 
• dodatna validacijska pravila glede na vlogo uporabnika. 
 
5.2.3 Validacija strani za izdajo plačilnega naloga 
 
Na tej strani nisem uporabil predloge, ampak le prazno JSF-stran, na katero sem lahko 
dodajal elemente in podatkovne zbirke. Na stran sem dodal 3 podatkovne zbirke, ki sem jih 
ločil z elementom Separator. Dodal sem podatkovne zbirke »PlačilniNalog«, »Artikel« in 
»PlaciloPodrobno«. Vse atribute z razliko »IDPlacilnegaNaloga« sem na stran dodal v obliki 
SOC, saj je ta oblika uporabniku bolj prijazna, hkrati pa izvaja validacijo podatkov, saj lahko 
izberemo le pravilne podatke, ki že obstajajo v podatkovni bazi. Večina atributov predstavlja 
tuje ključe ostalih entitet, kar pa so uporabniku neprijazni podatki za zapomniti, Zato sem 
ustvaril LOV (angl. List Of Values), ki uporabniku prikažejo vrednosti, ki so njemu bolj 
prijazne, v ozadju pa JDeveloper naredi povezavo do dejanskega atributa, ki bi ga uporabnik 
moral izpolniti. Kot primer bom dal atribut »IDVplacnika«. Aplikacija bo pred uporabo LOV 
zahtevala, da uporabnik izbere neko številko, ki predstavlja tuji ključ posameznega partnerja. 
Kot LOV-vrednost sem uporabil ime partnerja. Tako uporabnik izbere ime partnerja, v ozadju 
pa se izbere dejanski ključ, ki je povezan z izbranim imenom. LOV sam naredil za vse atribute, 
ki predstavljajo tuje ključe, po naslednjem ključu povezave: 
• PartnerID-Ime, 
• RacunID-Ime in 
• IDPlacila-Naziv. 
Za atributa »PartnerID« in »RacunID« sem moral narediti dva LOV, saj predstavljata par 
podatkov za vplačnika in prejemnika. Atributa »Datum_Izplacila« in »Rok_Placila« sta že v 
podatkovni bazi definirana kot tipa DATE, zato sta tudi uporabnika prikazana tako, da se 




vrednost izbere iz koledarja ob atributih. Pod atribute sem dodal tudi vrstico z naslednjimi 
gumbi: 
• »Submit«, ki shrani plačilni nalog, 
• »Dodaj novi plačilni nalog«, ki vsebuje operacijo CreateInsert, in 
• »Zacni na novo«, ki vsebuje operacijo Rollback. 
Na gumbu za dodajanje novih plačilnih nalogov sem moral omogočiti PPR. Kot PPR-tarčo sem 
izbral gumb, saj se mora novi plačilni nalog uporabniku pokazati takoj, ko pritisne na gumb. 
Pod podatkovno zbirko sem dodal ADF-element panelBox, ki ustvari panel z orodno vrstico. 
Panel lahko uporabniku tudi skrijemo, zaradi tega sem ga tudi sam uporabil. V panel sem 
dodal podatkovno zbirko »PlaciloPodrobno« v obliki tabele. Te podatkovne zbirke ni možno 
spreminjati, dokler plačilni nalog ni potrjen in shranjen. Problem sem rešil tako, da sem 
atribut »Disclosed« v elementu panelBox kot privzeto nastavil na »true«, kar pomeni, da je 
uporabniku minimiziran oziroma skrit. Na gumbu »Submit« sem nato generiral Java fižolček, 
kjer sem napisal preprosto metodo, ki ob kliku na gumb spremeni vrednost atributa 
»Disclosed« na »false« in tako uporabniku omogoči dodajanje artiklov. V podatkovni zbirki 
»PlaciloPodrobno« sem atributu »Kolicina« določil privzeto vrednost 1, kar pomeni, da je 
artikel bil dejansko dodan. Ponovno sem naredil LOV, tokrat za atribut »IDArtikla«, ki je 
uporabniku prikazan kot ime artikla. Podatkovni zbirki »PlačlniNalog« in »PlaciloPodrbno« 
sta ponovno tipa Master-Detail. Pod to podatkovno zbirko sem dodal še podatkovno zbirko 
»Artikel« kot tabelo, ki uporabniku prikaže vse artikle, ki jih je možno dodati na plačilni 
nalog. Za konec sem ustvaril še eno vrstico »PanelGridLayout«, v katero sem dodal še dva 
gumba. Gumb »Commit«, ki shrani celotni plačilni nalog, ter gumb »Printaj«, ki je namenjen 
izpisu plačilnega naloga v tekstovni obliki. 
Predpogoj za izpis plačilnega naloga sta metodi, ki izračunata delno in celotno vsoto artiklov, 
ki jih je uporabnik dodal na plačilni nalog. Za predpripravo metod sem moral na stran dodati 
dve tranzientni polji. Eno za delno vsoto in drugo za celotno vsoto plačilnega naloga. Dodati 
sem moral tudi podatkovno zbirko »Valuta«, ki bo uporabljena za preračun v poljubno 
valuto. Na Sliki 5.15 je prikazana stran za dodajanje plačilnih nalogov v razvojnem okolju. 





5.15 Stran za dodajanje plačilnih nalogov v razvojnem okolju 
 
Delno vsoto sem želel rešiti z uporabo Groovy stavka, ki pomnoži atributa »Kolicina« in 
»Cena«. Problem je nastal, ker vsaka novo dodana vrstica ne vsebuje zapisa v polju 
»Kolicina«, kljub temu da je privzeta vrednost nastavljena na 1, in tako dobimo NullPointer 
exception. Problem sem rešil tako, da sem ustvaril Groovy skripto, v katero sem vključil 
pogoj, ki v primeru, da je polje »Kolicina« enako Null, vpise številko 0 v polje »Kolicina«. Nato 
sem nastavil PPR-atributa »ZnesekDelni« in kot tarčo izbral polje »Kolicina«, Vendar je nastal 
novi problem, kjer se polje »ZnesekDelni« ni posodabljalo glede na spremembo v polju 
»Kolicina«, hkrati pa je v polje »Kolicina« sililo številko 0. Ker problema nisem znal rešiti, sem 
ubral drugačno taktiko in ustvaril metodo, ki bo izračunala delni znesek. Generiral sem tako 
imenovani »ViewRowImpl« razred, ki je implementacijski razred vsakega View objekta in 
vsebuje Get in Set metode za vse atribute. Generiral sem »PlaciloPodrobnoViewRowImpl« 




razred in sem v Get metodo atributa »ZnesekDelni« napisal metodo, ki je prikazana na Sliki 
5.16. 
 
5.16 Metoda za izračun delne vsote 
 
Uporabil sem operacijo multiply, ki zmnoži dve števili tipa »BigDecimal«. Do atributov, ki se 
nahajajo v drugih entitetah, sem dostopal tako, da sem navedel View objekt, v katerem se 
atribut nahaja, ter lastnost tega View objekta, do katerega želim dostopati. V mojem primeru 
je bil to View Artikel in atribut »Cena«. V primeru NullPointer izjeme sem v polje »Kolicina« 
ponovno vpisal številko 0. 
Preostale metode sem napisal v razredu »AppModuleImpl«. Hierarhično gledano, ta razred 
vidi celotno aplikacijo in lahko operira z vsemi objekti aplikacije. Testno sem napisal metodo, 
ki prešteje vse dodane artikle na plačilnem nalogu. Na Sliki 5.17 je prikazana ta metoda. 





5.17 Seštevek vseh dodanih artiklov na plačilnem nalogu 
 
Tukaj sem uporabil nove tipe spremenljivk. »ViewObjectImpl«, ki lahko vsebuje celotni View 
objekt, in »RowSetIterator«, ki se uporablja za premikanje po vrsticah. V metodi tako 
preverim, ali obstajajo zapisi v View objektu »PlaciloPodrobno«, in nato izvajamo zanko, 
dokler obstaja naslednja vrstica. V zanki se nato pomikam po vrsticah in kličem metodo GET 
za atribut »Kolicina«, ki jo nato prištejem spremenljivki »Vsota«. 
Na enak način sem se lotil tudi pisanja metode, ki bo izračunala celotno vsoto plačilnega 
naloga. Razlika je bila v tem, da sem se v metodi za celotni znesek premikal po polju 
»ZnesekDelni« in bral vrednosti polja. Na Sliki 5.18 je prikazana metoda za izračun celotne 
vsebine. 





5.18 Izračun celotne vsote plačilnega naloga 
 
V zanki ponovno preverjam, ali ima View objekt »PlaciloPodrobno« naslednjo vrstico, in jo 
vršim, dokler pogoj velja. Nato se pomikam po vseh vrsticah in v vsaki vrstici preberem polje 
»ZnesekDelni«. Za seštevanje sem moral uporabiti operacijo add, saj konvencionalni znak + 
ni deloval. V primerih, ko operiramo z vrsticami View objektov, lahko vidimo veliko prednost, 
ki jo ima okolje JDeveloper. Vsebina entitete »Placilo_Podrobno« je v aplikaciji vezana na 
posamezni plačilni nalog. Logično gledano, bi morali vsakokrat izvajati »if« stavek, ko imamo 
opravka z vrsticami, ki so odvisne od tujega ključa. »If« stavek bi v teh primerih zagotovil, da 
izvajamo računske operacije le na tistih vrsticah, kjer se ujemata primarni ključ in tuji ključ. 
JDeveloper sam ve, da mora upoštevati le tuji ključ, ki se navezuje na trenutno dodani 
primarni ključ. 
Za konec sem zadovoljil še zahtevi, da potrjenih plačilnih nalogov ne moremo spreminjati. 
Postopka sem se lotil programatično. Napisal sem metodo, ki ob pritisku na gumb »Commit« 
spremeni vsa polja v format Read Only, vendar sem naletel na težavo, da nisem mogel izvršiti 




obratne operacije in so bila vsa polja za zmeraj v formatu Read Only. Zahtevo sem nato rešil 
deklarativno. Vsak View objekt ima lastnost Updatable. Ta lastno ima naslednje tri možnosti. 
• Always, 
• Never in 
• When new. 
Izbral sem možnost When new in tako zelo preprosto dosegel, da se vsa polja spremenijo v 
format Read Only, ko uporabnik pritisne na gumb »Commit« in shrani nalog. Ko dodamo 
novi nalog, pa polja veljajo za new in je vpisovanje podatkov omogočeno. 
5.2.4 Izpis plačilnega naloga 
 
Plačilni nalog je možno izpisati na deklarativni način, vendar ne vsebuje kakršnekoli oblike 
izpisa. Deklarativno dosežemo izpis tako, da na stran dodamo ADF-komponento Show 
Printable Page Behaviour. To komponento lahko tudi programatično spreminjamo. Na 
internetu sem našel metodo, ki naj bi služila kot izpis strani, vendar se je izkazalo, da metoda 
naredi printscreen aplikacijskega okna, kar pa oblikovno ni videti lepo. Zato sem se 
programatično lotil izpisa plačilnega naloga. Stran s plačilnimi nalogi sem moral parsati in 
izvleči vse atribute ter jih zapisati v tekstovno datoteko. Na Sliki 5.19 je prikazan odsek 
metode za izpis. 





5.19 Izpis identifikacijske številke plačilnega naloga 
 
Zanka for in prvi »if« pogoj sta namenjena prepoznavanju elementov na celotni JSF-strani. 
Nato z »if« pogojem preverjam ime atributa. V primeru, da se atribut ujema z mojim 
atributom, zapišemo ta atribut v tekstovno datoteko. Zapis v tekstovno datoteko sem 
oblikoval tako, da ime atributa in vrednost ločimo s presledkom ter dvopičjem. Na koncu 
sem z ukazom System.getProperty(»line.separator«) ustvaril prazno vrstico. »If« pogoj in 
zapis v tekstovno datoteko sem ponovil za vsak atribut na strani. Kljub temu da sem za 
identifikacijske številke uporabljal LOV in s tem prikazoval imena, je v ozadju vseeno izbrana 
identifikacijska številka. Zaradi tega sem v prvem nizu testiranja izpisa dobival v datoteki 
same številke, saj so te predstavljale identifikacijske številke posameznega atributa. Problem 
sem rešil tako, da sem ustvaril nove View objekte, ki vsebujejo poizvedbo s parametrom. Na 
Sliki 5.20 je prikazan primer te poizvedbe. 
 
5.20 Poizvedba za prevod ključev 





Napisal sem SELECT poizvedbo, ki izbere ID-partnerja in njegov naziv, v WHERE pogoju sem 
uporabil parameter za preverjanje ID-partnerja. V metodi sem poklical operacijo 
»ExecuteWithParams«, ki izvede poizvedbo s parametri. Parameter sem nato prebral in ga 
dodal v atribut, ki mu pripada. Na koncu sem izvršil še operacijo »ExecuteWithParams« in 
zapisal atribut v tekstovno datoteko. Za vsak atribut, ki vsebuje identifikacijsko številko, sem 
moral ustvari lasten View s podobno poizvedbo. Spremenil sem le ime parametra in atribut, 
ki sem ga želel izpisovati v tekstovni datoteki. 
Napisati sem moral še metodo, ki bo preračunala celotno vsoto v poljubno valuto. Metoda je 
zelo enostavna, saj sem bil že pri koncu aplikacije in sem dobro razumel program ter 
programatičen dostop do posameznih atributov na JSF-strani. V metodi sem prebral trenutni 
vrednosti valute in datuma izplačila. Vrednosti sem nato primerjal z vnosi v entiteti 
»Tečajne_Liste«. Primerjal sem datum tečaja in datum izplačila ter valuti v obeh entitetah. 
Na Sliki 5.21 je prikazano preverjanje pogoja v konzolnem oknu. 
 








Na Sliki 5.22 je prikazana metoda, ki sem jo napisal za preračun valute. 
 
5.22 Metoda za preračun vsote v poljubno valuto 
 
Pri tej metodi sem se skliceval na tri View objekte; »Valuta«, »TecajneListe« in 
»PlacilniNalog«. Za branje View objektov Valuta in »PlacilniNalog« sem uporabil podatkovni 
tip Row. Vrednost sem določil z operacijo »getCurrentRow()«, ki se naveže na trenutno 
izbrane vrednosti v View objektu. Za View objekt »TecajneListe« sem moral prebrati celotno 
tabelo, saj nisem vedel, v kateri vrstici se nahajata zapisa, ki bosta ustrezala prej 
omenjenemu pogoju. V »if« pogoju sem uporabil operacijo equals, ki je namenjena 
primerjavi atributov.  V pogoju nato preverjam, ali je atribut »ValutaIdValute« enak atributu 
»SifraVal«, torej, ali se tuji in primarni ključ ujemata, hkrati pa preverjam, ali je atribut 
»DatumTecaja« enak atributu »DatumIzplac«. Ko je pogoj izpolnjen, smo v entiteti 
»Tecajne_Liste« na vrstici, ki vsebuje pravilni podatek o vrednosti tečaja za izbrani datum in 
valuto. Ponovno sem uporabil operacijo multiply, da sem zmnožil atributa »CelotniZnesek« 
in »VrednostTecaja«. Metodo sem nato izpostavil uporabniškemu vmesniku. Metoda se kliče 
le ob izpisu plačilnega naloga, zaradi tega na strani ne vidimo preračuna, ampak le osnovno 
vsoto, ki je v valuti EUR. Zadnja funkcionalnost, ki sem jo dodal na stran, je bila spreminjanje 
statusa v vrednost »Arhiv«, ko je plačilni nalog prvič izpisan. V zgornji desni rob strani sem 
dodal tekstovno polje s prazno privzeto vrednostjo. Generiral sem novi Java fižolček, ki bo 
hranil metodo za spreminjanje vrednosti v »Arhivirano«. Metoda preprosto spremeni 




vrednost tekstovnega polja v »Arhivirano« in ga spremeni v obliko Read Only, ko uporabnik 
pritisne na gumb »Printaj«. Na Sliki 5.23 je prikazan primer izpisanega plačilnega naloga. 
 
5.23 Primer izpisanega plačilnega naloga 
 
V izpis sem želel dodati tudi oznake za posamezne valute, vendar pa JDeveloper kljub 
vključitvi ustreznih knjižnic interpretira pravilno le znaka za evro in dolar. Pri preostalih 
valutah izpiše podobno vrednost, kot jo izpiše aplikacija, ki ne podpira šumnikov. Na Sliki 
5.24 je prikazan izpolnjen plačilni nalog v aplikaciji. 





5.24 Izpolnjen plačilni nalog 
 
5.2.5 Dodajanje artiklov iz Excelove datoteke tipa XLS 
 
V večini primerov za vnos podatkov iz datoteke v podatkovno bazo uporabimo Excelove 
datoteke s končnico .csv. Datoteke CSV strnejo vse podatke, ki so shranjeni v klasični obliki 
XLS in jih je zato programatično tudi lažje prebrati in shraniti v podatkovno bazo. Ker pa 
vseeno večina uporabnikov hrani podatke v klasični Excel obliki, sem poskušal napisati 
metodo, ki je sposobna tudi branja takega tipa datoteke. Za pisanje metode sem uporabil 
knjižnico HSSF, ki vsebuje operacije za delo z datotekami MS Office. Napisal sem dve metodi 
za branje Excel datoteke. Prva je statična, kar pomeni, da od uporabnika zahteva strogo 
strukturo datoteke, druga pa je bolj dinamična. Glavna razlika je v tem, da statična metoda le 




prebere in zapiše podatke, dinamična pa mora podatke poiskati in jih tudi klasificirati po tipih 
poleg branja in zapisovanja podatkov. Na Sliki 5.25 je prikazana statična metoda. 
 
5.25 Metoda za statično branje datotek XLS  
 
Ponovno odpremo datoteko, v tem primeru »test.xls«, ki predstavlja datoteko s podatki o 
artiklih. Z ukazom »HSSFWorkbook« programu povem, da je datoteka res v Excelovem 
formatu. Ponovno naredim pripravljen stavek, ki se bo uporabil za vnos podatkov v entiteto 
»Artikel«. Z zanko se pomaknem čez vse vrstice na dani strani Excelove datoteke. Znotraj 
zanke statično določim, katero polje v datoteki predstavlja katero vrednost. V mojem 
primeru sem določil, da je prvo polje v Excelovi datoteki namenjeno identifikacijski številki, 
drugo pa je namenjeno opisu in tretje ceni. V primeru, ko uporabnik ne bi uporabil te 
strukture zapisa podatkov, metoda ne bi znala oziroma bi narobe prebrala datoteko. To je 
tudi slabost te metode, saj morajo vse datoteke imeti strogo strukturo, ob spremembah 
izvorne datoteke pa moramo tudi popravljati metodo. Na koncu sem izvršil še Update ter 
Commit za vse vnesene podatke.  
Dinamična metoda se v nasprotju s statično ne sklicuje na konkretne celice, vendar le na 
obstoj celic. Za razlikovanje uporabi kot referenco podatkovni tip celice, ki jo prebere. To 
pomeni, da od uporabnika ni zahteva stroga struktura datoteke, saj metoda preveri vse 
možne celice na posamezni strani. Na Sliki 5.2 je prikazana metoda za dinamično branje 
datoteke. 





5.26 Metoda za dinamično branje datotek XLS  
 
Iz zanke je razvidno, da se premikamo po posameznih celicah, dokler ne dosežemo konca 
datoteke. Z »if« pogoji sem preverjal, ali celica ustreza določenemu podatkovnemu tipu. 
Problem te metode je, da večina datoteke vsebuje več podatkov z enakim podatkovnim 
tipom, kar pomeni, da ločevanje le po tipu podatka ne bo zadostovalo. Samega branja več 
enakih podatkovnih tipov ne moti, ko želimo te podatke zapisati v podatkovno bazo, pa 
moramo vedeti, kateri podatki spadajo v katero polje, četudi so vsi podatki klasificirani kot 
stringi. Sam sem se omejil na dva različna podatkovna tipa, saj me je bolj zanimalo, ali je 
dinamično branje možno, kot pa da bi naredil dinamično metodo, ki deluje brezhibno v 
vsakem primeru. Vseeno pa sem razmislil o možnih rešitvah, ki bi omogočale branje 
katerekoli Excel datoteke. Spomnil sem se naslednjih dveh rešitev. 
• odločanje glede na sodo/liho število celice, 
• uporaba naslovne vrstice kot vodila za razlikovanje posameznih stolpcev. 
V prvem primeru lahko z »if« pogoji poleg preverjanja podatkovnega tipa preverimo tudi 
lihost oziroma sodost celice. Ta rešitev je primerna, ko spremembe strukture niso pogoste. 
Pri uporabi naslovnih vrstic se lahko struktura datoteke poljubno spreminja, vendar pa 
moramo ob vsaki naslovni vrstici posodobiti metodo in vključiti novo vrstico v kodo. 




S metodami za branje Excel datotek sem zaključil razvoj aplikacije za izdajo plačilnih nalogov. 
Metodi sta bili dodatni funkcionalnosti, ki sem jih žele vpeljati v aplikacijo saj te poenostavijo 
vpis podatkom nekaterim uporabnikom. Zahteve, ki sem jih opisal v četrtem poglavju sem 
rešil s navedenimi metodami v petem poglavju diplomske naloge. Vsa validacijska pravila se 
opirajo na teoretično podlago, ki je predstavljena v tretjem poglavju diplomske naloge. 
Na nivoju podatkovnega modela sem upošteval vse zahteve, ki določajo potrebne podatke za 
aplikacijo. Podatkovni model sem nato realiziral s pomočjo SQL Data Modelerja in SQL 
Developerja. Aplikacijo sem realiziral v razvojnem okolju JDeveloper kjer sem se skliceval na 
preostale zahteve definirane v četrtem poglavju. Na glavni strani aplikacije sem za pravilni 
vnos podatkov iz csv datoteke napisal metodo. Za sprotno osveževanje podatkov pa sem 
uporabil ppr, ki je za tarčo imel izbrano polje ValutaID. Kontrolne informacije sem ob vsakem 
prevzemu podatkov zapisal v posebno tabelo, ki je namenjena arhiviranju prevzemov. 
Prevzem podatkov sem opremil s pogovornimi okni, ki preprečujejo zlorabo podatkov saj se 
te beležijo. Na strani za izdelavo plačilnega naloga sem s komponento LOV dosegel izbiro 
podatkov, ki so uporabniku bolj prijazni. Spreminjanje potrjenih plačilnih nalogov se 
onemogočil s atributom WhenNew.  Za izpis plačilnega naloga sem napisal metodo, ki 
pravilno prebere podatke s strani in jih zapiše v tekstovno datoteko. Podatke sem prevedel v 










V diplomskem delu sem predstavil pomen validacije podatkov v sodobnih aplikacijah. 
Validacijo podatkov sem opremil s praktičnimi primeri, ki nazorno prikažejo uporabo in 
zahtevo po validaciji podatkov v sodobnih aplikacijah. Pomembno je, da o validaciji podatkov 
razmišljamo že v fazi zbiranja informacij in zahtev za sistem, za katerega izdelujemo 
aplikacijo. Pravilna validacija podatkov bo zagotovila, da so vsi vstopajoči podatki smiselni in 
točni. Pomen validacije podatkov se z vsako generacijo tudi spreminja, saj je v današnjem 
času bolj v ospredju potreba po smiselnih podatkih in s tem povezano preprečevanje 
nesmislov z uporabniške strani. 
Že v fazi načrtovanja aplikacije za izdajo plačilnih nalogov sem moral analizirati vse zahteve in 
sistem pripraviti za izvajanje vse potrebne validacije podatkov. Zahteve aplikacije so 
postavljene tako, da je obvezno izvajanje validacije podatkov na več ravneh. Vseeno se 
pojavi vprašanje, ali so vršene validacije podatkov umeščene na pravilno raven v arhitekturi 
aplikacije ali pa bi to razdelitev lahko izvedli bolje. Pojavi pa se tudi vprašanje, ali načrtovana 
validacija podatkov ustreza le načelu točnosti podatkov ali tudi načelu smiselnosti vnesenih 
podatkov. 
Aplikacija za izdajo plačilnih nalogov je na prvi pogled precej enostavna z vidika validacije 
podatkov, vendar se v fazi izdelave pokaže, da je validacija podatkov prisotna v skoraj vsaki 
funkcionalnosti, ki jo dodamo v aplikacijo. Validacijo podatkov moramo vedno pogledati in 
analizirati tudi s strani ciljne skupine uporabnikov, saj jo moramo prilagajati posamezni 
skupini uporabnikov. 
Razvoj aplikacije je predstavljen z orodji, ki jih ponuja podjetje Oracle. Na trgu je veliko 
orodij, s katerimi lahko razvijemo aplikacije. Izvajanje validacije podatkov tako ni odvisno od 
uporabljenih orodij in tehnologij na trgu, ampak le od posamezne ravni, kjer izvajamo 
validacijo podatkov. Zavedati pa se moramo, da vsi proizvajalci ne ponujajo enakih rešitev, 
kar pomeni, da lahko kot preventivno rešitev izberemo vse tehnologije pri istem proizvajalcu. 
V nasprotnem primeru bomo prisiljeni v izdelavo posrednih metod, ki bodo povezovale 
validacijo različnih ponudnikov, ali pa v neuporabo določenih tehnologij proizvajalca. 




Aplikacija prikazuje rešitve, ki sem jih implementiral za doseganje funkcionalnosti aplikacije z 
vidika podanih zahtev. Validacija podatkov v aplikaciji ustreza načelu točnosti podatkov. 
Načelo smiselnosti podatkov pa ni povsem dodelano, saj aplikacija ni primerna za 
komercialne namene, kjer je smiselnost podatkov zelo pomembna. Vedno ko razvijamo 
aplikacijo, ki ima potrebo po obsežni validaciji podatkov, moramo v mislih imeti naslednji 
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