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Introduction
Computers have become extremely powerful machines. As of November 2014, according to the Top500 project [1], the fastest known supercomputer is Tianhe-2, in China, having 3,120,000 processor cores and running at 33.86 petaflops/s. Even smartphones today have more processing power than the onboard computers from the Apollo missions to the Moon, in the 1960s. Processing power will continue to grow in the next years, in accordance with Moore's Law [2] , as the number of transistors in integrated circuits continues to double every 18 months. Thus transistors will get smaller and smaller, until they reach a minimum level of miniaturization. In 2012, scientists have created a single-atom transistor, approximately 1 × 10 -10 meters in size [3] , but it could only function at very low temperatures. As of September 2014, the smallest commercially available transistor had 1.4 × 10 -10 meters [4] . At the atomic scale, manufacturing reliable transistors becomes increasingly difficult due to the quantum mechanical effects that must be overcome. A very important question now is whether new devices can be created, that use quantum mechanics, to help push Moore's Law into the future, after the point when transistors, as we know them, reach their minimum size. Can we create quantum mechanical computers?
Richard Feynman was among the first to ask this question [5] . Since then, many researchers have tried and succeeded to implement small quantum computations and different quantum algorithms. Even commercial quantum computers have already been created, such as D-Wave One (2010) and D-Wave Two (2013) [6] , although it has not yet been proven whether they exceed the computational capabilities of existing supercomputers or not. Also, there are many open questions regarding the kinds of problems that can be solved more efficiently using quantum computers, and the benefits that quantum computing has to offer over classical computing. This is why quantum computing has become a highly active field of research in recent years.
In the following sections we give a short introduction to classical computing and quantum computing. Then, we present the quantum circuit simulator API that we have developed, and we use it to implement two known quantum algorithms: Bernstein-Vazirani's algorithm and Simon's Algorithm. Finally we present our conclusions and plans for future development.
Classical Computing
In classical information theory, the smallest unit of information is the bit (binary digit). A bit can be either 0 or 1. In computer processors, a bit is represented by a voltage, in a hard-disk, it is represented by a magnetic domain, in an optical fiber by light, etc.
In order to perform operations on bits, processors use transistors. Transistors are electrical devices that behave like switches. If a non-zero voltage is applied, they allow current to pass through them, otherwise not. Transistors can be connected into circuits and grouped together into so-called logic gates, to implement boolean functions that have one or more input bits and one output bit.
Following are a few examples of logic gates, together with their symbols and truth tables [7] :
Figure 1: Logic gate examples, together with corresponding symbols and truth tables
In 1913 the American logician Henry M. Sheffer showed that the NAND (NOT + AND) gate is functionally complete [8] , or universal, i.e. any logic circuit can be built using just NAND gates. This means that even the most complex boolean function can be implemented using only a sequence of NAND gates.
Quantum Computing

Quantum bits
In quantum computing, the unit of quantum information is the qubit (quantum bit). A qubit can be represented by the spin of an electron, the spin of a proton, the polarization of a photon, etc.
A qubit is the simplest two-state quantum mechanical system. The two states are called basis states and are represented by the following Dirac or "bra-ket" notation:
. When measured, a qubit can be either or . Unlike the classical bit, before it is measured, the qubit can be in a linear combination of the basis states, called a superposition [9] : , and are called probability amplitudes. We can also use the following matrix notation:
, ,
A system of two qubits would have 2 2 =4 basis states: , . A superposition in such a system would be written as:
Again, we give the matrix notation as well:
In general, for n qubits there are 2 n basis states, and a superposition would be written as: ,
In matrix notation we have:
We call a quantum register. When we measure , we get with probability . The result of the measurement, in general, cannot be predicted. The probabilistic nature of the measurement operation is an inherent characteristic of quantum mechanics [9] .
If we wish to measure just one out of the n qubits in the quantum register, the initial superposition collapses to a new superposition and the following occurs: the probability amplitudes of all base states that do not contain the value that was measured for the target qubit become 0 and the quantum register is renormalized [11] .
For example, assume we have the following superposition: . Now assume that we measure the first qubit and we observe it to be . The superposition in this case becomes .
Currently there are two main quantum computing models: one based on quantum circuits and another called adiabatic quantum computing. It has been shown in [10] that the two models are equivalent. In this paper we are only interested in the quantum circuit model, since it is the most similar to the classical computing model, as we will see in the following subsections.
3.2.
Quantum Gates A quantum gate is a transformation applied to a quantum register. Unlike most classical logic gates, quantum gates are always reversible, and are represented by unitary matrices. They operate on one or more qubits, just like the classical gates operate on one or more bits.
We list below a few examples of quantum gates, together with their symbolic notation and matrix representations [11] : The CNOT (Controlled-NOT) turns to , to , to and to , and thus would turn to .
The measurement operation, even though it is not a quantum gate, also has a symbolic notation:
Figure 3: Symbol for quantum measurement
Just as NAND is a universal gate for classical circuits, the Toffoli gate, or CCNOT gate, is a universal gate for quantum circuits [11] : 
Quantum Circuits
Quantum gates can be combined to form quantum circuits. The quantum circuits, just like the quantum gates, are reversible and have associated unitary matrices. This means that the number of input qubits must always be equal to the number of output qubits. Thus the matrix associated to any quantum circuit is basically a permutation matrix.
As a concrete example, let us consider the following quantum circuit:
Figure 5: Quantum circuit for obtaining a Bell state
After applying the Hadamard gate, the first qubit becomes , and the state of the entire system is . Applying a CNOT to results in , and applying a CNOT to results in Thus, after applying the CNOT gate, the final state of the system becomes . This is called a Bell state.
We could have also calculated directly:
, where is the tensor product:
4. Quantum Circuit Simulator 4.1. API In [12] we see that there have been many quantum circuit simulators, visualizers, quantum programming languages and markup languages developed to date. These have been implemented in various languages, such as C/C++, Java, Mathematica, Matlab, Maple, Python, PHP, Javascript, etc. The main reason we decided to create our own quantum circuit simulator was, first of all, in order to better grasp the quantum algorithms that we chose to implement so far, and to develop an intuition for quantum phenomena.
We decided to implement the simulator in C#, using the .NET Framework, since we have more experience with these, and also because they offer many benefits, such as: they are object-oriented, they provide reasonable performance and allow rapid application development, with many tools available that help test and debug the code very easily.
Below is a diagram of the most important classes and methods we have implemented so far:
The Register class uses internally an array of complex numbers to represent the probability amplitudes, and the Operation class uses internally a 2-dimensional array with complex elements to hold the unitary matrix associated with the transformation. As can be seen, the API is extremely simple. To better understand it, in the following sections we will present the quantum circuits for two well-known algorithms, and will implement them using the API that we have developed.
4.2.
Bernstein-Vazirani's Algorithm Problem Statement: We are given a function as a black box. We know that for some "hidden"
. We need to find . We consider that the function is given to us as the following black box quantum circuit:
Figure 6. Black box quantum circuit (b is a control bit and is the XOR operation)
The quantum circuit that solves this problem is the following: The C# code that implements the above quantum circuit using our API is the following: Simon's Algorithm Problem statement: We are given a function as a black box. We know that there is a secret string such that . We need to find . We consider that the function is given to us as the following black box quantum circuit: The following quantum circuit, repeated several times, helps solve this problem: 
Conclusions
The API we have developed is extremely easy to use. Currently we have only a few classes, since only these were required for the two algorithms that we set out to implement so far, namely BernsteinVazirani's Algorithm and Simon's Algorithm. Our approach is to implement as many known quantum algorithms as possible, and evolve the API as we do so. We believe that this will keep the code as simple as possible, and the solution will remain uncluttered, as classes are only added when they are required for a given algorithm. Our approach focuses on the quantum algorithms, and we attempt to make the algorithm implementations as clear as possible. This is the main idea behind the design we used so far.
Our plans for future development include implementing other known quantum algorithms such as Shor's Algorithm for factoring prime numbers, and Grover's Quantum Search Algorithm. Also, we would like to find patterns in the algorithms that we implement, and extract certain quantum circuits with generic behaviour into standalone classes, so that they can be understood and reused more easily.
Finally, we would like to create a user friendly UI on top of the API we have created in order to allow users to visually build quantum circuits, and create an XML-based file type to persist the quantum circuits to disk. The main goal is to create a framework that will help users to easily develop new quantum algorithms that solve many of the still open questions in quantum computing today.
