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Abstract 
The current research is related to the design of a system that could provide efficient 
energy management and power distribution in a building in real conditions. In 
particular, the case of the International Hellenic University was examined and the Smart 
IHU platform was used for the purposes of this dissertation. The Smart IHU platform 
consists of a sensor network responsible for measurements regarding temperature levels, 
luminance values, humidity and CO2. In the Smart IHU platform an automated demand 
response system was integrated, the openADR. Automated demand response systems 
secure a communication between the utilities or ISO and the end-users, so that the 
consumed energy loads and the respective costs can be controlled. The most significant 
characteristic of the openADR protocol is the standard format of the messages that are 
sent between the two sides facilitating thus the communication and the future 
development of the system. 
 
An algorithm was designed based on the Smart IHU platform. This algorithm possesses 
three main parts: a) the control of the sensors in the building, b) the collection of the 
available data and c) the integration of the openADR standard. The first part is related 
to the connection of the created application with the sensor network of the Smart IHU 
platform. The second part was designed to retrieve the information recorded by sensors 
when the measurements were updated. The last part comprised the implementation of 
the openADR standard and offered the possibility to initialize an automated demand 
response event for the reduction of the consumed power loads. For the completion of 
the research a series of testings of the application were realized. 
 
In the framework of this research, I would like to thank my thesis supervisor George 
Koutitas for his guidance and constructive discussions, and the main researcher of the 
Smart IHU project Thanos G. Stavropoulos for his technical support and assistance for 
the problems that were faced during the implementation with the Smart IHU platform. 
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1 Introduction 
1.1 The research problem 
Climate change consists a subject that has gained the interest of the global scientific 
community during the last decades. There exists a plethora of surveys, investigations 
and research papers regarding the alterations of the climate in several zones, countries 
and cities in the planet. Nevertheless, it seems that there is a convergence with reference 
to the fundamental parameters that contribute in climate change. It is accepted that the 
emissions from constructions, industrial facilities, agriculture and transport compose the 
background of this phenomenon. In all these sectors usually non-renewable energy 
forms are used such as crude oil, refined carbon products and gas fuels increasing thus 
the emissions of carbon dioxide (CO2) in the atmosphere. According to Eurostat (2014) 
the carbon dioxide emissions in Greece were estimated at 76.614 tons CO2, while the 
use of electricity in 2010 was 56.4 billion kWh (Cia.gov, 2014). 
 
Under the concrete conditions, there is a significant impact on the design and 
deployment of contemporary electronic systems in buildings, such as heating, 
ventilation and air-conditioning installations (HVAC). These can be found in 
commercial, educational, industrial and residential facilities. In each case though, the 
parameters that define the energy demands and the inroad of energy loads differ. In 
Greece, such installations along with lighting and emergency systems (e.g. fire 
protection) are the most common implemented systems in facilities, and usually are 
responsible for a significant percentage of the electricity consumption in an edifice. For 
this reason, it is considered critical to implement new methods for the control of energy 
consumption and distribution in building shells. 
 
An idea to manage energy inroad was the use of an alternating current power grid. In 
this situation, the grid was managing the power transmission and electricity distribution. 
At the same time, these requirements enabled the creation of the smart grid. In short, a 
smart grid is a modern electrical grid which uses analog or digital information 
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communications technology in order to gather information and act in a predetermined 
manner. With the potential of being able on the one hand to collect data, and on the 
other to monitor the power grid, there was a decisive attempt to manage power 
consumption and dispense electric power in a more efficient and reliable way. 
1.2 The purpose of the research 
The aim of this research is related to the exploration of the deployment of the OpenADR 
as a methodology followed for the planning of energy management strategies in a real 
scenario. In particular, the current dissertation is focused on the designation and 
development of the required architecture and software for the integration of the 
openADR standard to the Smart IHU platform. Having as a launch pad the Smart IHU 
prototype that was inaugurated in 2009 in the installations of the International Hellenic 
University, it is attempted to design a software that will enable the communication 
between the servers from the power supplier (PPC SA) to the server of the Smart IHU. 
Also, the specific software targets at the translation of the messages sent by the power 
supplier into sets of commands in the university power grid for energy saving purposes 
and more efficient energy inroad. 
 
Additionally, it is attempted to investigate the possible openADR communication 
techniques and the fashion they can be integrated in existing university facilities by 
utilizing the Smart Grid, the Demand Response and the openADR standards. The chief 
function of the concrete software is related to the simulation of the way that the 
openADR standard works. Also, it is examined whether it is feasible to implement the 
specific standard on a building that utilizes some new technological features and 
transform it to a smart building (i.e. a building with ambient intelligence). The design of 
the software goals at providing automation and control over the power grid of the 
university infrastructures by starting or stopping processes in order to provide the 
appropriate conditions for the regulation of the consumed energy loads. 
 
The initialization of the experimentations and testings are grounded on the instructions 
of the power supplier with reference to the energy consumption of the whole electricity 
grid along with the costs of the electrical power. These messages operate as a trigger 
that informs the customers about the pricing of the electricity loads and the levels of 
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power consumption. In case, these are higher than the permissible consumption limits or 
the current energy needs of the end-users, a mechanism for the regression of the 
necessary power loads and the efficient distribution of electricity in the university 
facilities is automatically launched. Based on the measurements provided by the sensor, 
estimations and decisions are made for the management of the energy loads in the 
spaces of the university facilities.  
1.3 The background of the research 
In this section the supportive material that has been used for the purposes of this 
research and the conduct of the respective testings is presented. The general research 
framework of the current dissertation is related to the demand response systems (DR), 
the automated demand response systems (ADR), the OpenADR standard and the Smart 
IHU platform.  
Demand Response (DR) 
Aiming at a more efficient manner in energy consumption management the model of 
demand response was introduced to affect the electricity prices or to re-frame the energy 
costs in order to lower electric power usage at peak times or when the stability of the 
power grid is in danger. The most significant factor in demand response is the creation 
of an interactive communication system between the power supplier and the customers. 
In a demand response case the utilities are responsible for sending messages to the 
customers regarding the energy costs and inroad of the facilities. At that point the clients 
respond to this message by regulating the energy usage in the building. The high success 
of the demand response lies in the decisive presence of the demand side in the 
dispensation of energy and the prediction of necessary power loads. 
Automated Demand Response (ADR) 
The demand response systems acquire though a more dynamic character when 
automation is introduced in the communication between the utilities and the clients. In 
particular, the automation demand response consists the automated signaling of a power 
supplier entity or any other similar entity that provides connectivity to the client’s 
control systems, devices and energy plans. Its aim is to add automation on the 
communication system and facilitate the end-user to exploit the control systems on the 
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buildings. By adding devices that can provide measurements regarding factors such as 
temperature, humidity, luminance etc. it is possible to monitor automatically the 
decision and response process. Additionally, a precise collection of data can contribute 
in programming sets of appropriate actions in advance and maintain a history regarding 
the behavior of the system. 
OpenADR standard 
The openADR standard is grounded on the architecture of the automation demand 
response systems. Nevertheless, the Open Automated Demand Response provides a 
foundation of an open interoperable information transmission system, which is based on 
the smart grid technology. By implementing the openADR standard, the message 
information possesses a standardized format. This fact substantially facilitates the 
manner that the bidirectional communication system between the utilities or ISO and the 
end-users occurs. In such a way, information can be easily accessed through internet. 
The high flexibility of the openADR deployment in demand response systems lead to a 
series of case studies regarding industrial and commercial buildings. 
Smart IHU Platform 
The Smart IHU project consists a multi-purpose installation in the facilities of the 
International Hellenic University in Thessaloniki. More specifically, it is related to a 
network of devices that are responsible for the collection of information and the 
monitoring of environmental parameters. This platform was implemented in the 
university facilities by using heterogeneous wireless sensors. The supporting wireless 
network is based on the ZigBee technology, which is oriented towards effective energy 
management and prolongation of sensor battery life. The results from the measurements 
are stored in a database for future information retrieval (e.g. further development of the 
system or research material). At the same time, these measurements are used for the 
computation of the energy consumption in distinct places in the building. Finally, in 
conjunction with smart plug switches that are installed, the Smart IHU gives the 
opportunity to the administrators of the platform to switch on or off devices.  
  -11- 
1.4 Dissertation structure 
Before analyzing further the content of this dissertation it is considered that a concise 
description of the structure of the research is useful. In the next chapter, the cases of the 
demand response systems, the OpenADR protocol and the Smart IHU project are 
analyzed in depth. The following chapter deals with the explicit definition of the 
research problem as well as the implemented methodology and the algorithmic steps 
that were used for the conduct of the research. In chapter four, the results of the 
executed testings along with a critical assessment of the final outcome are thoroughly 
performed. Finally, in the fifth chapter unresolved subjects, as well as further 
development of the research are discussed. 
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2 Literature review 
2.1 Demand response and the case of OpenADR 
This section is focused on the analysis of the OpenADR methodology, as it was 
implemented in the design of the software for the realization of testings and 
measurements in the framework of this research. Targeting to a thorough understanding 
of the OpenADR it is attempted a step by step analysis of the philosophy that supports 
demand response and eventually automated demand response events. In the next 
chapters, sequentially DR, ADR, OpenADR , OpenADR 1.0 and OpenADR 2.0 are 
presented. 
2.1.1  Demand response (DR) 
During the operational life of an infrastructure there exist activities which are related to 
its functional demands, such as augmentation of production (e.g. in an industrial 
environment) or providing high quality services (e.g. in an institution). Concurrently 
though, it is of utmost importance to control and decrease the energy loads that are 
consumed in any case. This could be achieved by managing the energy needs of an 
infrastructure on a constant basis and decisively taking part in grid transactions and 
responding in a diverse time values. Activities that can be adjusted to energy supply 
signals and utility parameters are characterized as “demand response”. More 
analytically, demand response is designated as  
“changes in electric usage by demand-side resources from their normal 
consumption patterns in response to changes in the price of electricity over 
time, or to incentive payments designed to induce lower electricity use at 
times of high wholesale market prices or when system reliability is 
jeopardized”  
 
(OpenADR alliance, 2014)  
 
The first attempts regarding demand response were chiefly executed in a manual fashion. 
For decreasing demand an early request was necessary, while the end user was informed 
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through a telecommunications system (fax or telephone text). The following step 
comprised the modification of local energy control systems in coordination with the 
already sent request and the additional conventional requirements. This process though 
was characterized by a small-scale application of automation in both the request and 
response parts. By ensuring economical electronic equipment and introducing a wide 
communications network automation was decisively implemented in demand response 
activities. 
 
According to Samad and Kiliccote (2012) there exist three possible ways for an 
infrastructure to respond to information received from the electricity grid: manually, 
semi-automated and fully automated. The first case is correlated to the management of 
alterations in energy resources in the infrastructure by human intervention. Therefore, it 
prevents a continuous, insistent and rapid change of the energy requirements of the 
infrastructure. In semi-automated response albeit the integration of an elementary 
automated system human factor is still necessary for the induction of the corresponding 
actions. Shortly this fact means that the credibility of the response grounds on any 
accessible trigger. The complete automation of facilities implies the approach of 
demand response as a power grid system that could be employed in order to modify 
energy demand loads in an automated and time defined way. In this context, the 
efficiency of the automated demand response roots on a successful automation logic.  
 
Demand response intensifies the presence of demand side in the energy market on the 
basis of cost and motivation. It can apply the distribution of load resources of demand 
side and bidirectional communication between the grid side and the client side. In this 
manner, the prediction of load resources of demand side and the enhancement of the 
credibility and effectivity of the power system can be achieved. In general, the aim of 
creating a demand response system consists the gathering of data from power 
consumption devices and application of the auto-demand response system. Demand 
response methods can realize modifications of loads from passive to active reaction, 
decrease the maximum demand and ameliorate security and stability. 
 
Demand response is chiefly the combination of demand response demand (DR-DS) and 
demand response response (DR-RS) systems. The first refers to the ISOs and it is 
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incorporated in the information technology department. DR-DS accepts the demand 
response events and cost information of the grid side. It is responsible for the creation of 
the operations of the demand response event type designation, the demand response 
organization (modifications and planning) and the settlement of transactions. Finally, 
DR-DS supports file management of the DR-DS and clients, and concurrently provides 
feedback to the power supplier. 
 
DR-RS is related to a response system and it is applied by demand response suppliers 
for the integration with customers, DR-DS and the response terminals. It primarily 
operates with reference to response plans, load exchange and analysis of modifiable 
loads. It communicates with demand response and response terminals. As in the case of 
DR-DS, DR-RS also supports file management of clients and transmits information 
regarding customers’ power consumption to the DR-DR in the utilities or ISOs.  
2.1.2  Approaches for automated demand response 
This research is oriented towards fully automated demand response and relevant 
strategies that are followed for efficient energy distribution and minimum consumption 
in an infrastructure. The term automated demand response or ADR emerges from the 
creation of systems that operate based on smart grids1 by transmitting signals through 
them. In OpenADR alliance (2014) it is underlined that ADR consists “the fully 
automated signaling from a power supplier to provide automated connectivity to the 
end-user control systems”. The specific process is characterized by pre-programmed and 
dynamically evolved series of actions in order to balance demand and availability of 
energy loads. Since energy demand continues questioning the current energy generation 
potential, ADR could be described as a key energy management methodology. 
 
                                                 
1
 Smart grid consists an electricity network that is related to a two-way communication pattern. In 
particular, it comprises the aggregate actions of all the participants that are connected in the network. This 
refers to the power suppliers or generators and the customers. Smart grid was introduced in the 
information and communications technology field, in order to provide solutions for more efficient energy 
management, control of the pricing of the energy loads and better disperse of power. One of the most 
significant characteristics of the smart grid is that it enables the monitoring of energy inroad on the basis 
of the users’ demand. (Techopedia, 2014) 
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The introduction of automation in ADR can be achieved in a plethora of manners that 
define its architecture. The most significant factor though is the demand respond logic. 
On one hand there exist great scale infrastructures where energy management systems 
are usually available and can follow the logic. Currently, facility-centric load control is 
widely used for ADR. Furthermore, in specific situations logic parameters can be 
applied immediately by local energy resources. On the other hand, in facilities of 
constricted size the ADR logic can be a part of the power provider services. In this 
context, automated demand response is efficiently being implemented for direct load 
control commands. 
 
In spite of the fashion that a facility responds, an inexpensive and shielded 
communication system is necessary for the efficient receipt of signals from a utility or 
third-party power provider and the respective response to them from the energy control 
points of the facility. Also, the use of standardized patterns for information transmission 
in each case can significantly reduce the error factor in automated demand response. 
Even when such systems are further developed, maintaining standard models for data 
exchange leads to active market involvement. Signals sent from a power provider can be 
translated into credibility or cost and conveyed with customer technologies. In this way, 
automation promotes the broadening of the demand response activities and the variance 
of infrastructures that demand response can be a possible methodology. 
2.1.3  Open automated demand response (OpenADR) 
In 2002 the Lawrence Berkeley National Laboratory in cooperation with the California 
Energy Commission inaugurated the development of the openADR. Additional 
enhancements of the OpenADR have been realized by organizations such as 
Organization for the Advancement of Structured Information Standards or the North 
American Energy Standards Board. Based on the OpenADR alliance (2014), OpenADR 
consists “an open and interoperable information exchange model that utilizes Smart 
Grid standard”. Substantially, it is a data exchange model for the communication of cost 
and credibility information to infrastructures.  
 
OpenADR comprises designations and explications with reference to issues of the 
communication protocols in automated response. In particular, it describes a 
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communication data model to correspond to demand response signals, a predefined and 
pre-programmed control system which insures that the demand response events and the 
respective client actions can be realized in an automatic fashion. Since OpenADR 
consists a communication protocol it is possible to facilitate the applications of a 
diversity of demand response programs. 
 
The features of the OpenADR are related to its implementation both in the sending and 
response parts of the communications system. OpenADR contributes in the creation of 
secure and credible two way system so that the users accept demand response signals 
from a utility or an ISO. For supporting automation, it also converts demand response 
events into internet signals, which can operate in parallel to electronic systems for the 
management of power consumption. Similarly, by receiving a signal leads to the 
initialization of automation on the basis of pre-programmed demand response actions in 
the client side. OpenADR also allows flexibility in the management of the demand 
response events and permits alterations in case the produced event cannot be taken into 
consideration. Finally, it can be applied in small or large scale facilities and it supports 
open standard protocols from the foundations of the communication system. 
 
The OpenADR architecture can be described by three main parts the power supplier, the 
demand response automation server (DRAS) and the aggregated loads. A utility or an 
ISO is the provider responsible for sending messages with reference to energy load 
prices, reliability information, or load instructions through the web. Sites supplied with 
OpenADR clients register in the “demand response automation server” regularly in 
short intervals, so as to reach the specific signals. The transmitted information ends to 
the automation systems in the infrastructure where it is translated into a group of 
preprogrammed response series. Customers recognize and evaluate the received data 
and eventually correspond. Of course clients can also opt for a temporary reaction by 
denying the automatic response analogously to their current condition. Also, in the case 
of small scale facilities aggregators can settle loads for the power supplier and transfer 
OpenADR signals to the clients. 
 
As it has already been mentioned the OpenADR consists a model that is related to 
sending and receiving demand response signals from a utility to its users through a fixed 
format. The architecture of the OpenADR standard it is based on a client (Virtual End 
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Node) and a server (Virtual Top Node). With OpenADR there is a standardized 
messaging format that is being used for Auto-DR. Customers or load aggregators 
communicate with demand response automation server through the standard participant 
interface. In contrast, power providers communicate through the standard utilities 
interface. In order to secure the communication system and any data exchange it is 
necessary that demand response automation server interfaces be accepted by clients’ 
authentication. Dynamic price and reliability signals can be delivered in a uniform and 
interoperable format between control systems. Previously, although deployed Auto-DR 
systems were automated, they were not standardized or interoperable. In this framework, 
the idea of an open specification format is compulsory in order OpenADR to be applied 
in any facility. 
 
Concluding, it should be underpinned that the automated demand response architecture 
designates the OpenADR standard. Apart from the specifications that are thoroughly 
presented in the next sections, great emphasis is put on the messaging part as it is 
standardized too. Nevertheless, specifications that refer to the design and 
implementation of the user interface will not be included in this analysis as they are 
slightly trivial or easily applicable by every third party on the basis of their requirements. 
The following sub chapters are devoted to the analysis of the cases of the OpenADR in 
versions 1.0 and 2.0 and the parameters that define them. 
OpenADR version 1.0 
In this OpenADR version there is a number of steps that are followed in order to create 
and publish a demand response event. The event is issued in an xml format and it is 
characterized by a series of elements and attributes. The specific elements are 
implemented in multiple operations with reference to utility functions and thus they are 
arranged on the basis of concrete operations. In particular, the elements used for the 
initialization of the demand response event are the eventIdentifier, the programName, 
eventModNumber, utilityITName, eventTiming, bidingInformation, eventInformation, 
eventInfoTypeName, Values, Participants, and Groups. Below the aforementioned 
demand response event entities are presented. 
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Utility DREvent elements-attributes: 
eventIdentifier: This element refers to a unique ID that describes each event by 
correlating and recapturing information relevant to it. 
programName: It designates which DR program and the DR event is being used. 
eventModNumber: It is a sub identifier that designates any modifications regarding a 
specific DR event information since the last time it was published. 
utilityITName: This is an optional field related to the identity parameters of the utility 
IT system that published the event. 
Destinations: In this field there is a list of identifiers that specify the receivers (targeted 
clients) of the event. It can only contain one of the following three types of information: 
Detailed Participant Account User ID, Group identifiers or DRAS Client location 
specifications. 
eventTiming: The concrete characteristic is related to the timing frame that designates 
the event. It comprises from notificationTime, startTime, endTime. 
biddingInformation: It is available when a program supports bidding by the participants. 
In this field are also included the openingTime and closingTime parameters. 
eventInformation: This element is related to the information of the demand response 
event. 
Furthermore, in each utility DREvent a sequence of EventInfoInstance elements are 
contained. These elements characterize the parameters of the DR event. The entities that 
are contained in the DREvent element are the following:  
 
DREvent attributes: 
eventInfoTypeName: The specific name relates this field against a predetermined type 
of values. 
Values: In this field there is a list of one or more values of the defined event type. If 
there is more than one value then each value corresponds to a specific time slot during 
the event active period. 
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Participants: The participants are the customers that follow a specific DR event. 
Groups: This entity consists a list of groups that a specific DR event applies to. There 
are cases where the participants belong to groups.  
 
UtilityProgram 
When the DRAS is being configured by the utility, it is characterized by the 
UtilityProgram entity which describes the information for every DR program and the 
fashion that the DRAS and the participants of the event should deal with it. The 
information that is described in the UtilityProgram are presented below: 
 
UtilityProgram: 
 A name. 
 A ProgramConstraint entity. 
 The participants of the program. 
 Information that describe the control of the bidding session. 
 Specifications for the type of the DR event. 
 The priority of the program relatively to other programs. 
 
The EventInfoType element is characterized from the following parameters: 
 Its name. 
 The type of data. 
 Constraints of the valid values. 
 A schedule that correlates the time slots with each value (in case a schedule exists). 
 
A class diagram with the entities of the Utility Program is displayed on the appendix for 
better understanding, p. 87 
 
ParticipantAccount 
In the utility there is also the ParticipantAccount entity which contains the following 
information: 
 
ParticipantAccount 
 The name of the participant. 
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 Credentials for accessing the DRAS functions. 
 Groups as there are occasions where the participants are part of groups. Groups are 
a different way to refer to multiple participants. 
 The programs and information about dynamic pricing for the participants that they 
apply to. 
 ProgramConstraint variables describing specifications and constraints for the 
participants of the program.  
 DRASClient elements that contain information that is being used by the participants 
to communicate with the DRAS Clients. 
 Parameters for the bidding session if this option is available. 
 Contact information of the participants for the DRAS in order to send notifications 
to the participant operators. 
 
The ParticipantAccount entity also contains the following attributes: 
 Participant name. 
 Credentials for accessing the DRAS functions. It may be possible that a 
ParticipantAccount have multiple DRAS Clients. In such a case they are associated 
with their account and each of the DRAS Clients has distinct access credentials 
from those that are specified here. 
 Possible groups that the users may belong to. 
 Programs and dynamic pricing activities with which the users may be involved. 
 ProgramConstraint variables for underlining the ways that customers can participate 
in a program. 
 DRASClient elements which describe the DRAS Clients that a participant will use 
to communicate. 
 Information for bidding (if this option is available). 
 Contact information for the DRAS. 
 
Albeit the fact that the utility creates the ParticipantAccount entity, information that are 
contained in some fields may also be revised by the participants. In the appendix is 
displayed a class diagram for the participant configuration entities (p. 88). 
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In a ParticipantAccount entity there might be presented multiple DRASClient elements. 
The information that is described in this entity is the following:  
 Definition of the DRAS Client (Simple or Smart). 
 The programs in which the DRAS Client is participant. 
 Information about the communication procedure between DRAS Client and DRAS. 
 Location data. 
 In the case that the DRAS Client is of Simple type, then there are contained 
ResponseSchedule elements describing the programs and the pricing. These 
elements transform the DR event information to simple levels and status for Simple 
DRAS Clients. 
 
Participant operator Submit Bids 
When the power supplier creates a DR event that the participants can bid, they can use 
the bid entity to submit the bids. 
 
A class diagram with the relative entities for the  participant bid is displayed on the 
appendix, (p. 89). 
 
Opt-Out State 
In the DR Events there is another entity called Opt-Out State and is correlated to the 
Participant Operator. A participant has the option to pick the opt-out state or override 
his participation in an event. This information is contained in the OptOutState element 
in DRAS and underlines that the participant will not follow the event. It is possible that 
the participant set up multiple sets of such conditions. The aforementioned element may 
contain the information below:  
 It describes on which DR programs these states are correlated to, in case it is 
specified. Otherwise it applies to all DR programs. 
 The DRAS Clients that are correlated to when it is specified. In any other situation 
to all DRAS Clients. 
 The DR events that these conditions apply to if these events exist. Differently, they 
apply to all DR programs.  
 A schedule presenting when these states are applicable. 
 
A class diagram showing the relative entities is displayed on the appendix (p. 90). 
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Feedback of the Participant Operator 
 
ParticipantFeedback entity is used by the participants to notify the DRAS for their 
condition. In some examples demand data are included along with the behavior of the 
participant to the event. This information can be read by the power supplier or ISO. 
What is more, it can be submitted by both humans and machines in any type of 
transaction. A class diagram is displayed on the appendix with the relative entities (p. 
91). 
 
Logs and Alarms from the participant 
 
A vital part in DRAS is to record the logs and alarms from various actions. In DR events 
the elements include all necessary data from the participants, in order to determine the 
time schedule and the event information. Only the participant operator gains access to 
the logs based on the access rights of their account. A class diagram displaying the 
entities that are related with the logs and the alarms is displayed on appendix (p. 92). 
 
The entities of the DRAS Client functions 
 
The communication between the DRAS and the DRAS Client implicates the EventState 
entity and the EventStateConfirmation. The former is the state of the DRAS Client in 
relation to a DR event. The latter is a confirmation message or an acknowledgement that 
the DRAS Client has received an EventState entity. Thus, most of the information 
contained in the elements of the EventStateConfirmation is already included in the 
EventState message that it responds to. It is significant to mention here, that the DRAS 
Name field can be used by DRAS Clients in order to communicate with multiple DRAS 
despite that there may be no mutual reliance between them. Finally, the EventState 
message describes all the parameters of a DR event to a DRAS Client, and it is 
transmitted for both the Simple and Smart client types. A class diagram of a DRAS 
Client DR Event State is displayed on the appendix (p. 93). 
 
 
Event pattern for Demand Response events for OpenADR 1.0 
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The specific part it is focused on the general hypothesis that refer to the DR events in 
the DRAS. Analytically these assumptions include the following points: 
 Each business manages a DRAS. However, there might exist many operator 
accounts in a business and they are recognized as a single entity, which is 
responsible for the creation of the DR events. 
 At any given time only a single DR event can be active on each DRAS Client. 
Nevertheless, in a DRAS Client there exists a possibility where a DR message may 
contain multiple events. In this case only one event is active and the rest wait for the 
active event.  
 A priority parameter may characterize a DR program. 
 DR events that are characterized by overlapping active periods can be published. 
However, this is possible only when they are based on distinct programs and non-
static pricing or when these programs possess a relevant priority. Such DR events 
substitute events that are related to programs with lower priorities. In case there is 
the same priority, the event activation time defines the priority of the program. 
 
Utility view of Demand Response Event  
 
Furthermore, when a utility or ISO creates a Demand Response Event, it issues a 
UtilityDREvent entity. The UtilityDREvent includes a series of information that are 
presented below: 
 The DR program for the event. 
 The schedule of the event (start time, end time). 
 The time and date that the participants of the event will be informed.  
 Which clients should receive the DR event. 
 Information that characterize the event. In the EventInfo entity there are contained 
all the information that are related with the events.  
 
As we have already mentioned, in a Demand Response event entity there are time-date 
parameters and concrete states that describe an event. First of all, the participants 
receive a message for an impending event at the moment each event is published: “Issue 
Time”. When there exist multiple events, these are sent as a group (a single message for 
all) and are activated one by one. Apart from this, the event start time and the event end 
time are contained in the event information. They are called as the “ACTIVE” period of 
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the event. This state is only the one among the three possible options. The other two are 
called “PENDING” and “IDLE”. The former is the time value from the time that the 
client receives the event until the start time of the event. This time period describes 
when the event waits to become active. The latter state refers to the time periods after 
the end time of the event and before the client receives a new event. 
 
 
Figure 1: DR Event states. 
 
 
Figure 2: State transition diagram of an event. 
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Below the DR event information that are contained in the messages received from the 
clients are described in detail. 
 
DR Event Information 
 
When a power supplier publishes a DR event users react positively according to the 
received information. Demand response programs and dynamic pricing are responsible 
for using data and trigger the customers’ reactions. In specific situations costs function 
as triggers for DR events or the shed or shift level. However, there is a great diversity of 
types of information related to the Demand Response event and they hinge on the 
manner the program was designed. In this context, the data models that define 
information of DR events are created so that they can be addressed to multiple 
information types. Such information is designated through the EventInfo entity. Any 
specifications with reference to the type of information are described in the 
EventInfoType field which includes the attributes below: 
 
Name: The concrete variable refers to the name of the event. 
typeID: It is related to the identification of the type of the contained information. This 
attribute can acquire a single value: 
PRICE_ABSOLUTE: the price. 
PRICE_RELATIVE: it is a number showing the change in price. 
PRICE_MULTIPLE: it is a multiplier of the current price. 
LOAD_LEVEL: it is a number from possible values that showing the power level. 
LOAD_AMOUNT: it is a number that shows the amount of power level that should 
be shed or shifted. 
LOAD_PERCENTAGE: it is a number in percentage format that shows the amount 
of power level that should be reduced. 
GRID_RELIABILITY: a number from 0 to 100 describing how credible is the grid.  
scheduleType: It is the type of the schedule which is related with the event. It can take 
three values NONE, DYNAMIC and STATIC.  
NONE: If the schedule type is declared as “NONE” the event does not have a 
schedule and the values are not changing during the active period. 
DYNAMIC: A “DYNAMIC” schedule means that it is not declared but the schedule 
is configured when the event is created. 
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STATIC: The schedule of the event has specified when the DR program is created in 
the DRAS. 
Schedule: It is the schedule of the event as a list of time slots for the active period of the 
event in case the schedule type entity is characterized as STATIC. 
Enumerations: It is a sequence of constant values that the EventInfo entity can take. In 
case it is not specified the EventInfo entity can take any value between the minimum 
and the maximum value. 
minValue: The minimum value. 
maxValue: The maximum value. 
 
It is important to underpin here that when a demand response is published the EventInfo 
instances related to the event may acquire values on the basis of a schedule. This can 
occur at the ACTIVE state of the event. Additionally, the schedule that determines the 
moment of modification of these values can be designated at the publication of the event 
or in the context of an EventInfoType. The use of the EventInfoType also is grounded 
on whether there is a Simple or Smart DRAS client. 
 
Propagation of Demand Response Events by the Demand Response Automation Server 
The moment a demand response event is published the targeted DRAS clients are 
determined through a destination specification. The attributes of the specific destination 
are four and they are analyzed in the following lines. 
 
Participants: It refers to a list of participants by calling targeted ParticipantAccount 
entities for receiving the event. In case a participant is determined as a destination 
analogously the relevant DRAS clients are going to receive the event. The rest simply 
do not function as destinations since they are not related to the same program. 
Groups: Participants that are related to a Utility Group. In such a case groups that 
contain many participants are created and each one of them is specified in the context of 
each group. 
DRAS Clients: The concrete clients that should receive the published event. 
Location: The location of each client on the utility grid. This attribute sometimes 
facilitates the designation of the appropriate client for receiving an issued event. 
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Any of the aforementioned attributes can be used to characterize a group of DRAS 
Clients. Thus, a participant may be related to one or more DRAS Clients and all of the 
clients can be connected with an account on the DRAS. In this manner, the above 
attributes can describe groups of DRAS Clients. Also, these attributes can be grouped 
together to specify multiple DRAS Clients. 
 
Figure 3: DR event propagation of a program to all the participants.  
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Figure 4: DR event propagation of a program to specific participants.  
 
Furthermore, there exist some program constraints that affect the transportation of the 
DR events. These constraints are described in the ProgramConstraint entity, in which 
various parameters are contained, such as time and date that are related with a DR event. 
The DRAS checks the DR program for the ProgramConstraints entity in order to 
retrieve those that consist part of the whole program. This entity can be related with all 
the events in a DR program but it may be related only with one DR event. In case these 
constraints apply for one event they can substitute any other constraint that applies for 
the whole program. If the ProgramConstraint entity is missing the DRAS does not check 
these parameters. 
 
The DR event is also checked so that the ProgramConstraint entity of each participant 
that receives the event is determined. It is not mandatory for every participant to be 
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related to the variables of the constraints even if the participant’s account is related to 
them. When the specific variables are missing the participants do not check for 
constraints.  
 
Due to the purposes of the current dissertation it is not realized a deep analysis with 
reference to the constraints of the DR events. Nevertheless, for the needs of a thorough 
study over the demand response systems a diagram displaying the constraints is 
presented in the appendix (p. 94). 
 
 
Figure 5: Program constraints and filters 
 
From the point of view of the DRAS Client the Demand Response events do not have 
many differentiations compared to the view of the utility. Below are presented the 
information that is related with the Demand Response events which have already been 
mentioned in previous chapters.  
 
 A DRAS ID 
 A Program Name 
 An ID for the DR Event 
 An ID that specifies the interchanges 
 An entity characterizing an event if it is a test event 
 An entity declaring the DRAS as on or off 
 Simple or Smart DRAS Client information depending on the type of the DRAS 
Client 
 Custom data 
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In the EventState entity the state of the condition of the DRAS Client in relation with a 
DR event is described.  
Continuing the analysis, here the transmission mechanism of the information between 
DRAS and the DRAS Client is examined. There are two mechanisms: the PUSH and the 
PULL. In the PUSH mechanism the information refer to the events which are 
transmitted from the DRAS to the DRAS Client. This means that the communication 
begins from the DRAS. From the Web services point of view the DRAS Client is the 
server and the DRAS is the client based on a relation client-server. It is worthwhile to 
mention that in the PUSH method the information are conducted whenever the condition 
of a monitored event changes. In the PULL method the event information are requested 
from the DRAS by the DRAS Client. In this case the communication begins from the 
DRAS Client. In relation with the Web services the DRAS consists the server, while the 
DRAS Client is the Client, based on a connection client-server. In the PULL method 
information for the events can be requested at any time.  
 
Figure 6: Sequence diagram of the PUSH mode transmission.  
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Figure 7: Sequence diagram of the PULL mode transmission.  
 
For the DRAS it is requested to support both the PUSH and PULL methods. However, 
for the DRAS Client it is not mandatory to support both of them. Generally, the PULL 
mechanism is used because the DRAS Client can easily manage the communication 
between them and avoid firewall restrictions. The PUSH mode should be used when low 
obscurity of messages is necessary under an event condition change.   
 
Apart from the interaction modes between the DRAS and the DRAS Client, a DRAS 
can also support Simple or Smart DRAS Clients. A Smart DRAS Client can support 
many services, translate all the information that are contained in an event message and 
reply with the appropriate answer for any DR event. The situations though in which a 
Simple Client is required are not few. These situations are commonly used when there 
are simplified EMCS that are not able to understand the wide variety of information that 
are contained in a DR event. Therefore, when a DRAS communicates with a Simple 
DRAS Client the event information is translated into a simpler form. 
 
Here the information contained in a DR Event is presented from the client view. Most of 
the fields are the same as they described in previous sections, despite the fact that there 
are some key differences. The DR event information is contained in the 
EventInfoInstance entity. The elements and the attributes are presented below. 
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DR Event Information 
The eventInfoType entity 
It refers to a name the typeID which takes one value from a list of possible values. Also, 
it contains a scheduleType for the events and the schedule, which is a list of the time 
slots of the event. These slots are split during the active period of the event. Finally, it 
includes a list of values which consist the payload of the event that should be achieved 
or taken into consideration. 
 
In the EventInfoType entity all the information related to the event in a DR program are 
comprised. From the point of view of the clients this entity is declared as 
EventInfoInstance. The contained information of this element is the eventInfoName, the 
eventInfoTypeID and the eventInfoValues which are similar to the name and typeID 
fields of the EventInfoType. The eventInfoValues consist the values of the event that 
should be achieved or taken into account. In case a schedule is defined for the event 
there might be more than one value in the specific field. It is important to underline here 
that the DRAS Client does not have access to the EventInfoType definitions in the 
DRAS, while also the client is not required to understand the process of the information 
translation in the events to simple levels for the simple clients. 
 
In a Smart DRAS Client type field there is contained information that should be used by 
the Client. These are the notification, start and end time of the event. The information 
for the event in the EventInfoInstance field is also described in EventInfoInstance entity 
of the UtilityDREvent presenting the time slots of the event. Finally, the 
ProgramConstraint parameters that declared in the DRAS can affect these values.  
 
In the case where the DRAS Client is Simple, it is not feasible to understand the 
information compared to a Smart Client. In this context, the event information for a 
Simple DRAS Client should be translated in a simpler form from the one that is created 
in the DRAS. As a result, here there are two states for the event information: the 
operation mode and the event status. 
Operation Mode: It refers to the operational condition of a facility and it can be 
described by the following values: 
NORMAL operation 
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MODERATE shed or shift 
HIGH shed or shift 
SPECIAL 
Event Status: In this field it is contained the condition of an event in time and it can take 
the following values: 
NONE which means that there is no event waiting to become active, 
FAR which is an event pending to start and will start in the far future, 
NEAR that consists an event waiting to start briefly, and 
NOW which describes a currently active event. 
Generally, the Event Status value of the field gradually changes according to the above 
order.  
 
OpenADR version 2.0 
 
OpenADR standardization is proceeding under the aegis of the Smart Grid 
Interoperability Panel (SGIP; see Section 6.1) and the OpenADR Alliance (OpenADR 
Alliance, 2012), which has been formed to facilitate the development, deployment, and 
standardization of automated demand response. An application layer standard, 
OpenADR 2.0, is under development in partnership with the Organization for 
Advancement of Structured Information Standards (OASIS) and with industry support 
(Hedin, 2012). 
 
Further development of the openADR lead to the version 2.0 with two profiles the 
profile 2.0a and 2.0b. The openADR 2.0a is simpler than the profile b. An improvement 
of openADR 2.0a contrary to its predecessor is that supports the ability of a Virtual End 
Node (VEN) to act as a Virtual Top Node (VTN) to the following clients on the power 
grid. Additionally, the openADR version 2.0b offers some more features than the 2.0a 
such as more options for events, reporting the current status of the client and providing 
feedback messages for the status of the event and the levels of the energy consumption, 
which requires a two way communication. 
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OpenADR version 2.0 A Profile 
 
The EiEvent service is related with the communication of the end nodes with the top 
nodes, the procedure of message transmission between the nodes and the information 
that are included in the messages. The information for the second version of OpenADR 
is similar with the first version. Below are presented some of the differences between 
the two versions. 
 
There are two patterns that the messages from the Virtual Top Node will be transmitted 
to Virtual End Node, the push pattern and the pull pattern. The push pattern has the 
sequence of the following messages, oadrDistributeEvent, http response message, 
oadrCreatedEvent and the oadrResponse. For the pull pattern we have oadrPoll, 
oadrDistributeEvent, oadrCreatedEvent and oadrResponse. When we use the push 
pattern the communication starts from the VTN with the oadrDistributeEvent, if the 
VEN is available to follow the events responds with a message http 200 and with a 
message oadrCreatedEvent that contains the information from the events that it will 
follow. Finally when the VTN receives the oadrCreatedEvent responds with an 
oadrResponse. If the pull pattern is being used the communication starts from the VEN 
sending a message to the VTN requesting events (oadrRequestEvent), VTN replies with 
the oadrDistributeEvent. When VEN receives the events it checks which events it can 
follow and then it responds to VTN with the oadrCreatedEvent containing the 
information of the events that it follows. The last message that is being transmitted is the 
oadrResponse from the VTN to the VEN. In some cases the pull pattern is more 
preferable than the push pattern because the communication is led by the end node. 
Therefore the end node is always ready to receive the messages, it is able to follow the 
events and following this method mainly prevents the communication errors such as 
firewall restrictions. In the case of the push pattern there were some occasions that the 
end nodes had problems in the communication with the top nodes. 
 
The events are created by a Virtual Top Node and are transmitted to the Virtual End 
Node. These events are contained in the oadrDistributeEvent messages and they may 
contain one or more events. Each event is described in details in an oadrEvent element. 
The element oadrResponseRequired contains information about the event that requires a 
response. When a response is required, the Virtual End Node transmits a response with 
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the oadrCreatedEvent element containing the eventResponse elements for each event 
that requires a response. 
 
Some of the elements that can be contained in the oadrDistributeEvent messages are the 
requestID and the vtnID. In the oadrEvent element of the message, the EiEvent element 
is incuded. This element contains information such as the eventID, a 
modificationNumber, the priority of the event and the eventStatus.   
 
As it is already underlined in the previous section, there is an entity in the openADR 
version 2.0 that is called eiActivePeriod that describes the start time and duration of an 
event. In this entity there are contained the EiEventSignals elements, while each of them 
includes an element EiEventSignal that describes the durations of the events during the 
active period and the type of signal i.e. a power level reduction or a fixed price. The 
addition of all duration numbers should be equal to the total duration of the event.  
 
In EiTarget element refers to the information that is related to the participants of the 
event that are targeted to receive the event message. In this situation, there is a variety of 
fields such as venID, groupID and partyID. In case there many participants their 
information is specified explicitly in the aforementioned fields. When an EiTarget 
element is not specified, the virtual end node is considered as target.  
 
The answer of the virtual end node is an oadrCreatedEvent message which comprises an 
oadrResponse entity with the responseCode and responseDescription elements. In these 
response fields there are values that describe whether an event has been acknowledged 
or not. For instance, a response code 200 means that an event has been acknowledged 
and read, but a 404 code represents that the received message has bad syntax or it 
cannot be accomplished. There is also an optType element that can take the “optIn” or 
“optOut” value declaring that whether the end node will follow the event or not.  
 
The created event message should be sent to a top node whenever an acknowledgement 
is required. However, this can also occur when an end node want to change his status 
and unfollow an event. When the end nodes respond to an event then they are free to 
decide if they will answer for each active or pending event separately or these answers 
will be grouped in one created event message and sent to the top node. 
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The last message of the message sequence that is transmitted is an oadrResponse that 
contains the elements that were presented above and refers to information that describe 
the received message from the end node. 
 
OpenADR version 2.0 B Profile 
 
The OpenADR version 2.0b is an improved version of the 2.0a. In this version more 
services are supported. The only service that is supported from the 2.0a version is the 
EiEvent, but in version 2.0a it possessed the following restrictions.  
 It is supported only one signal per event and this signal should have been of a 
specific simple type.  
 There is the eiTarget entity that supports only few fields such as venID and groupID 
in order to describe targets. Targeting at the signal of the event cannot be 
underpinned with devices. 
 The baselines, modificationdDateTime and modificationReason elements are not 
supported. 
 In the URL has added one more prefix compared to the 2.0a version. 
 
In case a vtn supports the b profile then both a and b profile vens should be supported. 
For a ven though, this is not a requirement. If a ven supports both profiles and 
communicates with a vtn which supports the profile a, then the communication 
procedure should be restricted and follow the requirements that are supported from the 
profile a of OpenADR. Similar constrictions on the communication process should be 
followed from a vtn that supports the profile b but communicates with a ven that 
supports the profile a. 
The supported services in the profile b are the following: 
 EiEvent  
 EiReport 
 EiRegisterParty 
 EiOptService. 
 
There are devices in the building such as meters that are not able to shed load. Thus, in 
the profile b there is the Report Only sub-profile that exploits these devices in order to 
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report to top nodes. For this sub-profile the EiReport and EiRegisterParty services are 
supported.  
 
The message transmission of the EiEvent service in the profile b can follow the two 
methods described in the profile a, the PUSH and PULL mode. For the PUSH mode 
there are the oadrDistributeEvent, oadrCreatedEvent and the oadrResponseCode 
messages. The PUSH mode starts with the oadrDistributeEvent from the top node and in 
case a response is required the end node responds with an http 200 response code. After 
the event has been acknowledged the end node responds with an oadrCreatedEvent 
message. The last message transmission is the oadrResponse from the top node to the 
end node. 
 
The PULL method utilizes the oadrPoll, oadrDistribute, oadrCreatedEvent and 
oadrResponse messages. A request is sent to the top node by the end node in the form of 
a oadrPoll message. Then the top node responds with an oadrDistributeEvent. The 
oadrPoll message may be sent periodically to the top nodes. When the 
oadrDistributeEvent is received by the end node and the responseRequired element is 
set in “always” mode, the end node responds with an oadrCreatedEvent. An 
oadrResponse message is sent to the ven signifying that the oadrCreatedEvent is well 
typed and acknowledged.  
 
The differences between the two profiles of the OpenADR version 2.0 are described 
below: 
 The type of signal for the events is not just a plain specification of the signals that 
are supported in the profile b, such as the price of the energy or electricity, the 
reduction of the load level and the levels for customer bids. The signal indicates that 
the infrastructure should operate using different sources, for example energy that 
has stored or charge storage resources. The last type of signals is load control which 
signifies an increase or decrease of the current power consumption of an end node.  
 Multiple signals can be supported in the events. 
 Each event signal can be specified by its own eiTarget elements. Nevertheless, 
these targets should be restricted to endDeviceAsset based on a list of values for 
each type. 
 Event signals support baseline elements.  
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 In the event description the modificationDateTime and modificationReason can be 
specified.  
 Profile b uses the EiOpt Service apart from the oadrCreatedEvent to declare a 
change in the status of an end node such as optIn or optOut.  
 The oadrPoll message is used from an end node to trigger a top node and model the 
PUSH mode of message transmission.  
 In the EiReport service in profile b there are many types that aim to describe 
various reporting functionalities of an end or top node that officially supports them. 
 
Figure 8: The Report types of the OpenADR 2.0b.  
 The METADATA report type refers to the reporting capabilities. This report is 
transmitted during the report registration procedure. 
 DATA REPORTS are reports containing measurements or calculations of the end 
node. A top node issues a report to request that data. The data reports can be either 
history reports or telemetry reports. 
 
The registration of the end nodes is performed through the EiRegisterParty service. In 
the registration process the end node may request from the top node to specify the 
profiles, the transports and the extensions that are supported by the top node. The entity 
that is used by the ven is the oadrQueryRegistration and the response of the vtn is the 
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oadrCreatedPartyRegistration entity. The registration process always starts from the end 
node with an oadrCreatePartyRegistration message which comprises the information of 
the profile and the transport used by the end node in order to communicate with the top 
node. In case the information of the end node change, the oadrCreatePartyRegistration 
entity can be used for the registration with the top node. However, sometimes the 
information of the top node might alter and then an oadrRequestReregistration message 
is being sent to the end node to be registered again. The end node response to this 
request is an oadrResponse message that acknowledge the request. This message is 
followed by an oadrCreatePartyRegistration message, so as to reregister again with the 
top node. 
A cancel option of the registration process can also be supported. This is initiated by 
either the top node or the end node, by sending an oadrCancelPartyRegistration message 
and receiving an oadrCanceledRegistration message.  
 
Figure 9: Sequence diagram for querying registration. 
 
Figure 10: Sequence diagram to create registration.  
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Figure 11: Sequence diagram to request reregistration. 
 
Figure 12: Sequence diagram to cancel the registration.  
 
The EiOpt service is used by the end nodes to inform the top nodes that they temporary 
change their optIn or optOut state. In the EiOpt service the oadrCreateOpt and 
oadrCancelOpt entities are issued by the end nodes, while the top nodes respond with 
oadrCreatedOpt and oadrCanceledOpt entities respectively. 
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Figure 13: Sequence diagram to create the opt state. 
 
 
Figure 14: Sequence diagram to cancel the opt state.  
2.2 The Smart IHU project 
2.2.1  The concept of the Smart IHU project 
The Smart IHU project was inaugurated in 2009 as an interdisciplinary research project 
in the installations of the International Hellenic University in Thessaloniki, Greece. It is 
related to a research area that is comprised in the Strategic Research Agenda of the 
European Union. The principal idea of Smart IHU project roots on smart building 
architecture and the field of Information and Communications Technology (ICT). Its 
principal contribution lies in the exploration and designation of appropriate or optimal 
conditions that promote sustainable growth, energy efficiency and amelioration of the 
quality of life.  
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The chief objective of the Smart IHU project was to deploy heterogeneous sensor 
networks that measure environmental and energy parameters in real time conditions, so 
as to mine useful information for energy management and automation. More specifically, 
Smart IHU consists a prototype based on smart grid technology, which aims at 
displaying and controlling the consumption of energy loads in the facilities of the 
university. In this context, this project is oriented towards the collection of data 
regarding energy inroad in the spaces of the university, the remote monitoring and 
management of the installed smart devices, and the enhancement of the bidirectional 
operation of the automation system. Finally, Smart IHU underpins educational purposes 
(research in postgraduate programs) and introduces new learning methods (distance 
learning). 
2.2.2  Smart buildings 
Before analyzing the characteristics of the Smart IHU project and the parameters that 
define the applied technology in detail, it is of utmost importance to refer to smart 
building as a term and concept, since it has influenced current practices in the field of 
ICT and energy management programs. Moreover, the foundations of the Smart IHU 
project are directly related to the idea of smart buildings and the technology that 
supports it. 
 
Smart Buildings - Concept 
 
Facilities that are controlled by building management systems (BMS) or building 
automation systems (BAS) are characterized as intelligent or smart buildings. The 
creation of a smart building comprises the design of a network of electronic devices 
placed in areas of a facility for the collection of data and control of integrated systems, 
such as lighting, ventilation, security, humidity etc. When referring to a building 
automation system though, the most important subject is relevant to the effective 
monitoring of energy inroad in order to provide the quantity of necessary energy for the 
operation of the building. In this context, the idea of smart buildings is correlated to two 
chief factors: the distant monitoring and management of energy consumption, and the 
consequent planning of energy distribution in a building. In short, a smart building 
grounds on a system that records the performance and failures in all of its integrated 
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systems and informs users about unexpected cases of excessive power consumption or 
errors.  
2.2.3  The layers of the Smart IHU project 
In the following sub chapters the characteristics of the Smart IHU research prototype are 
presented in depth. In particular, the project is divided in three main layers of activities 
that can describe the implemented system. The first task for this project was the 
deployment of the heterogeneous sensor network in the building. Afterwards, the project 
workflow continued to fit techniques for monitoring the environmental and energy 
parameters of the IHU building. The next task was the development of Semantic Web 
Services and the integration of them on the university network. When those tasks were 
implemented, the project continued with the representation of the data on a website that 
all the university sensors capturing. The last task of this project was to integrate 
techniques for automation and optimization by using the information gathered mining 
the measurements of the sensors. 
 
The sensor network 
 
The sensor network consists the initial layer of the Smart IHU project and includes all 
the necessary mechanisms for the acquisition of data and support actions. In more 
details the first layer of the project is consisted of a large scale energy monitoring 
system where sensors measure the energy that the university building receives from the 
power supplier. It is performed with a wireless star network topology and power sensors 
that clamp on the 3-phase wires in the electrical control panel of the building (Owl 
Business Pack). In a smaller scale the energy consumption is monitored with a ZigBee 
network of Smart Plugs that are deployed in every plug socket. Zigbee consists an 
optimal technology for the creation of a sensor network, since it is a 4-based 
bidirectional wireless network that targets at energy efficiency and extension of sensor 
battery life. Through the concrete network, environmental parameters can also been 
monitored such as luminance, humidity or temperature except for the energy 
consumption measurements. In figure 15 is presented the network topology.  
-44- 
 
Figure 15: Network topology of the Smart IHU platform. 
 
Semantic web service middleware 
The second layer for the Semantic Web Service middleware it has been used a Service 
Oriented Architecture (SOA), which was a technological innovation of future IT 
systems and a significant initialization in the field of the Ambient Intelligence. More 
specifically, SOA provided an opportunity for research regarding the areas of Service 
Discovery (UDDI), Description (WSDL, OWL-S), and Composition. The 
implementation of the Service Oriented Architecture lead to homogeneous access on 
data retrieved by sensor devices and actions that were performed for energy 
management. Also, it was possible to create an independent platform that can be 
accessed remotely. Through semantic annotation it can be achieved machine 
interpretable reasoning and research ontology for anti-money laundering services with 
the owl-s language. 
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The topology of the semantic web is defined by a central IHU agent that collects WSN 
data through a wireless network. The IHU agent communicates with gateways e.g. 
points where data of local WSN are collected. These gateways are connected with the 
sensor networks that are distributed in the spaces of the university. In this manner, it is 
possible to present data and measurements taken by the sensors, allow respective 
operations in the system, and access local services remotely. Currently, there exist three 
wireless sensor networks: the OWL, the plugwise and the PRISMA, which are 
connected to the IHU agent via USB or Wi-Fi. In figure 16 is described the operation of 
the Smart IHU platform.  
 
Figure 16: Operation of the Smart IHU platform. 
 
The intelligent applications of the system 
The third layer is grounded on the web service middleware and it supports a series of 
intelligent applications in the Smart IHU. In particular, it is related to a web service 
composition that is based on artificial intelligence planning. It primarily constitutes the 
implementation of algorithms for the optimization of relevant processes and the 
definition of more effective and rapid solutions. Intelligent applications can comprise 
the planning of schedules within boundaries that are defined by the operation of the 
facilities and power consumption alerts. They are related to the development of context-
-46- 
awareness mechanisms and the support of smartphone hosts. Also, decision making 
procedures and electronic device management are included. Finally, the information 
contained in the databases of Smart IHU platform can help on the field of anti-money 
laundering research. 
2.3 Related work 
 
There exists a number of situations in which the OpenADR technology was 
implemented. Most of the cases concern projects realized in California or in the United 
States of America in general. Here, two distinct case studies regarding intelligent energy 
management systems are presented: Amy’s Kitchen and IKEA East Palo Alto.  
2.3.1 Case study A: Amy’s Kitchen 
Amy’s Kitchen consists a plant located in Santa Rosa of California that produces 
refrigerated vegetarian food. Its infrastructure is mainly comprised by several freezers 
and a number of cool rooms that are responsible for the aggregation of the energy loads 
due to production. In parallel, there is a network of systems relatively to heating, 
ventilation, air conditioning and lighting that defines the energy loads regarding the 
proper maintenance and operation of the facilities. 
 
A failure in one of the breakers of the plant in the summer of 2008 consisted the 
initiative for the application of an automated demand response system and the control 
and management of the energy inroad in the facilities. At that time Amy’s Kitchen 
energy demands were approximately calculated at 1600 kW, while during peak time 
were at 1900 kW. Due to the character of the plant it was feasible to predict loads that 
could correspond positively to temporary temperature augmentation.  
 
Initially, there was no infrastructure relevant to energy management and load 
distribution control. For this reason, Power I.T. undertook the design of the entire 
system by implementing openADR technology in order to control electricity demand. 
More specifically, Power I.T. installed the necessary energy management hardware and 
software and the PG&E auto demand response CLIR box. Power I.T. also settled a 
wireless network and supported energy and temperature monitoring and reporting. The 
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end-user through the openADR could opt-out events in which temperatures could not be 
controlled. 
 
 
Figure 17: Information and control architecture of Amy's Kitchen.  
 
The automation demand response program was implemented by PG&E and Lawrence 
Berkley Labs which were responsible for the recording and confirmation of the results, 
and GEP that consisted the administrator of the program. The power supplier notified 
the energy management control system one day in advance by sending a message and 
the energy loads are manipulated on the basis of predefined rules without human 
intervention. The following day, the demand response event is initialised and a series of 
preprogramed strategies is realized. These strategies comprise the hindering of the 
operation of specific freezers or battery chargers and the creation of control points in 
rooms or other freezers. 
 
The short term benefit from the concrete project was the decrease of the necessary 
electrical energy loads for 580 kW (Goli, 2013). This consisted a reduction of 36% 
relatively to the previous consumption. However, the long term benefits were far more 
significant, since data could be stored for future use. The recording of information 
regarding energy inroad and the temperature control in the facilities facilitated the 
development and optimisation of the system, while also contributed in solving 
unexpected errors. In this manner the implementation of the openADR could be 
considered as a system that could be evolved and on which supplementary energy 
control systems could be also based. Another important feature of the automation 
demand response in the concrete case was the increase of the capacity of the power 
supplier without the creation of additional infrastructures. Finally, it is of utmost 
importance to mention that there are no references regarding the control of HVAC 
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systems and lighting installations of the plant. This may result because the needs for 
cooling in the case of refrigerating warehouses are more cost effective and energy 
consuming. In a complete study though it could be interesting to include respective 
actions and combine a series of parameters in order to control the consumption of 
electricity loads. In the concrete research it is attempted to design a demand response 
system that can cover to the maximum the inroad of electricity in the facilities of the 
university. 
2.3.2  Case study B: IKEA East Palo Alto 
In this section the case study of IKEA East Palo Alto is presented. The concrete 
situation is related to the facilities of a retail store and the implementation of the 
OpenADR standard for the control and reduction of energy consumption. In particular, 
the use of OpenADR in the specific store was initialised in 2006. This fact lead to the 
systematic recording of data relatively to electrical loads consumption and a series of 
decisions and manipulations for the development of the system. 
 
The store consists a two-storey building of 27871m2 in total. In 2009, the maximum 
power inroad of the facilities was calculated at 1.2 MW, which was augmented by 0.2 
MW during the weekends. In general, the fluctuation of the values of the electricity 
loads that were consumed is low, while the climate conditions of the area are 
characterised as sensitive (Goli,2014). As this situation refers to a retail store, the energy 
usage is principally related to the heating and cooling of the spaces of the building. For 
this reason, the most significant parameter that was measured was the temperature in the 
interior of the store. Also, a fundamental factor for the designation of the energy 
demands of the IKEA East Palo Alto was the two operation modes of the building (day 
and night), which determined the respective energy needs.  
 
In order to relate and contrast the collected data regarding energy inroad each year, 
measurements were taken in 15-minute intervals (normalised). For the computation of 
the energy demand in the first operation mode (day) it was considered a constant 
temperature reliance. Analogously, for the second operation mode (night-time) 
temperature reliance was considered as a linear function. In this context, it was possible 
the calculation of the aggregate energy inroad and peak electricity consumption for each 
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summer. The peak energy inroad values derived from the computation of the average of 
the three highest values (demand of a single interval). 
 
Figure 18: Percentage of energy and peak power savings.  
 
According to the results, it is evident that IKEA East Palo Alto decreased the electricity 
consumption each year by deploying the OpenADR standard. What is more, gathering 
of information with reference to temperature values offered an invaluable source for the 
evolution of the system and the amelioration of future calculations. However, the 
instability of the peak energy usage regression questions the methodology that was 
followed and the precision of the process. It could be considered that this case study 
possessed a more experimental character through the approximations that were realised. 
Also, it did not comprise a holistic analysis of the electricity demands of the building 
and the systems that are responsible for the operation of a retail store, such as lighting, 
ventilation or fire-tracking installations. This approach though is examined in the 
current dissertation by proposing a dynamic solution for the management of energy 
consumption. 
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3 Methodology of the research 
3.1 Problem definition 
Due to the dramatical increase in energy inroad, there has been a global interest in 
researching new methods regarding power consumption. Concurrently, the 
augmentation of the CO2 emissions and energy effluent have oriented computing 
towards the design of innovative technologies that promote sustainability. In this 
context, information systems are strongly influenced by the new practices in energy 
saving and management. Smart grids consist a significant example of such systems, 
since they support green solutions and effective use of power sources. In particular, 
through smart grids new strategies with reference to marketing and power disperse 
between the power suppliers and the customers can be achieved. As a result, 
sustainability and regression of energy usage has decisively pervaded in computing and 
information systems. 
 
In Greece the principal sources of energy are natural gas, electricity, petroleum and 
carbon composites. In particular, last year electricity consumption calculated at 56.40 
billion KWhrs (Eia.gov, 2014) maintaining a stabilized value relatively to the previous 
year’s measurements. For this reason, there have been already taken initiatives and 
created plans regarding electricity management for commercial or industrial use by the 
Ministry of Environment, Energy and Climate Change and the Public Power 
Corporation SA. These are usually directed towards a more efficient energy usage by 
the implementation of new eco-friendly equipment and the combination of traditional 
energy sources with renewable energy forms both for the operation of public and private 
facilities. 
 
Meanwhile, in the International Hellenic University, there was an attempt to monitor 
and record environmental parameters, in order to control energy inroad. More 
specifically, since 2009 the Smart IHU project which is grounded on smart grid 
technology has been applied at the university building. In this framework, there has 
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been installed a significant number of sensors and switches in the facilities for the 
collection of respective data. These devices provide information about the values of 
temperature, luminance, humidity and the levels of CO2. At the same time, they 
describe the environmental conditions in every space on a daily basis.  
 
Grounded on the existing infrastructure and the information taken from the sensor 
network this dissertation examines the possibility of exploiting the measurements of the 
recordings and deploying a system targeting to the reduction of the consumed energy 
loads. The operation of this system roots on the gathering of data primarily related to 
the values of the temperature and luminance of the building rooms.  
 
As it has been already underpinned in previous chapters, automated demand response 
(ADR) systems were deployed in commercial and industrial facilities in order to control 
the consumed electricity loads and disperse energy effectively. The core of the concrete 
dissertation though is related to a specific protocol: the openADR standard, which 
facilitates the communication between the utilities or ISO and the end-users, and the 
energy management process. Here, the OpenADR standard is implemented in the Smart 
IHU platform. In this context, a sequence of actions is predefined and preprogrammed 
in order to alert the end-user for the levels of electricity consumption or the energy 
costs, and to initiate a process for the regression of the values according to the existing 
conditions and the energy needs of the university. 
 
3.2 The algorithm 
For the creation and operation of a system that is based on the principles of the 
openADR standard a respective software was designed. In particular, a series of 
algorithmic steps were followed for the initialization of a group of actions responsible 
for the observation and monitoring of electricity consumption. In the next sub-chapters, 
a thorough presentation of the developed applications and the logic of the algorithm is 
realized. This analysis comprises the applications for the control of the network of the 
sensors, the aggregation of data and the implementation of the openADR. 
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3.2.1  Application for monitoring Smart IHU sensors 
 
For deploying the OpenADR standard on the Smart IHU platform and ensuring the 
creation of an operable system it was of utmost importance to meet specific 
requirements. One of the main characteristics of the openADR standard is its 
compatibility with various sensors and switches. The first objective of this dissertation 
was the design of a software that could be able to monitor all the sensors and switches 
in the building that are related with the OpenADR standard. In fact, monitoring the 
Smart IHU platform devices consisted a significant step for the design of the software, 
principally because the implementation of the openADR premises a stabilized 
communication with the sensors in the building. Gathering necessary information with 
reference to the functional condition of the sensors (i.e. whether they are online or not) 
the alteration of the plan for the reduction of the energy consumption is feasible and 
pertinent actions can be realized. 
 
Towards this direction three distinct testings have been carried out until the final design 
of the software. The initial idea was correlated to the construction of a website in order 
to display the status of every sensor. Nevertheless, this attempt was proved 
inappropriate because the loading of the website demanded the data retrieval instantly, 
but the system was slow. The second attempt was the design of an application (in a Java 
programming environment) responsible for the control of all the sensors every ten 
minutes. The results were displayed in the application environment, while for the 
devices that were not online at that moment an email account was notified. In this case, 
the process was also time-consuming, as the results were illustrated in a significant time 
period. Additionally, the constant check of the sensors in combination with the mail 
transmission would create storage and indexing problems in the email account in the 
future. For these reasons, a third version of this application was proposed on the basis of 
a more reliable logic. In this version, it was considered much more beneficial the direct 
acquisition of the results that were sent by the devices, without using an email 
notification that could cause an imminent overloaded account. On the contrary, now the 
monitor process can be completed in the smallest possible time interval.  
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This aim could be accomplished on condition that the sensors are considered to possess 
an online operation state only if the database values are updated. Following this idea, 
the application should access the database where the information is stored and search 
for the latest entry for each sensor measurement. For checking the database entries the 
application uses SQL queries so as to obtain the available data. During the testing of the 
application though, the return of the information from the database was slow and the 
optimization of the data retrieving algorithm was a must. The first queries that were 
used were complicated and contained information from multiple tables in the database, 
deteriorating the performance of the application. The solution to this problem was the 
simplification of the queries that were used by dividing them into multiple simple 
queries which could obtain data from different tables. This solution radically improved 
the speed of the monitor process. Also, through these simple multiple queries it is 
offered the option to inform the users about the IDs of the sensors and the sensors’ 
status immediately after the initialization of the monitor procedure.  
 
The first task after the initialization of the application is to obtain the IDs of the sensors. 
This step is important because the user is not allowed to continue the monitor 
procedure. When the IDs are obtained five distinct operations are activated. These 
inaugurate the monitor procedure for each type of sensor that is installed in the building. 
The progress of this process is tracked and illustrated by the progress indicators, while 
at the same time a sequence of SQL queries are executed on the Smart IHU server. In 
the right side of the application are presented the results of the queries in a box area by 
pressing the appropriate buttons, which are positioned below the box area. The first 
displays the IDs of the sensors, the second displays the status of the sensors and the 
third clears the box area.  
 
The moment the monitor procedure starts for each type, the application obtains the 
current time value, which is portrayed along with the results are displayed in the box 
area indicating the moment the queries started. In this way, the user is informed for the 
time that the monitor process is executed. The queries results also have different times 
for each type of sensors. The monitor process can be interrupted at any time by pressing 
the cancel buttons that are next to the start buttons for each type of sensor. 
Consequently, the progress indicators are getting the zero value. These cancel buttons 
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do not only cancel the monitor procedure but also clear the query results. Apart from the 
cancel buttons, there is the option to reset the application information. By pressing the 
appropriate button, all the data that were retrieved from the database are erased and the 
application can obtain an updated version of the data (sensors IDs and status).  
 
The concept of this application comprised the possibility of augmenting the number of 
the installed sensors in the building in the future. For this reason, in each iteration of the 
application, there are obtained all the IDs of the sensors and any information related to 
them as they are declared in the table. Following this logic for the monitoring process, 
the application can uninterruptedly control the sensors’ status from an always updated 
list of sensors. 
 
Synopsis of the application characteristics and functions: 
• Obtain the sensorID. 
• Display the sensorID information (optional). 
• Initialize any of the monitoring processes at that moment the current time value 
is obtained. The time value is displayed at the results so that the users can be 
informed about the interval that this process was realized. 
• As soon as the monitor process starts for any type of sensor, the results and the 
respective time can be displayed. 
• The procedure can be cancelled at any time. Nevertheless, this can delete the 
data from the arrays. 
• In case a refreshed version of the sensors’ IDs is desirable, the application 
should be reset in order to delete and update the data. 
• The area that the results are portrayed can also be refreshed. 
 
3.2.2  Aggregated Data of Smart IHU platform 
 
A second application for the purposes of this dissertation was created in Java 
environment. The main task of this application is related to the configuration of all the 
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measurements taken by each sensor partite on a daily basis. The obtained values are 
taken each hour during a 24 hour interval. In this framework, the application calculates 
the hourly average value for each sensor for a day and then inserts this value in a new 
table. The principal idea behind this software is that for the past months a database user 
does not always need highly detailed values. For instance, some sensors update the 
database every ten seconds. Therefore, a table containing the hourly average values is 
considered more useful and beneficial.  
 
In this application there exist five classes which contain complicated queries responsible 
for adding the required information in the database. These queries are divided based on 
the type of each sensor measurement. When referring to measurements, values for 
temperature, humidity, luminance and power consumption are comprised. The queries 
need to retrieve the data from another table that contain the detailed measurements and 
add these results in the new database. Each query can be divided in two distinct parts: 
the first part consists the insert part of the query, while the second part is a subquery 
with a select statement that selects information from the tables. This subquery apart 
from the daily measurements opts for all the necessary information for each sensor in 
order to be added to the insert statement. The columns that are needed for the 
aggregated data tables are the sensor ID, the date and time of the measurement and the 
value of the measurement. The new database that includes the new tables, the following 
columns should be comprised: the sensor ID, the date of the measurement, the hour of 
the day for the measurement (an integer 0-23) and the average value of these 
measurements. Due to the fact that all the sensors add in the database multiple entries 
every hour, the algorithm should calculate the average value. When the queries are 
executed they insert in the new table the average value of the measurements for the 
entire day. For this reason the queries are executed at the end of the day (a few minutes 
before the end) so that all the values of a day can be inserted in the database. This 
process is repeated every day exactly at a predefined moment.  
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3.2.3  OpenADR Applications 
 
For the openADR two applications have been designed in a Java environment. The first 
application is executed on the side of the client and the second application is executed 
on the side of the power supplier. These two applications contain multiple classes and 
they work in different manner. As a result, a separate description is provided. 
 
The client side application of the openADR 
 
The client side application consists by the following classes: 
• A class that creates the Request Event. 
• A class that creates the Created Event. 
• A class that sends the name of a message file. 
• A class receives the name of a message file. 
• A class that sends the message files. 
• A class that receives the message files. 
• A class that reads the xml messages. 
• A class for the switches. 
• A class for the timers of the switches. 
• A class named server operation, which contain all the operations of the 
application. 
• A plug class. 
• A class awesome connector, and 
• The main class as server_2. 
 
Starting from the main class, a new instance of the server operation is created and the 
code follows the commands that are described in the server operation class. In this class, 
all the contained commands are used for the message transmission between the two 
endpoints (power supplier - client) and the actions that should be performed in the side 
of client. The sequence of these commands starts with the creation of an instance for the 
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request message. In this class an xml request message is created based on the 
RequestEvent.xsd schema file by declaring all the elements that are comprised. During 
the creation of the message all the variables of the message are declared with a value so 
that the RequestEvent.xml message that is sent to the utility is well formed and 
validated with the schema file. Before the file is saved in the client side, the current date 
and time is obtained and inserted in the file name. This grounds on the fact that if the 
date and time are specified on the file name of the messages, then they can be specified 
easier by both the sides (utility - client).  
 
When the request event file is produced, an instance of the class that sends the file name 
is created. This is a mandatory operation because during the receiving process the 
receiver is responsible for the name of the file that receives. For a better clarification of 
the name of the request, an event file is sent to the utility. In this context, both sides 
have the same name of the request event file and of course both of them contain the 
same information. The method that is used to send the name of the file is a socket client. 
Just after the name of the file is sent, an instance of the class responsible for sending the 
file is created and the method initializes the process for the file transmission. This 
method also uses a socket client. When this step is completed, the utility has received 
the request from the client and begins the appropriate actions in order to respond to the 
request. These actions will be analyzed later during the presentation of the application 
for the utilities.  
 
Continuing the analysis of the client application the next steps are followed after the 
creation of the response of the utility. At this point the utility sends a response to the 
client. As described earlier a similar procedure is followed by the utility to send a file 
back to the client. This time the side of the client creates an instance of the class that 
receives the name of the file and the contained method starts a server for the reception 
of a “message”. This message consists the name of the file that will be received in the 
following step. At this point, the application receives the response file of the utility. 
Again an instance of the class that receives the file is created and the method starts a 
server, so as to receive the file and save it with the received name. The name of the file 
and the file information is sent in two steps because the information is not of the same 
type. The name of the file is characters and it is sent as a message but the information 
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contained in the files is sent as binary information. As soon as the file is received it is 
saved in a specified destination on the side of the client.  
 
In the next stage, the application reads the xml file that has already received and 
acquires the information that is described in the event. An instance of the class that 
reads the file is created, and the contained method reads the information of the received 
message by searching the elements of the xml file. Also, it saves the information that 
should be used later by the application in variables. Reading the file based on the 
contained elements means that this method is programmed to understand only the two 
messages that is programmed to receive, the oadrDistributeEvent message and the 
oadrResponse. This is feasible because the first check of the file consists the reading of 
the root element. In case the root element possesses a different value this method cannot 
understand the information that is contained in the file and informs the user that an error 
occurred.  
 
When the method reads the file, it retrieves the response from the utility. The 
information that is obtained is related to the request only if it was acknowledged. If 
there are modifications in the event, the application reads the modified data of the event. 
Also, it reads information provided that the event is a test event, which includes the type 
of the event, the start time of the event and the duration. This information will be used 
for the purposes of the application and for the responses that will be targeted to the 
utility. Now, it is time for the client to acknowledge the event and reply to the utility 
positively. An instance of the created event class is created and the application creates 
an xml file which will be transmitted to the utility as a response to the distributed event 
message that has already received. In this file some of the contained elements are 
getting their values from the distributed event file. The specific elements are related to 
the event, such as the event ID and the modification number. There are also elements 
that respond to the utility ensuring that the message was acknowledged and that the 
client will follow the event by setting the “optIn” value to the optType element. The last 
commands of this method get the creation date and time of the file and they are added in 
the name of the file.  
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Another instance of the class send name is created and the application sends the name of 
the file to the power supplier. A new instance of the class send file is created too, and 
the CreatedEvent.xml is sent to the utility. Now, the last message of the sequence is 
transmitted. This message is sent by the utility to the client and it consists a message in 
which the utility acknowledges it as the last message it received and declares that the 
communication between the two sides was successful. The application on the client side 
creates a new instance of the receive name class and the contained method starts the 
server in order to receive the name. Then a second instance of the class receive file is 
created and the application receives the concrete file. This file is saved in the specified 
destination and an instance of the read file class is created so as to start the reading 
process.  
 
The read_xml method opens the file and checks for the root element. Initially, the file 
should contain the root element oadrResponse. Then the code retrieves more 
information about the oadrResponse entity, such as the response code and a response 
description. The procedure continues with the computations of the time values and the 
duration of the event. An instance of the class timerSwitch is created and the 
implemented algorithm computes the timings of the event. The timerSwitch method 
uses information that was already obtained from the xml messages that were transmitted 
between the utility and the client. The most significant time values are the moment that 
the event starts and the duration of the event.  
 
First the method processes the start time of the event. The time format is similar to 
“2014-10-24T17:53:16Z”, which consists a string. For this reason, the method should 
split the string in order to understand separately the part of the date and time. Then, the 
current time is obtained for the computation of the delay till the moment that the event 
should start. Continuing the processing, the method uses the duration time of the event. 
The duration time format similes “PT15M”, this value means that an event has fifteen-
minute duration. The duration time can get a value of a number of weeks or specific 
duration time, by specifying the hours, minutes or seconds. A value of weeks and hours 
for example is forbidden. This occurs because there are too many cases of possible 
values and only a complicated algorithm could integrate them. If the number of weeks is 
specified, it is added to the current date and time. In case a specific duration time value 
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is specified, the method starts to analyze the duration values by taking all the 
possibilities. The possible cases are presented in the following paragraphs. 
 
The duration of an event can be specified in: 
• hours 
• hours and minutes 
• hours, minutes and seconds 
• hours and seconds 
• only minutes 
• minutes and seconds 
• seconds 
 
For these cases the values are in a string type, and they should be altered into time 
format. After the transformation of the type the values are used for the computation of 
the end time. The end time of the event is specified similarly to the start time of the 
event, by adding the duration of the event. When the end time is specified in the method 
the value is stored in a variable. At this point the message transmission process ends and 
the processing of the retrieved information from the messages begins. The application 
functions return to the main class and execute the respective commands. 
 
In the main class the invoked methods are declared in order to follow some timers. So, 
the operation of the application will continue for infinite loops. The timers are required 
because specific methods and operations should start or repeat after a specific time. The 
first time the application runs the message transmission should be started immediately, 
but the following times this method should be repeated after a delay based on the 
duration of the event. Apart from the message transmission also the status of switches 
should change based on timers. This was necessary because the switch status should 
change in relation with the event duration and the relevant specifications. For this 
reason, there is a timer for turning off a switch and a timer for turning on a switch. 
These timers call two methods in the class switches to perform the respective actions. 
When an event ends, it cancels the timers and new values corresponding to the new 
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event are added. These values are computed on the basis of the start time of the event 
and its duration. 
 
The class switches is using the class awesome connector so as to declare the methods 
for turning on or off the switches. This class uses the plug class and in conjunction with 
some web services that are already installed on the smart IHU platform communicates 
with the facilities to alternate the switches. This last part of the communication of the 
switches and the web services were already implemented in the smart ihu platform. 
 
Synopsis of the steps for the third application (clients’ side): 
• Creation of the Request message. 
• Transmission of message name, and 
• Transmission of the file. 
• Reception of the name of the response file. 
• Reception of the DistributeEvent file. 
• The application reads the information of the file. 
• Creation of the response including the CreatedEvent message. 
• Transmission of the name. 
• Transmission of the file. 
• Reception of the name of the response file. 
• Reception of the response file. 
• Information retrieval by reading the file. 
• The application starts computing the parameters of the event as start time and 
delay till that time. 
• Calculation of the end time based on the duration of the event. 
• When computations are done the application waits till the start time of the event 
to turn off the switches. 
• At the end time of the event the application turns on the switches, and 
• This procedure starts from the beginning.  
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The utility side application of the openADR 
 
The second application of the openADR runs on the side of the utility. This application 
consists of the following classes: 
• The oadrDistributeEvent. 
• The oadrResponse. 
• The receive name. 
• The receive file. 
• The send name. 
• The send file. 
• The read xml file. 
• The server operation, and 
• The main server_1. 
 
This openADR implementation is created based on the PULL mode of communication, 
so that the communication starts from the client side. This means that for this method of 
communication the first action of the power supplier is to wait for a request message. In 
this context, the first action of this side is to wait a message from a client. This message 
will contain the name of the request file that will be received in a few moments. When 
the application starts an instance of the server operation is created. This class contains 
the procedure for the message transmission between the top node and the end node. The 
first command of the server operation class is to create an instance of the receive name 
class, in which the contained method (receive_name) is invoked in this class. This 
method starts a server socket that waits for the name of the file. When the utility knows 
the name of the file, an instance of the receive file class is created and the method 
receive_file starts a server to receive the file. These two servers are different because 
the first one is programmed to receive characters (the name of the file) and the second 
one to receive the file in binary format. After the file is received, it is saved on a 
specific destination that is declared.  
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At this point the power supplier reads the message request that has received. The 
procedure continues on the server operation class, and now an instance of the class read 
xml file is created. Sequentially, the file is opened and the root element is checked. For 
the request event file the root element should be oadrRequestEvent. From this file the 
application gets the end node ID, so that the receiver of the answer is determined. In 
case the message is acknowledged the application declares the values of some variables. 
These variables consist the response code, the response description, the request ID and 
the condition of the event. The request ID is a unique number that is specified by the 
utility. For the creation of the next message an instance of the class 
openadr_distribute_event is created and the invoked method distr_event creates an xml 
file containing all the important information of the event. When the event is declared, 
the important attributes of the event are declared and before it is saved in the specified 
destination, the current date and time are obtained so as to be added to the file name. 
The file is saved and ready to be transmitted. The utility sends the name of the file to the 
client and the file transmission starts. The information that is sent is processed on the 
client’s side and provided that there are no errors the client starts the procedure to reply. 
The utility should be ready to receive the name of the file that it will receive. An 
instance of the class receive_name is created and the method receive_name starts a 
socket server to receive the name. For receiving the file an instance of the class 
receive_file is created and the method from this class starts a server. The file is received 
in a binary format and it is saved in the specified destination.  
 
The file that is received is the Created Event and the utility should read the contained 
information. The method checks again the file for the root element, this time the 
element should be the oadrCreatedEvent. The rest of the necessary information is 
retrieved to verify that the client acknowledged the message and the event. In this file 
there is also contained a field that specifies whether the client will follow the event or 
not. This field is containing the value optIn if the client follows the event, otherwise the 
value optOut. If all the required information are acknowledged the utility creates the last 
message that will be transmitted the oadrResponse, this xml file is a reply to the client 
describing if it acknowledges the previous message or not. In this file also the date and 
time are contained in the file name before it is going to be sent. In the next steps the 
utility sends the name of the file to the client and then to send the file. In the final step 
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the utility application waits for two minutes before it starts from the beginning. By the 
end of this interval the application invokes the method that starts the socket server to 
receive the name of the file, and waits to receive a message from a client. 
 
3.3 Testing the algorithm and results 
For the testing of the designed algorithm and the experimentation regarding the 
implementation of the application, a series of specific situations were examined. In 
particular, there have been realised four testings in two spaces of the university 
facilities. This occurred due to the restricted number of areas that were available for 
experimentation, as the provided data were limited and the capabilities of the system for 
the energy management were constricted. As a result, the testings took place in the 
rooms: lab2 and the course office of the School Science and Technology in the ground 
floor of the main building of the university. 
What is more, for the needs of the research and for defining the framework of each 
testing a specific time interval was selected. The experiments were based on two 
weather parameters, the luminance and the temperature in the chosen spaces, and were 
run for two hours in real time conditions (i.e. the opening hours of the university). 
Analytically, the noon time of the day was chosen because it was important to ensure 
good physical luminance. At these times there are usually energy consuming devices 
that are forgotten switched on. Additionally, it was considered fundamental for the 
conduct of the testings to avoid obstructing any operation in the building, so that the 
results simile as much as possible a realistic implementation of an automated demand 
response model.  
3.3.1 Case A: Lab2 
The experiments in Lab2 classroom were based on two parameters: the temperature and 
luminance values of the space. At the beginning of the testing the installed fan coil was 
turned on and the temperature in the classroom was approximately 30 degrees Celsius. 
Next, the temperature sensor inserted the measurements in the database, along with the 
sensor which was measuring the power consumption of the fan coil. For one hour the 
fan coil was turned on. At the end of this time interval, the openADR event was 
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inaugurated and the application switched off the fan coil. The event lasted for one hour, 
too. In figures 19 and 20 there are illustrated the average values of the measurements 
before and during the event. More specifically, here the diagram portrays the average 
value of the measurements, because the sensors were capturing values in very small 
intervals. The first part describes the power consumption and temperature levels with 
the fan coil switched on, while the average power consumption of the fan coil was 
almost 70 watts. When the event started and the fan coil was switched off, the power 
consumption was gradually minimized until it became equal to zero. The temperature of 
the classroom also decreased one degree, improving the environmental conditions in the 
room. As a result, by implementing the openADR event in the building the application 
achieved to save about 70 watts. 
 
 
Figure 19: Average temperature measurements of Lab2 (in Celsious).  
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Figure 20: Power consumption of the fan coil in Lab2 (in watts).  
In the same class a second experiment took place. This time the factor that defined the 
framework of the testing was the luminance levels in the room and the measurements 
relatively to power consumption. During the examined time period, the lights were 
switched on and the sensors were inserting the values in the database. In the figure 21 
and 22 it is shown the average luminance of the Lab2, while the initial value was about 
96 cd per m2. The power consumption of the lights in this classroom was 480 watts. A 
new event was received and the application switched off the lights. At this point the 
applications started saving energy. The average value of the luminance in the Lab2 
without the lights was 29 cd per m2, which consists an acceptable value for luminance 
in order to cover educational activities. To be more accurate, any value higher than 20 
cd per m2 is considered as an acceptable value, since the luminance in the classroom 
does not obstruct any scheduled operation. For this reason, the lights could be switched 
off, so that energy consumption could be monitored and reduced. This experiment 
resulted in 480 watts less energy. Concluding, it can be deducted from these two 
experiments that by observing the power consumption levels and initializing the 
application (when switching off both devices) 550 watts could have been saved in total. 
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Figure 21: Luminance is Lab2 (in cd per m2). 
 
 
Figure 22: Power consumption of lights in Lab2 (in watts).  
 
3.3.2  Case B: Course office - School of Science 
Similarly to the previous testing a parallel situation in the same building was examined 
too. In the second case the application was implemented in the course office of the 
School of Science. Here the parameters for the experiments that were realized were also 
the temperature and luminance values in the room. For the first experiment the 
temperature and the consumption of energy of the fan coil were measured. When the 
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experiment was initialized, the fan coil was switched on and the temperature was 
measured by the sensor reaching a value of 30 degrees Celsius. The energy 
consumption of the fan coil was calculated at 66 watts. An event was scheduled to start 
one hour later, while its duration was defined at a time interval of an hour too. In figure 
23 and 24 the average values of the measurements are illustrated, as well as the moment 
that the event started and the fan coil was switched off. For the interval that the event 
was active, the average value of the temperature was computed at 27.6 degrees Celsius 
(decreased almost 2 degrees), and the energy consumption level was equal to zero. In 
this context, the implementation of the created application and the inauguration of the 
described event ensured energy saving for an amount of 66 watts. 
 
Figure 23: Temperature of Course Office (in Celsius).  
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Figure 24: Power consumption of the fan coil in the Course Office (in watts).  
 
The second experiment for the course office included the luminance parameter and the 
energy consumption. This experiment was realized during noon and initially the sensor 
recorded an average value for the luminance slightly higher than 40 cd per m2 during 
the first hour. The power consumption of the lights was computed at 185 watts 
approximately. An hour later, an event became active and the application switched off 
the lights. This action resulted in 185 watts less energy consumption, while at the same 
time the luminance level in the course office decreased to 25 cd per m2. This value is 
acceptable and it could not obstruct any operation in the office, analogously to the case 
A testing. By deploying the designed software and initializing an event for the reduction 
of the temperature and luminance values when it is considered necessary (the two 
switches could be turned off at the same time due to an active event), it could be 
possible to decrease the aggregate power consumption by 250 watts. (figures 25 and 26) 
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Figure 25: Luminance of Course Office (in cd per m2). 
 
 
Figure 26: Power consumption of lights in Course Office (in watts). 
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4 Discussion 
In this section a thorough evaluation of the results that derived from the aforementioned 
experimentations is realized. Based on the performance of the designed application and 
the values retrieved from the database before and after the testings a series of corollaries 
have been made. In particular, the beginning of this chapter is devoted to a brief 
synopsis of the objective and approach of the conducted research, while the next section 
describes a critical perspective over the methodology that was selected and the 
outcomes of the experiments. At the same time, the potential benefits gained by the 
current research underline the contribution of this dissertation in the field of information 
technologies and communication systems. Finally, some interventions regarding the 
cooperation of the designed application with the Smart IHU platform are proposed, 
targeting at a more stabilized and precise automated demand response system. 
 
4.1 Research overview 
As it is already mentioned, the specific research is directed towards the deployment of 
an information system that can substantially contribute in the management of the 
consumed energy loads and the profitable disperse of power in the facilities of the 
International Hellenic University. By implementing the characteristics of the demand 
response (DR) systems and especially the openADR standard in the design of the 
software a set of actions was triggered in order to monitor the energy consumption 
levels in the building. In parallel, the Smart IHU platform offered an infrastructure on 
which the created application was grounded. The necessary algorithmic steps for the 
initialization of this system were divided in three fundamental parts: a) the control of 
the recording devices in the building (network of sensors), b) the collection of the 
available data (measurements) and c) the integration of the openADR protocol (all 
analyzed in detail in the third chapter). 
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Following this logic, a series of testings and experiments were realized so that the 
created application and its potential could be examined. Due to the limited areas offered 
for experimentation, the testings were constricted in the rooms Lab2 and Course Office 
of the School Science and Technology as they are illustrated in figure  .More 
specifically, the control of the temperature and luminance values of these rooms was 
explored by running the designed software. The values of these two parameters along 
with the capabilities of the software consisted the key points for the consequent 
monitoring of the levels of electricity consumption in the rooms. Through these 
experiments several deductions have been made with reference to the weaknesses of the 
applied methodology and the benefits that result from the concrete research. Also, there 
have been examined the possibilities offered for further development of the designed 
computational tool and its connection to the current installations of the university 
spaces. 
4.2 Critical assessment 
One of the most significant characteristics of the methodology applied in the specific 
research consists the examination of a differentiated research approach with reference to 
the integration of the openADR standard in the Smart IHU platform and the creation of 
an efficient energy management system. From the measurements taken during the 
execution of the designed application and the results of the testings, a number of 
observations and ascertainments have been reached. These are principally correlated to 
two main key points: the environmental conditions that predetermined the factors that 
were included in the testing of the algorithm, and the potential of the research given the 
availability of experimental situations to be examined, evaluated and probably 
recombined.  
 
Despite the fact that for the current experiments the most energy consuming sources 
were lighting and heating, it could be possible to introduce different parameters in case 
more spaces could be examined. The restricted available number of rooms predefined 
the general context of the experiments and allowed only a small range of factors to be 
taken into account. For this reason, in both cases i.e. the Lab2 room and the Course 
Office room, the temperature and luminance levels designated the plans for the 
reduction of the power consumption. By having a greater variety of spaces (auditorium, 
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data center etc.), that could offer a much broader range of energy consuming factors and 
it would possibly propose a distinct series of scenarios according to the use of each 
space. As a result, the findings of the research could be more diverse and offer a more 
realistic and complete perspective of the implementation of the application in the Smart 
IHU platform. 
 
Also the testings that were realized approach the energy management problem in parts. 
This can be considered as beneficial because specific parameters and their respective 
results are checked (single cause-result situations). Nevertheless, it could be also 
interesting to examine cases in which a combination of energy consuming factors would 
lead to high power inroad. By having spaces that are used in multiple ways, such as an 
auditorium or a lecture room many subjects could be controlled in groups. For instance, 
in case the heating system, the lighting installations and the use of appliances or 
equipment could be controlled at the same time, different plans could be made 
analogously to the levels of energy usage in each situation and the current demands for 
the operation of the room. In this way, multiple hypotheses could be made regarding the 
energy management plans, while also several subjects could be explored and compared. 
 
4.3 Possible benefits of the research 
The subject of power consumption control supported by information and 
communication technologies functioned as a launch pad for the current dissertation. 
Targeting at a dynamic model directed towards energy management and efficient 
electricity distribution in the facilities of the International Hellenic University, the 
concept of the openADR protocol was integrated in the Smart IHU platform. Based on 
the designed application and the experimentations that followed, the most fruitful 
aspects of the concrete research lie in the exploration of the openADR potential in 
monitoring energy consumption in a holistic manner. By covering the needs for the 
operation of the university and concurrently developing a flexible plan for the 
management of the power usage this research proposes a strategic method in the 
involvement of IC systems in the design of green solutions, sustainability and energy 
saving. 
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Albeit the restrictions faced during the testing of the designed algorithms (i.e. 
constricted number of available rooms and sources of information) the developed 
application has contributed in the creation of a computational tool that can be 
considered as the foundations of an extended automated demand response system. By 
the term “extended” here it is underlined the great potential of the application to support 
a series of activities in order to monitor the energy usage through a multilateral 
approach. The deployment of a software based on the openADR protocol allows the 
development of the communication network between the utilities or ISOs and the 
customers in order to provide a much more complete plan for energy management. In 
this context, the designed application can be considered as a basic intervention for the 
power control of the university facilities that could be enriched with new data and 
parallel plans. 
4.4 Further development 
The specific research deals with the implementation of a software in order to control 
energy consumption levels in the areas of the International Hellenic University. Having 
concluded the testings of the algorithm some enhancements could be proposed with 
reference to the conditions under which the testings took place and can directly affect 
the performance of the applications and the subject of the dissertation. Towards this 
direction, there might be some solutions that could be considered as useful. 
Improvements related to the Smart IHU platform could ameliorate the saving results of 
this dissertation. The switches that are already installed for remote management are not 
spread through all the building rooms. Therefore, the device management for remote 
switching cannot be applied for the entire building. In addition, occasionally several 
switches were not online, so the device management was restricted in fewer rooms.  
 
The main idea of a bigger and more reliable platform could offer more possibilities for 
more energy saving plan capabilities. Energy load reduction in multiple rooms could 
provide less energy consumption of the building in total. The rooms that principally 
affect the consumed power load of the university are those in which the equipment or 
appliances of the university are operating for 24 hours a day. In these rooms, a device 
management in conjunction with constant monitoring of the environmental conditions 
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could result in less power load. Examples of such rooms could be the reception, the 
halls and the data center.  
 
Additionally, the installed switches in the building offer only two options switch on or 
off. These two options often restrict any possible energy saving plan, because altering 
the conditions in the rooms could possibly obstruct any operation demands. For 
instance, since the lack of daylight equals to the use of the lighting installation, the 
single option of switching off the lights in order to reduce energy load will prevent the 
normal operation of the university. Therefore, a solution that could provide decent 
results, secure acceptable luminance levels in a room and contribute in energy 
consumption is the implementation of a dimmer for any lighting installation. This way, 
management of the luminance in the rooms could result to less power load. Another 
solution could have been the installation of multiple switches and the separation of the 
lighting devices that are connected with them. Thus, the system administrator could 
switch on or off some of the available devices and reduce the power load.  
 
The installation of some renewable energy sources in cooperation with energy storage 
equipment (batteries) could also provide some rooms of the building with energy. In 
particular, rooms that are occupied 24 hours a day could be considered as ideal for 
utilizing some of the renewable energy.  
 
Improvements concerning the developed applications for this dissertation could also 
offer better results and device management. The openADR application could provide 
more features of the openADR standard. The designed software for the openADR 
follows a sequence of commands that correspond to the message transmission between 
the two sides. This design prevents a more complex simultaneous communication 
between the utility and many clients. The availability of the option to achieve multiple 
connections could demand the existence of a system that will be able to process 
multiple operations simultaneously. Moreover, from the application of the utility side is 
lacking an algorithm which could provide a variety of types for the openADR events. 
Thus, the events that are created are the same, if they are not specified otherwise. The 
applications are not designed to use any security mechanism, as it was not one of the 
main aims for the subject of this dissertation.  
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The software could also be developed regarding the collection of information, the role 
of the environmental conditions and the usage of the system. In case an enhanced 
algorithm responsible for checking the environmental parameters in the building for 
both the switched on and off states, the system would be easier to opt for the devices to 
be turned off. In this way, prior assumptions could be avoided and the algorithm would 
base the final solution on a series of environmental measurement. Concurrently, 
checking the conditions outside the building contrary to those inside the building would 
facilitate the work of the device management, as an intelligent planning could relate the 
outside conditions with the inside conditions in order to reduce the power load. For 
instance, in a sunny day the lights are not required to be switched on many hours. 
Otherwise, a cloudy day would require the lights to be turned on from the afternoon. In 
the openADR software with reference to the client’s side, a feature of monitoring the 
sensors and their values could also be useful before a decision is taken (switch on or off 
some of sensors). Through such a process, the algorithm of the application will be 
informed for the conditions of all the building in advance. Finally, the application that 
inserts the aggregated data in the database could include informing the users that a table 
of measurements has not been updated yet. In this context, the users could have the 
opportunity to fix the problem. 
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5 Conclusion 
As the subject of energy consumption has influenced the field of information and 
communication technologies, many concepts have been designed that promote 
sustainability. In the current research there was an attempt to create an application that 
could contribute in energy management. The case of the International Hellenic 
University and the Smart IHU platform consisted the basis for the development of the 
relevant application. An algorithm grounded on the automated demand response 
systems; here the openADR standard was designed to communicate with the Smart IHU 
platform. Data were retrieved from the installed sensors in the spaces of the building 
and messages were sent by the utilities according to the power consumption levels. In 
this context, a communication network was created and information was transferred 
between the power supplier and the end-users. 
 
Naturally, this research is based on a technology that can allow the implementation of 
an automated demand response system in order to monitor the energy inroad in the 
university facilities. This technology was directly correlated to the smart grids, which 
are characterized as the “systems of systems” (Samad, Kiliccote, 2012). Smart grids are 
usually responsible for the decrease of energy loads in conditions of high demand. For 
such kind of systems the parameter of automation is certainly fundamental in order to 
produce satisfying results. By using automated demand response systems and 
specifically in the current research the openADR protocol, a wide diversity of auxiliary 
actions can be provided. In this context, information transfer, communication networks 
and software for monitoring and data retrieving become the core of this dissertation. 
 
The designed algorithm was oriented towards three principal directions: a) the control 
of the recording devices in the building (network of sensors), b) the collection of the 
available data (measurements) and c) the integration of the openADR standard. More 
analytically, the first part was related to the connection of the sensors with the 
application in order to monitor the availability of data and access the sensors’ 
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measurements in each case. At the same time, a second series of algorithmic steps were 
responsible for retrieving the values from the sensors so that the interior conditions of 
each room were defined. All sensors that could not update the measurements and 
provide useful data were rejected for the realization of the testings. The final part of the 
application was designed according the openADR protocol characteristics and 
comprised a set of actions that could initialize an automated demand response event for 
the reduction of the consumed energy loads. 
 
In the framework of the research, a series of testings were realized in order to observe 
the potential of the designed application and examine the implemented methodology. 
These testings were chiefly related to the provided measurements for the levels of 
luminance and temperature. Also, the experiments took place in two specific areas of 
the university: the Lab2 room and the Course Office of the School of Science and 
Technology. The duration of each testing was approximately two hours in total. The 
first hour of the experiment was directed to the collection of measurements from the 
respective sensors in the rooms. In case the average values of the temperature and 
luminance were higher than the demands for the operation of the building, an automated 
demand response system was inaugurated. The event also lasted for an hour until the 
values of the temperature and luminance were controlled and the environment in the 
room approximated the appropriate conditions for an educational building.  
 
The aforementioned experimentations resulted in a series of observations and 
deductions. In particular, a critical assessment of the implemented methodology was 
realized. Parameters such as the availability of spaces for the testings and the 
combination of data and actions were defined as important sides that could also be 
examined in the context of this thesis. At the same time, it was considered significant to 
underline the contribution of the current research in the field of information and 
communications technology. The deployment of an automated demand response system 
in the facilities of the International Hellenic University proposed an innovative 
approach regarding energy management and power distribution in a building. A holistic 
perspective with reference to this could contribute in the creation of plans that could 
gradually manage distinct situations and monitor the consumed loads by providing the 
optimum solution. 
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Finally, a number of propositions for the future development of the project were 
realized. Enhancements both in the Smart IHU platform and the designed application 
could augment the range of possible actions and increase the potential of the system. 
Ameliorations regarding the operational stages of the installations (lighting, heating, 
appliances etc.) in the building could involve the addition of dimmers. The values of the 
consumed power could be controlled gradually allowing the decrease of the energy 
usage at a theoretical percentage. This could improve the demand response system since 
the energy consumption could be monitored in multiple spaces without obstructing the 
normal operation of the university. Also, additional interventions in the algorithm could 
provide information to the end-users regarding the update of the measurements taken by 
the sensor network. In this way, any unexpected situations could be easily traced and 
problems could be immediately repaired, without causing delays or malfunction of the 
system. 
 
 
 
 
  -83- 
 
Bibliography 
Ancillotti, E., Bruno, R. and Conti, M. (2013). The role of communication systems in 
smart grids: Architectures, technical solutions and research challenges. Computer 
Communications, 36(17-18), pp.1665-1697. 
Bleer.lbl.gov, (2010). peak | Search Results  | EETD Communications | Page 4. [online] 
Available at: https://bleer.lbl.gov//page/4/?s=peak [Accessed 13 Nov. 2014]. 
Cia.gov, (2014). The World Factbook. [online] Available at: 
https://www.cia.gov/library/publications/the-world-factbook/fields/2233.html#56 
[Accessed 15 Nov. 2014]. 
Drrc.lbl.gov, (2014). OpenADR. [online] Available at: http://drrc.lbl.gov/openadr 
[Accessed 26 Oct. 2014]. 
Energy.gov, (2014). Smart Grid. [online] Available at: 
http://energy.gov/oe/services/technology-development/smart-grid [Accessed 26 Oct. 
2014]. 
Enernoc, (2014). Automated Demand Response FAQ. [online] Enernoc.com. Available 
at: http://www.enernoc.com/our-resources/brochures-faq/automated-demand-response-
faq [Accessed 16 Nov. 2014]. 
Eia.gov, (2014). U.S. Energy Information Administration (EIA). [online] Available at: 
http://www.eia.gov/countries/country-data.cfm?fips=gr [Accessed 17 Nov. 2014]. 
Eurostat, (2014). In 2013 , CO 2 emissions in the EU28 estimated to have decrease d by 
2. 5 % compared with 2012. [online] European Commission Eurostat. Available at: 
http://epp.eurostat.ec.europa.eu/cache/ITY_PUBLIC/8-07052014-AP/EN/8-07052014-
AP-EN.PDF [Accessed 15 Nov. 2014]. 
Fadaeenejad, M., Saberian, A., Fadaee, M., Radzi, M., Hizam, H. and AbKadir, M. 
(2014). The present and future of smart power grid in developing countries. Renewable 
-84- 
and Sustainable Energy Reviews, 29, pp.828-834. 
Farhangi, H. (2010). The path of the smart grid. IEEE Power and Energy Magazine, 
8(1), pp.18-28. 
Fund, E. (2014). Smart grid: Revolutionizing our energy future. [online] Environmental 
Defense Fund. Available at: http://www.edf.org/climate/smart-grid-overview [Accessed 
26 Oct. 2014]. 
Fund, E. (2014). Infographic: Smart grid basics. [online] Environmental Defense Fund. 
Available at: http://www.edf.org/energy/infographic-smart-grid-basics [Accessed 26 
Oct. 2014]. 
Gelazanskas, L. and Gamage, K. (2014). Demand side management in smart grid: A 
review and proposals for future direction. Sustainable Cities and Society, 11, pp.22-30. 
Ghatikar, G. and Bienert, R. (2011). Grid - Interop Forum Smart Grid Standards and 
Systems Interoperability: A Precedent with OpenADR. [online] GridWise Architecture 
Council. Available at: 
http://www.gridwiseac.org/pdfs/forum_papers11/ghatikar_paper_gi11.pdf [Accessed 26 
Oct. 2014]. 
Ghatikar, R., Piette, M. and Levy, R. (2010). OpenADR 2.0 Briefing: Open Automated 
Demand Response Communications. [online] Demand Response Research Center. 
Available at: http://openadr.lbl.gov/pdf/openadr2-briefing-122110.pdf [Accessed 25 
Oct. 2014]. 
Girish, G. and Bienert, R. (2011). Smart Grid Standards and Systems Interoperability: 
A Precedent with OpenADR. [online] Demand Response Research Center. Available at: 
http://drrc.lbl.gov/sites/all/files/LBNL-5273E.pdf [Accessed 25 Oct. 2014]. 
Goli, S. (2013). 2008-2010 Research Summary: Analysis of Demand Response 
Opportunities in California Industry. [online] eScholarship. Available at: 
https://escholarship.org/uc/item/03t8k37g?query=amy%20s%20kitchen;hitNum=1#pag
e-1 [Accessed 13 Nov. 2014]. 
Haaser, B. (2013). Enabling The Standard for Automated Demand Response. [online] 
California Energy Commission. Available at: 
  -85- 
http://www.energy.ca.gov/2013_energypolicy/documents/2013-06-
17_workshop/presentations/Panel_4/03_Haaser_OpenADR_Haaser_CEC_piette.pdf 
[Accessed 26 Oct. 2014]. 
Holmberg, D., Ghatikar, G., Koch, E. and Boch, J. (2012). OpenADR Advances. 
[online] Demand Response Research Center. Available at: 
http://drrc.lbl.gov/sites/all/files/LBNL-6055E.pdf [Accessed 25 Oct. 2014]. 
Koroneos, C. and Kottas, G. (2007). Energy consumption modeling analysis and 
environmental impact assessment of model house in Thessalonikiâ€”Greece. Building 
and Environment, 42(1), pp.122-138. 
Koutitas, G. (2012). The Smart International Hellenic University project Smart I.H.U 
Applied Research on Green ICT and Smart Grids. [online] Technical Chamber of 
Greece. Available at: 
http://library.tee.gr/digital/kma/kma_m1512/kma_m1512_Koutitas.pdf [Accessed 25 
Oct. 2014]. 
Mater, J. (2014). OpenADR Technology Overview. [online] Peak Load Management 
Alliance. Available at: 
http://www.peakload.org/resource/resmgr/2013fallarchive/2_openadr_plma_tech_overv
iew.pdf [Accessed 26 Oct. 2014]. 
Openadr.lbl.gov, (2014). Demand Response Research Center. [online] Available at: 
http://openadr.lbl.gov/docs.html [Accessed 26 Oct. 2014]. 
OpenADRalliance, (2014). Enabling The Standard for Automated Demand Response 
Understanding OpenADR 2.0. [online] Available at: 
http://www.openadr.org/assets/docs/openadr%20plma%20seminar_final.pdf [Accessed 
25 Oct. 2014]. 
OpenADR alliance, (2014). FAQ. [online] Openadr.org. Available at: 
http://www.openadr.org/faq#1 [Accessed 4 Nov. 2014]. 
OpenADR alliance, (2014). The OpenADR primer. [online] Available at: 
http://www.openadr.org/assets/docs/openadr_primer.pdf [Accessed 7 Nov. 2014]. 
Papakostas, K., Michopoulos, A., Mavromatis, T. and Kyriakis, N. (2014). Changes of 
-86- 
temperature data for energy studies over time and their impact on energy consumption 
and CO 2 emissions. The case of Athens and Thessaloniki â€“ Greece. I 
NTERNATIONAL J OURNAL OF E NERGY AND E NVIRONMENT, [online] 4(1), 
pp.59-72. Available at: http://www.IJEE.IEEFoundation.org [Accessed 15 Nov. 2014]. 
Phuangpornpitak, N. and Tia, S. (2013). Opportunities and Challenges of Integrating 
Renewable Energy in Smart Grid System. Energy Procedia, 34, pp.282-290. 
Piette, M., Kiliccote, S. and Ghatikar, G. (2007). LBNL-63665 Design and 
Implementation of an Open, Interoperable Automated Demand Response Infrastructure. 
[online] Demand Response Research Center. Available at: 
http://openadr.lbl.gov/pdf/63665.pdf [Accessed 25 Oct. 2014]. 
Piette, M., Ghatikar, G., Kiliccote, S., Koch, E., Hennage, D., Palensky, P. and 
McParland, C. (2009). Open Automated Demand Response Communications 
Specification (Version 1.0). [online] Demand Response Research Center. Available at: 
http://openadr.lbl.gov/pdf/cec-500-2009-063.pdf [Accessed 25 Oct. 2014]. 
Poweritsolutions.com, (2014). Powerit Solutions Gives Companies a Head Start on New 
Demand Response Programs. [online] Available at: 
http://www.poweritsolutions.com/index.php?id=550 [Accessed 13 Nov. 2014]. 
Poweritsolutions.com, (2014). [online] Available at: 
http://www.poweritsolutions.com/index.php?id=201 [Accessed 13 Nov. 2014]. 
Rad.ihu.edu.gr, (2014). IHU Labs: Smart IHU. [online] Available at: 
http://rad.ihu.edu.gr/index.php?id=si [Accessed 26 Oct. 2014]. 
Samad, T. and Kiliccote, S. (2012). Smart grid technologies and applications for the 
industrial sector. Computers & Chemical Engineering, 47, pp.76-84. 
Smartgridnews.com, (2014). Smart Grid: The smart grid gets smarter: Here is what our 
energy future will look like. [online] Available at: 
http://www.smartgridnews.com/artman/publish/Business_Strategy/The-smart-grid-gets-
smarter-Here-s-what-our-energy-future-will-look-like-6301.html#.VE0DGclFt8t 
[Accessed 26 Oct. 2014]. 
Smartgridnews.com, (2014). Smart Grid: Smart grid market research: Renewables, 
  -87- 
smart cities, demand response and more. [online] Available at: 
http://www.smartgridnews.com/artman/publish/Business_Markets_Pricing/Smart-grid-
market-research-Renewables-smart-cities-demand-response-and-more-
6593.html#.VE0DXMlFt8t [Accessed 26 Oct. 2014]. 
Smartgridnews.com, (2014). Smart Grid: Take a look: new smart grid technology 
products that just might interest you. [online] Available at: 
http://www.smartgridnews.com/artman/publish/Business_Markets_Pricing/Take-a-
look-new-smart-grid-technology-products-that-just-might-interest-you-
6542.html#.VE0Dl8lFt8t [Accessed 26 Oct. 2014]. 
Staff Report, (2008). Assessment of Demand Response and Advanced Metering Staff 
Report. [online] Federal Energy Regulatory Commission. Available at: 
http://www.ferc.gov/legal/staff-reports/demand-response.pdf [Accessed 25 Oct. 2014]. 
Stavropoulos, T., Kontopoulos, E., Bassiliades, N., Argyriou, J., Bikakis, A., Vrakas, D. 
and Vlahavas, I. (2014). Rule-based approaches for energy savings in an ambient 
intelligence environment. Pervasive and Mobile Computing. 
Stavropoulos, T., Tsioliaridou, A., Koutitas, G., Vrakas, D. and Vlahavas, I. (2010). 
System Architecture for a Smart University Building. Artificial Neural Networks 
ICANN 2010, [online] pp.477-482. Available at: http://dx.doi.org/10.1007/978-3-642-
15825-4_6 [Accessed 25 Oct. 2014]. 
UCAIug OpenSG OpenADR, (2010). OpenADR 1.0 System Requirements 
Specification. [online] OASIS. Available at: https://www.oasis-
open.org/committees/download.php/39611/OpenSG%20OpenADR%201.0%20SRS%2
0v1.0.pdf [Accessed 25 Oct. 2014]. 
Vlahavas, I. (2014). International Hellenic University Education and Research on 
Modern Technologies and Sustainable Growth. [online] IEEE. Available at: 
http://ewh.ieee.org/r8/greece/avtc/events/auth/Vlahavas.pdf [Accessed 25 Oct. 2014]. 
Vlahavas, I., Tassiulas, L., Bassiliades, N., Vrakas, D., Koutitas, G., Stavropoulos, T. 
and Kravari, P. (2012). 1. Smart I.H.U - Applied Research on Smart Grids and Green 
ICT. 2. UTH Power Monitoring Platform. [online] TREND. Available at: 
http://www.fp7-trend.eu/system/files/content-public/377-trend-friends-workshop-volos-
-88- 
3-october-2012-presentations/smartihuwp4final2koutitas.pdf [Accessed 25 Oct. 2014]. 
Vlahavas, I., Tassiulas, L., Bassiliades, N., Vrakas, D., Koutitas, G., Stavropoulos, T. 
and Kravari, P. (2012). 1. Smart I.H.U - Applied Research on Smart Grids and Green 
ICT. 2. UTH Power Monitoring Platform. [online] Webcache.googleusercontent.com. 
Available at: 
http://webcache.googleusercontent.com/search?q=cache:vT1UfLWCA1IJ:www.fp7-
trend.eu/system/files/content-public/377-trend-friends-workshop-volos-3-october-2012-
presentations/smartihuwp4final2koutitas.pdf+&cd=1&hl=el&ct=clnk&gl=uk&client=fi
refox-a [Accessed 25 Oct. 2014]. 
Vlahavas, I. (2014). International Hellenic University Education and Research on 
Modern Education and Research on Modern Technologies and Sustainable Growth. 
[online] IEEE. Available at: http://ewh.ieee.org/r8/greece/avtc/events/auth/Vlahavas.pdf 
[Accessed 25 Oct. 2014]. 
Zuber, J. (2012). OpenADR 2.0. [online] IEEE Buenaventura Section. Available at: 
http://www.ieee-bv.org/wp-
content/uploads/2012/10/OpenADR_IEEE_Meeting_100412.pdf [Accessed 25 Oct. 
2014]. 
Zuber, J. (2012). OpenADR 2.0 Developers Workshop. OpenADR: The Standard for 
Automated Demand-Response.. [online] QualityLogic. Available at: 
http://www.qualitylogic.com/tuneup/uploads/docfiles/OpenADR-Workshop.pdf 
[Accessed 26 Oct. 2014]. 
 
 
 
 
 
 
  -89- 
 
Appendices 
 
Figure 27: Class diagram displaying the entities of the utility DR Event.  
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Figure 28: Class diagram displaying the participant account entities. 
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Figure 29: Class diagram displaying the participant bid entity. 
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Figure 30: Class diagram displaying the participant opt Out State entities.  
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Figure 31: Class diagram displaying the participant feedback entities.  
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Figure 32: A class diagram which displaying the utility logs and the client alarms. 
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Figure 33: Class diagram displaying the DR Event State entities. 
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Figure 34: DR Event Constraint model.  
 
