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ABSTRACT 
This study investigates how to implement seamless interaction between a mobile device and a digital 
information board. Using existing and widespread technology, we wanted to implement a wireless 
interaction requiring no cables or configuration of the devices. Through analysis and comparison of 
existing technologies, we found Bluetooth to be a well-suited technology for determining whether the 
devices were present and within range of each other. The interaction was made possible by sending and 
receiving data over the internet through a LAMP server acting as intermediary. Using an iterative 
approach to the development process resulted in two Java-applications: an Android application for the 
mobile device and an application for the digital information board. After the completion of the final 
prototype we performed system tests which revealed potential new features, alternative approaches 
and possible future optimizations. 
  
  
INDHOLDSFORTEGNELSE 
1 INDLEDNING .................................................................................................................................................. 1 
1.1 PROBLEMFORMULERING ..................................................................................................................................... 3 
1.2 AFGRÆNSNING ................................................................................................................................................. 3 
1.3 KILDEKODE....................................................................................................................................................... 4 
2 PROBLEMANALYSE ........................................................................................................................................ 5 
2.1 VALG AF ENHEDER ............................................................................................................................................. 5 
2.2 VALG AF CASE ................................................................................................................................................... 7 
2.3 PLANLÆGNING OG PROCES .................................................................................................................................. 9 
2.3.1 Version 0.1 ............................................................................................................................................. 11 
2.3.2 Version 0.2 ............................................................................................................................................. 12 
2.3.3 Version 0.3 ............................................................................................................................................. 13 
2.3.4 Version 1.0 ............................................................................................................................................. 13 
2.3.5 I fremtiden ............................................................................................................................................. 15 
2.4 DESIGNOVERVEJELSER ...................................................................................................................................... 16 
2.4.1 Identifikation og tilstedeværelse ............................................................................................................ 16 
2.4.2 Udvikling ................................................................................................................................................ 19 
2.4.3 Serverarkitektur ..................................................................................................................................... 21 
2.4.4 Kommunikationsformat ......................................................................................................................... 22 
2.5 OPSUMMERING .............................................................................................................................................. 26 
3 BRUGERVEJLEDNING ................................................................................................................................... 27 
3.1 MINIMUMSKRAV FOR BRUGEREN ....................................................................................................................... 28 
3.2 SÅDAN VIRKER LØSNINGEN ................................................................................................................................ 29 
3.3 SÅDAN BRUGES LØSNINGEN ............................................................................................................................... 31 
3.4 MINIMUMSKRAV FOR BRUGEREN ....................................................................................................................... 34 
4 PROGRAMBESKRIVELSE ............................................................................................................................... 35 
4.1 SERVER ......................................................................................................................................................... 35 
4.1.1 Arkitektur ............................................................................................................................................... 35 
4.1.2 Forespørgsler ......................................................................................................................................... 37 
4.1.3 Databasestruktur ................................................................................................................................... 41 
  
4.1.4 Web-API ................................................................................................................................................. 43 
4.2 INFOSKÆRM ................................................................................................................................................... 48 
4.2.1 Krav til infoskærm .................................................................................................................................. 48 
4.2.2 Find mobile enheder .............................................................................................................................. 48 
4.2.3 Kommunikation til server ....................................................................................................................... 51 
4.2.4 Præsentation .......................................................................................................................................... 53 
4.3 MOBIL-APPLIKATIONEN .................................................................................................................................... 61 
4.3.1 Kommunikation med server ................................................................................................................... 61 
4.3.2 Aktiviteter .............................................................................................................................................. 65 
4.3.3 Implementering...................................................................................................................................... 72 
5 AFPRØVNING............................................................................................................................................... 83 
5.1 UDVIKLINGSPROCES ......................................................................................................................................... 83 
5.2 SYSTEMTESTS ................................................................................................................................................. 85 
5.2.1 Test af lokalebooking af flere brugere på samme tid ............................................................................ 85 
5.2.2 Dataforbrug ........................................................................................................................................... 86 
5.2.3 Overvejselser efter dataforbrugstests.................................................................................................... 90 
5.2.4 Overvejelser efter begge tests ............................................................................................................... 93 
5.2.5 Fejlkilder i test af Bluetooth-enhedssøgning .......................................................................................... 94 
6 VERSION 2.0 ................................................................................................................................................ 95 
6.1 ALTERNATIVER ................................................................................................................................................ 95 
6.1.1 GET-metode versus POST-metode ......................................................................................................... 95 
6.1.2 Den søgende part i Bluetooth-identifikationen ...................................................................................... 95 
6.2 TILFØJELSER ................................................................................................................................................... 96 
6.2.1 Tjek for internetforbindelse på den mobile enhed ................................................................................. 96 
6.2.2 Udviklingen af InteractApp til flere styresystemer ................................................................................. 97 
6.2.3 Udvidet brugertilmelding, verifikation og login ..................................................................................... 97 
7 KONKLUSION ............................................................................................................................................... 99 
8 PERSPEKTIVERING ..................................................................................................................................... 101 
9 LITTERATUR ............................................................................................................................................... 103 
10 BILAG ........................................................................................................................................................ 107 
10.1 RESULTATER FRA TESTS ................................................................................................................................... 107 
10.1.1 Dataforbrugstest ............................................................................................................................. 107 
  
10.1.2 Bluetooth-enhedssøgning ................................................................................................................ 108 
10.1.3 Logfiler ............................................................................................................................................. 108 
10.2 KILDEKODE................................................................................................................................................... 109 
10.2.1 Mobil-applikation (InteractApp) ...................................................................................................... 109 
10.2.2 Infoskærm (InteractingDevices) ....................................................................................................... 156 
10.2.3 Server ............................................................................................................................................... 177 
Kapitel 1 - Indledning 
1 
1 INDLEDNING 
Kabler, adgangskoder og besværlige konfigurationer. Vi kender alle udfordringerne med, at forskellige 
teknologier skal kommunikere med hinanden. Hvad end vi ønsker at hente eller sende data til eller fra 
forskellige digitale enheder, så kræver det ofte en større arbejdsindsats at få det til at ske. Hvorfor er det 
ikke blot at lave en simpel bevægelse på sin smartphone, for derefter at få det vist på en anden enhed? 
Microsoft Research udgav i 2011 videoen “Productivity Future Vision” (se link nedenfor), hvori de gav 
deres bud på, hvordan hverdagen kunne forbedres ved hjælp af teknologi. Et af omdrejningspunkterne 
var gnidningsfri interaktion på tværs af enheder såsom smartphones, tablets og computere. Microsoft 
fremviste blandt andet visionen om, hvordan man for eksempel med en simpel nedadgående bevægelse 
på en smartphone, fik vist et skærmbillede som gav mulighed for at donere penge til et velgørende 
formål, som blev vist på en reklameskærm i metroen. Samme vision kom til udtryk, da Corning, som 
producerer glas til mobile enheder, samme år udgav videoen “A day made of glass” (se link nedenfor). 
Her gav de deres bud på fremtidens teknologiske hverdag og på, hvordan kommunikationen på tværs af 
forskellige teknologiske enheder, kan gøre hverdagen lidt lettere. Her blev blandt andet vist, hvordan 
man, ved at placere en smartphone på et bord, kunne bruge bordet som skærm for en videosamtale 
eller til at fremvise data fra smartphonen. 
  
Microsoft Reseach: “Productivity Future Vision” 
http://www.youtube.com/watch?v=a6cNdhOKwi0 
Corning: “A day made of glass” 
http://www.youtube.com/watch?v=6Cf7IL_eZ38 
Ikke alt hvad der vises i disse visioner, indebærer teknologiske muligheder, som ligger lige rundt om 
hjørnet. Dertil kan det diskuteres, hvorvidt alt hvad der vises i videoerne, er, hvad man ønsker i 
fremtiden. Desuden har firmaerne tydeligvis også gjort sig nogle kunstneriske og kreative friheder, da 
videoerne blev produceret. Mange af interaktionerne foregår intuitivt, ligesom man får et indtryk af, at 
al teknologi er meget integreret og sammenkoblet. På trods for disse perspektiver, er flere af de 
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teknologiske tanker interessante at lade sig inspirere af og arbejde videre med. Især ét aspekt og 
gennemgående tema gjorde indtryk på os, nemlig den gnidningsfi og håndgribelige interaktion. 
Interaktionen skal ses som påvirkning af begge enheder - en slags tovejskommunikation, hvor én enhed 
udfører en handling, som påvirker den anden enhed og omvendt. Det skal ske gnidningsfrit, altså uden 
kabler og konfiguration for brugeren, blot ved at enhederne er i nærheden af hinanden. 
Med inspiration fra disse visioner, har vi forsøgt at udtænke og implementere en løsning, som tager 
udgangspunkt i en realisering af en forholdsvis gnidningsfri kommunikation på tværs af forskellige 
teknologiske enheder. Vi ønskede et system, som kunne realiseres ved hjælp af teknologi, der i forvejen 
er udbredt og tilgængelig for den enkelte bruger. Derfor faldt valget på mobile enheder i form af 
smartphones, som skulle interagere med en skærm, der ellers ofte indeholder statisk information, som 
vi fremover henviser til som infoskærm. 
Vi har udviklet to funktionsdygtige applikationer i Java til henholdsvis den mobile enhed, som benytter 
en Android-platform, og til infoskærmen, som kan køre på forskellige platforme. Der benyttes Bluetooth 
til at bekræfte, at enhederne er i nærheden af hinanden. Desuden bruges internettet til dataoverførsel 
mellem enhederne (HTTP). Dataoverførslen sker indirekte gennem en LAMP-server, hvortil der er 
udarbejdet en MySQL-database og et PHP-script. Hele løsningen, det vil sige mobil-applikationen, 
infoskærmen og LAMP-serveren samt kommunikationen imellem dem, kalder vi interaktionssystem. 
Interaktionssystemet har vi efterfølgende udført afprøvninger af, hvis resultater har givet anledning til 
mulige tilføjelser, alternativer og potentielle optimeringer. 
For lettere at kunne illustrere systemets funktionalitet, har vi valgt at eksemplificere 
interaktionssystemet i en valgt case, som er Roskilde Universitet, med funktioner henvendt hertil. Vi har 
altså udviklet et system med tilstedeværende teknologi, hvor studerende kan interagere med 
infoskærmene på Roskilde Universitet, ved hjælp af deres smartphone. Med inspiration fra førnævnte 
fremtidsvisioner, har vi dog forsøgt at skrive kildekoden med henblik på, at interaktionssystemet i en 
eventuel fremtid kunne udvides til at benyttes i andre sammenhænge, for eksempel på det lokale 
pizzaria, i banken eller på perronen når man venter på toget. 
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1.1 PROBLEMFORMULERING 
Hvordan kan man implementere interaktion mellem en smartphone og en infoskærm? 
Med implementering forstås udvikling af et fungerende interaktionssystem, som kan håndtere 
interaktion mellem de to enheder, med henblik på, at den mobile enhed (smartphone) kan hente og 
sende data fra infoskærmen. Interaktion skal samtidig ses som en gensidig påvirkning fra begge enheder. 
Med andre ord, hvor én enhed udfører en handling, som påvirker den anden enhed og omvendt. Et 
eksempel kan være, at den ene enhed, beder den anden enhed om at fremsende den data, som den 
viser. For at fokusere projektet tages der udgangspunkt i interaktion mellem to specifikke enheder: en 
smartphone og en infoskærm. Begrundelsen for disse valg, fremgår af afsnittet 2.1 Valg af enheder, 
senere i dette kapitel. Det bør dog nævnes, at vi definerer en smartphone, som værende en 
mobiltelefon, der har en bevægelsesfølsom skærm med muligheder for at udføre handlinger, 
sammenligneligt med en computer. En infoskærm definerer vi som en skærm, der, enten direkte eller 
indirekte, er tilkoblet en computer, hvorfra der vises informationer, såsom afgangs- og ankomsttider på 
en togstation. Som senere vil blive beskrevet, har vi valgt at tage udgangspunkt i en case, som bruges til 
at fremvise eksempler på, hvordan interaktionen kan fungere. Disse eksempler er dog ikke ment som 
endelige implementerede løsninger, og kan derfor ikke i sin nuværende form indgå i en reel 
brugssituation. 
1.2 AFGRÆNSNING 
Som vi senere vil komme ind, så benyttes konkrete teknologier, baseret på en analyse af tilgængelige 
teknologiske muligheder. For at skabe et klart fokus i projektet vil der derfor ikke blive foretaget en 
dybere forklaring af andre teknologier eller deres sammenspil. 
Projektets fokus er på at skabe interaktionen mellem de to enheder: en mobil enhed (smartphone) og 
en infoskærm. For at opnå dette, er der udviklet applikationer til begge enheder. Da fokuset er 
interaktionen er der kun i begrænset omfang taget beslutninger om brugerflade, grafisk design og 
brugervenlighed generelt. Hvis resultatet af projektet skal indgå i en konkret brugssituation, vil disse 
overvejelser være relevante, forud for en endelig lancering. 
I forhold til teknologier og programmeringssprog, har vi fokuseret skarpt på, at udvikle 
interaktionssystemet selv, men brugt eksisterende biblioteker til, at klarer de mere underliggende 
funktioner. Her kan nævnes funktioner til Bluetooth, læsning af indhold af bestemte tekstformater, og 
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kommunikation over internettet. Vi går derfor ikke ind i forklaring og analyse af de konkrete 
underliggende teknologier og bibliotekernes implementeringer, men forklarer i stedet, hvorledes vi har 
benyttet funktionerne og hvordan det virker i samspil med resten af vores interaktionssystem. 
Der er tidligere beskrevet, at interaktionen i vores tilfælde, skal ses som kommunikation mellem 
enheder, der er i nærheden af hinanden. Vi har i dette projekt valgt at fokuserer på, at enheder er i 
nærheden af hinanden, og ikke differere for hvorvidt man er tættest på en infoskærm fremfor en anden. 
Med andre ord antages det, at en enhed kun er i nærheden af én infoskærm på samme tid. Selvom 
interaktionssystemet sagtens kan håndterer flere forespørgsler fra forskellige mobile enheder på samme 
tid, så er dette aspekt kun i begrænset udstrækning udforsket i denne rapport. 
I afsnittet 2.2 Valg af case beskrives, hvordan vi har valg at tage udgangspunkt i et konkret eksempel for, 
at udarbejde en implementering, der benytter interaktionen mellem de to enheder. Vi går i rapporten 
ikke helt i dybden med denne implementering, men præsenterer den som et eksempel på, hvorledes 
interaktionen kan bruges i praksis. Vi har valgt to typer implementeringer, som bliver forklaret og 
danner grundlag for eksempler på dele af interaktionssystemet. Det er blot vigtigt at forstå, at det er 
eksempler, og ikke et udtryk for en konkret færdig defineret implementering, blandet andet jævnfør de 
begrænsede overvejelser om brugervenligheden. 
1.3 KILDEKODE 
Kildekoderne for interaktionssystemet fremgår af bilagene, men kan også hentes kan findes her: 
 
http://akira.ruc.dk/~modajo/interactingdevices/kildekode.html  
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2 PROBLEMANALYSE 
Med undersøgelsesfeltet på plads i forrige kapitel, vil problematikkerne i forbindelse med valg af 
enheder til interaktionen og valget af case blive analyseret i dette kapitel, med henblik på forklare 
baggrunden for valgene. Derefter vil planlægningen og udførelse af projektet blevet beskrevet, herunder 
hvordan vi har arbejdet iterativt ved, at udarbejde forskellige versioner af det færdige 
interaktionssystem. Til sidst analyseres forskellige valg i forhold til designet af interaktionssystemet, som 
resulterer i konkrete valg af teknologier og arkitektur for løsningen. 
2.1 VALG AF ENHEDER 
Vores tanker om, hvordan enheder skulle interagere med hinanden, resulterede i, at den ene enhed i 
interaktionen skulle agere bruger, mens den anden teknologi skulle agere stationær enhed for 
udbyderen. Med bruger henviser vi til den dynamiske del af systemet, nemlig den som kan befinde sig 
foran forskellige skærme og ikke er bundet til en bestemt lokalitet. Med udbyder henviser vi til det firma, 
individ eller den organisation som har opsat en eller flere skærme til brug i interaktionssystemet, som 
bliver præciseret i afsnittet 2.2 Valg af case. 
Interaktionen der skulle ske, når den ene enhed blev taget i brug, skulle helt eller delvist bestemme 
indholdet af den anden enhed. Det var desuden vigtigt for os, at enheden som bestemte indholdet på 
den anden enhed, var unik, for hver person der benyttede systemet. På den måde kunne 
brugerenheden samtidig fungere som en identifikation af personen, der benyttede den. På baggrund af 
dette mente vi ikke, at bruger-enheden var noget, den enkelte udbyder skulle stille til rådighed for 
brugerne, men nærmere, at den enkelte person allerede var i besiddelse af enheden. Da smartphones i 
stigende grad indtager mobiltelefonmarkedet (Bay, 2012), og er blevet hvermandseje, mente vi, at 
denne enhed var en oplagt mulighed at benytte som personlig interaktionsenhed med 
bevægelsesfølsom skærm for brugeren. Ved at vælge en sådan enhed, kunne andre mobile enheder, 
eksempelvis tablets, også benytte interaktionssystemet. 
Herefter skulle vi afgøre, hvilken anden enhed den mobile enhed skulle interagere med. Da vi mente, at 
enheden, som man skulle interagere med, skulle have mulighed for at visualisere den data man sendte 
frem og tilbage, mente vi, at en forholdsvist simpel skærm ville kunne klare dette job. Vi blev inspireret 
af de skærme man møder i hverdagen, der bliver brugt som enheder, hvor man kan læse om relevante 
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informationer, såsom tidstavlerne på togstationer. Mange skærme fungerer i stedet for statiske plakater 
af papir såsom togtider som førhen var på tryk til et mere dynamisk og let udskifteligt indhold på en 
skærm. Andre eksempler på skærme ses i biografer, tøjbutikker samt reklame- og oversigtsskærme i 
indkøbscentre.  
I vores tilfælde var det relevant at benytte en skærm med denne mulighed for visualisering og let 
udskifteligt indhold. Samtidig var det et krav, at skærmen have en indbygget computer eller var tilkoblet 
en. Computeren skal køre et bredt benyttet styresystem, hvortil der kan programmeres i et eksisterende 
og udbredt programmeringssprog. En sådan skærm, med disse egenskaber, definerer vi som en 
infoskærm. De konkrete specifikationer bliver analyseret og beskrevet i afsnittet 2.4 Designovervejelser.  
Desuden var vores ønske også, at data kun kunne sendes mellem enhederne, hvis de var i nærheden af 
hinanden. Ligeledes ønskede vi, at interaktionen skulle foregå således, at brugeren havde den ene del af 
interaktionssystemet, og udbyderen den anden del. På denne måde ville det være nemt at 
implementere interaktionssystemet i flere sammenhænge end den case, som vi ville eksemplificere 
interaktionssystemet i. Begge parter ville være i besiddelse af den nødvendige teknologi til at realisere 
dette, hvilket betyder, at udbyderen ikke skal have andet end en infoskærm, som mange i forvejen har 
stående, med det lille men at der dog er nogle tekniske krav til infoskærmen, som vil blive uddybet 
senere i afsnittet 2.4.2.1 Infoskærmen. 
Med de to enheder valgt, den mobile enhed og infoskærmen, ønskede vi at lave vores bud på et 
gnidningsfrit interaktionssystem mellem disse enheder. Vi mente, at det ville være nemmere at udvikle 
og demonstrere systemet ved at tage udgangspunkt i en specifik implementering af systemet. Derfor 
besluttede vi at tage udgangspunkt i en case, som skulle fungere som eksempel på, hvordan systemet 
kunne bruges i praksis. Næste afsnit vil derfor omhandle valget af casen. 
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2.2 VALG AF CASE 
Beskrivelsen af interaktionerne der foregår i videoerne, er meget sigende for, hvad vi selv ønsker at 
arbejde med og forhåbentligt kommer i nærheden af - omend på et væsentligt mindre kompliceret plan. 
I den forbindelse har vi brug for en case, som muliggør realistiske og eksemplificerende scenarier at 
arbejde ud fra.  
Da vi hovedsageligt interesserer os for selve interaktionen og teknologien bag, en sådan interaktion, var 
det vigtigt, at vi beholdt et vist abstraktionsniveau. Det vil sige, at vi igennem vores arbejde med casen, 
skulle sørge for, at de resultater og det produkt vi endte ud med, var let at udvide på både funktionalitet 
og skala, ligesom det i øvrigt skulle være fleksibelt i forhold til kontekst. Udover at vores valg af case har 
indflydelse på ovenstående forhold, har selve konstruktionen og tilrettelæggelsen af kode og arkitektur 
det også. Hvordan vi, i kraft af kode og arkitektur, har indrettet os efter ovenstående ambitioner i 
forhold til kontekstuafhængighed, realisme og eventuelle udvidelser af funktionaliteter, vil blive uddybet 
nærmere i kapitlet 4 Programbeskrivelse.   
Valget faldt ret hurtigt på Roskilde Universitet, som ramme for vores case, af flere årsager. 
For det første, var Roskilde Universitet et nærliggende valg, da der i flere bygninger er opsat infoskærme, 
som rent teknisk fungerer på en måde, som gør dem forholdsvist lette at arbejde med. Kort fortalt, 
sidder der bag på infoskærmene en lille computer, som blot viser en webside i en browser. Websiden 
der vises er forholdsvist tilpasset brugerne af instituttet CBIT, hvorfor der vises, i hvilke lokaler 
forskellige forelæsninger og arrangementer foregår, samt en oversigt over togtider fra Trekroner station.
  
Desuden kan man argumentere for, at infoskærmene, med deres nuværende funktionalitet og 
konfiguration, måske ikke udnyttes til deres fulde potentiale. Vi fandt det nærliggende at tage 
udgangspunkt i infoskærmene, da vi forholdsvist hurtigt kunne komme på flere forskellige forslag til 
udvidelse af brug og funktionalitet. Vi mente i øvrigt, at vi, ved at arbejde med infoskærmene, lever op 
til vores eget kriterium og ønske om, at casen skal være generaliserbar og let at sætte i en anden 
kontekst. Det skyldes, at der mange steder, udover Roskilde Universitet, er opsat infoskærme, som alle 
løser en konkret opgave. At den ønskede funktionalitet i vores tilfælde involverer interaktion, er muligvis 
en temmelig radikal idé, når mediet, altså infoskærme, i langt de fleste tilfælde er kendetegnet ved 
envejskommunikation. Vi så gerne at vores færdige løsning, kunne afprøves og fungere på allerede 
opsatte infoskærme, blandt andet for at gøre casen så realistisk som muligt. Derfor var det blandt andet 
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både praktisk og oplagt, samt nemmere rent logistisk, at arbejde med infoskærmene på Roskilde 
Universitet, da vi har vores daglige gang der.  
For at arbejde med interaktion på en måde, der var realistisk, valgte vi lokalebooking, da det var et 
system som vi kunne få adgang til på Roskilde Universitet. Roskilde Universitets infoskærme har allerede 
visningen af lokalebookinger, som en central funktionalitet. Derfor kunne vi forestille sig data som både 
kunne hentes fra infoskærmen (herunder en liste over ledige lokaler) samt at sende data til skærmen i 
form af booking af et specifikt lokale. Det eksisterende bookingsystem, som infoskærmene henter 
oplysninger fra, har dog den begrænsning at de studerende ikke selv har mulighed for at booke lokaler, 
selvom der på campus er mange deciderede rum beregnet og afsat til gruppearbejde (afsnittet 4.2 
Infoskærm for teknisk forklaring af bookingsystemet). Vi vælger dog at antage, at dette på sigt bliver 
muligt, eftersom der er overvejelser på studiet om at åbne op for denne mulighed. 
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2.3 PLANLÆGNING OG PROCES 
I et datalogiprojekt som vores, hvor vi skal undersøge og arbejde med forskellige teknologier, hvoraf 
flere er nye for os, kan dét at lægge og følge en plan, være en udfordring. I dette afsnit er der fokus på 
den udviklingsmæssige planlægning, for at beskrive og visualisere interaktionssystemets proces. 
Inden vi for alvor gik igang med udviklingen, lagde vi en overordnet plan for, hvad vores mål var, hvilke 
skridt der skulle tages, og i hvilken rækkefølge disse skridt skulle udføres for at nå i mål.  
Efter at have besluttet, hvilke teknologier vi ville arbejde med og hvordan, var første skridt at få 
kommunikationen mellem de to enheder til at virke, altså kommunikationen mellem den mobile enhed 
og infoskærm. Vores metodiske tilgang til udviklingen af interaktionssystemet var iterativ. En iterativ 
tilgang betyder i dette tilfælde, at vi løbende har udviklet fungerende prototyper af systemet, testet 
dem, og derefter arbejdet videre på prototypen. Baseret på denne tilgang opstillede vi tre delmål, som 
hver ville blive udviklet, testet og danne grundlag for næste iteration i udviklingsprocessen. De tre 
delmål var: 
1. Interaktionssystemet skal virke, så det er muligt at hente og sende data til/fra infoskærmen fra 
den mobile enhed 
2. Når den basale interaktionen er på plads, skal der udarbejdes et mindre eksempel, som viser en 
brugssituation. Det simple eksempel blev, at den mobile enhed kunne hente samme farve, som 
blev vist på infoskærmen. Farven skulle skifte løbende, og dermed vise dynamikken i systemet. 
3. Efter det korte eksempel virker, skal der implementeres en løsning, som tager udgangspunkt i 
casen. Eksemplet var lokalebooking på Roskilde Universitet, og bliver senere forklaret i afsnittet 
2.2 Valg af case. 
For at repræsentere vores planlagte delmål og afspejle processen, har vi valgt at dele processen op i en 
versionering, hvor hver ny version repræsenterer et væsentligt udviklingsmæssigt fremskridt, som var et 
delmål fra vores planlægning. Vi har inddelt disse delmål i fire overordnede versioner af 
interaktionssystemet, selvom vi i realiteten har haft hundredvis af iterationer med løbende forbedringer. 
Versionerne repræsenterer som sagt delmål fra vores planlægning, så der i denne fremstillingen er en 
vis kronologi. 
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Figur 1 - Visualisering af de forskellige versioner af interaktionssystemet 
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2.3.1 VERSION 0.1 
I den tidligste fungerende version, havde vi fået kommunikationen mellem den mobile enhed og 
infoskærm til at virke. Indholdet der sendtes var statisk og meningsløst, men det at vi kunne sende og 
modtage data, omend det ikke var i den tiltænkte form eller det rigtige format, opfyldte vores første 
udviklingsrelaterede delmål. 
 
 
  
Figur 2 - Mobil-applikation og infoskærm (version 0.1) 
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2.3.2 VERSION 0.2 
Med  den basale kommunikation på plads, begyndte vi at fokusere på det indhold der skulle udveksles 
mellem de to enheder, den mobile enhed og infoskærmen. I denne version var vi stadig ikke kommet 
nærmere en meningsfyldt dataudveksling i kontekstuel forstand, altså i forhold til den konkrete case. Til 
gengæld havde vi fået løst et andet væsentligt krav, til den færdige implementering, nemlig at det 
indhold der blev udvekslet nu var dynamisk frem for statisk. I forrige version blev der blot sendt, den 
samme, prædefinerede tekststreng, mens vi nu var i stand til, på den mobile enhed, at matche en 
tilfældigt genereret baggrundsfarve, der skiftede hvert andet sekund.  
 
  
Figur 3 - Mobil-applikation og infoskærm (version 0.2) 
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2.3.3 VERSION 0.3 
Muligheden for at sende dynamisk indhold gav anledning til, at vi nu kunne komme nærmere på en 
realistisk brugssituation. Før vi dog kunne implementere den endelige løsning for nøjagtigt, hvad der 
skal udveksles af indhold, valgte vi at implementere en brugertilmelding, så vi havde styr på, hvem der 
kunne udveksle data med infoskærmen. Derfor var milepælen og delmålet i version 0.3, at man nu var i 
stand til (og nødt til) at oprette sig som bruger i systemet, før man var i stand til at interagere med 
infoskærmen. Både de designmæssige og tekniske overvejelser, der ligger til grund for interaktionen, 
begrundes i afsnittet 2.4 Designovervejelser. 
 
   
Figur 4 - Mobil-applikation og infoskærm (version 0.3) 
2.3.4 VERSION 1.0 
Som den mere eller mindre kreative versionsnavngivning måske antyder, er der sket et stort spring 
mellem forrige version og denne. Der har været mange iterationer, som ikke har fået sin egen version, 
men som alle har behandlet problematikker, som har været nødvendige at arbejde med og løse, en af 
gangen. Denne version er endelig i forhold til vores mål i den forstand, at vores system er 
implementeret i forhold til casen, altså den specifikke kontekst. Det der konkret er bygget ovenpå i 
forhold til forrige version, er bookingsystemet, samt at der, på infoskærmen, skiftes mellem to 
forskellige skærmbilleder, hvoraf det ene er nyt. Det nye skærmbillede, som reklamerer for et event, er 
et godt eksempel på et fremskridt, som var væsentligt, men hvis løsning og implementering blot var en 
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del af et delmål, og derfor ikke gav anledning til en nævneværdig versionering. I bookingsystemet har 
der været mange lignende problematikker, som måtte behandles enkeltvist, og hvis succesfulde 
implementering alle var små sejre, men på samme måde ikke gav anledning til en selvstændig version. 
Et eksempel på en sådan problematik, som var nødvendig at løse i forhold til selve bookingsystemet, var, 
muligheden for at tjekke om et lokale er ledigt. Man kan argumentere for, at der lå lige så meget arbejde 
i at løse dét problem, som der gjorde i at gå fra version 0.1 til 0.2. 
   
Figur 5 - Mobil-applikation og kalender (version 1.0) 
 
Figur 6 - Infoskærm (version 1.0) 
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2.3.5 I FREMTIDEN 
Vi har med vores interaktionssystem haft nogle minimumskrav til, hvornår vi synes, at vi havde udviklet 
noget, som levede op til de mål vi havde sat. Vores fokus på at beholde et vist abstraktionsniveau i 
planlægning og udvikling så vores resultater og produkt er generaliserbare, har krævet overvejelser og 
nøje planlægning. Vi nåede at implementere, de minimumskrav vi havde, men som med alle andre 
projekter, der kører på en deadline, er der altid ekstra funktionaliteter, man kunne have undersøgt 
videre, hvis man havde haft den fornødne tid til at lave flere iterationer og versioner. Formålet med 
dette afsnit har været at illustrere, hvad vi har nået, og i hvilken rækkefølge uden at gå i detaljer eller 
fortælle om, hvad vi ville prioritere, hvis vi for eksempel havde et halvt år og en pose penge til at udvikle 
yderligere. Den detaljerede beskrivelse af beslutningsprocesserne følger i næste afsnit, mens 
overvejelserne til en eventuel version 2.0, kommer i sidste del af rapporten, grundet dens 
perspektiverende karakter. 
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2.4 DESIGNOVERVEJELSER 
I forrige afsnit beskrev vi, hvorledes planlægningen og processen af projektet er foregået. I det følgende 
beskrives de overvejelser, som har påvirket designet af interaktionssystemet og tilhørende teknologier. 
Disse overvejelser ender ud i konkrete valg angående arkitektur og teknologier, som i kapitlet 4 
Programbeskrivelse forklares i forhold til den konkrete implementering af løsningen. 
2.4.1 IDENTIFIKATION OG TILSTEDEVÆRELSE 
For at skabe gnidningsfri interaktion mellem enheder, som ikke forudsætter konfiguration og direkte 
forbindelser (for eksempel kabler), var der behov for at skabe identifikation af de enkelte enheder 
baseret på tilstedeværelse - altså at enhederne er i nærheden af hinanden. 
Vi har derfor behov for en teknologi, som på den ene eller anden måde kan: (1) Identificere den enkelte 
enhed, (2) bekræfte at enhederne er i nærheden af hinanden (indenfor en rimelig afstand) og (3) bruges 
til at sende og modtage data. 
Samtidig ønskede vi, at interaktionssystemet skulle være muligt at implementere med eksisterende 
teknologier, som allerede bruges af en bred gruppe af brugere. Som nævnt i afsnittet 2.1 Valg af 
enheder, skulle der desuden tages udgangspunkt i en mobil enhed (altså en smartphone eller en tablet), 
som skulle kommunikere med en infoskærm. 
Med disse kriterier stod vi med følgende tre teknologier, som er til stede i moderne mobile enheder og 
kunne implementeres på en infoskærm med tilhørende eller indbygget computer: (1) Near Field 
Communication, (2) Wi-Fi og (3) Bluetooth. 
Near Field Communication (“NFC”) er en teknologi, der gør det muligt at overføre data på korte 
afstande. Da vi har behov for at kunne afgøre, hvilke enheder der er i nærheden af hinanden, for 
dermed at kunne foretage selve kommunikation, der muliggør interaktionen, kunne NFC som 
udgangspunkt lyde interessant. Som nævnt er NFC-chips designet til at operere på kortere afstande, 
“oftest mellem 4 og 20 centimeter” (Nosowitz, 2011). Hvis NFC skulle benyttes til at klare al 
kommunikation mellem enhederne vil det derfor kræve, at enhederne hele tiden var meget tæt på 
hinanden. Man kan dog også vælge at se NFC, som en fysisk måde at bekræfte tilstedeværelsen overfor 
den infoskærm, som man ønsker at interagere med, og benytte en anden teknologi til selve 
kommunikationen af data.  Enkelte mobile enheder har i dag NFC chips indbygget (NFCworld.com, 2013), 
hvilket muliggør sådanne scenarier, men teknologien er stadig begrænset til nyere mobile enheder og 
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dækker derfor ikke vores kriterium om, at ramme en bred brugerskare. Desuden er der for eksempel 
ikke NFC-chip i iPhones, som mange også benytter sig af (Nosowitz, 2011). 
Wi-Fi benyttes til trådløs kommunikation over større afstande, sammenlignet med NFC, med høj 
hastighed, og benyttes til at skabe trådløs adgang til lokale netværk, som også kan være tilkoblet 
internettet (wi-fi.org, 2013). Teknologien er meget udbredt og findes i stort set alle moderne computere, 
hvad end det er i form af klassiske computere som stationære og bærbare samt i moderne enheder 
såsom smartphones, tablets og smart-TVs. Udbredelsen af Wi-Fi ville derfor kunne ses som en fordel for 
at udbrede interaktionssystemet til en større brugergruppe. Med Wi-Fi er det desuden muligt at 
kommunikere med andre enheder, idet de er på samme netværk. Dét at der er tale om 
netværkskommunikation, giver også mulighed for at benytte de enkelte enheders MAC-adresse, som er 
et unikt id, hvert netværkschip har (Null & Lobur, 2003). Dette id sendes desuden af netværkskortet, og 
kan derfor bruges som identifikation. Eftersom Wi-Fi er designet til kommunikation over længere 
afstande, kunne det som udgangspunkt gå imod kravet om tilstedeværelse, idet det kan blive svært at 
indskrænke en reel position, fordi den mobile enhed vil kunne opholde sig i en større radius fra Wi-Fi 
kilden, modsat NFC. Problematikken kunne måske løses ved at triangulere Wi-Fi signal fra flere kilder, 
men det komplicerer infrastrukturen omkring infoskærmen. På Roskilde Universitet findes en del Wi-Fi 
access points, hvorfor det måske ikke ville blive et problem i vores konkrete eksempel, men da vi ønsker 
at interaktionssystemet og dets arkitektur bliver så abstrakt som muligt, er vi nødt til at erkende denne 
problematik. 
Bluetooth er en teknologistandard for trådløs overførsel af data på korte afstande. Bluetooth bruger 
strøm, hvilket en passiv NFC-chip ikke gør (Nosowitz, 2011). Til gengæld er det ikke meget strøm 
Bluetooth bruger, da det er udviklet med henblik på håndholdte, batteridrevne enheder. Bluetooth-
enheders radiokomponent er typisk delt op i tre klasser, afhængigt af den rækkevidde de muliggør. 
Klasse 2-typen, som er den, langt de fleste mennesker har i deres enheder, har en rækkevidde på 
omtrent 10 meter. Den bruger kun 2,5mW, mens den er i stand til at slukke for radiokomponenten når 
den ikke er i brug (Bluetooth.com - [1], 2013). Af denne grund vurderede vi ikke strømforbruget, som en 
reel ulempe. Med Bluetooth er kriteriet om tilgængelighed opfyldt til fulde, da langt de fleste (hvis ikke 
alle) mobile enheder i dag har indbygget Bluetooth. På Bluetooths interesseorganisations hjemmeside 
står følgende, angående udbredelsen af Bluetooth:  
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“With more than three billion Bluetooth devices in the world today and all major mobile OS players 
(Apple, Android, Microsoft and Blackberry), Bluetooth technology connects to almost anything.” 
(Bluetooth.com - [2], 2013) 
Hvor NFC og Wi-Fi som udgangspunkt ikke kræver nogen konfiguration, så kræver det, at man 
sammenkobler enhederne via Bluetooth for, at kunne overføre data. Ligesom Wi-Fi er Bluetooth en 
form for netværksenhed, og har et unikt id (Bluetooth-adresse) der minder om MAC-adresser, som kan 
opfanges af andre Bluetooth-enheder, så længe signalet er tændt (Antony & Hopkins, 2003). 
Fælles for de nævnte teknologier er, at de er baseret på radiobølger. NFC er begrænset i afstanden og 
udbredelsen, men bruger tilgengæld meget lidt strøm. Hvor Wi-Fi og Bluetooth trods alt giver en mere 
udpræget følelse af trådløs kommunikation på grund af den større afstand, mener vi at det fungerer 
bedre, at man blot skulle være indenfor en vis radius af infoskærmen for at identificere sig. Selvom der 
vil være mulighed for at skabe interaktionen med NFC, så fravælges denne på grund af de mange 
ulemper for vores konkrete situation.  
Tilbage er Bluetooth og Wi-Fi som begge har en unik adresse, som dermed  gør det muligt at identificere 
enhederne på afstand, samt skelne dem fra hinanden. Dermed kan teknologierne bruges til at 
lokalitetsbestemme brugeren, således at serveren ved hvilken skærm, den mobile enhed befinder sig 
ved. Hvor man med Wi-Fi nok ville kunne implementere en løsning til at bekræfte enhedens position 
foran infoskærmen, så skabes denne bekræftelse automatisk ved Bluetooth, fordi enheden simpelthen 
ikke er synlig, når den kommer udenfor rækkevidden på op til 10 meter. 
Med Bluetooth som den fælles bekræftelse på tilstedeværelse og samtidig identifikation af den mobile 
enhed, har vi opfyldt to af de tre krav, der blev fremsat i starten af dette afsnit, idet vi med teknologien: 
(1) har mulighed for at identificere den enkelte enhed og (2) kan bekræfte at enhederne er i nærheden 
af hinanden, indenfor en rimelig afstand. Det tredje krav (3) om at teknologien kan bruges til at sende og 
modtage data opfyldes altså ikke af Bluetooth i sig selv, men det løses ved kombination med anden 
teknologi. Bluetooth muliggør også udveksling af data, men som beskrevet kræver dette at de to 
enheder på forhånd er forbundet og konfigureret til at kommunikere. Hvis Bluetooth skulle bruges til 
dataudveksling, vil det kræve at brugeren forbinder til hver enkelt infoskærm. Så længe der kun er få 
infoskærme, vil dette være overkommeligt, men forestiller man sig at interaktionssystemet bruges 
forskellige steder og til forskellige situationer, bliver konfigurationen til hver infoskærm langt mere 
kompleks. Da moderne mobile enheder enten via Wi-Fi eller mobilt bredbånd (for eksempel 3G) har 
Kapitel 2 - Problemanalyse 
19 
adgang til internettet, vil det give mening at benytte denne allerede etablerede kommunikationsvej, da 
den ikke kræver konfiguration ved hver infoskærm. 
Efter at have analyseret de enkelte teknologier, er vi altså kommet frem til, at Bluetooth kan benyttes til 
at skabe den fornødne identifikation af den mobile enhed via Bluetooth-adressen, samt bekræfte at 
enheden er inden for infoskærmens rækkevidde, da det ellers ikke ville være muligt for infoskærmen at 
se enheden. Når disse to kriterier er opfyldt, kan dataudvekslingen foregå over internettet, som både 
den mobile enhed og infoskærmen dermed blot skal have adgang til. 
2.4.2 UDVIKLING 
Efter at have valgt Bluetooth og internet, som teknologier til identifikation, var den næste udfordring, 
hvordan systemet skulle programmeres på infoskærmen og den mobile enhed. 
2.4.2.1 Infoskærmen 
Da vi skulle beslutte, hvilket sprog vi programmerede infoskærmen i, var det, for os, et 
specifikationskrav, at det let skulle kunne interagere ved brug af Bluetooth. Valget blev efter lidt 
research Java, da det kunne interagere med hardware, hvilket var nødvendigt for interaktionen med 
Bluetooth. Java er et fuldt funktionelt programmeringssprog, udviklet til generelle formål (“general-
purpose programming language”) (Liang & Zhang, 2006). 
Programmeringssproget Java er opbygget til at understøtte objektorienteret programmering (OOP), 
hvorfor et Java-program kun består af klasser (“classes”) (Liang & Zhang, 2006). Et Java program 
kompileres (“compiles”) til byte code, som er et standard platformuafhængigt format (Liang & Zhang, 
2006). Dette betyder at den kompilerede kode kan køres uden ændringer, på en hvilken som helst 
maskine med en Java Virtuel Maskine (JVM) (“Java Virtual Machine”) (Liang & Zhang, 2006). Det 
platformuafhængige format gør, at det program vi har udviklet, vil kunne benyttes i forskellige 
sammenhænge, uden større ændringer. Det gav desuden den fordel, at udviklingsarbejdet kunne ske, på 
tværs af platforme, som navnet antyder. Derfor har det også været muligt at foretage udvikling og 
afprøvning på følgende styresystemer: Microsoft Windows, Mac OS X og Ubuntu (Linux). Dog er det med 
til at stille krav om, at infoskærmen skal have, eller være tilsluttet computer med, JVM. 
2.4.2.2 Den mobile enhed 
I de indledende faser af projektet, havde vi en idé om, at vi skulle programmere vores mobil-applikation, 
som vi navngav og fremover vil henvise til som InteractApp, til at kunne understøtte flere forskellige 
styresystemer, således at der var mulighed for, at den kunne bruges af en bred brugerskare. Dette ville 
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vi opnå med værktøjet Phonegap, som benytter webteknologierne JavaScript, HTML5 og CSS til at 
udvikle applikationer til de forskellige platforme. Fordelen ved at benytte Phonegap ville være, at vi kun 
behøvede at programmere koden én gang, for at få det til at fungere på flere platforme. Der var dog en 
række ulemper ved Phonegap, som gjorde, at vi måtte benytte et andet værktøj. Hvor det ganske vist er 
muligt at udvikle til flere platforme med samme kildekode, så fandtes der ved starten af projektet kun 
Android Bluetooth-plugins til Phonegap (Macdonst, 2013) og ikke til andre platforme. Efterfølgende er 
der ved at komme understøttelse til iOS (Gill, 2013), men på daværende tidspunkt var muligheden for at 
udvikle til flere platforme på samme tid, ikke-eksisterende på grund af den manglende Bluetooth-
understøttelse til flere platforme. En anden ulempe ved at bruge Phonegap var, at vi ikke kunne benytte 
trådprogrammering (“threads”), som gør det muligt at køre flere processer samtidig. Dette ville være en 
ulempe for os, da programmet har behov for at køre flere processer samtidig. Der ville også være 
ulemper forbundet med at designe applikation på tværs af platforme, som Phonegap gør, herunder 
forskelligheder i forskellige platformes funktionaliteter og forskellige brugerflader. Der var også den 
ulempe, at den indfødte (“native”) kode (for eksempel Java på en Android telefon), giver en mere jævn 
og flydende brugeroplevelse, da denne slags kode hurtigere vil kunne udføres (Warren, 2012).  
Vi besluttede derfor i stedet, at programmere i Java og benyttede Android SDK (“Software Development 
Kit”), sammen med udviklingsværktøjet Eclipse. Android SDK er en samlet pakke, med blandt andet 
biblioteker og programmer til udvikling af Android-applikationer i Java (Developer.android.com - [1], 
2013). 
Valget af Java havde den konsekvens, at kun telefoner med Android kunne benytte interaktionssystemet. 
Til gengæld blev brugeroplevelsen mere flydende, da vi derved skrev applikationerne i indfødt kode til 
Android-systemet. Dette betød også at vi ikke behøvede, at gøre os flere forskellige tanker angående 
brugerfladedesign til andre enheder. Dette kunne have krævet en del tid, idet grafisk Android-design er 
forskelligt fra iOS og Windows Phone OS og så videre. Desuden var der den fordel i at benytte Java, at 
det effektiviserede udviklingsprocessen, eftersom begge applikationer, til henholdsvis smartphone og 
skærm, benyttede samme programmeringssprog. Samme sprog gav desuden mulighed for at genbruge 
hele eller dele af klasser på tværs af applikationerne (se kapitlet 4 Programbeskrivelse for detaljer). 
Man kan argumentere for, at det på længere sigt ville være tidsbesparende at bruge Phonegap, hvis man 
forestillede sig, at applikationen blev udbredt i mange sammenhænge i hverdagen, da man så ville være 
nødt til at skrive applikationen i andre indfødte programmeringssprog. Her skal der også lægges mærke 
til problemet med trådprogrammering. 
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2.4.3 SERVERARKITEKTUR 
Det skulle besluttes, hvorledes kommunikationen skulle ske mellem den mobile enhed og infoskærmen. 
Udfordringen lå i at finde en metode til at gøre det muligt for de to enheder at kommunikere med 
hinanden, når de var i nærheden af hinanden. Dette skulle dog ikke indebære direkte sammenkobling 
(for eksempel via kabel) eller godkendelse (for eksempel parring i Bluetooth) for at interaktionen kunne 
lykkes. Vi løste dette ved kun at lade enhederne kommunikere indirekte med hinanden over internettet. 
Mere præcist sender infoskærmen og InteractApp forespørgsler til interaktionssystemets server. 
Sammen med forespørgslen sendes en identifikation af den enkelte mobile enhed. Hertil benyttes 
Bluetooth-adressen, som sendes sammen med forespørgslen over HTTP. HTTP, som står for Hyper Text 
Transfer Protocol, er et standard kommunikationsformat, som benyttes mellem en brugers enhed 
(mobil eller stationær) og en webserver (Nixon, 2009). Disse HTTP-forespørgsler bliver behandlet af 
serveren og der sendes efterfølgende et svar tilbage til enheden, igen over HTTP. Denne løsning gør, at 
det for brugeren ser ud til, at der kommunikeres direkte mellem enhederne, selvom begge enheder blot 
sender og modtager data fra serveren over internettet.  
Herefter var udfordringen, hvordan databasen skulle være tilgængelig så både infoskærm og den mobile 
enhed kunne kommunikere med den. Vi løste dette problem ved at benytte en LAMP server. LAMP står 
for Linux, Apache, MySQL og PHP (Nixon, 2009), og er en samlet serverløsning, der benytter Linux som 
styresystem, Apache som webserver, MySQL som database og PHP som serverside (Nixon, 2009). PHP 
varetager selve kommunikationen til MySQL databasen. 
Grunden til at vi netop valgte at benytte LAMP, og ikke alternativerne WAMP (Windows) eller MAMP 
(Mac OS), var, at vi allerede havde en LAMP-server til rådighed. Da vores løsning skulle implementeres 
på Roskilde Universitet, var dette også et oplagt valg, da de bruger samme serverstruktur. LAMP har 
derudover den fordel at være open-source, hvilket gør det mindre omkostningsfuldt at opsætte flere 
servere, hvis behovet skulle komme, uden at skulle indkøbe flere software-licenser (Nixon, 2009). 
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2.4.4 KOMMUNIKATIONSFORMAT 
Interaktionssystemet skulle kunne kommunikere på tværs af programmeringssprog, systemer og 
enheder, hvilket vi var nødt til at finde en løsning på. Vi har allerede redegjort for, at kommunikationen 
foregår over HTTP, men hvad der sendes frem og tilbage mellem serveren, og hvilket format dette er i, 
er nødt til at være fælles på tværs af hele interaktionssystemet. Det er fordelagtigt hvis det er et format, 
som de fleste systemer allerede har mulighed for at læse og skrive i. Da infoskærm og den mobile enhed 
løbende kommunikerer med serveren, har det også behov for at være et format som ikke trækker alt for 
meget på dataforbruget og dermed belaster kommunikationen mere end nødvendigt. Ud fra disse 
kriterier har vi kigget nærmere på tre tekstformater: (1) Kommasepareret tekst, (2) Extensible Markup 
Language (XML) og (3) JavaScript Object Notation (JSON). 
CSV (Comma Separated Values) er, som navnet antyder, en måde, hvorpå data separeres ved brug af 
komma. Et eksempel kunne være: 
Information 1, Information 2, Information 3 
For at benytte bestemte data, skal man altså blot opdele tesktstrengen hver gang der er et komma. 
Fordelen ved dette tekstformat er, at det introducerer meget lidt ekstra tekst for at skabe muligheden 
for at separere data, hvilket er fordelagtigt i forhold til de mange forespørgsler, som foretages af 
interaktionssystemet. Det kommaseparerede format giver dog en række problemer, hvis man for 
eksempel ønsker at konvertere tal, idet den engelske kommaseperation er forskellig fra den danske. For 
eksempel ville et dansk tal se således ud: 
234,56 
(decimalkomma) 
Hvorimod det engelske tal ville se således ud: 
234.56 
(decimalpunktum) 
Et dansk decimaltal vil derfor blive opfattet som to tal på grund af decimalkommaet. Dette er blot et 
eksempel på komplikationer, som kommaseperationen kunne medføre (Bertelsen & Thomsen, 
Kommasepareret fil, 2013 - [1]). En anden ulempe ved kommaseperationen er, at der ikke umiddelbart 
er nogen måde at navngive de enkelte data - man kan kun vælge at hente data som står på en bestemt 
placering i kommaseperationen (altså efter X antal kommaer). Dette kan blandt andet give problemer, 
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hvis man senere ønsker at introducere nye værdier i tekstformatet, da det kan kræve ændringer i 
rækkefølgen og opbygningen. Endnu en ulempe er, at muligheden for at hente data inde i dataene ikke 
er muligt - det vil sige, at datahierarki ikke er understøttet. For eksempel er det ikke muligt at have en 
liste med flere elementer (ligesom et “array”) på en af placeringerne i separationen, fordi denne listes 
antal underelementer ikke nødvendigvis er foruddefinerede. Her opleves altså begrænsninger idet der 
kun er komma til at opdele dataene. 
Extensible Markup Language, bedre kendt som XML (W3C - [1], 2012), er et tekstformat hvor enkelte 
data er separeret via såkaldte tags. Et tag definerer en bestemt type information ud fra navnet på tag’et. 
Det er muligt at have tags i tag’et. Et eksempel på XML kunne være: 
<items> 
<item>Information 1</item> 
<item>Information 2</item> 
<item>Information 3</item> 
</items> 
 
XML er ofte benyttet til dataudveksling på tværs af systemer, hvilket blandt andet beskrives i følgende 
citat: 
“Hence XML is often used to format the messages. Because XML is in text format, almost all systems can 
understand the messages and work with each other.” (Abeysinghe, 2008 ). 
Som nævnt, var det vigtigt, at interaktionssystemet benyttede et allerede eksisterende format, og som 
ovenstående citat pointerer, er XML brugt af andre systemer.  
I modsætning til det kommaseparerede tekstformat, er det med XML muligt at opdele dataene efter 
navne (altså navnet på tag’et), samt have lister med tags under hvert tag. Disse egenskaber er 
essentielle, idet vi i interaktionssystemet har behov for både at sende specifikke én-dimensioneret data 
(ét tag som indeholder ét tag/data), såvel som flerdimensioneret data i form af lister (ét tag indeholder 
flere tags/data) blandt andet over forespørgsler mellem enhederne. Disse forespørgsler er kort 
beskrevet i forrige afsnit 2.4.3 Serverarkitektur, og bliver yderligere uddybet i kapitlet 4 
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Programbeskrivelse. Hvor XML ganske vist har en lang række fordele, blandt andet i form af opbygning, 
så giver det desværre en stor ulempe. Da formatet benytter samme navn til at definere start- og 
slutpositionen på tag’et, giver det redundans i teksten. I sig selv er dette ikke noget problem, men når 
denne tekst skal overføres via internettet et utal af gange i løbet af kort tid, så har hvert tegn i 
tekstformatet stor betydning for belastning af dataforbruget. XML har store fordele i sin opbygning, men 
er datatung i sammenligning med det kommaseparerede tekstformat. 
JavaScript Object Notation (JSON) (JSON.org - [1], 2013) minder meget om XML. Hvert stykke data får et 
navn, og har mulighed for at indeholde andre JSON-værdier. I modsætning til XML, defineres navnet på 
den enkelte værdi kun i starten, og resten af indholdet er separeret med tegnene { og }, hvis det er 
almindelige data. Benyttes intervalklammer (altså [ og ] ) er det muligt, ligesom med XML at have en liste 
af data (andre JSON-værdier). Et eksempel på JSON kan ses her: 
{ 
"items": [ 
{"item": "Information 1"}, 
{"item": "Information 2"}, 
{"item": "Information 3"} 
] 
} 
JSON giver ligesom XML samme fleksibilitet i forhold til datahierarki samt mulighed for udvidelse med 
nye datatyper, uden at skulle ændre formatets opbygning, som det ellers ville være tilfældet med det 
kommaseparerede format. Desuden benyttes JSON-formatet i mange kommunikationssituationer på 
internettet som alternativ til XML  (Kristensen, 2013). Her kan især nævnes i forbindelse med JavaScript 
og AJAX, som er de teknikker der benyttes til at hente indhold dynamisk i webapplikationer. 
Kombinationen af JavaScript og AJAX ville desuden have været fordelagtigt, hvis vi havde valgt at 
benytte PhoneGap (se afsnittet 2.4.2 Udvikling), idet PhoneGap er bygget op omkring disse teknologier. 
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Som nævnt er en af ulemperne ved XML, at det er datatungt, hvilket kan være et problem når man vil 
overføre store datamængder eller mindre data kontinuerligt. Sidstnævnte er afgørende for vores 
arkitektur, hvorfor længden af tekstformatet, det vil sige antal tegn, er en vigtig overvejelse. 
Hvis man fjerner alle unødvendige mellemrum i de enkelte formater, giver eksemplet med 
informationer ovenfor, følgende antal tegn i de forskellige formater: 
CSV:   41 tegn1 
XML:   93 tegn2 
JSON:   86 tegn3 
Det kommaseparerede tekstformat benytter mindre end halvt så mange antal tegn i forhold til XML og 
JSON, men som tidligere nævnt har formatet også sine begrænsninger. Sammenligner man XML og JSON, 
er der ved disse eksempler kun syv tegn til forskel. Det kan umiddelbart lyde af lidt, men lad os tage et 
hypotetisk eksempel, hvor denne data danner grundlag for interaktionssystemet og at systemet kun 
sender data én gang pr. sekund: Ved fem minutters interaktion, hvor den mobile enhed modtager i 
dette format, giver det 2.100 ekstra tegn4. Det skal også bemærkes, at både den mobile enhed og 
infoskærmen modtager data på samme tid, hvorfor tallet bliver betydeligt større. Hvad der før kunne 
fremstå som en relativt lille forskel, bliver pludselig en belastning på netværket.  
Med en fleksibel opbygning, mulighed for lister af data, og færre antal tegn i forhold til XML, faldt vores 
valg af kommunikationsformat på JSON. Med valget af JSON gives mulighed for en generel 
implementering udover vores eksempel med Roskilde Universitet, idet at andre vil kunne implementere 
løsninger baseret på interaktionssystemet, eftersom JSON allerede er muligt at benytte i mange 
programmeringssprog og på forskellige platforme. 
  
                                                          
1
 Information 1,Information 2,Information 3 
2
 <items><item>Information 1</item><item>Information 2</item><item>Information 3</item></items> 
3
 {"items":[{"item":"Information 1"},{"item":"Information 2"},{"item":"Information 3"}]} 
4
 7 tegn gange 60 sekunder gange 5 minutter = 2.100 tegn 
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2.5 OPSUMMERING 
De mange problemstillinger som er blevet præsenteret og analyseret i dette kapitlet kan opsummeres til 
følgende valg, som danner grundlag for projektet og resten af rapporten: 
● For at fokusere projektet, er det valgt at interaktionen skal ske mellem to enheder, som er 
henholdsvis en mobil enhed (smartphone) og en infoskærm. 
● Roskilde Universitet er valgt som udgangspunkt for at implementere et eksempel på, hvorledes 
interaktionssystemet kan sættes ind i en konkret brugssituation.  
● Med en kombination af Bluetooth og internettet var det muligt at skabe den nødvendige 
identifikation og bekræftelse af enhedens tilstedeværelse, som kunne bruges til at muliggøre 
gnidningsfri interaktion mellem enhederne. 
● Ved at benytte programmeringssproget Java til både udviklingen af program på infoskærmen og 
til en mobil-applikation i Android, strømlinede vi udviklingsprocessen og udnyttede Javas fordel i 
form af platform-uafhængighed. 
● Da vi ønskede en gnidningsfri kommunikation uden konfiguration eller brug af kabler, opstod en 
udfordringen i forhold til kommunikationen mellem enhederne. Dette blev løst ved at placere en 
LAMP server (med PHP), som bindeled mellem enhederne. På denne måde kommunikerer 
enhederne kun indirekte med hinanden, ved at lave forespørgsler til serveren. 
● Kommunikationsformatet er vigtigt for dataforbruget, hvorfor vi valgte at benytte JSON, da 
dette tekstformat er fleksibelt, relativt kort i antallet af tegn og bredt benyttet i 
webapplikationer. 
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3 BRUGERVEJLEDNING 
For at skabe den fornødne forståelse for, hvordan interaktionssystemet fungerer, er følgende afsnit en 
forklaring af, hvordan systemet fungerer fra brugerens perspektiv. I vores eksempel er udbyderen 
Roskilde Universitet, som har opsat infoskærme på campus. Brugerne er de studerende og de 
undervisere, som vælger at interagere med infoskærmene. 
I det følgende vil der ved brug af billeder og beskrivelser, blive introduceret til mobil-applikationen. En 
præsentation af hele interaktionssystemet i en brugssituation kan desuden ses i form af en video på 
følgende link: 
 
http://akira.ruc.dk/~modajo/interactingdevices/video.html 
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3.1 MINIMUMSKRAV FOR BRUGEREN 
For at kunne benytte interaktionssystemet er der en række krav, som brugeren og dennes enhed skal 
opfylde og besidde: 
● Mobil enhed med Android (smartphone eller tablet) 
● Enheden skal have adgang til internettet for eksempel via Wi-Fi eller 3G 
● Enheden skal have Bluetooth 
● Mobil-applikationen InteractApp skal være installeret på enheden 
● Brugeren skal have en e-mailadresse for at kunne tilmelde sig interaktionssystemet 
 
Hvis der opleves problemer med at benytte interaktionssystemet, udgør disse minimumskrav et godt 
udgangspunkt for fejlfinding, idet alle kravene skal være opfyldt for at det er muligt at interagere med 
en infoskærm. Uddybende beskrivelse af kravene fremgår sidst i dette afsnit. 
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3.2 SÅDAN VIRKER LØSNINGEN 
Interaktionssystemet gør det muligt for en bruger at benytte sin mobile enhed til at hente og sende 
informationer fra/til en infoskærm opsat af en udbyder. Figur 7 illustrerer hvordan der udveksles data 
mellem enhed og infoskærm, indenfor Bluetooth-rækkevidden, som er symboliseret ved den stiplede 
blå cirkel. 
 
 
Figur 7 - En visualisering af interaktionssystemet, hvor den blå stiplede linje er skærmens Bluetooth-rækkevidde 
 
Interaktionen sker ved at lave opadgående eller nedadgående bevægelser via mobil-applikationen 
InteractApp. 
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Der er tre simple krav til den mobile enhed for at interaktionen er muligt: 
1. Enheden skal have Bluetooth tændt 
2. Enheden skal være tilmeldt interaktionssystemet 
3. Enheden skal være inden for infoskærmens Bluetooth-rækkevidde (markeret på figuren ved en 
blå stiplet cirkel). Rækkevidden er typisk 10 meter. 
4. Enheden skal have en fungerende og aktiv internetforbindelse  
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3.3 SÅDAN BRUGES LØSNINGEN 
I det følgende forklares hvordan mobil-applikationen InteractApp fungerer i interaktionssystemet. 
1. Tilmelding 2. Startskærm 
  
Første gang man åbner applikationen, vil man 
blive sendt til et skærmbillede, hvorfra man kan 
tilmelde sig interaktionssystemet. 
Dette sker kun én gang, hvorefter man kan 
interagere med alle infoskærme, der benytter 
interaktionssystemet. 
På startskærmen har man to muligheder: 
(1) Man kan vælge at sende noget til infoskærmen. 
Dette sker ved at bevæge sin finger i en 
opadgående bevægelse på skærmen. 
(2) Man kan vælge at modtage det, som er på 
infoskærmen. Dette sker ved at bevæge sin finger 
i en nedadgående bevægelse på skærmen. 
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3.1.1 Booking - Vælg lokale 3.1.2 Booking - Vælg tidspunkt(er) 
  
Efter at have lavet en nedadgående bevægelse på 
skærmen, er bookingsystemet aktiveret på den 
mobile enhed. Det første skærmbillede giver 
mulighed for at vælge et lokale. 
Når lokalet er valgt, sendes brugeren til et 
skærmbillede, hvorfra man kan vælge mellem 
ledige tidspunkter for lokalet. 
Der trykkes på knappen “Book” for at fortsætte. 
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3.1.3 Booking - Bekræftelse 3.1.2 Booking - Tilbage til startskærmen 
  
Til sidst vises et overblik over ens valg. 
Efter at have indtastet en titel, oprettes 
bookingen ved at trykke på “Accept”. 
Når bookingen er oprettet, returneres man til 
startskærmen, hvor en besked vises for at 
bekræfte, at bookingen er oprettet.  
Bookingen kan efterfølgende ses på infoskærmen. 
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3.4 MINIMUMSKRAV FOR BRUGEREN 
For at kunne benytte interaktionssystemet, blev der tidligere beskrevet en række minimumskrav, der 
skulle være opfyldt af brugeren. Nedenfor uddybes disse krav. 
Mobil enhed med Android 
Den nuværende mobil-applikation fungerer kun på Android-baserede smartphones og tablets. Desuden 
er der endnu en begrænsning, idet det på nuværende tidspunkt også er nødvendigt, at Android-
versionen som minimum er version 4.0. Grunden til valget af Android fremfor andre systemer bunder i 
argumenter, som fremgår af afsnittet 2.4.2 Udvikling. 
Vi mener, at minimumskravene til brugeren er realistiske, da de allerfleste smartphones både har 
internetadgang og Bluetooth (Bluetooth.com - [3], 2013). Med en markedsandel på 75 % i første kvartal 
af 2013 for Android-platformen (IDC, 2013) og daglig aktivering af 1,5 millioner Android-enheder 
(Melanson, 2013), mener vi at dette krav også er forholdsvist realistisk. Der vil dog være et behov for 
udvikling til andre styresystemer i en version 2.0, eller senere, for at gøre det tilgængeligt for flere 
brugere. 
Mobil-applikationen InteractApp installeret 
For at brugeren kan benytte systemet, er det et krav, at personen har installeret mobil-applikationen 
InteractApp på sin smartphone. 
Adgang til internettet 
Derudover er det et krav, at smartphonen har adgang til internettet, da applikationen benytter HTTP-
forespørgsler til at hente og sende data. 
Bluetooth 
Det er desuden et krav, at smartphonen har Bluetooth, da dette bruges til at afgøre personens identitet 
og tilstedeværelse (se afsnittet 2.4.1 Identifikation og tilstedeværelse).  
En e-mailadresse 
Slutteligt er det også et krav, at personen har en e-mailadresse, da denne bruges når man skal oprettes 
som bruger af interaktionssystemet. 
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4 PROGRAMBESKRIVELSE 
I afsnittet 2.4 Designovervejelser beskrev vi, hvorledes man ved brug af Bluetooth som identifikation og 
bekræftelse på tilstedeværelse, kunne muliggøre kommunikation mellem to enheder over internettet. I 
dette kapitel beskrives, hvordan vi har udviklet en løsning, der benytter princippet i praksis. 
4.1 SERVER 
Serveren fungerer som det centrale bindeled mellem den mobile enhed og infoskærmen. I dette afsnit 
vil arkitekturen først blive beskrevet. Derefter vil forespørgslerne der benyttes beskrives, og til sidst vil 
selve databasestrukturen blive forklaret mere i dybden. 
4.1.1 ARKITEKTUR 
Dette afsnit er ment for at give et billede af kommunikationen, som serveren varetager. Først vil der 
forekomme et billede af den overordnede arkitektur mellem enheder og serveren. Bagefter vil der være 
et billede af arkitekturen på selve serveren. 
4.1.1.1 Overordnet arkitektur 
Nedenfor ses figur 8, som viser opbygningen af den overordnede arkitektur for kommunikationen til 
serveren: 
 
Figur 8 - Overordnet arkitektur 
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Det ses at de to enheder, den mobile enhed og infoskærmen, fungerer som klienter for serveren. Det 
ses også at der sendes HTTP-forespørgsler mellem serveren og de to enheder. Næste afsnit omhandler, 
hvordan disse forespørgsler bliver behandlet på serveren. 
4.1.1.2 Serverarkitektur 
Nedenfor ses den interne arkitektur for kommunikationen på serveren. 
 
Figur 9 - Serverarkitektur 
Billedet illustrerer, hvad der sker, når serveren modtager en HTTP-forespørgsel. På en normal statisk 
webserver, modtager webserveren, det vil sige Apache, en HTTP-forespørgsel på en hjemmeside, et 
billede eller en anden fil, der er gemt på dens harddisk. Webserveren henter derefter den efterspurgte 
fil fra harddisken og sender den tilbage til klienten (Nixon, 2009). 
Som det ses på figur, indeholder serveren i vores arkitektur, udover en Apache-webserver, også en PHP-
fortolker (“PHP-interpreter”) og en MySQL-database. Dette er med til at gøre den til en LAMP-server, da 
den samtidig benytter Linux, som styresystem. Når Apache modtager en HTTP-forespørgsel vil den 
tjekke, hvorvidt den efterspurgte fil indeholder PHP-script. Hvis dette er gældende sender den opgaven 
videre til PHP-fortolkeren. PHP-fortolkeren udfører derefter PHP-scriptet. Hvis PHP-scriptet indeholder 
SQL-forespørgsler, sender PHP-fortolkeren disse videre til MySQL-databasen, som udfører SQL-
forespørgelsen og sender resultat tilbage til databasen. Til sidst sender PHP-fortolkeren resultatet af 
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PHP-koden, sammen med resultatetet fra MySQL-databasen, tilbage til Apache webserveren, som 
derefter sender det tilbage til klienten.  
Apache, sammen med PHP og MySQL muliggør, at der kan vises dynamisk indhold, alt efter, hvilke 
forespørgsler, den mobile enhed og infoskærmen sender. I de følgende afsnit vil der derfor være en 
uddybende forklaring af disse forespørgsler, og hvordan de fungerer. 
4.1.2 FORESPØRGSLER 
Der bliver benyttet forskellige forespørgsler i kommunikationen mellem enhederne og serveren. Først vil 
der fremgå en uddybende forklaring af, hvad HTTP-forespørgsler indebærer i vores kontekst. Derefter vil 
de enkelte forespørgsler, som enhederne sender til serveren, som tilsammen går under begrebet 
interaktionsforespørgsler, blive forklaret, herunder dem vi kalder træk- og skub-forespørgsler, samt 
opdateringsforespørgsler. 
4.1.2.1 HTTP-forespørgsler 
Som nævnt i de foregående afsnit benyttes der forespørgsler via HTTP mellem de to enheder og 
serveren. Mere præcist sender de to enheder HTTP-forespørgsler til et PHP-script på serveren. Hver 
HTTP-forespørgsel, der sendes fra enhederne, sendes med værdier via GET-metoden. GET-metoden er, 
ligesom POST-metoden, en måde at sende ekstra værdier med over HTTP-forespørgslen. I modsætning 
til POST, indsættes værdierne i GET-metoden med over i URL’en (“Uniform Resource Locater”) (W3C - 
[1], 2013). Et eksempel på hvorledes en GET-værdi ser ud, for brugeren, ses nedenfor, hvor det 
markerede tekst er GET-værdien, som sætter “request” til at være lig “pull”: 
 
 
 
Denne løsning minder meget om softwarearkitekturen REST, som står for Representational State 
Transfer, som bygger på en klassisk klient-server arkitektur, hvor klienten efterspørger data fra serveren 
med HTTP-forespørgsler til en bestemt URL (Abeysinghe, 2008 ). Vi benytter altså, ligesom REST, HTTP til 
at distribuere forespørgsler til og fra serveren. 
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4.1.2.2 Interaktionsforespørgsler 
Interaktionsforespørgsler dækker over alle de HTTP-forespørgsler, som den mobile enhed og 
infoskærmen sender til serveren. Der er i alt tre slags interaktionsforespørgsler, som alle sendes med 
forskellige GET-værdier. Disse er: 
1. Skub-forespørgsel 
2. Træk-forespørgsel 
3. Opdaterings-forespørgsel 
Disse forespørgsler sendes som sagt alle over HTTP, blot med forskellige parametre sat i GET-metoden. 
Skub-forespørgsler benyttes kun af den mobile enhed, når der ønskes at sendes data til den anden 
enhed, det vil sige infoskærmen. Træk-forespørgsler benyttes også kun af den mobile enhed, benyttes 
når der ønskes at modtage data fra infoskærmen. Opdaterings-forespørgsler bliver sendt både af den 
mobile enhed og infoskærmen, og sendes automatisk og hver gang enhederne tjekker om der er noget 
nyt til dem. Opdaterings-forespørgslen forespørger hvorvidt serveren har modtaget noget nyt data, der 
er aktuelt for enheden. Denne forespørgsel bliver også automatisk sendt med både skub- og træk-
forespørgslen. 
Følgende parametre kan sendes med interaktionsforespørgslerne med GET-metoden til serveren (alle 
værdier benyttes i forskellige sammenhænge): 
● Mobil-applikation (InteractApp): 
○ Bluetooth_id: Bluetooth-adressen for enheden. Benyttes kun af den mobile enhed. 
○ Request: Hvilken type forespørgsel (skub eller træk). 
○ Command: Navnet på den kommando, som skal udføres. Hvis værdien er sat, påkræves 
“Request” at være sat. 
○ Value: Værdien der sendes med en skub-forespørgsel 
○ Name: Benyttes ved tilmelding til interaktionssystemet.  
○ Email: Benyttes ved tilmelding til interaktionssystemet. 
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● Infoskærm: 
○ Bluetooth_ids: Liste med Bluetooth-adresser.  
○ Request_values: Benyttes til at returnere svar/resultat på træk- og skub-forespørgsler. 
 
Når serveren modtager en HTTP-forespørgsel med en af ovenstående værdier fra GET-metoden, udføres 
PHP-scriptet, hvorefter interaktionsforespørgslerne udføres. Derefter sendes et resultat tilbage til enten 
den mobile enhed eller infoskærmen i JSON-format indeholdende følgende: 
○ Requests: En liste med forespørgsler som skal udføres for de(n) Bluetooth-adresse(r), 
som var sendt med forespørgslen. 
○ Status: Standardværdi, som benyttes til at sikre et output i JSON-format. Værdien 
benyttes af den mobile enhed til at tjekke, hvorvidt en bruger er fundet i systemet eller 
ej, returneret i en værdi af enten 0 eller 1. 
○ User: Hvis brugeren er fundet, returneres e-mailadressen for brugeren. Denne kan af 
udbyderen bruge til at krydsreferere i egen database for at opnå så personlig en 
oplevelse for brugeren som muligt. 
○ Error: Hvis der opstår en fejl, sendes dette også med tilbage 
 
Som nævnt i afsnittet 2.4.4 Kommunikationsformat har vi valgt at benytte JSON som 
kommunikationsformat mellem enhederne. Derfor bliver alle værdier der sendes tilbage fra serveren 
formateret om til JSON. Dette gøres konkret i PHP-fortolkeren, inden den sender svaret via webserveren, 
hvilket er illustreret i nedenstående kodeudsnit: 
 
Figur 10 - get_device_requests.php 
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For at illustrere hvordan en interaktionsforespørgsel forløber, gives her et forsimplet overblik over 
forløbet på en træk-forespørgsel sendt af den mobile enhed til infoskærmen, som skal returnere et svar: 
 
Figur 11 - Eksempel på interaktions-forespørgsel 
Bemærk, at hver gang den mobile enhed og infoskærmen modtager en træk- eller skub-forespørgsel (se 
trin 2 og 4 i figur 11), kommer det sig af, at der er sendt en opdaterings-forespørgsel fra enheden, som 
spørger om der er kommet noget nyt til den. 
Det skal også bemærkes, at dette forløb foregår ekstremt hurtigt og at enhederne hele tiden 
efterspørger ny data over HTTP, som også sendes hurtigt. Selvom kommunikation reelt foregår 
asynkront, da enheder ikke stopper, og venter på svar, hver gang de sender en forespørgsel, vil det, 
grundet den hurtige opdateringshastighed og HTTP’s sendehastighed, gøre brugeroplevelsen mere 
flydende. Det vil derfor for brugeren, hvis ikke forbindelsen er ustabil, føles som en synkron forbindelse. 
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4.1.3 DATABASESTRUKTUR 
Den grundlæggende funktionalitet i vores interaktionssystem, er bygget op omkring 3 tabeller: (1) 
Brugere (“users”), (2) Enheder (“devices”) og (3) Forespørgsler (“requests”). 
 
Figur 12 - Databasestruktur 
4.1.3.1 Brugere 
I tabellen for brugerne optræder basisinformationer om brugeren, hvilket er navn (“name”) og e-
mailadresse (“email”). E-mailadressen er inkluderet fordi det giver en identifikationsmulighed for 
infoskærmen, som derved kan bruge denne oplysning til at hente relevante data om brugeren gennem 
udbyderens egen database - med andre ord, lave en krydsreference. Med denne opbygning har vi 
separeret selve implementeringen og de oplysninger, som denne måtte kræve, fra selve 
interaktionssystemet. Hvis man tager udgangspunkt i bookingsystemet som eksempel, indeholder 
interaktionssystemets database ikke oplysninger om brugerens bookinger. Disse data skal i stedet 
hentes fra bookingsystemets database ved at krydsrefere e-mailadressen, som kommer fra 
interaktionssystemet, med bookingsystemet egen database over brugere. 
På nuværende tidspunkt er der ikke implementeret nogen direkte sikkerhedsforanstaltninger, som 
forhåndsgodkender en infoskærm til at tilgå bestemte data. På længere sigt vil det give mening at 
udvide tabellen med login-oplysninger, hvorfra udbydere skal godkendes før de kan tilgå data om 
brugeren. Det vil desuden muliggøre at man kan tilkoble flere enheder til samme profil. På nuværende 
tidspunkt tilkobles nye enheder nemlig automatisk en brugerkonto, hvis blot der ved tilmelding 
indtastes en eksisterende e-mailadresse. 
4.1.3.2 Enheder 
Hver mobil enhed registreres i tabellen for enheder. Her gemmes enhedens Bluetooth-adresse 
(“bluetoothAddress”) og tilknyttes til en bruger (“userID”). Tabellen er altså bindeled mellem en enhed 
Kapitel 4 - Programbeskrivelse 
42 
og en bruger, og giver med sit design, mulighed for at samme bruger kan have flere enheder tilknyttet 
samme konto. 
Feltet “bluetoothAddress”, som er Bluetooth-enhedens adresse, er unikt for hver enhed, hvorfor man 
kunne have valgt at benytte dette som intern reference (nøgle) for den enkelte række i tabellen, i stedet 
for det autogenererede “deviceID”. I databasedesign vælges ofte et separat ID i tabellen, fordi de øvrige 
felter kan ændre værdi over tid. Da Bluetooth-adressen forbliver konstant, fordi den er en integereret 
del af Bluetooth-enheden, vil samme problematik som udgangspunkt ikke være et problem i dette 
tilfælde. 
4.1.3.3 Forespørgsler 
Tabellen med forespørgsler bliver brugt når en enhed laver en interaktionsforespørgsel til en anden.  
Der bliver i tabellen skelnet mellem to af de tre interaktionsforespørgsler: træk-forespørgsler og skub-
forespørgsler. Hvis en enhed ønsker at lave en træk-forespørgsel, sættes typen (“type”) til “pull”, mens 
den sættes til “push”, hvis der er tale om en skub-forespørgsel. Den sidste interaktionsforespørgsel, 
opdaterings-forespørgslen, er ikke nødvendig at definere, da den blot tjekker, hvorvidt der er noget data 
til den mobile enhed. 
De værdier eller data som enheden ønsker at sende, sættes i værdien (“value”), ligesom dette også er 
stedet hvor den anden enhed (infoskærmen) kan returnere eventuelt ønsket materiale (fra træk-
forespørgslen). 
Kommando (“command”) benyttes til at separere hovedforespørgsler og underforespørgsler. En 
hovedforespørgsel er en forespørgsel som ikke forespørger om noget bestemt, men blot ønsker enten at 
sende eller modtage noget til/fra den anden enhed. Når dette er sket, kan der være behov for yderligere 
udveksling af data, hvorfor en underforespørgsel kan være nødvendig. Hvis der tages udgangspunkt i 
lokalebookingen, som er implementeret i vores eksempel, laves først en hovedforespørgsel i form af en 
træk-forespørgsel. Denne fortæller os, at der på den anden enhed (infoskærmen) vises lokalebooking. 
Herefter har vi behov for at vide, hvilke lokaler den anden enhed giver mulighed for at booke. Derfor 
laves en underforespørgsel, som ved at sætte kommandoen til “get_rooms” beder den anden enhed 
(infoskærmen) returnere en liste med lokaler. 
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Udført (“complete”) definerer, hvorvidt en forespørgsel er udført af modparten. Ved en skub-
forespørgsel sættes denne til udført, når den anden enhed har modtaget og udført handlingen af 
forespørgslen. 
Selvom systemet automatisk rydder op i databasen og sletter forespørgsler som er udført, var det også 
nødvendigt at fjerne forespørgsler som aldrig var udført. Dette sker blandt andet hvis en mobil enhed 
forsøger at lave træk- eller skub-forespørgsler fra/til en infoskærm, uden at være i nærheden af den. 
Dermed lægges en række forespørgsler i databasen, som ikke kan udføres. For at undgå at disse bliver 
udført i en lind strøm næste gang brugeren er i nærheden af en infoskærm og for at undgå spildplads på 
serveren, slettes alle uafsluttede forespørgsler automatisk efter to minutter. Dette ses i PHP-koden her: 
 
Figur 13 - get_device_requests.php 
4.1.4 WEB-API 
Når enhederne laver interaktionsforespørgsler til serveren, sendes HTTP-forespørgslerne til denne URL: 
http://id.iosg.dk/get_device_requests.php 
Denne PHP-fil kan kaldes interaktionssystemets web-API, som der laves HTTP-forespørgsler til. API står 
for Application Programming Interface, og er en måde, hvorpå programmer kan arbejde sammen 
(Bertelsen & Thomsen, API, 2013 - [2]). I vores tilfælde muliggør API’et, at enheder som er tilknyttet 
interaktionssystemet, herunder mobile enheder og infoskærme, kan kommunikere gennem samme 
grænseflade (“interface”). I det følgende vil vi forklare, hvorledes web-API’et fungerer, herunder hvilke 
HTTP-forespørgsler der modtages, og hvilke handlinger der udføres baseret på de forskellige GET-
værdier. 
Hvis der ikke blev sendt nogen GET-værdier med over HTTP-forespørgslen, ville der blot returneres en 
tekststreng i JSON-format, hvor status er lig med 0: 
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Figur 14 - id.iosg.dk/get_device_requests.php 
Dette skyldes at denne parameter, “status”, fortæller, hvorvidt brugeren der sender forespørgslen, 
allerede eksisterer i databasen: 
 
Figur 15 - get_device_requests.php 
Som det ses i ovenstående del af kildekoden, så er “status” som standard 0 (linje 19). 
Der laves efterfølgende et tjek for hvorvidt brugeren allerede eksisterer i systemet, ved at tjekke om 
Bluetooth-adressen er kendt i systemet: 
 
Figur 16 - get_device_requests.php 
Hvis brugeren eksisterer (linje 29-37) sættes status til 1 (linje 35). Hvis brugeren ikke eksisterer vil status 
forblive 0, og InteractApp vil vise tilmeldingsskærmbilledet. Skærmbilleder og funktionalitet på mobil-
applikationen vil blive forklaret i flere detaljer i afsnittet 4.3 Mobil-applikation senere i dette kapitel. 
Hvis brugeren allerede er tilmeldt og eksistere i databasen er det muligt at lave 
interaktionsforespørgsler. I det følgende ses PHP-koden, som indsætter en træk- eller skub-forespørgsel 
fra den mobile enhed: 
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Figur 17 - get_device_requests.php 
En træk- eller skub-forespørgsel indeholder en række parametre, som skal være sat via GET-metoden før 
den kan indsættes i databasen (linie 109). Disse parametre er blandt andet beskrevet tidligere under 
titlen Interaktionsforespørgsler i dette afsnit, og dækker over: 
1. Id-nummer for enheden (“deviceID”) 
2. Hvorvidt det er en træk- eller skub-forespørgsel (“type”) 
3. Hvis det er en skub-forespørgsel, er der som regel også noget data som sendes med 
forespørgsel (“value”) 
4. Hvis der er tale om en specifik forespørgsel tilknyttes en kommando (“command”) 
5. Til sidst er der behov for at vide, hvornår forespørgslen er oprettet (“timestamp”). Værdien 
sættes af server og er i UNIX-tid. Tidspunktet bruges til at slette forespørgsler, som er mere end 
to minutter gamle, som tidligere beskrevet. 
For at svaret på en forespørgsel returneres til den mobile enhed, tjekkes der løbende om serveren har 
modtaget svar på forespørgsler oprettet fra enheden. Dette sker i følgende kodeudsnit: 
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Figur 18 - get_device_requests.php 
I linje 118 laves en SQL-forespørgsel til databasen, som forespørger på afsluttede træk- eller skub-
forespørgsler der er oprettet af enheden. Hver af disse forespørgsler tilføjes til tabellen “requests” (linje 
123), som sendes retur til den mobile enhed som JSON. For at sikre at samme træk- eller skub-
forespørgsel ikke udføres flere gange, slettes den så snart svaret er returneret til den mobile enhed (linje 
127). 
I de fremviste eksempler fra kildekoden på serveren, har der fremgået en række SQL-forespørgler til 
databasen. Langt de fleste af disse forespørgsler har indeholdt data fra inputs, som kommer fra GET-
metoden. Disse inputs har alle været igennem en funktion kaldet “mysql_fix_string”, hvis indhold er som 
følger: 
 
Figur 19 - get_device_requests.php 
Denne funktion har en vigtig rolle. Det forholder sig således, at input givet med en HTTP-forespørgsel, 
ikke blot kan bruges uden videre behandling. Da en SQL-forespørgsel til databasen benytter en bestemt 
syntax, som også indeholder mulighed for at foretage kommentarer i SQL’en, er det muligt med de rette 
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inputs gennem HTTP-forespørgslen, at overtage de forespørgsler, der sendes til database. Dette sker 
ved at indsætte sin egen SQL-kode som input og dermed overskrive det, som var tiltænkt fra udviklerens 
side. 
Denne teknik kaldes for “SQL injection”, idet man indsprøjter SQL i en eksisterende forespørgsel og det 
kan have drastiske konsekvenser (Nixon, 2009). For eksempel kunne en bruger potentielt set slette hele 
databasen, ved at indsætte en ny forespørgsel, inde i forespørgslen, som forespørg om at slette 
databasen. 
For at undgå dette problem, skal alle inputs, der indgår i SQL-forespørgsler, igennnem den nævnte 
funktion, hvilket dermed sikrer mod SQL-injectioner. 
Efter at have fået en forståelse for, hvordan web-API’et fungerer, hvordan serverarkitekturen er, og 
hvilke forespørgsler vi sender frem og tilbage, bliver infoskærmens funktioner forklaret, med henblik på 
at give læseren en forståelse for, hvordan infoskærmen er opbygget, og hvad dens funktion er i 
interaktionssystemet.  
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4.2 INFOSKÆRM 
I det følgende vil vi beskrive, hvordan infoskærmen fungerer. Først præsenteres de bagvedliggende 
funktioner for infoskærmen, herunder søgning efter enheder og kommunikationen til serveren. Derefter 
vil selve visningen på infoskærmen blive beskrevet. Dette skyldes et ønske om at skabe en klar opdeling 
mellem bagvedliggende funktionalitet og brugerfladen. Princippet hedder Model-View separation, og 
går i alt sin enkelthed ud på, at opdele sin kildekode således at modellen (“Model”), eller 
funktionaliteten, er separeret fra visningen (“View”), eller brugerfladen (Larman, 2004). Dermed opnås 
et fleksibelt system, hvor separationen af de enkelte delelementer giver mulighed for udskiftning uden 
påvirkning af de øvrige lag. 
4.2.1 KRAV TIL INFOSKÆRM 
Før de bagvedliggende funktioner for infoskærmen bliver præsenteret, er det nødvendigt kort at 
præcisere de tekniske krav for infoskærmen, der er nødvendige for, at kører programmet. Det første 
krav er, at infoskærmen enten har installeret JVM direkte eller er tilsluttet en computer, som kan kører 
det. For det andet er det et krav, at infoskærmen har Bluetooth, da den skal kunne opfange signal fra 
den mobile enheds Bluetooth-enhed. Det samme gælder adgang til internettet, da infoskærmen, 
ligesom den mobile enhed, sender HTTP-forespørgsler. 
4.2.2 FIND MOBILE ENHEDER 
For at mobile enheder kunne interagere med en infoskærm, var det nødvendigt at vide, hvilke enheder 
der var i nærheden af infoskærmen. Som vi allerede har beskrevet i afsnit 2.4 Designovervejelser, er 
Bluetooth valgt som teknologi til at håndtere denne opgave. I det følgende vil vi beskrive, hvorledes 
infoskærmen søger efter enheder og efterfølgende giver denne information videre til serveren, med 
henblik på at kunne modtage forespørgsler fra disse mobile enheder. 
4.2.2.1 BlueCove 
Hvor der til Android SDK allerede findes et indbygget Bluetooth-bibliotek, var vi nødt til at fremskaffe et 
bibliotek til vores Java-applikation på infoskærmen. Vi fandt Open Source projektet BlueCove, som er et 
Java bibliotek for Bluetooth (Bluecove.org - [1], 2008). Biblioteket blev valgt, fordi det virker til en bred 
skare af Bluetooth-enheder samt på de mest gængse styresystemer, herunder Linux som allerede 
benyttes på Roskilde Universitets infoskærme. 
BlueCove fungerer ved at skabe et bindeled mellem Java Virtual Machine (JVM) og styresystemets 
Bluetooth-protokolstak (Bluecove.org - [1], 2008). Protokol-stakken står for kommunikationen til 
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hardwareenheden i computeren (Antony & Hopkins, 2003). I Linux hedder den officielle Bluetooth-
protokolstak “BlueZ” (BlueZ.org, 2010). I modsætning til de øvrige styresystemer, såsom Windows og 
Mac OS X, kan BlueCove ikke benyttes direkte på Linux. Det kræver at man også benytter tillægsmodulet 
“BlueCove GPL” for at understøtte BlueZ (Bluecove.org - [2], 2008), der dog nemt tilkobles ens 
applikation. 
Med BlueCove er det muligt at søge efter Bluetooth-enheder og få deres Bluetooth-adresser, hvilket vi 
benytter som identifikation i interaktionssystemet. Det er værd at bemærke, at Bluecove projektet ikke 
er vedligeholdt siden 2009, og at vi samtidig har valgt at benytte den ikke endeligt udgivne version af 
Bluecove (version 2.1.1). Dette skyldes et ønske om at benytte muligheden for at måle signalstyrken på 
Bluetooth-enheder (kaldet RSSI), som ikke var tilgængelig i den seneste stabile version (2.1.0). 
Signalstyrken kunne være brugt til at bestemme, hvilken infoskærm en mobil enhed er tættest på, hvis 
der skulle være flere infoskærme inden for rækkevidde. Desværre var det ikke muligt at få BlueCove til 
at returnere signalværdien, hvorfor denne del ikke indgår i dette projekt. Selvom det ikke var et bevidst 
fravalg fra vores side, så er der dog en række problematikker, som vi kunne være stødt på: 
“A signal strength indicator would let you know if you were within range. Well, Java is not the ideal 
language for that sort of application because that kind of information is not exposed to the level where 
a JVM would have access to it. The JVM will let you know if you are within range or not within range; 
there is no middle ground.” (Antony & Hopkins, 2003) 
Som Antony & Hopkins i ovenstående citat gør opmærksom på, vil Java ikke nødvendigvis være det 
rigtige programmeringssprog, hvis signalstyrken skulle være benyttet som en central komponent til at 
afgøre afstand mellem enheder. 
4.2.2.2 Bluetooth søgning 
Med BlueCove valgt, skulle der udvikles et program, som ved brug af biblioteket kunne foretage 
søgninger efter Bluetooth-enhederne. Vi valgte at have to operationer kørende hele tiden. (1) Én der 
søger efter Bluetooth-enheder i nærheden af infoskærmen, og (2) én der henter/sender forespørgsler til 
serveren. I et senere afsnit kommer vi nærmere ind på, hvorledes kommunikationen med serveren 
foregår i Java. En detalje, som er værd at bemærke, er, at de to operationer ved første iteration i 
udviklingsprocessen var sammenhængende. Dette designvalg gjorde, at den ene operation blev 
forsinket af den anden. Da søgningen efter Bluetooth-enheder var betydeligt langsommere end 
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kommunikationen til serveren, betød det at søgningen forsinkede modtagelsen af forespørgsler fra den 
mobile enhed (se kapitlet 5 Afprøvning). En optimering af koden var derfor nødvendig. 
Tråde 
For at en computer kan udføre flere handlinger på samme tid, opdeles processorens regnekraften i 
såkaldte tråde (“threads”). Hver tråd kan ses som en specifik opgave der skal udføres, hvilket sker i 
henhold til den enkelte tråds prioritering (Oracle.com, 2010). 
Som nævnt havde vi oprindeligt valgt at samle søgningen efter enheder og kommunikationen til 
serveren i én opgave - altså i én tråd. Ved at lade disse to handlinger ske uafhængigt af hinanden, undgik 
vi dog, at den ene handling forsinker den anden.  
 
Figur 20 - InteractingDevices → Main.java 
Derfor blev de to operationer fordelt på to tråde (henholdsvis “ddThread” i linje 109 og “rhThread” i 
linje 113), som hver kører i en løkke (“loop”) - altså gentages så snart handlingen er udført. Tankegangen 
med at opbryde opgaver i tråde går desuden igen i andre dele af projektet, herunder mobil-
applikationen. 
 
Figur 21 - InteractingDevices → DiscoverDevices.java 
Uddelegeringen af opgaverne gjorde, at der blev behov for, at tråden med kommunikation til serveren, 
stadig kunne tilgå resultater fra søgningen efter enheder. Som det ses på ovenstående figur, opbyggede 
vi derfor to lister med enheder: (1) Nuværende tilgængelige enheder (se linje 25) og (2) en midlertidig 
liste med med enheder fra en ny søgning (se linje 26). Som nævnt er søgning efter Bluetooth-enheder 
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forholdsvis langsom, og derfor ønsker vi ikke at have en tom liste, mens en ny søgning foretages. I stedet 
opbygges en ny midlertidig liste med de nuværende synlige enheder, og når søgningen er færdig bliver 
denne liste den aktuelle. 
Denne opbygning muliggør, at der løbende kan sendes forespørgsler til serveren med Bluetooth-
adresser på de tilgængelige Bluetooth-enheder, uden at vente på, at en ny søgning er færdig. Dermed 
bibeholdes muligheden for at den mobile enhed og infoskærmen kan interagere, mens en søgning 
foretages. 
4.2.3 KOMMUNIKATION TIL SERVER 
Kommunikationen mellem infoskærmen og serveren er ret simpel. Der sendes en HTTP-forespørgsel til 
serveren, som via en GET-metode, sender de Bluetooth-adresser, som findes i listen over enheder. 
Denne liste er udarbejdet af Bluetooth-søgningen, beskrevet i forrige afsnit. Klassen “RequestHandler” 
håndterer denne kommunikation. Hovedklassen (“Main.java”), har ved at implementere grænsefladen 
“RequestListener”, mulighed for at foretage handlinger i takt med at hændelser sker i RequestHandler 
klassen. Disse hændelser sker når en træk- eller skub-forespørgsel modtages og skal udføres af 
hovedklassen. Derudover vil der ved en træk-forespørgsel være behov for data fra hovedklassen 
indeholdende svaret, som skal sendes tilbage til den mobile enhed. 
 
Figur 22 - InteractingDevices → RequestHandler.java 
Ovenstående viser, hvorledes infoskærmen sammensætter data til GET-metoden i variablen “query 
string” (linje 44-51) og efterfølgende sender HTTP-forespørgslen til serveren (linje 54). Fra serveren 
modtages en tekststreng i JSON, som kan indeholde træk- og skub-forespørgsler, der skal udføres af 
infoskærmen. 
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4.2.3.1 JSON 
Før vi går videre til disse interaktionsforespørgsler, er det nødvendigt kort at forklare, hvorledes 
arbejdet med JSON fungerer på infoskærmen. Den modtagne JSON-tekststreng skal analyseres 
(“parses”) og omdannes til et JSON-objekt, hvorfra vi kan udtrække enkelte data, såsom listen med 
interaktionsforespørgsler, samt data om den enkelte forespørgsel. Til dette benytter vi et af de mange 
Java biblioteker (JSON.org - [2], 2013), som kan analysere JSON. Biblioteket har pakkenavnet “org.json” 
og er udviklet af Douglas Crockford (2011). I det følgende ses, hvordan den modtagne data fra serveren 
omdannes til et JSON-objekt ved hjælp af biblioteket: 
 
Figur 23 - InteractingDevices → RequestHandler.java 
4.2.3.2 Interaktionsforespørgsler 
Efter at JSON-tekststrengen er konverteret til objektet, tjekkes om der findes interaktionsforespørgsler. 
Hvis det er tilfældet, udføres de enkeltvis, som vist i det følgende udsnit fra kildekoden: 
 
Figur 24 - InteractingDevices → RequestHandler.java 
Træk-forespørgsel 
På linje 79-88 udføres en træk-forespørgsel. Da man med en træk-forespørgsel ønsker at trække data fra 
infoskærmen til den mobile enhed, er der her behov for at returnere en værdi til den mobile enhed. 
Dette sker ved at placere data i variablen “requestQueryString” på linje 85, hvilket dermed sendes med, 
næste gang RequestHandler sender en forespørgsel til serveren. 
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Som nævnt i starten af dette afsnit, har man ved hjælp af RequestHandler mulighed for at interagere 
med hovedklassen. Dette er nødvendigt for at hente den relevante information, som skal sendes tilbage 
til den mobile enhed. Dette sker på linje 85, hvor RequestListener (variablen “rl”) kalder funktionen 
“getPull”, som returnerer den værdi, som skal sendes til den mobile enhed. Hvordan dette afgøres, 
kommer vi ind på i underafsnittet 4.2.2 Præsentation senere i dette afsnit. 
Skub-forespørgsel 
Fra linje 91 til 101 udføres en skub-forespørgsel. Skub-forespørgslen delegeres via RequestListener til 
“onPush” funktionen, som derefter udfører handlingen bag skub-forespørgslen. Et eksempel på dette er, 
når lokalebookingen sender en skub-forespørgsel, der beder infoskærmen oprette en booking. 
I modsætning til en træk-forespørgsel, forventer den mobile enhed ikke et svar retur for en skub-
forespørgsel. Serveren har dog behov for at vide, at skub-forespørgslen er blevet udført, hvorfor vi på 
linje 97 returnerer værdien sand (“true”). 
4.2.4 PRÆSENTATION 
Indtil videre har vi udelukkende præsenteret de bagvedliggende funktioner for infoskærmen. Som 
nævnt i begyndelse af dette afsnit, så skyldes dette at vi har forsøgt at tage udgangspunkt i Model-View 
separationen, hvor vi indtil videre har set nærmere på modellen (“Model”). Ved at holde modellen og 
visningen (“View”) adskilt fra selve interaktionssystemet, forsøger vi at lave en klar skildring mellem 
grundfunktionalitet i interaktionssystemet og den konkrete implementering fra udbyderen (i vores 
tilfælde Roskilde Universitet). I det følgende vil vi beskrive hvorledes visningen foregår på infoskærmen, 
samt hvordan vores konkrete implementering, altså eksemplerne med udgangspunkt i Roskilde 
Universitet, er udarbejdet. 
4.2.4.1 Skærmbilleder 
Infoskærmen består af to elementer: (1) I toppen er der et indholdsområde, som skifter løbende, og (2) i 
bunden en statisk instruktion til brugeren om, hvordan man kan benytte interaktionssystemet. 
Indholdsområdet består af en række skærmbilleder (“screens”), hvoraf ét vises af gangen. Disse 
skærmbilleder skifter med et interval på 5 sekunder. Det skærmbillede som vises på det aktuelle 
tidspunkt, er det man som udgangspunkt kan interagere med. 
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Figur 25 - Billede af infoskærmen. I toppen vises (1) indholdsområdet (dynamisk) og i bunden (2) introduktionen til 
interaktionssystemet (statisk) 
Hvis der for eksempel på infoskærmens indholdsområde vises et overblik over lokalebookinger, og man 
vælger at lave en træk-forespørgsel, hentes ledige lokaler ned på den mobile enhed. Vises der en 
reklame for en begivenhed, som for eksempel Roskilde Universitets årsfest, vil den mobile enhed i 
stedet gå til ens kalender, hvorfra brugeren med ét tryk kan tilføje begivenheden til sin kalender - dato, 
tidspunkt, sted og titel er hentet fra infoskærmen. 
RequestHandler modtager træk- og skub-forespørgslerne og delegerer dem altså videre, så de i sidste 
ende ender hos skærmbillederne. For at opnå denne fleksibilitet i opbygningen af skærmbillederne, har 
vi udarbejdet en abstraktion (“abstraction”) kaldet “Screen”, som udvider (“extends”) fra klassen 
“JPanel”. I abstraktionen er der en række fast definerede variabler, herunder navn og farve for skærmen. 
Derudover er der en række funktioner, som de enkelte skærme skal implementere: 
1. “getPull”, som benyttes til at returnere den konkrete værdi af en træk-forespørgsel eventelt. 
med en bestemt kommando. Indholdet er i JSON. 
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2. “getDefaultData” benyttes til at angive indholdet, hvis der ikke er nogen kommando specificeret 
i interaktionsforespørgslen. Indholdet er i JSON. 
3. “onPush” kaldes oprindeligt af RequestHandler, og delegeres fra hovedklassen (“Main.java”) til 
det enkelte skærmbillede. 
4. “onUpdate” kaldes af en tråd i hovedklassen, som håndterer skiftet mellem skærmene. 
Når man har implementeret et skærmbillede, skal denne blot tilføjes til tabelvariablen “screens” i 
hovedklassen (“Main”). 
For at skabe et bedre overblik over delegeringerne på tværs af klasserne, har vi med udgangspunkt i 
Larmans (2004) notationer i UML, forsøgt at udarbejde et System Sequence Diagram (SSD) i Figur 26. 
 
 
Figur 26 - System Sequence Diagram (SSD) 
Ovenstående viser hvordan de enkelte funktioner delegeres til et skærmbillede - i dette tilfælde 
lokalebookingen (“ScreenBooking”). De fleste funktioner delegeres til det aktive skærmbillede, 
illustreret ved at pilene går hele vejen til højre. Mellem hovedklassen (“Main”) og det aktuelle 
skærmbillede, delegeres desuden funktionen “getDefaultData”. Funktionen “onPull” delegeres ikke til 
det aktuelle skærmbillede, men blot til hovedklassen. Hvis en implementering krævede dette, ville det 
være muligt at ændre, så denne funktion også delegeres.  
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4.2.4.2 Implementering 
For at vise hvordan interaktionssystemet kan benyttes, har vi udarbejdet to skærmbilleder: (1) 
Lokalebooking og (2) Reklame med kalender-funktionalitet. Disse vil i det følgende blive forklaret og 
beskrevet. 
Lokalebooking 
Da den konkrete implementering for projektet er Roskilde Universitet og deres infoskærme, var det 
nødvendigt at tage udgangspunkt i data og systemer, som allerede var tilgængelige eller ville blive det i 
nær fremtid. Som beskrevet i afsnittet 2.2 Valg af case, er udgangspunkt lokalebookingen på CBIT 
instituttet, hvor der på infoskærmene i forvejen vises oplysninger om lokalebookinger. Der kan sikkert 
findes mange andre mulige anvendelsesmuligheder for vores interaktionssystem, og derfor skal 
lokalebookingen blot ses som et eksempel end et reelt udtryk for at denne interaktion er den bedst 
mulige implementering. 
Som nævnt kræver infoskærmen, at der udarbejdes et skærmbillede, som tager udgangspunkt i 
abstraktionen “Screen”, for at skabe en visning på infoskærmen. For lokalebookingen kaldes klassen for 
skærmbilledet for “ScreenBooking”. Før vi begynder at snakke om, hvilken data og funktionalitet som 
skærmbilledet har på infoskærme, er det nødvendigt at forstå, at lokalebookingen foregår i et eksternt 
system, som dette skærmbillede har behov for at have forbindelse til. 
MRBS (mrbs.sourceforge.net, 2013) er systemet bag lokalebookingen på CBIT instituttet, hvor Datalogi 
på Roskilde Universitet holder til. MRBS er et gratis open source projekt, som benytter PHP som 
serversidesprog og MySQL som database. Kombinationen af PHP og MySQL er den samme som vi valgte 
at benytte til interaktionssystemet. Ligesom med valget af Java, effektiviserede dette 
udviklingsprocessen idet vi derfor ikke behøvede at inddrage et tredje programmeringssprog. 
Vi opsatte vores egen version af MRBS på samme server som interaktionssystemet. Det er dog vigtigt at 
pointere at dette på ingen måder et krav, idet disse to dele (interaktionssystemet og implementeringen) 
kan fungere adskilt. Da MRBS er bygget med en grafisk brugergrænseflade og som udgangspunkt er 
beregnet til at interagere via denne, var det nødvendigt for os at udarbejde et mellemled, hvorfra vi 
kunne udføre de nødvendige handlinger direkte i MRBS systemet uden brugergrænsefladen. Til dette 
formål udarbejdede vi et PHP-script, som arbejder direkte i MySQL-databasen for MRBS. Ved at lave 
HTTP-forespørgsler med GET-metoden, på samme måde som ved interaktionssystemet, er det muligt for 
infoskærmens lokalebooking, at hente og sende data til MRBS. 
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Med et PHP-script på lokalebookingsserveren, var der behov for at udarbejde en klasse, som kunne 
håndtere kommunikationen og funktionerne til lokalebookingen. Til dette formål blev udarbejdet 
“BookingHandler”, som i sin opbygning minder om RequestHandler. Klassen indeholder mulighed for at 
hente data fra MRBS, hvilket indkluderer en liste over tilgængelige rum og tilhørende bookinger for den 
pågældende dag. Derudover er der funktioner til at få en liste med bookede tidspunkter samt tilføje en 
booking. Funktioner fra BookingHandler kaldes fra skærmbilledet for lokalebookingen (“ScreenBooking”). 
Et eksempel på dette kan ses i følgende udsnit fra kildekoden, hvor “getPull”-funktionen, der 
implementeres fra “Screen”-abstraktionen, delegerer funktioner videre til BookingHandler: 
 
Figur 27 - InteractingDevices → ScreenBooking.java 
I linje 43 tjekkes om kommandoen er lig med “get_rooms”, og hvis dette er tilfældet, hentes listen med 
rummene fra “booking”, der er BookingHandler. Denne værdi vil efterfølgende blive sendt til den mobile 
enhed. 
I linje 46 tjekkes kommandoens første del om den indeholder “get_booked_timeslots_”. Årsagen til at 
det kun er starten af kommandoen der tjekkes, er, at det som kommer herefter, definerer id’et for dét 
rum, hvor der ønskes at vide, hvilke tidspunkter der er booket. Id’et for rummet findes ved at fjerne de 
første 21 tegn (som udgør kommandoens første del), hvorefter resten sendes videre til funktionen 
“getBookedTimeslots” i BookingHandler (se linje 48). 
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Alternativ til MRBS 
Selvom MRBS både var en integreret del på instituttet, og benytter samme teknologier som vores 
interaktionssystem, var valget ikke ureflekteret. Roskilde Universitet er i gang med en større 
omstrukturering af deres it-infrastruktur, og som led i dette arbejde er det planen, at lokalebooking på 
tværs af enkelte uddannelser og institutter, skal overgå til en fælles løsning baseret på kalender-
funktionaliteten i Microsoft Exchange. Vi undersøgte derfor mulighederne for at udvikle infoskærmen 
således, at de i stedet for at trække på data fra MRBS, blev tilgået en Microsoft Exchange server. 
Desværre er mange af de konkrete detaljer om implementeringen af denne fælles løsning ikke helt på 
plads og den korte tidshorisont (og at det kostede penge), gjorde at vi måtte vælge at tage 
udgangspunkt i MRBS. Hvis vi skulle have udviklet med udgangspunkt i Microsoft Exchange, og dermed 
fremtidssikre vores eksempel til brug på Roskilde Universitet, ville vi med al sandsynlighed have benyttet 
“JWebServices for Exchange”, som er et Java-bibliotek til Microsoft Exchange, udviklet af firmaet 
Independentsoft (Independentsoft.com, 2013). 
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Reklame med kalenderfunktionalitet 
Som nævnt havde vi udover lokalebookingen valgt at implementere et andet skærmbillede. Hvor 
lokalebookingen viser hvordan interaktionen kan foregår frem og tilbage mellem enhederne, så vil vi det 
næste eksempel vise, hvorledes der nemt og enkelt kan hentes data fra infoskærmen til den mobile 
enhed, og benytte denne data som en effektiv måde at foretage handlinger. 
 
Figur 28 - Infoskærm med reklame for Årsfesten 
Ovenstående viser, hvordan skærmbilledet på infoskærmen ser ud. Nedenstående kildekode viser, 
hvordan dette frembringes, nemlig ved at der til skærmbilledet for reklamen, tilføjes en JTextArea med 
oplysninger. 
 
Figur 29 - InteractingDevices → ScreenCalendar.java 
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Som nævnt, havde lokalebookingen kommunikation frem og tilbage mellem den mobile enhed og 
infoskærmen. Ved dette reklameskærmbillede, har vi valgt at lægge fokus på, hvordan man ved at være 
i nærheden af en skærm, som har data man gerne vil tage med sig, kan få disse overført på en simpel og 
enkel måde, der ikke kræver nogen større indsats eller manuel duplikering af de viste data. Når man via 
den mobile enhed laver en træk-forespørgsel, sendes alle relevante data om den viste begivenhed, så 
man på den mobile enhed, tages direkte til kalenderen og kan tilføje begivenheden til sin kalender. 
 
Figur 30 - InteractingDevices → ScreenCalendar.java 
Ovenstående kildekode viser, hvordan der ved en træk-forespørgsel til skærmbilledet for reklamen, 
sendes oplysninger retur om begivenheden. Disse oplysninger omfatter titel, sted, beskrivelse og start- 
og sluttidspunkt (linje 61-65). Disse oplysninger bliver på mobil-applikation modtaget i JSON-format og 
efterfølgende overført til kalender-aktiviteten i Android, som beskrives i flere detaljer i næste afsnit. 
Nu mangler vi blot at gennemgå sidste del af interaktionssystemet. Denne del omhandler mobil-
applikationen, som giver et indblik i, hvordan denne er opbygget og kommunikerer med serveren, som 
ender med en interaktion med infoskærmen.  
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4.3 MOBIL-APPLIKATIONEN 
I forrige afsnit blev infoskærmens arkitektur beskrevet, og flere af elementerne går igen i opbygningen 
af mobil-applikationen, døbt InteractApp, i interaktionssystemet. Applikationen er udviklet i 
programmeringssproget Java til Android-platformen. Til Android SDK’et medfølger en række Java 
biblioteker, herunder til Bluetooth og JSON, hvorfor vi i modsætning til infoskærmen, ikke behøver at 
finde og tilpasse eksterne biblioteker til disse formål. 
I det følgende vil vi beskrive hvordan kommunikationen fra den mobile enhed til serveren både ligner, 
men også differentierer sig fra den måde, hvorpå infoskærmen kommunikerer. Dernæst beskrives først 
de aktiviteter, som er en central del af interaktionssystemet og til sidst implementeringen af vores 
eksempel med lokalebookingen. 
4.3.1 KOMMUNIKATION MED SERVER 
Den grundlæggende opbygning og funktionalitet af RequestHandleren for den mobile applikation, er 
magen til den fra beskrivelsen af kommunikationen til serveren, som blev beskrevet i afsnittet 4.2 
Infoskærm. Der er dog en række forskelle, som i det følgende vil blive uddybet. 
Først og fremmest har Java-applikationer som udgangspunkt ikke behov for forudgående godkendelse til 
brug af bestemte funktioner på en computer, såsom Bluetooth og adgang til internettet. I Android er 
dette dog ikke tilfældet når det skal køres på en mobil enhed: 
“A basic Android application has no permissions associated with it by default, meaning it cannot do 
anything that would adversely impact the user experience or any data on the device. To make use of 
protected features of the device, you must include in your AndroidManifest.xml one or more <uses-
permission> tags declaring the permissions that your application needs.” (Developer.android.com - [2], 
2013) 
Som beskrevet i ovenstående citat, så skal en Android-applikation forespørge om adgang til langt de 
fleste funktionaliteter på enheden. I vores tilfælde har vi behov for tre typer brugstilladelser (“uses-
permission”): 
1. Bluetooth Admin (“android.permission.BLUETOOTH_ADMIN”): Giver adgang til enhedens 
Bluetooth-adressen. 
2. Bluetooth (“android.permission.BLUETOOTH”): Påkrævet af Bluetooth Admin. 
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3. Internet (“android.permission.INTERNET”): Giver adgang til at hente og modtage data over 
internettet. 
4.3.1.1 Trådkonflikt 
Behovet for brugstilladelser er ikke den eneste forskel på infoskærmen og mobil-applikationens måde at 
kommunikere med serveren: 
“Thus, there are simply two rules to Android's single thread model: (1) Do not block the UI thread. (2) Do 
not access the Android UI toolkit from outside the UI thread” (Developer.android.com - [3], 2013) 
Hvor infoskærmen kalder funktioner direkte på klassen med brugerfladen (hovedklassen), så er det ikke 
muligt i Android. Som citatet fra Android Developers pointerer, så bør man ikke arbejde direkte på den 
samme tråd, som den der har med brugerfladen at gøre (“UI thread”). 
Af denne årsag er opbygningen af RequestHandler for mobil-applikationen lidt anderledes, og en række 
ekstra klasser og abstraktioner (“abstract”) introduceres. Hvor RequestHandler på infoskærmen direkte 
kalder funktioner i klassen med brugerfladen, herunder “onPush” og “onPull” (se afsnittet 4.2 Infoskærm 
for flere detaljer), så er det nødvendigt at udføre kommunikationen til serveren som en 
baggrundsopgave, hvor resultatet derefter kan bruges til at påvirke brugerfladen. Til dette formål 
benyttes, hvad der i Android kaldes AsyncTask (Developer.android.com - [4], 2013) som beskrives 
således: 
“This class *AsynkTask+ allows to perform background operations and publish results on the UI thread 
without having to manipulate threads and/or handlers.” (Developer.android.com - [4], 2013) 
AsyncTask er altså en tråd der kører i baggrunden, og når der modtages et resultat, kan arbejde med 
brugerfladen. Fra en AsyncTask tråd, som vi i koderne har navngivet “RequestTask”, har vi derfor valgt at 
kalde RequestHandlers’ funktionalitet, der minder om infoskærmen. Forskellen er blot, at i stedet for at 
RequestHandler er en tråd som beder hovedklassen udføre en række handlinger, så returnerer 
RequestHandler data om interaktionsforespørgslerne til RequestTask tråden, som derefter kan udføre 
handlinger. En figur af forskellene kan ses herunder: 
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Figur 31 – Forskellen mellem infoskærmens og mobil-applikationens programmeringsarkitektur 
Som nævnt er data, som på infoskærmen blot var en del af RequestHandler, nødt til at blive sendt 
tilbage til brugerfladen, hvilket i figur 31 er illustreret ved punktet “Returner forespørgsler til udførelse”. 
Nedenstående er et udsnit af den klasse, kaldet “RequestReturn”, som sendes retur: 
 
Figur 32 - InteractApp → RequestReturn.java 
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For at forstå hvad de enkelte data indeholder, er her en forklaring: 
1. user: Først og fremmest er det nødvendigt at vide, hvorvidt enheden er registreret til en bruger i 
vores system, og i så fald hvem det er.  E-mailadressen for brugeren returneres, da denne kan 
bruges til at krydsreferere brugeren med udbyderens egen database. 
2. requestList: Dernæst skal der returneres en liste med de forespørgsler (“requests”), der skal 
udføres. Disse placeres i en tabel (“array”) af RequestItem, hvor hvert element indeholder en 
kommando (“command”) og en besked (“message”). 
3. error: I tilfælde af, at der opstår en fejl, returneres denne også. 
Når ovenstående returneres fra RequestHandler til funktionen “onPostExecute” i RequestTask, skal 
interaktionsforespørgslerne udføres. Som nævnt sker dette ved, på samme måde som ved infoskærmen, 
at kalde de respektive funktioner som er implementeret gennem RequestListener grænsefladen, der er 
påkrævet for at arbejde med RequestHandler (se afsnittet 4.2 Infoskærm for mere information). 
 
Figur 33 - InteractApp → BookingConfirm.java 
Ovenstående viser et udsnit fra en kildekode, hvor RequestHandleren er implementeret. Her ses at der i 
linje 102 returneres RequestReturn i funktionens argument. Dette kommer fra “doInBackground” 
funktionen i RequestTask (se figur 31). Først tjekkes om hvorvidt resultatet reelt indeholder noget (linje 
104), derefter om der er nogen forespørgsler (linje 107), hvorefter hver interaktionsforespørgsel udføres 
(linje 109-114) ved at kalde “onPull” fra RequestListener (linje 113).  
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4.3.2 AKTIVITETER 
Der er nu blevet forklaret, hvorledes kommunikationen og implementeringen af denne, på mobil-
applikationen, ligner og differentierer sig fra infoskærmen. Kommunikationen kan ses som et udtryk for 
modellen, og i det følgende vil vi derfor gå videre til visningen på mobil-applikationen. 
I Android er en aktivitet (“activity”) et udtryk for en proces, som udføres med en brugergrænseflade, 
hvorfor Android automatisk udarbejder et skærmvindue (Developer.android.com - [5], 2013). Første del 
af dette afsnit forklarer hvorledes layout for aktiviteter i Android udarbejdes i XML. Herefter forklares de 
programmeringsmæssige dele af en aktivitet (Java-programmering), med fokus på de aktiviteter som er 
en central del af interaktionssystemet. I næste afsnit, 4.3.2.1 Layout, forklares, hvorledes de konkrete 
eksempler er udarbejdet ovenpå interaktionssystemet. 
4.3.2.1 Layout 
Som nævnt opbygges layoutet af aktiviteter ved brug af XML. Der findes en lang række elementer, som 
er standard i Android herunder tekstfelter (“TextView”), inputfelter (“EditText”), knapper (“Button”) og 
lister (“ListView”). 
 
Figur 34 - Skærmbillede for tilmelding til interaktionssystemet 
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I nedenstående tabel vises eksempler på XML layoutelementer, som primært er taget fra layoutet for 
vinduet for tilmelding til interaktionssystemet (“activity_sign_up.xml”), mens listen kommer fra 
lokalebookingen, hvor man kan vælge lokale (“activity_booking_choose_room.xml”). 
Inputfelt (“EditText”) Tekstfelt (“TextView”) 
 
 
Knap (“Button”) Liste (“ListView”) 
 
 
 
Vi vil ikke gå i dybere detaljer med de enkelte XML filer, som udgør vores mobil-applikation. Alle 
layoutfilerne fremgår af bilagene. I stedet bør det blot nævnes, at vi har tre aktiviteter, som udgør 
interaktionssystemets kernefunktionaliter: 
1. Hovedskærmen, hvorfra træk- og skub-forespørgsler foretages (“activity_main.xml”) 
2. Tilmelding til interaktionssystemet (“activity_sign_up.xml”) 
3. Fejlbesked i tilfælde af problemer med forbindelsen (“activity_connection.xml”) 
Udover de tre nævnte aktiviteter, er der også en række aktiviteter som er tilknyttet implementeringen. 
Disse vil blive beskrevet senere i afsnittet 4.3.3 Implementering. 
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4.3.2.2 Programmering 
De førnævnte aktiviteter, som blev beskrevet ud fra deres layoutmæssige position, har tilsvarende hver 
en Java-fil, hvor aktivitetens funktionalitet er placeret. De tre nævnte var: (1) Hovedskærm, (2) 
Tilmelding og (3) Fejlbesked. I det følgende vil vi tage uddrag fra disse aktiviteter og præsentere nogle 
funktionaliteter som endnu ikke er blevet beskrevet i kommunikation med serveren. 
Hovedskærm 
Hovedskærmen er det sted hvor al interaktion tager udgangspunkt. Det er her man sender de 
interaktionsforespørgsler, som sætter gang i interaktionen - hvad end det er en træk- eller skub-
forespørgsel. Vi har valgt at dette sker ved at lave enten en nedadgående bevægelse (træk-forespørgsel) 
eller en opadgående bevægelse (skub-forespørgsel). Disse gestusser (“gestures”) registreres i følgende 
udsnit fra kildekoden: 
 
Figur 35 - InteractApp → MainActivity.java 
På linje 244 tjekkes, hvorvidt der er tale om en nedadgående bevægelse eller ej. Dette sker ved at 
sammenligne start- og slutpositionen for y-aksen. 
En vigtig fraskrivelse er, at selv en horisontal bevægelse, som bare er smule nedadgående, vil blive 
registeret. Med andre ord, så tages x-aksen ikke med i beregningerne. Længden af den bevægelse som 
brugeren laver, vurderes der heller ikke på. Der tjekkes udelukkende på, hvorvidt bevægelsen er 
nedadgående eller ej. 
Hvis der er tale om en nedadgående bevægelse, bliver der i linje 245 kaldt funktionen “pull” fra 
RequestHandleren, som dermed udfører træk-forespørgslen. For beskrivelse af, hvordan denne funktion 
fungerer, henvises til afsnittet 4.3.1 Kommunikation med serveren. 
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Er der ikke tale om en nedadgående bevægelse, antages det at bevægelsen i stedet er opadgående og at 
der dermed skal udføres en skub-forespørgsel. Dette sker i linje 248-251, hvor data fra inputfeltet på 
hovedskærmen hentes, og sendes i en skub-forespørgsel (linje 249). Inputfeltet ryddes efter beskeden 
er sendt (linje 251). 
Tilmelding 
 
Figur 36 - Skærmbilledet man kommer til når man åbner applikationen første gang. 
Vi har udarbejdet interaktionssystemet således, at når man først er tilmeldt én gang, så vil man i 
princippet kunne bruge samtlige infoskærme uden yderligere konfiguration. For at tilmelde sig til 
systemet kræves blot et navn og en e-mailadresse. Tilmeldingsskærmen vises automatisk, hvis systemet 
ikke finder den mobile enhed i interaktionssystemet database (se afsnittet 4.1.3 Databasestruktur). I sig 
selv er tilmeldingsskærmen ikke særlig interessant, fordi den blot indsamler navn og e-mailadresse, 
hvorefter disse sendes til serveren for at oprette brugeren. Der er dog en detalje, som vi gerne vil 
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fremhæve. For at sikre at serveren modtager de rette informationer, og at ingen inputfelter er tomme, 
har vi implementeret validering af brugerinput før disse sendes til serveren: 
 
Figur 37 - InteractApp → SignUpActivity.java 
Som det fremgår af ovenstående udsnit fra kildekoden, så tjekkes der for om brugeren har indtastet 
noget i de to felter for henholdsvis navn og e-mailadresse (linje 55+57). Hvis ét af felterne er tomt, vil 
brugeren få en fejlbesked på skærmen (se for eksempel linje 56, hvor funktionen “alert” kaldes og 
dermed fremvises en besked). Det er dog ikke nok blot at tjekke, hvorvidt inputfelter indeholder et input. 
Det kan ikke antages at brugeren har indtastet den forventede værdi i feltet, hvorfor validering af 
indholdet også er nødvendigt. Dette er især interessant i forbindelse med e-mailadressen, hvorfor vi i 
linje 59 validerer at e-mailadressen overholder kravene for at være en gyldig e-mailadresse (for 
eksempel at der er et ”@”). Fejlbeskeden ses på skærmbilledet i toppen af afsnittet. 
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Fejlbesked 
I udviklingsprocessen forsøgte vi ofte at starte programmet, selvom Bluetooth og internetadgang ikke 
var aktiveret. Dette resulterede blot i, at systemet ikke fungerede. Vi mente, at der manglede en 
påmindelse på dette, da vi ofte selv blev ofre for denne problematik. Derfor blev der udarbejdet en 
aktivitet, hvis formål var at henlede brugerens opmærksom på netop denne problematik. 
 
Figur 38 - Skærmbilledet man kommer til, hvis Bluetooth er deaktiveret - dog ikke internetadgangen, selvom det fremgår af 
teksten. Dette vil blive uddybet senere. 
Aktiviteten består på brugerfladen blot af et tekstfelt, som forklarer brugeren, hvad der er galt såvel som 
forslag til at løse problemet - for eksempel at man skal tænde for Bluetooth. 
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Figur 39 - InteractApp → ConnectionActivity.java 
Ovenstående er et udsnit fra kildekoden for den nævnte aktivitet med fejlbeskrivelsen. Der benyttes en 
AsyncTask (linje 41), som løbende tjekker om det er muligt at finde enhedens Bluetooth-adresse (linje 
49-52), hvilket dermed er en indikation på, at brugeren har slået Bluetooth til. Hvis Bluetooth-adressen 
findes (linje 63-66), lukkes aktiviteten, og brugeren sendes tilbage til hovedskærmen (linje 66). 
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4.3.3 IMPLEMENTERING 
Som eksempel på, hvordan interaktionssystemet kan benyttes, har vi lavet en konkret implementering. 
Som vi redegjorde for i afsnittet om infoskærmen, er der tale om to typer implementeringer: (1) 
Lokalebooking og (2) Reklame med kalender. 
I det følgende vil vi forklare, hvorledes implementering fungerer på mobil-applikationen. Der vil blive 
refereret til paralleller og forskelle i forhold til infoskærmen, så det anbefales at afsnittet 4.2 Infoskærm 
er læst forud for dette afsnit. 
4.3.3.1 Lokalebooking 
Bookingsystemet indeholder alle de dele, som kræves for at booke et lokale den gældende dag i et 
bestemt tidsrum. Bookingsprocessen indeholder følgende tre trin: 
1. Vælg lokale  (“BookingChooseRoom.java”) 
2. Vælg tidspunkt  (“BookingChooseTime.java”) 
3. Bekræft booking (“BookingConfirm.java”) 
Hvert trin i bookingprocessen er repræsenteret ved en aktivitet, som har hvert sit layout via en tilknyttet 
XML fil. Der henvises til kapitlet 3 Brugervejledning for skærmbilleder af de enkelte dele i processen. Der 
vil i det følgende blive præsenteret eksempler på interessante dele i de tre aktiviteter, med fokus på 
detaljer som er gældende for alle tre, og konkrete udfordringer i de enkelte aktiviteter. 
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(1) Vælg lokale 
Første trin i lokalebookingsprocessen indeholder en simpel brugerflade, hvor der vises en liste med 
lokaler som kan bookes. 
 
Figur 40 - Skærmbilledet man kommer til efter at have lavet en træk-forespørgsel for at booke et lokale, som viser de ledige 
lokaler 
Hvad der kan fremstå simpelt for brugeren, har dog en række avancerede detaljer i den underliggende 
programmering. Kildekoden herunder viser indhold fra aktiviteten “onCreate”s funktion, som kaldes når 
aktiviteten startes. 
 
Figur 41 - InteractingDevices → BookingChooseRoom.java 
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Som det fremgår af linje 48, så er listen med ledige lokaler på skærmbilledet ovenfor et såkaldt “List 
view”, hvis funktionalitet uddybes i følgende citat: 
“ListView is a view group that displays a list of scrollable items. The list items are automatically inserted 
to the list using an Adapter that pulls content from a source such as an array or database query and 
converts each item result into a view that's placed into the list.” (Developer.android.com - [6], 2013) 
Som det fremgår af citatet, så kræves en Adapter, som agerer bindeled mellem listevisningen (“List 
view”) og datakilden (“source”). I kildekoden ses dette i linje 44, hvor der udarbejdes en adapter med 
udgangspunkt i tabellen (“array”) kaldet “rooms” fra linje 41. I linje 48 findes listevisningen og i den 
efterfølgende linje, kobles adaptoren til listevisningen. Hvor der nu er gjort klar til at data fra tabellen 
kan indsættes i listevisningen, så er der behov for at hente listen over lokaler fra infoskærmen, og 
efterfølgende indsætte disse i listevisningen, hvorfra brugeren kan vælge et af disse lokaler. 
RequestHandler til hver aktivitet 
Ligesom i de øvrige dele af interaktionssystemet, så benyttes RequestHandler til at modtages data fra 
infoskærmen. Hver aktivitet har en RequestHandler, som kan bruges til at hente og sende data fra/til 
infoskærmen. Oprindeligt var det tanken, at hovedklassen (MainActivity) skulle have én RequestHandler, 
som de øvrige aktiviteter kunne tilgå og derfra foretage træk- og skub-forespørgsler. Desværre var det 
ikke muligt at tilgå variabler på tværs af aktiviteter, hvorfor det var nødvendigt at hver aktivitet havde 
sin egen RequestHandler. Det er dog ikke den mest optimale løsning, da det betyder en forøgelse i 
kommunikationen til serveren, eftersom alle aktiviteterne derfor vil forespørge eventuelle svar på træk-
forespørgsler. 
Der opstod dog en fordel ved at have flere RequestHandlere, da vi ved at introducere en kommando til 
hver interaktionsforespørgsel, kunne separere, hvilken aktivitet der havde forespurgt noget bestemt 
data fra infoskærmen. I det følgende ses, hvordan RequestHandleren på første trin i bookingprocessen, 
forespørger efter en liste med lokaler fra infoskærmen: 
 
Figur 42 - InteractingDevices → BookingChooseRoom.java 
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Som det fremgår af linje 54, så indsættes der to parametre for at konstruere en RequestHandler. Første 
parameter er den pågældende klasse, som ønsker at benytte RequestHandleren, og som har 
implementeret funktionerne i RequestListener - derfor skrives “this”, dette referer til klassen selv. Andet 
parameter definerer hvorvidt RequestHandler skal kommunikere med en bestemt kommando. Denne 
kommando bruges til at separere svar på træk-forespørgsler, så de ankommer til den rette aktivitet. 
Dette er en nødvendighed for at andre aktive aktiviteter, som også har en RequestHandler, ikke 
modtager svar som var tiltænkt den aktivitet, der lavede træk-forespørgslen. I kodeudsnittet kan det ses, 
at kommandoen “get_rooms” benyttes, hvilket fortæller infoskærmen, at den skal returnere en liste 
med lokaler. Linje 56 gør klar til træk-forespørgslen, og i linje 59 startes en AsyncTask (kaldet 
“RequestTask”), som sender træk-forespørgslen, og efterfølgende løbende forespørger efter listen med 
lokaler fra infoskærmen. 
Når der modtages et svar fra infoskærmen på træk-forespørgslen, som var listen med lokaler, så kaldes 
funktionen “onPull” fra RequestListener. I det følgende ses indholdet af “onPull” funktionen fra første 
trin i bookingprocessen, hvor der vælges lokale: 
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Figur 43 - InteractingDevices → BookingChooseRoom.java 
Som tidligere nævnt, benyttes der, ved første trin i bookingprocessen, en listevisning, hvorfra brugeren 
kan vælge et lokale. Da dataen modtaget gennem interaktionssystemet er i JSON-format, omdannes det 
i linje 146 til et JSON-objekt, hvorfra det er muligt at hente oplysninger om det enkelte lokale. Fra linje 
152 til 160 gennemgås alle modtagne lokaler, og navnet på lokalet tilføjes, gennem den tidligere 
beskrevne adapter, til listevisningen (linje 157). I RequestTask, som er tilkoblet RequestHandleren for 
denne aktivitet, er placeret et tjek, der sikrer at så snart listen med lokaler er modtaget, så stopper 
RequestHandleren med at køre. Dette sikres i linje 168 ved at sætte variablen “done” til sand. 
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Valg af lokale 
Når brugeren vælger at trykke på et lokale fra listevisningen, skal dette valg gemmes, og brugeren skal 
føres videre til næste trin i bookingprocesen. I følgende kodeudsnit ses funktionen der udføres, når et 
lokale vælges af brugeren: 
 
Figur 44 - InteractingDevices → BookingChooseRoom.java 
Det, som her er interessant er, at vi har behov for at sende data videre til næste aktivitet, hvorfra 
brugeren skal have mulighed for at vælge mellem ledige tidspunkter for det valgte lokale. I linje 127-128 
ses at vi, baseret på brugerens valg af lokale, sender navnet på lokalet samt et id-nummer på lokalet, 
som senere bruges til at matche lokalet i lokalebookingssytemet. I linje 131 startes aktiviteten 
“BookingChooseTime”, som indeholder næste trin i bookingprocessen. 
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(2) Valg af tidspunkt 
For at skabe et overblik for brugeren over de tidspunkter som er mulige at booke eller ej, er 
tidspunkterne inddelt i intervaller af én time fra kl. 8.00 til 19.00. Hvert interval er repræsenteret med et 
afkrydsningsfelt (“checkbox”) - også kendt som en boks, hvori man sætter et flueben. Nedenstående 
udsnit fra kildekoden viser hvordan vi har placeret disse afkrydsningsfelter i en tabel (“array”) (linje 54). 
 
Figur 45 - InteractingDevices → BookingChooseTime.java 
Efter at hvert afkrydsningsfelt med tidsintervaller (linje 55-66) er tilføjet til tabellen (linje 54), 
gennemgås alle afkrydsningsfelterne og deaktiveres (linje 69-70). Dette sker for at undgå, at brugeren 
når at afkrydse et felt, som allerede er booket. Denne information er nemlig ikke tilgængelig før der er 
foretaget en træk-forespørgsel til infoskærmen, som efterspørger en liste med tidspunkter for lokalet 
som ikke er tilgængelig (altså allerede er booket). 
For at kunne foretage en træk-forespørgsel efter bookede tidspunkter, er det nødvendigt kende til det 
valgte, som skal sendes med til infoskærmen. Disse oplysninger blev valgt i forrige trin, og blev som 
tidligere nævnt, sendt med da den nye aktivitet blev startet. I det følgende vises, hvordan lokalets navn 
og id bliver hentet ind i respektive variabler: 
 
Figur 46 - InteractingDevices → BookingChooseTime.java 
Efter at oplysningerne om det valgte lokale er hentet, foretages en træk-forespørgsel ved at benytte 
samme princip, som beskrevet ved første trin i bookingprocessen. Der sendes en kommando, hvorefter 
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listen med bookede tidspunkter returneres. Alle tidspunkter aktiveres igen, hvorefter de tidspunkter, 
som er på listen over allerede bookede tidspunkter, deaktiveres og der sættes en streg gennem navnet. 
Brugeren kan derefter afkrydse de tidspunkter, som ønskes bookes. Denne kode er ikke medtaget i 
rapporten, men fremgår af filen “BookingChooseTime.java” i linjerne 199 til 231. I stedet vil der blive vist 
kodeeksempler på, hvordan tidspunkterne valgt af brugeren, efterfølgende sammensættes med henblik 
på at sendes til bookingprocessens sidste trin, nemlig bekræftelse af bookingen. 
Første iteration af implementeringen lavede én booking for hvert valgte tidspunkt. I praksis var det ikke 
særlig smart at have mange enkeltstående bookinger, fordi én bruger kunne have valgt at booke lokalet 
i flere tidsintervaller. Derfor var det nødvendigt kunne vurdere, hvorvidt tidspunkter var fortløbende, og 
i så fald, sætte dem sammen til én booking. Vælger man for eksempel kl. 9.00-9.59 og kl. 10.00-10.59, så 
ville der oprindeligt blive lavet to bookinger, mens der ved den nye metode, bliver lavet én samlet 
booking. Vi løste dette i følgende udsnit af kildekoden: 
 
Figur 47 - InteractingDevices → BookingChooseTime.java 
Det første der gøres, er at oprette en tabel, hvor tidspunkterne kan placeres (linje 146). Denne tabel skal 
samtidig overføres til næste trin i bookingprocessen. Herefter sættes en variabel, som holder styr på, om 
et tidspunkt skal sammenkædes med forrige tidspunkt (linje 148). Hver tidspunkt gennemgås (linje 150-
167), og hvis det er valgt, tjekkes, hvorvidt det skal sammenkædes (linje 156-160) eller blot tilføjes som 
en ny selvstændig booking (161-162). Hvis et tidspunkt ikke er valgt, sættes sammenkædningen til falsk 
(“false”) (linje 166), hvorfor det næste valgte tidspunkt, bliver oprettet som en selvstændig booking. Den 
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endelige liste med tidspunkter sendes sammen med navn og id på lokalet samt brugerens e-mailadresse 
til næste trin, hvorfra bookingen bekræftes og oprettes. 
(3) Bekræftelse af booking 
Data fra de forrige trin hentes ind i den sidste aktivitet i bookingprocessen, og vises som en oversigt til 
brugeren. Et inputfelt giver brugeren mulighed for at tildele bookingen en titel. Når brugeren har tjekket 
bookingens detaljer, kan der trykkes på knappen som accepterer bookingen. 
Som vi tidligere har beskrevet, er JSON valgt som kommunikationsformat. Når detaljer om bookingen 
derfor skal sendes til infoskærmen via en skub-forespørgsel, skal det derfor ske i JSON-formatet. 
 
Figur 48 - InteractingDevices → BookingConfirm.java 
I ovenstående kildekode gennemgås de valgte tidsintervaller (linje 139-162), som er modtaget fra de 
forrige aktiviteter. Hvert tidsinterval kan dække over en til flere timer, jævnfør førnævnte 
sammenkædning. For hvert tidspunkt oprettes et JSON-objekt (linje 141), hvortil der tilføjes de relevante 
informationer om bookingen, herunder start- og sluttidspunkt, lokalets navn og id samt brugerens e-
mailadresse (linje 153-157). JSON-objektet tilføjes til en JSON-tabel (linje 160), som holder de enkelte 
bookinger, der skal oprettes af infoskærmen (linje 136). Den samlede JSON-tekststreng sendes til sidst til 
infoskærmen via en skub-forespørgsel (linje 166). Herefter returneres brugeren til hovedskærmen, og 
bookingen fremgår kort efter på infoskærmen. 
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4.3.3.2 Reklame med kalender 
Udover lokalebookingen, har vi også implementeret et eksempel på en reklame. Som nævnt i afsnittet 
om infoskærmen, så indeholder reklame-eksemplet en simpel funktionalitet. Reklamen er for Roskilde 
Universitets årsfest som afholdes d. 20. september 2013. Når der på den mobile enhed modtages 
resultatet af en træk-forespørgsel, åbnes ens kalender, hvor titel og dato for begivenheden allerede er 
indtastet - klar til at blive tilføjet som en begivenhed i kalenderen. 
 
 
Figur 49 - Skærmbilledet der vises efter at have lavet en træk-forespørgsel, når infoskærmen viser den pågældende reklame 
Hvor vi på infoskærmen har lavet en klar opdeling af de enkelte implementeringer fra selve 
hovedklassen (“Main.java”), så har vi på grund af mangel på tid, kun nået at implementere 
kalendarfunktionen på mobil-applikationen direkte i dens hovedklasse (“MainActivity.java”). På længere 
sigt vil det give mening at separere implementeringerne på mobil-applikationen lige så skarpt som ved 
infoskærmen, da det giver en mere fleksibelt arkitektur. 
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Figur 50 - InteractApp → MainActivity.java 
Ovenstående er et udsnit af kildekoden fra hovedaktiviteten i mobil-applikationen. Forud for denne del 
af koden, er indholdet fra træk-forespørgslen omdannet til et JSON-objekt kaldet “event”, hvorfra 
oplysninger såsom titlen, stedet og beskrivelse hentes (linje 202-204). Start- og sluttidspunkt er desuden 
omdannet fra tekst til dato-objekter (“startDate” og “endDate”). Fra disse dato-objekter kan 
tidspunkterne omdannes til millisekunder, som er det nødvendige format der skal sendes til Androids 
kalenderfunktion (linje 208-211). I linje 212 startes Androids kalender-aktivitet, hvorfra brugeren kan 
tilføje en begivenhed med de fra infoskærmen modtagne oplysninger. 
I næste kapitel forsøger vi, at lave nogle tests af systemet, da vi mente, at det var relevant for blandt 
andet at finde frem til eventuelle fejl og mangler. 
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5 AFPRØVNING 
I dette kapitel sættes fokus på at forklare, hvordan vi løbende har afprøvet og testet 
interaktionssystemet, både mobil-applikationen og infoskærmen, med henblik på at tjekke, at 
programmerne virkede samt for at optimere disse løbende. Desuden bliver fokus at beskrive de tests vi 
lavede efter version 1.0, da interaktionssystemet var færdigt. Disse tests blev lavet for at finde ud af, 
hvor vi kan optimere programmet fremadrettet. 
5.1 UDVIKLINGSPROCES 
Infoskærmen og Android-applikation er, som tidligere nævnt, udviklet i Java. Til udviklingen har vi 
benyttet Eclipse som IDE sammen med Android SDK. IDE står for Integrated Development Enviroment og 
er software, som gør det nemmere at programmere, ved at have flere indbyggede funktioner, såsom 
teksteditor, fejlsøger (“debugger”) og automatiseringsværktøjer, som kan autogenerere noget kode og 
importere de korrekte biblioteker (Nixon, 2009). Da vi programmerede i Java og derfor benyttede JVM 
til at køre koden, gjorde det det muligt at benytte flere styresystemer, da JVM er platformsuafhængigt. 
Dette har gjort det muligt at udvikle og afprøve på både Windows, Mac og Linux styresystemer. 
Vi havde i starten forestillet os at benytte Android SDK’ets indbyggede emulator til at teste programmet 
løbende. Problemet ved emulatoren var dog, at vi ikke kunne teste Bluetooth-funktionaliteten, da denne 
ikke understøttede det. Vi var derfor nødt til at teste og afprøve det direkte på en smartphone ved at 
tilslutte telefonen med USB-kabel og overføre programkoden. Til dette benyttede vi smartphonen 
Samsung Galaxy Nexus. 
Infoskærmen blev afprøvet på en Apple MacBook Pro, da denne allerede havde Bluetooth og adgang til 
internettet. Infoskærmen blev også afprøvet i både Windows- og Linux-miljø for at sikre, at det virkede. 
Gennem udvikling og afprøvningen benyttede vi Logcat, som er en del af Android SDK’et når vi udviklede 
og afprøvede mobil-applikationen. Der gives følgende forklaring af Logcat: 
 
“The Android logging system provides a mechanism for collecting and viewing system debug 
output.“ (Developer.android.com - [7], 2013)  
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Vi benyttede Logcat til at gennemskue, hvorfor koden ikke fungerede, hvis dette var tilfældet i del 
løbende afprøvning. Et andet eksempel på en situation, hvor vi har benyttet Logcat, var i InteractApp, 
hvor vi indsatte en tæller (“counter”) til at tælle antallet af forespørgsler i vores afprøvning (uddybet i 
afsnittet 5.2.2 Dataforbrug): 
 
Figur 51 - InteractApp → MainActivity.java 
I programkoden ovenfor ses det, at vi har indsat en variabel til at tælle antallet af forespørgsler, som 
bliver sendt fra InteractApp. Længere nede i koden benytter vi denne variable sammen med Logcat: 
 
Figur 52 - InteractApp → MainActivity.java 
Det ses at der på linje 96 bliver lagt én til variablen, og at denne værdi bliver udskrevet i Logcat på linje 
97. På den måde kunne vi få et indblik i antallet af forespørgsler, som bliver sendt. 
Til udvikling af infoskærmen gjorde vi det samme, men benyttede i stedet konsollen (“console”), som er 
indbygget i Eclipse, som har samme funktion som Logcat. 
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5.2 SYSTEMTESTS 
Efter at have lavet systemet færdigt (version 1.0), mente vi, at det var på sin plads at udføre nogle tests, 
for at finde eventuelle fejl i en brugssituation. Desuden ville vi finde ud af, hvor stor belastningen af 
dataforbruget var, for såvel den mobile enhed, som på serveren. Dette fandt vi relevant, da man her 
kunne finde ud af om der burde optimeres, blandt andet med henblik på at mindske dataforbruget. 
5.2.1 TEST AF LOKALEBOOKING AF FLERE BRUGERE PÅ SAMME TID 
Vi mente, at det var væsentligt at foretage en test af interaktionssystemet som omhandlede systemets 
varetagelse af flere brugere på samme tid. Vi mener at denne test er væsentlig, da man sagtens kunne 
forestille sig flere brugere benytte systemet på samme tid, i en reel implementering og brug hos en 
udbyder.  
Selve interaktionssystemet (det vil sige uden bookingsystem) var svær at teste på denne måde, da der 
ikke er en egentlig mulighed for interaktion, udover at sende skub-forespørgsler. Skub-forespørgslerne 
blev sendt af flere brugere uden problemer, som forventet.  
Ved en lokalebooking var der heller ingen problemer, da flere brugere godt kan hente den samme data 
på samme tid (såsom ledige tidsintervaller for et lokale). Implementeringen mangler dog en 
fejlmeddelelse, idet en booking af et lokale kan foretages af flere brugere på samme tid - eller rettere 
der vises ikke en fejl, selvom der sker en fejl. Et eksempel herpå er, hvis to brugere vælger samme lokale 
på samme tid. De ledige tidsintervaller hentes ned til begge brugeres mobile enheder og begge brugere 
ser derfor de samme ledige tidsintervaller. Hvis den ene bruger, Alice, booker et bestemt lokale fra 
09.00-09.59, mens den anden bruger, Bob, stadig kigger på tidsintervallerne, vil Bob reelt set ikke kunne 
booke lokalet i dette tidsinterval, da Alice allerede har booket denne tid. På mobil-applikationen får Bob 
dog stadigvæk en besked (“toast”) om, at lokalet er booket. Der mangler altså en løbende kontrol af, om 
lokalet bliver booket og en fejlmeddelelse, der gør brugeren opmærksom på dette. 
Testen viste dog, at både InteractApp, infoskærm og server sagtens kunne håndtere at to brugere 
brugte systemet på samme tid. Dog kan der være tvivl om, hvor mange brugere og skub- og træk-
forespørgsler der skal til, for at der bliver problemer med at sende forespørgslerne frem og tilbage 
imellem enhederne. Dette bliver delvist berørt i næste beskrevne test, da der gives et indblik i antal 
forespørgsler der sendes per tidsenhed, samt søgningen af Bluetooth-enheder. 
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5.2.2 DATAFORBRUG 
En test af datamængden der sendes frem og tilbage når man benytter interaktionssystemet, fandt vi 
relevant, idet vi observerede et stort forbrug på serveren (1 GB data på en måned, bare på test af 
systemet). Vi så desuden, at der blev overført meget data til InteractApp på den mobile enhed, hvorfor 
vi fandt testen relevant. Disse datamængder hænger sammen. Dataforbruget på serveren er den 
mængden data, som er sendt fra serveren. Dataforbruget på den mobile enhed er den mængden data, 
som er modtaget fra serveren. Vi har derfor valgt at udføre tests fra den mobile enhed, da dataforbruget 
for den mobile enhed afhænger af dataforbruget på serveren, men også omvendt, da serveren giver et 
svar tilbage for hver forespørgsel der bliver sendt fra den mobile enhed til serveren. Dog har vi valgt kun 
at teste den del af InteractApp, som er interaktionssystemet og ikke bookingsystemet, da dette hører til 
den konkrete implementering. Den implementerede del af interaktionssystemet er i dette tilfælde 
Bookingsystemet, men kunne principielt være et andet system med data fra en anden server. Dette 
betyder, at typen og størrelsen/mængden af data der skal sendes over interaktionssystemet, afhænger 
af, hvad udbyderen vil sende. Derfor ønskede vi at foretage en test der ikke var påvirket af 
bookingsystemets størrelse og mængde af data. 
Da tests aldrig kan foretages helt fejlfrit, har vi desuden valgt at lave en kort liste over fejlkilder, for 
henholdsvis testene af dataforbrug og Bluetooth-enhedssøgning, der kan have haft en indflydelse på 
resultaterne. Disse kan findes efter resultaterne af testene. 
Nedenfor er billeder af serverens og mobil-applikationens dataforbrug, som bliver forklaret 
efterfølgende. 
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Figur 53 - Server - Screenshots af dataforbrug for serveren over cirka en måned. Der blev altså sendt cirka 217 MB data i april 
og 1.004 MB i maj. 
 
  
Figur 54 - InteractApp - Screenshots af InteractApps dataforbrug over cirka en måned. Der blev altså modtaget cirka 413 MB 
data i april og maj over både 3G og Wi-Fi til sammen. 
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De resterende cirka 800 MB i differencen mellem serverens og InteractApps dataforbrug, er enten brugt 
af den anden mobile enhed der blev testet på, eller af infoskærmen. Infoskærmen har især krævet 
meget af forbindelsen, da den har sendt opdaterings-forespørgsler hele tiden, selvom InteractApp har 
været slukket, hvilket også har resulteret i mere dataforbrug på serveren. 
5.2.2.1 Dataforbrugstest på InteractApp  
For at teste dataforbruget for InteractApp, lavede vi tests af fem minutter per test, både på 3G og Wi-Fi, 
for at se forskellen på dataforbruget ved disse. For at foretage testene var vi først nødt til at slette 
InteractApp fra den mobile enhed, for at nulstille det målte dataforbrug. Herefter skulle infoskærmen 
tændes, for at data kunne sendes mellem de to enheder. InteractApp var tændt på den mobile enhed, 
samt Bluetooth og internetfobindelse oprettet. Al output-data kunne aflæses i Logcat i Eclipse 
(MainActivity.java: linje 42 - tæller antal forespørgsler + linje 96-97 - udskriver værdien i Logcat). 
Vi lavede følgende tests på denne måde: 
1. Rene opdaterings-forespørgsler (uden træk- eller skub-forespørgsler) 
a. 3G 
b. Wi-Fi 
2. Ti skub-forespørgsler 
a. 3G 
b. Wi-Fi 
3. Ti træk-forespørgsler (fra reklame) 
a. 3G 
b. Wi-Fi 
5.2.2.2 Forklaring 
1. Disse tests bestod af at have InteractApp tændt i fem minutter. I disse fem minutter, sendte mobil-
applikationen kun opdaterings-forespørgsler til serveren. Antallet af disse forespørgsler kunne aflæses 
manuelt i logcat, hvilket vi eksporterede til en almindelig .txt-fil (se evt. bilag 10.1.3). Ved hver 
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forespørgsel fik den svar fra serveren. Aflæsning af dataforbruget skete i Androids indbyggede mulighed 
for at aflæse dataforbruget for den enkelte mobil-applikation. 
2. Disse tests blev foretaget på samme måde som test 1.a og 1.b med den ændring, at der blev sendt 10 
skub-forespørgsler i løbet af i fem minutter, for at registrere forskellen på dataforbruget mellem 
opdaterings-forespørgslerne og skub-forespørgslerne. 
3. Disse tests blev foretaget på samme måde som test 2.a og 2.b med den ændring, at der blev sendt 10 
træk-forespørgsler i stedet for skub-forespørgsler. Vi foretog træk-forespørgslerne når det viste 
skærmbillede på infoskærmen var reklamen. Det blev gjort i netop dette skærmbillede og ikke 
lokalebookingskærmbilledet, da der her automatisk ville blive sendt to træk-forespørgsler, hver gang 
man foretog en træk-forespørgsel. Dette kan man læse mere om i afsnittet 4.3.3 Implementering. 
Testnummer Dataforbrug (MB) Antal forespørgsler Forespørgsler per 
minut 
1.a 1,11 1321 264,2 
1.b 1,59 1763 352,6 
2.a 1,13 1286 257,2 
2.b 1,52 1698 339,6 
3.a 1,1 1246 249,2 
3.b 1,55 1723 344,6 
Bilag 10.1– Resultater fra tests – resultater fra dataforbrugstests 
Da disse tests ikke er foretaget over mere end fem minutter og heller ikke er foretaget mere end én 
gang per test, mener vi, at de kan være mangelfulde og ikke nødvendigvis repræsentative for alle 
scenarier. Dog mener vi alligevel, at de repræsenterer en forholdsvis realistisk afprøvning af 
interaktionssystemet, idet der i et almindeligt brugsforløb sandsynligvis ville blive sendt under ti skub- 
eller træk-forespørgsler. Desuden ville det formentlig heller ikke tage fem minutter. Derfor er disse tests 
foretaget over et længere forløb, end hvad vi mener, er normalt. 
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Derfor mener vi at kunne konkludere, at dataforbruget generelt bliver større, ved at bruge Wi-Fi-
forbindelsen på Roskilde Universitet end 3G-forbindelsen. Som der ses i tabellen ovenfor, bliver der 
foretaget væsentligt flere forespørgsler per minut ved brug af Wi-Fi-forbindelsen, gennemsnitligt cirka 
88 forespørgsler mere per minut. Dette viser også, at dataforbruget generelt er cirka en halv megabyte 
større ved Wi-Fi-forbindelsen på fem minutter, hvilket både er på den mobile enhed og på serveren, da 
det serveren sender, er det samme den mobile enhed modtager. Dog må man sige, at disse tal ikke er så 
høje som forventet, og formentlig ej heller så høje, at en bruger ville fravælge mobil-applikationen. 
5.2.3 OVERVEJSELSER EFTER DATAFORBRUGSTESTS 
Efter at have lavet dataforbrugstestene, kunne vi se en mulighed for, at lave nogle forbedringer i forhold 
til antallet af sendte forespørgsler. InteractApp behøver ikke at foretage så mange forespørgsler per 
sekund, da det ikke har en decideret betydning for brugeroplevelsen. Dog kan vi ikke helt sige, hvor 
meget det kan optimeres uden, at det går ud over brugeroplevelsen, da det ville kræve flere tests af 
systemet end vi havde tid til. Ved at lave disse forbedringer, vil det også betyde et lavere dataforbrug, 
men dette ville vi også være nødt til at lave yderligere tests for at påvise. Desuden kan vi ikke sige, hvor 
stor forskel det ville gøre. 
5.2.3.1 Fejlkilder i dataforbrugstest på InteractApp 
● Internethastigheden kan variere 
● Vi startede og stoppede manuelt applikationen efter en tidstagning på et ur, hvilket kan være 
mere eller mindre upræcist 
● Måden vi stoppede applikationen var ved at afbryde applikationen, hvilket også var mere eller 
mindre upræcist 
● Der kører andre applikationer på den mobile enhed, som kan have indflydelse på antal 
forespørgsler der kan nå at blive sendt 
● Træk-forespørgslen sendte en større mængde data end de to andre 
● Infoskærmen er tændt på samme tid som InteractApp og trækker dermed også på serveren 
● Testene er kun foretaget på én mobil enhed 
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5.2.3.2 Bluetooth-enhedssøgning versus forespørgsler på infoskærm 
Som vi tidligere har skrevet, har vi delt infoskærmens opgaver op i to tråde: (1) søgning efter Bluetooth-
enheder i nærheden af infoskærmen og (2) afhentning / afsendelse af forespørgsler til serveren. Dette 
valgte vi at gøre, da infoskærmen ellers skulle vente på svar fra den væsentligt langsommere Bluetooth-
enhedssøgning. Vi fandt det også væsentligt at teste, hvor lang tid en Bluetooth-enhedssøgning tager og 
hvor mange forespørgsler infoskærmen kan nå at sende i mellemtiden, da dette også kan retfærdiggøre 
valget at dele opgaverne op i forskellige tråde. 
For at foretage testene skulle eventuelle Bluetooth-enheder gøres søgbare, hvorefter infoskærmen 
tændes i Eclipse og blev kørt på en MacBook Pro. Alt output-data kunne aflæses i konsollen Eclipse, da vi 
benyttede system.out.print-kommandoen (DiscoverDevices.java: linje 81-83 + linje 109-111) 
(RequestHandler.java: linje 29 + linje 112-113). 
Vi lavede følgende tests på denne måde: 
1. Bluetooth-enhedssøgning med én tilgængelig Bluetooth-enhed 
2. Bluetooth-enhedssøgning med flere tilgængelige Bluetooth-enheder 
3. Bluetooth-enhedssøgning uden nogen tilgængelige Bluetooth-enheder 
5.2.3.3 Forklaring 
1. Denne test bestod af at have én tilgængelig Bluetooth-enhed søgbar, hvorefter infoskærmen foretog 
en søgning efter denne enhed, mens den sendte opdaterings-forespørgsler til serveren. Testen foregik i 
cirka to minutter. 
2. Denne test var ens med test 1 med den ændring, at der var flere tilgængelige, søgbare Bluetooth-
enheder. Desuden foregik testen i cirka fire minutter. 
3. Denne test var ens med foregående tests med den ændring, at der ikke var nogen tilgængelige, 
søgbare Bluetooth-enheder. Desuden foregik testen i cirka tre minutter. 
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Testnummer Tidsforbrug i sekunder Antal forespørgsler Forespørgsler per 
sekund 
1 (gennemsnit) 20,05 338,83 16,93 
2 (gennemsnit) 21,14 348,81 16,50 
3 (gennemsnit) 20,87 341,75 16,38 
Bilag 10.1 - Resultater fra tests – resultater fra Bluetooth-enhedssøgningstests 
Som resultaterne nogenlunde slår fast, tager det cirka 21 sekunder at foretage søgningen efter 
Bluetooth-enheder, hvilket ikke afviger afhængigt af antallet af enheder i nærheden af infoskærmen. 
Dog skal det siges, at vi havde et begrænset antal Bluetooth-enheder. Der blev i test 1 foretaget seks 
Bluetooth-enhedssøgninger, i test 2, 11 Bluetooth-enhedssøgninger og i test 3, otte Bluetooth-
enhedssøgninger. 
Som det også fremgår af tabellen ovenfor, er der en forholdsvis lille afvigelse fra de 21 sekunder i test 1 
og 3. Dette sker af to grunde: (1) testene var en anelse kortere end test 2 og (2) første Bluetooth-
enhedssøgning i test 1 og 3 var afvigende på den måde, at den var kortere end resten af Bluetooth-
enhedssøgningerne. Dette kan vi ikke finde en forklaring på, hvilket er egentlig også underordnet i 
denne sammenhæng. Som det fremgår af de fuldgyldige testresultater, tager alle andre Bluetooth-
enhedssøgninger mellem 21,09 og 21,17 sekunder at udføre. 
I den tid det tager at lave én Bluetooth-enhedssøgning, kan infoskærmen derimod nå at sende cirka 340-
350 forespørgsler til serveren. Derfor kan der let argumenteres for, at det er væsentligt at infoskærmens 
opgaver er opdelt i to tråde. Dog overraskede det os, hvor mange forespørgsler der blev sendt på så kort 
tid, hvilket vi fandt unødvendigt. Derfor må vi også konkludere, at antallet af forespørgsler, som anden 
tråd sender til serveren, bør optimeres, så der ikke sendes nær så mange. 
5.2.3.4 Efterfølgende test: 
Efter at have udført ovenstående test, lavede vi en lille test, for at afprøve, hvor lang tid man kunne 
komme ud for at vente, før man kunne interagere med infoskærmen. Testen var meget primitiv, men 
effektiv. En bruger tog en mobil enhed og gik udenfor infoskærmens Bluetooth-rækkevidde og sørgede 
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for at vente indtil infoskærmen havde lavet minimum én søgning, så den midlertidige liste med 
tilgængelige Bluetooth-enheder var blevet overskrevet med en liste uden Bluetooth-enhedens adresse 
på. Derefter gik han indenfor infoskærmens Bluetooth-rækkevidde igen og sendte med det samme en 
skub-forespørgsel. Denne test påviste, at man kan komme ud for, at at vente op til 21 sekunder på at 
kunne interagere med infoskærmen. Til gengæld kunne man, som ventet, interagere med infoskærmen 
med det samme, når man allerede ér fundet af infoskærmen. 
5.2.4 OVERVEJELSER EFTER BEGGE TESTS 
Infoskærmen sender flere forespørgsler end den mobile enhed (cirka 11 flere per sekund). Infoskærmen 
er altså skyld i et større dataforbrug på serveren end InteractApp. Grunden til dette kan være flere ting. 
For det første har computeren, hvor infoskærmen er blevet testet på, en langt hurtigere 
internetforbindelse end den mobile enhed. Desuden mener vi, at grunden til færre forespørgsler fra 
InteractApp er grundet i, at den skal over Async-laget for at sende forespørgslerne, hvor infoskærmen 
sender forespørgslerne direkte fra tråden (se eventuelt afsnittet 4.3 Mobil-applikationen), hvorfor den 
ikke skal igennem lige så mange lag for at sende forespørgslerne. Endelig er der en ventetid (“sleep”) på 
InteractApps tråd, som sender forespørgsler, på 100 millisekunder, hvor den kun er 10 millisekunder på 
infoskærmens tråd. Alle disse faktorer kan have indflydelse på forskellen. Under alle omstændigheder 
mener vi, at både infoskærmens og InteractApps antal forespørgsler kan sættes ned. 17 forespørgsler i 
sekundet fra infoskærmen er ikke en nødvendighed. Hvis vi satte dette antal forepørgsler ned, ville det 
sandsynligvis betyde en betydelig forskel i serverens dataforbrug, på længere sigt. 
Som der blev påpeget i afsnittet 2.4.4 Kommunikationsformat, kan det have stor betydning, hvor meget 
tekst der bliver sendt i en forespørgsel. I eksemplet nævnes det, at der sendes én forespørgsel i 
sekundet. I virkeligheden bliver der, ved hver forespørgsel, sendt mange flere (minimum 14 tegn per 
forespørgsel (se afsnittet 4.1 Server), hvilket også kan optimeres). Dette betyder at resultatet af det 
tænkte regnestykke altså bliver mange gange større, hvis man ser på antallet af forespørgsler der sendes 
fra InteractApp og infoskærmen per sekund (henholdsvis cirka 4-5 og 17). Både antallet af tegn, som 
sendes med hver forespørgsel og antal forespørgsler der sendes, har en stor betydning for 
dataforbruget, hvilket derfor burde optimeres. 
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5.2.5 FEJLKILDER I TEST AF BLUETOOTH-ENHEDSSØGNING  
● Internethastigheden kan variere 
● Vi tog ikke tid på testene 
● Testene havde ikke samme tidslængde 
● InteractApp er tændt på samme tid som Infoskærmen og trækker dermed også på serveren 
● Testene er kun foretaget på én computer 
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6 VERSION 2.0 
Dette kapitel dækker over, hvad en eventuelt forbedret version af interaktionssystemet skulle indeholde. 
Dette dækker både diskussion af alternative måder, hvorpå problemer kunne have været løst og 
eventuelle forbedringer og tilføjelser. Det skal her bemærkes at kapitlet omhandler en forbedret version 
af selve interaktionssystemet, og ikke for vores implementering på Roskilde Universitet. 
6.1 ALTERNATIVER 
Dette underafsnit behandler, hvordan nogle funktioner og løsninger, kunne have været løst ved 
alternative udformninger. Det vil kort blive diskuteret, hvad de alternative løsninger kunne have betydet, 
for interaktionssystemet som helhed. 
6.1.1 GET-METODE VERSUS POST-METODE 
I alle HTTP-forespørgsler i den nuværende version af interaktionssystemet, benyttes GET-metoden. W3C 
(World Wide Web Consortium), som er en sammenslutning der udarbejder standarder for World Wide 
Web (W3C - [2], 2012), anbefaler dog, at GET-metoden kun benyttes til forespørgsler, som minder om 
spørgsmål, for eksempel til læsning eller opslag. Hvis forespørgslen derimod er mere som en ordre, hvor 
der for eksempel slettes, indsættes eller på anden måde ændres i en database, anbefales det, at der 
benyttes POST-metoden (W3C - [2], 2013). Da både skub- og træk-forespørgslerne indsætter data i 
databasen, skulle POST-metoden derfor, ifølge W3C, anvendes i disse tilfælde. Det skal dog her påpeges, 
at interaktionssystemet ikke bliver kørt i en browser, og at URL’en derfor ikke er synlig for brugerne af 
systemet. Meget af grunden til at vælge POST, i stedet for GET, i forespørgsler der minder om ordrer, 
bunder i at URL’en er tilgængelig for brugeren. Der er derfor, som systemet er nu, ikke samme argument 
for at vælge POST i stedet for GET. 
6.1.2 DEN SØGENDE PART I BLUETOOTH-IDENTIFIKATIONEN 
Den nuværende arkitektur er opbygget således, at infoskærmen søger efter, hvilke mobile enheder, der 
er synlige og i dens umiddelbare nærhed (Se afsnittet 4.2 Infoskærm). Dette kunne imidlertid have været 
gjort omvendt, ved at det var den mobile enhed, som søgte efter synlige infoskærme, som var indenfor 
rækkevidde. Infoskærmene kan nemlig ikke altid siges, at være objektive i valget af mobile enheder. For 
eksempel kunne der tænkes at være konkurrence om brugerne i det tilfælde at der var flere infoskærme 
i samme lokale. Man kunne frygte at udbyderne af infoskærme ville forsøge, at påvirke resultaterne på 
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søgningen efter enheder. Hvis det til gengæld var brugernes mobile enhed, der søgte efter nærmeste 
infoskærme, ville det ikke for udbyderen være muligt at påvirke resultatet. Hvis denne omvendte 
søgning, sammenlignet med den nuværende, skulle implementeres, skulle arkitekturen på serversiden 
dog bygges anderledes op. Hver infoskærm skulle nemlig oprettes i databasen, for at man kunne 
definere, hvem modtageren af en forespørgsel er. I det nuværende system er det kun den mobile enhed, 
som er registreret i systemet. I det nuværende system forespørger infoskærmen de enheder som den 
kan se. I det alternative system ville den mobile enhed, med hver forespørgsel, skulle melde, hvilke 
enheder den kunne se. Udfordringen ved dette ville dog være, at den mobile enhed ikke ville vide, 
hvilken enhed der var infoskærmen, samt hvilken infoskærm den stod overfor, hvorfor dette valg skulle 
tages på serveren. En måde at overkomme noget af denne problematik ville være at implementere en 
mulighed for brugeren om at kunne vælge mellem tilgængelige infoskærme. Dataforbruget kunne til 
gengæld blive mindre fordi der, i teorien, burde bruges mindre data på at sende listen over enheder i 
nærheden af den mobile enhed, i den korte tid som interaktionen foregår, fremfor, at infoskærmen gør 
det samme. 
6.2 TILFØJELSER 
Tilføjelser dækker over funktioner og løsninger, som endnu ikke er blevet tilføjet, men som kunne 
tænkes at blive det i en version 2. Disse tilføjelser skal ikke ses som kritiske, men snarere som 
forbedringer og optimeringer i forhold til funktionaliteten. 
6.2.1 TJEK FOR INTERNETFORBINDELSE PÅ DEN MOBILE ENHED 
Den første væsentlige tilføjelse der kan nævnes er, at der i InteractApp ikke bliver tjekket, hvorvidt 
enheden er forbundet til internettet, når applikationen bruges. Den nuværende version af InteractApp 
tjekker kun, hvorvidt Bluetooth er slået til på den mobile enhed og melder en fejlmeddelelse, hvis det 
ikke er tilfældet (se afsnittet 4.3 Mobil-applikationen). Hvis den mobile enhed ikke har forbindelse til 
internettet, ved enten 3G eller Wi-Fi, vil det ikke være muligt at benytte interaktionssystemet. På 
nuværende tidspunkt, vil brugeren dog ikke få en fejlmeddelelse om, at der ikke er en 
internetforbindelse. Dette burde implementeres, da det, set fra brugerens synspunkt, kan siges at højne 
brugervenligheden. 
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6.2.2 UDVIKLINGEN AF INTERACTAPP TIL FLERE STYRESYSTEMER 
Det nuværende interaktionssystem fungerer kun på mobile enheder, der bruger Android som 
styresystem. Skulle vores interaktionssystem udbredes og benyttes i en større sammenhæng, ville det 
være en fordel, at udvikle systemet til flere styresystemer for at tilgodese flere brugere.  
6.2.3 UDVIDET BRUGERTILMELDING, VERIFIKATION OG LOGIN 
Den nuværende brugertilmelding og -håndtering er forholdsvis simpel. Den er tilstrækkelig i den 
størrelsesorden, som vi har arbejdet i, men forestiller man sig at systemet skulle bruges i den virkelige 
verden, ville det være fordelagtigt at arbejde videre med blandt andet verifikation og login-
funktionalitet. For det første kan man argumentere for, at det ville være fornuftigt at brugerne, udover 
navn og e-mail, registrerede sig med et kodeord. I den sammenhæng ville det give mening at have en 
brugergrænseflade, som brugeren kunne logge på, for at administrere både e-mail og enheder. 
Databasen er sat op til at kunne håndtere denne funktion, idet enhederne optræder på en tabel for sig 
selv, nemlig enheder (“devices”) (se afsnittet 4.1.3 Databasestruktur). Skulle der implementeres 
mulighed for at have flere e-mails tilknyttet samme bruger, skulle der dog laves om i databasestrukturen, 
da det nuværende system kun kan have én e-mailadresse med ét bruger-id. 
Som systemet fungerer lige nu, er det muligt, ved kendskab til et allerede oprettet navn og den dertil 
knyttede e-mailadresse, med en uregistreret enhed, at oprette denne enhed i en andens navn og derved 
udgive sig for at være den pågældende person. Med tilknytning af kodeord til brugerprofilerne, vil et 
sådant forsøg på uretmæssig adgang, ikke være ligeså nemt. 
Indenfor verificering er der tiltag, som ikke er tydelige for brugerne, men som ligeledes har en betydning, 
for sikkerhed og som desuden formindsker risikoen for uregelmæssigheder i data. På mobil-applikation 
tjekkes der for eksempel i inputfeltet til e-mailadressen om den udfyldte tekst ligner en e-mailadresse. 
Vi går ud fra, at den selvsamme oplysning ser ligesådan ud, når den indsættes i databasen, som den 
gjorde i inputfeltet. Den antagelse er dog ikke god skik at gøre sig. I virkelighed bør man have et 
dobbelttjek så der, på serveren, også tjekkes om det er en e-mail og ikke noget data, der laver rod og 
måske endda ikke er sendt fra den mobile enhed. 
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7 KONKLUSION 
For at muliggøre interaktionen mellem en smartphone og en infoskærm, var det nødvendigt både at 
have bekræftelse på, at disse to enheder var i nærheden af hinanden samt en teknologi, som kunne 
benyttes til dataoverførsel. 
Vi ønskede at benytte udbredt og tilgængelig teknologi. Derfor undersøgte og analyserede vi en række 
teknologier, og fandt frem til, at en kombination af Bluetooth til identifikation og bekræftelse på 
tilstedeværelse, og internettet til dataoverførsel, var den bedste løsning. Ydermere var der behov for en 
server som bindeled, for at muliggøre kommunikationen mellem enhederne. Dette skulle foregå 
gnidningsfrit og uden konfiguration eller brug kabler, idet begge enheder alligevel var tilkoblet 
internettet og dermed kunne tilgå det fælles bindeled. 
For at realisere et interaktionssystem baseret på disse teknologier, og den nævnte arkitektur med en 
server som bindeled, udviklede vi en Android-applikation, InteractApp, og et program til infoskærmen, 
som besidder nogle specifikke minimumskrav, i programmeringssproget Java. Der blev benyttet en 
LAMP-server, hvortil vi udarbejdede en MySQL-database, som blev tilgået af et PHP-script, der 
fungerede som API for interaktionssystemet. 
Da kommunikationen foregår over serveren, var det nødvendigt at have et fælles 
kommunikationsformat, som kunne benyttes til at sende data på tværs af de forskellige programmer og 
teknologier. JSON blev blandt andet valgt på grund af sin udbredelse, hvorfor der var tilgængelige 
biblioteker til rådighed til både Android og infoskærmen. Al kommunikation til serveren foregår ved 
HTTP-forespørgsler, hvor der i interaktionssystemet skelnes mellem træk- og skub-forespørgsler, som 
benyttes til henholdsvis at hente og sende data fra og til den anden enhed. 
Efter at grundfunktionaliteten til interaktionen var på plads, blev der med udgangspunkt i Roskilde 
Universitet som case, udarbejdet en række implementeringer, hvis formål var at vise, hvorledes 
interaktionssystemet kunne bruges i en konkret sammenhæng. Det blev gjort muligt at interagere med 
en infoskærm, hvorpå der var to funktioner: lokalebooking og reklame med kalender. Implementeringen 
af lokalebookingen, i interaktionssystemet, demonstrerede, hvorledes interaktionen og 
dataudvekslingen kunne foregå mellem den mobile enhed og infoskærmen. Lister med lokaler og 
bookede tidspunkter samt oprettelse af bookinger, er eksempler på interaktion med infoskærmen. 
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Reklame-eksemplet viser, hvorledes det er muligt at hente oplysninger om en begivenhed fra 
infoskærmen, og indsætte dem til hurtig tilføjelse i brugerens kalender. 
Gennem afprøvning af interaktionssystemet, blev det fastslået, at begge enheders dataforbrug var for 
højt. Dette skyldtes mest af alt antallet af forespørgsler per minut, som vi mener, at man med fordel kan 
begrænse i en videreudviklet udgave af systemet. 
I kapitlet 6, Version 2.0, gennemgik vi en række tilføjelser og alternativer til det nuværende 
interaktionssystem. Vi så på mindre tilføjelser, såsom en funktionalitet der, i tilfælde af at der ikke kunne 
oprettes forbindelse til internettet, gjorde brugeren opmærksom herpå. Der blev desuden diskuteret 
alternativer til vores designvalg. Flere alternativer havde sine fordele og ulemper i forhold til vores 
valgte arkitektur, og det er klart at der stadig er optimering at gøre i forhold til interaktionssystemet. 
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8 PERSPEKTIVERING 
Ser man udover de enkelte forbedringsforslag til selve interaktionssystemet, i dets nuværende kontekst, 
og anskuer løsningen i et større perspektiv, kan man finde flere interessante og potentielle 
brugssituationer. 
En central forudsætning for dataudvekslingen i vores løsning, er, at man skal være tilstede for at få 
adgang til, og deltage i udvekslingen af, data. Ser man det som en fordel, fremfor ulempe, kan man 
forestille sig nogle situationer, hvor forudsætningen er en styrke. For eksempel, kunne det tænkes at 
nogle udbydere, i dette tilfælde erhvervsdrivende, kunne have en interesse i at skabe incitamenter for 
kunderne til at være fysisk tilstede, enten af specifikke grunde, eller blot for at tiltrække flest mulige 
kunder. Incitamentet kunne, for eksempel, være i form af rabatkuponer, der kun kan erhverves ved at 
interagere med den, af den erhvervsdrivende, opsatte infoskærm. 
For brugerne kan der også tænkes at være brugssituationer, hvor forudsætningen for tilstedeværelse 
kan være i brugernes interesse, specielt i kombinationen med løsningen om et enkelt login til hele 
systemet. Vi forestiller os at systemet kunne bruges i situationer, hvor man trækker et nummer og 
derefter venter på, at det bliver ens tur til, at blive betjent - for eksempel på posthuse og apoteker. I 
sådanne tilfælde ville brugeren ikke skulle trække et nummer fysisk, men eventuelt trække et digitalt 
nummer, ved en nedadgående bevægelse på mobil-applikationen, som derefter bliver vist på skærmen 
når det bliver ens tur. Desuden kunne man forholdsvist nemt lave et system, der sørgede for at 
annullere ens plads i køen, hvis man gik uden for rækkevidden af infoskærmen i et nærmere fastsat 
antal minutter og give pladsen videre til den næste i køen. I vores egen implementering, hvor 
konteksten er væsentligt anderledes, slettes anmodninger efter to minutter. I eksemplet på enten 
posthus eller apotek, skulle denne tidsfrist muligvis justeres og man kunne endda lave et system der 
dynamisk bestemte, hvor lang tid man måtte være uden for rækkevidden, alt afhængig af køens længde. 
De nævnte forudsætninger ligger også op til en anvendelse i betalingssituationer, ikke ulig dem der 
nogle steder allerede eksperimenteres med ved hjælp af smartphones med indbygget NFC-chips, der gør 
brugeren i stand til at bruge sin smartphone som betalingsmiddel. 
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Naturligvis ville brugssituationer, som eksemplerne med posthus, apotek og betalingssituation, 
forudsætte et stort sikkerhedsmæssigt arbejde, der sandsynligvis også går ud over de overvejelser vi har 
gjort os i afsnittet 6 Version 2.0. Derudover ville implementering og udbredelse, i det omfang 
ovenstående brugssituationer indebærer, også forudsætte en del brugertests, for at sikre 
brugervenligheden.  
En realisering af de tænkte brugssituationer, hvor interaktionsapplikation, som udgangspunkt ikke har 
indhold liggende lokalt, men ‘blot’ henter det relevante indhold fra den infoskærm, som brugeren 
befinder sig ved, ville desuden kræve en del yderligere arbejde, blandt andet med at strukturere 
arkitekturen i interaktionssystemet. En grundlæggende designfilosofi, og ønske for applikationen var, at 
der skulle være høj fleksibilitet i forhold til etableringen af nye skærme med forskellige services, og fra 
forskellige udbydere. Ideelt set skulle den samme mobil-applikation, med det samme login, fungere på 
alle disse skærme, uden behovet for yderligere opsætning på den enkelte mobile enhed. 
Derfor ville det være nødvendigt med en specifikation af, og vejledning til, nøjagtigt hvordan 
infoskærme skal sættes op og hvordan deres individuelle indhold skal struktureres og udveksles med 
mobil-applikationen. En sådan specifikation og vejledning skulle udarbejdes ud fra en grundig 
undersøgelse og afvejning af hvilke standarder og retningslinjer, der er nødvendige for at udviklere både 
har tilstrækkelige kreative rammer, men omvendt har forholdsvist let ved at få interaktionen til at 
fungere.   
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10 BILAG 
10.1 RESULTATER FRA TESTS 
10.1.1 DATAFORBRUGSTEST 
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10.1.2 BLUETOOTH-ENHEDSSØGNING 
 
10.1.3 LOGFILER 
Logfilerne over testene ovenfor, kan findes ved at følge linket nedenfor: 
 
http://akira.ruc.dk/~modajo/interactingdevices/logfiler.html  
Kapitel 10 - Bilag 
109 
10.2 KILDEKODE 
10.2.1 MOBIL-APPLIKATION (INTERACTAPP) 
10.2.1.1 BookingChooseRoom.java 
1     /** 
2      * Name:      BookingChooseRoom 
3      * Usage:      Booking: Activity used to choose a room 
4      * Note:       
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     package com.ruc.interactapp; 
10  
11    import android.os.AsyncTask; 
12    import android.os.Bundle; 
13    import android.app.Activity; 
14    import android.content.Intent; 
15    import android.view.*; 
16    import android.widget.*; 
17    import android.widget.AdapterView.OnItemClickListener; 
18    import java.util.ArrayList; 
19  
20    import org.json.JSONArray; 
21    import org.json.JSONException; 
22    import org.json.JSONObject; 
23  
24    import com.ruc.interactapp.R; 
25  
26    public class BookingChooseRoom extends Activity implements OnItemClickListener, RequestListener { 
27  
28       public ArrayList<String> rooms; //List of rooms (readable names) 
29       public ArrayList<String> roomIDs; //List of room IDs (corresponds to the indexes of the "rooms" 
array) 
30       public ArrayAdapter<String> adapter; //Adapter used for the list view 
31        
32       public RequestHandler rh; //Handles communication between devices 
33       public Boolean done = false; //Because we only need to get the rooms once, we need to know when 
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this data is received so the RequestTask stops 
34        
35       @Override 
36       protected void onCreate(Bundle savedInstanceState) { 
37          super.onCreate(savedInstanceState); 
38          setContentView(R.layout.activity_booking_choose_room); 
39           
40          //Initialize arrays 
41          rooms = new ArrayList<String>(); 
42          roomIDs = new ArrayList<String>(); 
43          //Set adaptor using the build-in simple list item design in Android (shows an item with a text 
in the list view) 
44          adapter = new ArrayAdapter<String>(this,  
45                android.R.layout.simple_list_item_1, rooms); 
46           
47          //Construct the list view 
48          ListView listView = (ListView) findViewById(R.id.RoomListView); 
49          listView.setAdapter(adapter); 
50          //Set list view listener 
51          listView.setOnItemClickListener(mMessageClickedHandler);  
52           
53          //Request Handler 
54          rh = new RequestHandler(this, "get_rooms"); 
55           
56          rh.pull(); //Send command with the pull to the screen device 
57           
58          //Start request handler (thread) 
59          new RequestTask().execute(""); 
60       } 
61  
62       @Override 
63       public boolean onCreateOptionsMenu(Menu menu) { 
64          // Inflate the menu; this adds items to the action bar if it is present. 
65          getMenuInflater().inflate(R.menu.booking_choose_room, menu); 
66          return true; 
67       } 
68        
69       private class RequestTask extends AsyncTask<String, Void, RequestReturn> { 
70  
71          @Override 
72          protected RequestReturn doInBackground(String... params) { 
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73             try { 
74                //Sleep the thread 
75                Thread.sleep(100); 
76                 
77                //Get request from server 
78                return rh.getRequest(); 
79             } catch (InterruptedException e) { 
80                e.printStackTrace(); 
81             } catch (JSONException e) { 
82                e.printStackTrace(); 
83             } 
84  
85             return null; 
86          }       
87  
88          @Override 
89          protected void onPostExecute(RequestReturn result) { 
90             //No data, then return. 
91             if(result == null) return; 
92              
93             //Make sure that the list contains requests 
94             if(result.requestList.size() > 0) { 
95                //For each request 
96                for(int i = 0; i < result.requestList.size(); i++) { 
97                   //Get request 
98                   RequestItem ri = result.requestList.get(i); 
99                   //Invoke onPull based on the request 
100                  rh.rl.onPull(ri.command, ri.message); 
101               } 
102                   
103            } 
104             
105            if(!done) 
106               new RequestTask().execute(""); //Run again 
107         } 
108 
109         @Override 
110         protected void onPreExecute() { 
111         } 
112 
113         @Override 
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114         protected void onProgressUpdate(Void... values) { 
115         } 
116     } 
117       
118      // Create a message handling object as an anonymous class. 
119      private OnItemClickListener mMessageClickedHandler = new OnItemClickListener() { 
120         public void onItemClick(AdapterView<?> parent, View v, int position, long id) { 
121            //A room was chosen, so go to the next activity where the user can choose a time slot 
122             
123            //getApplicationContext() is used to get the BookingChooseRoom object because "this" refers 
to the OnItemClickListener(). 
124            Intent ChooseTimeActivity = new Intent(getApplicationContext(), BookingChooseTime.class); 
125             
126            //Pass along values from this activity to the next 
127            ChooseTimeActivity.putExtra("room_id", roomIDs.get(position)); 
128            ChooseTimeActivity.putExtra("room_name", parent.getItemAtPosition(position).toString()); 
129             
130            //Start activity 
131            startActivity(ChooseTimeActivity); 
132         } 
133      }; 
134 
135      @Override 
136      public void onItemClick(AdapterView<?> arg0, View arg1, int arg2, long arg3) {} 
137 
138      @Override 
139      public void onPull(String command, String message) { 
140          
141         try { 
142            //Test if this is a JSON (start with a {) 
143            if(message.indexOf("{") == 0) { 
144             
145               //Creates a new JSON object with the data from message 
146               JSONObject theRooms = new JSONObject(message); 
147               //and if the JSON object has the JSON value rooms 
148               //it adds the room name to the adapter 
149               if( theRooms.has("rooms") ) { 
150                  JSONArray rooms = theRooms.getJSONArray("rooms"); 
151                  //the for-loop runs through all the rooms and adds them to the list view 
152                  for(int i = 0; i < rooms.length(); i++) { 
153                     JSONObject room = rooms.getJSONObject(i); 
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154                      
155                     //Add the room name and ID to the arrays 
156                     if(room.has("name") && room.has("id")) { 
157                        adapter.add(room.getString("name")); 
158                        roomIDs.add(room.getString("id")); 
159                     } 
160                  } 
161               } 
162            } 
163         } catch (JSONException e) { 
164            e.printStackTrace(); 
165         } 
166          
167         //Set the done variable, to tell the RequestTask to no longer continue 
168         done = true; 
169      } 
170 
171      @Override 
172      public void onPush() {} 
173 
174   } 
10.2.1.2 BookingChooseTime.java 
1     /** 
2      * Name:      BookingChooseTime 
3      * Usage:      Booking: Activity used to choose a time slot 
4      * Note:       
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     package com.ruc.interactapp; 
10  
11    import android.os.AsyncTask; 
12    import android.os.Bundle; 
13    import android.app.Activity; 
14    import android.content.Context; 
15    import android.content.Intent; 
16    import android.view.Menu; 
17    import android.view.View; 
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18    import android.widget.CheckBox; 
19    import android.widget.Toast; 
20  
21    import java.util.ArrayList; 
22  
23    import org.json.JSONArray; 
24    import org.json.JSONException; 
25    import org.json.JSONObject; 
26  
27    import com.ruc.interactapp.R; 
28  
29    import android.graphics.Paint; 
30  
31    import android.view.MenuItem; 
32  
33    public class BookingChooseTime extends Activity implements RequestListener { 
34        
35       //Array with the checkboxes from the XML layout 
36       public ArrayList<CheckBox> timeSlots; 
37        
38        
39       public RequestHandler rh; //Handles communication between devices 
40       public Boolean done = false; //Because we only need to get the rooms once, we need to know when 
this data is received so the RequestTask stops 
41        
42       //Values from the previous activity 
43       public String roomID = "";  
44       public String roomName = ""; 
45       //Value used to pass along when moving on to next activity 
46       private String create_by = ""; 
47        
48       @Override 
49       protected void onCreate(Bundle savedInstanceState) { 
50          super.onCreate(savedInstanceState); 
51          setContentView(R.layout.activity_booking_choose_time); 
52           
53          //Array of checkboxes with time slots 
54          timeSlots = new ArrayList<CheckBox>(); 
55          timeSlots.add( (CheckBox) findViewById(R.id.one) ); 
56          timeSlots.add( (CheckBox) findViewById(R.id.two) ); 
57          timeSlots.add( (CheckBox) findViewById(R.id.three) ); 
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58          timeSlots.add( (CheckBox) findViewById(R.id.four) ); 
59          timeSlots.add( (CheckBox) findViewById(R.id.five) ); 
60          timeSlots.add( (CheckBox) findViewById(R.id.six) ); 
61          timeSlots.add( (CheckBox) findViewById(R.id.seven) ); 
62          timeSlots.add( (CheckBox) findViewById(R.id.eight) ); 
63          timeSlots.add( (CheckBox) findViewById(R.id.nine) ); 
64          timeSlots.add( (CheckBox) findViewById(R.id.ten) ); 
65          timeSlots.add( (CheckBox) findViewById(R.id.eleven) ); 
66          timeSlots.add( (CheckBox) findViewById(R.id.twelve) ); 
67           
68          //Disable all checkboxes to make sure that the user does not check a box that is already booked 
69          for(int i = 0; i < timeSlots.size(); i++) 
70             timeSlots.get(i).setEnabled(false); 
71           
72          //Get room ID + Name passed on by the previous activity (Choose Room) 
73          roomID = getIntent().getStringExtra("room_id"); 
74          roomName = getIntent().getStringExtra("room_name"); 
75           
76          //Request Handler 
77          rh = new RequestHandler(this, "get_booked_timeslots_" + roomID); 
78           
79          rh.pull(); //Send command with the pull to the screen device 
80           
81          //Start request handler (thread) 
82          new RequestTask().execute(""); 
83       } 
84  
85       @Override 
86       public boolean onCreateOptionsMenu(Menu menu) { 
87          // Inflate the menu; this adds items to the action bar if it is present. 
88          getMenuInflater().inflate(R.menu.booking_choose_time, menu); 
89          return true; 
90       } 
91  
92       private class RequestTask extends AsyncTask<String, Void, RequestReturn> { 
93  
94          @Override 
95          protected RequestReturn doInBackground(String... params) { 
96             try { 
97                //Sleep the thread 
98                Thread.sleep(100); 
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99                 
100               //Get request from server 
101               return rh.getRequest(); 
102            } catch (InterruptedException e) { 
103               e.printStackTrace(); //Required because of sleep 
104            } catch (JSONException e) { 
105               e.printStackTrace(); //Required because of getRequest 
106            } 
107 
108            return null; 
109         }       
110 
111         @Override 
112         protected void onPostExecute(RequestReturn result) { 
113            //No data, then return. 
114            if(result == null) return; 
115             
116            create_by = result.user; 
117             
118            //Make sure that the list contains requests 
119            if(result.requestList.size() > 0) { 
120               //For each request 
121               for(int i = 0; i < result.requestList.size(); i++) { 
122                  //Get request 
123                  RequestItem ri = result.requestList.get(i); 
124                  //Invoke onPull based on the request 
125                  rh.rl.onPull(ri.command, ri.message); 
126               } 
127                   
128            } 
129             
130            if(!done) 
131               new RequestTask().execute(""); //Run again 
132         } 
133 
134         @Override 
135         protected void onPreExecute() { 
136         } 
137 
138         @Override 
139         protected void onProgressUpdate(Void... values) { 
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140         } 
141     } 
142       
143      //Function that is being triggered upon click of the book button 
144      public void book(View v) { 
145         //Construct a array for the time slots that the user has checked 
146         ArrayList<String> timeslots = new ArrayList<String>(); 
147         //If the time slots chosen is related, then add it as one booking 
148         Boolean addToPrev = false; 
149         //For each checkbox 
150         for(int i = 0; i < timeSlots.size(); i++) { 
151            if(timeSlots.get(i).isChecked()) { 
152               //Get time 
153               String time = timeSlots.get(i).getText().toString(); 
154                
155               //If sequential time slots are chosen, linked them into one booking 
156               if(addToPrev) { 
157                  String timePrev = timeslots.get(timeslots.size()-1); 
158                   
159                  timeslots.set(timeslots.size()-1, timePrev.substring(0,5) + " - " + 
time.substring(8,13)); 
160               } 
161               else 
162                  timeslots.add(time); //Just add this one time slot 
163                
164               addToPrev = true; 
165            } else 
166               addToPrev = false; 
167         } 
168          
169         //If there is checked at least one checkbox, then proceed 
170         if(timeslots.size() > 0) { 
171            //getApplicationContext() is used to get the BookingChooseRoom object because "this" refers 
to the OnItemClickListener(). 
172            Intent ConfirmActivity = new Intent(getApplicationContext(), BookingConfirm.class); 
173             
174            //Pass along values from this activity to the next 
175            ConfirmActivity.putExtra("room_id", roomID); 
176            ConfirmActivity.putExtra("room_name", roomName); 
177            ConfirmActivity.putExtra("create_by", create_by);    
178            ConfirmActivity.putStringArrayListExtra("timeslots", timeslots); 
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179             
180            //Start activity 
181            startActivity(ConfirmActivity); 
182         } else { 
183            //If no time slots were chosen, show error 
184            alert("Please choose at least one timeslot"); 
185         } 
186      } 
187       
188      public void cancel(View v) { 
189         //Finish all activities and return to the MainActivity 
190         //Credits: http://stackoverflow.com/questions/6330260/finish-all-previous-activities 
191         Intent intent = new Intent(getApplicationContext(), MainActivity.class); 
192         intent.addFlags(Intent.FLAG_ACTIVITY_CLEAR_TOP); 
193         startActivity(intent); 
194      } 
195 
196      @Override 
197      public void onPull(String command, String message) { 
198          
199         //Enable all time slots 
200         for(int i = 0; i < timeSlots.size(); i++) 
201            timeSlots.get(i).setEnabled(true); 
202          
203         try {          
204            //Try to parse the message as JSON 
205            JSONObject json = new JSONObject(message); 
206             
207            //Make sure that the JSON has time slots 
208            if(json.has("timeslots")) {             
209               JSONArray times = json.getJSONArray("timeslots"); 
210                
211               //For each time slot that is already booked 
212               for(int i = 0; i < times.length(); i++) { 
213                  JSONObject timeslot = times.getJSONObject(i); 
214                   
215                  //Get hour and parse it so the timeslotID matches the index in the checkbox array 
(timeSlots) 
216                  int timeslotID = timeslot.getInt("hour") - 1; 
217                  if(timeslotID >= 12) 
218                     timeslotID -= 12; 
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219                   
220                  //Disable this time slot 
221                  timeSlots.get(timeslotID).setEnabled(false); 
222                  //Put a strike across the name of the time slot 
223                  timeSlots.get(timeslotID).setPaintFlags(timeSlots.get(timeslotID).getPaintFlags() | 
Paint.STRIKE_THRU_TEXT_FLAG); 
224               } 
225            } 
226             
227         } catch (JSONException e) { 
228            e.printStackTrace(); 
229         } 
230          
231         done = true; 
232      } 
233 
234      @Override 
235      public void onPush() {} 
236       
237      @Override 
238      public boolean onOptionsItemSelected(MenuItem item) { 
239         // Handle item selection 
240         switch (item.getItemId()) { 
241            //If the maps button is clicked 
242            case R.id.map_button: 
243               showMap(); 
244               return true; 
245            default: 
246               return super.onOptionsItemSelected(item); 
247         } 
248      } 
249       
250      //Function used to show map on the screen (not fully implemented on the infoscreen) 
251      public void showMap() { 
252         rh.push("show_map_" + roomID); 
253         new RequestTask().execute(""); //Run 
254      } 
255       
256      /** 
257       * Function used to make toasts 
258       * */ 
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259      public void alert(CharSequence text) { 
260         Context context = getApplicationContext(); 
261         int duration = Toast.LENGTH_SHORT; 
262 
263         Toast toast = Toast.makeText(context, text, duration); 
264         toast.show(); 
265      } 
266       
267   } 
10.2.1.3 BookingConfirm.java 
1     /** 
2      * Name:      BookingConfirm 
3      * Usage:      Booking: Activity used to confirm booking before creating it 
4      * Note:       
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     package com.ruc.interactapp; 
10  
11    import java.util.ArrayList; 
12    import java.util.Calendar; 
13  
14    import org.json.JSONArray; 
15    import org.json.JSONException; 
16    import org.json.JSONObject; 
17  
18    import com.ruc.interactapp.R; 
19  
20    import android.os.AsyncTask; 
21    import android.os.Bundle; 
22    import android.app.Activity; 
23    import android.content.Context; 
24    import android.content.Intent; 
25    import android.view.Menu; 
26    import android.view.View; 
27    import android.widget.EditText; 
28    import android.widget.TextView; 
29    import android.widget.Toast; 
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30  
31    public class BookingConfirm extends Activity implements RequestListener { 
32        
33       //Data regarding the booking yet to be passed on to the other device 
34       public String roomID = ""; 
35       public String roomName = ""; 
36       public ArrayList<String> timeslots; 
37       private String create_by = ""; 
38        
39       public RequestHandler rh; //Handles communication between devices 
40        
41       //Value of this activity (title of the booking) 
42       private EditText title; 
43        
44       @Override 
45       protected void onCreate(Bundle savedInstanceState) { 
46          super.onCreate(savedInstanceState); 
47          setContentView(R.layout.activity_booking_confirm); 
48           
49          //Get edit text field containing the title of the booking 
50          title = (EditText) findViewById(R.id.main_message); 
51           
52          //Get values passed on by the previous activity 
53          roomID = getIntent().getStringExtra("room_id"); 
54          roomName = getIntent().getStringExtra("room_name"); 
55          create_by = getIntent().getStringExtra("create_by"); 
56  
57          timeslots = new ArrayList<String>(); 
58          timeslots = getIntent().getStringArrayListExtra("timeslots"); 
59           
60          //Show data regarding the booking to the user 
61          TextView room_name = (TextView) findViewById(R.id.room_name); 
62          room_name.setText(roomName); 
63           
64          String from = ""; 
65          TextView start_time = (TextView) findViewById(R.id.timeslots); 
66          for(int i = 0; i < timeslots.size(); i++) 
67             from += timeslots.get(i).toString() + "\n"; 
68              
69          start_time.setText(from); 
70           
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71          //Request Handler 
72          rh = new RequestHandler(this, ""); 
73       } 
74  
75       @Override 
76       public boolean onCreateOptionsMenu(Menu menu) { 
77          // Inflate the menu; this adds items to the action bar if it is present. 
78          getMenuInflater().inflate(R.menu.booking_confirm, menu); 
79          return true; 
80       } 
81        
82       private class RequestTask extends AsyncTask<String, Void, RequestReturn> { 
83  
84          @Override 
85          protected RequestReturn doInBackground(String... params) { 
86             try { 
87                //Sleep the thread 
88                Thread.sleep(100); 
89                 
90                //Get request from server 
91                return rh.getRequest(); 
92             } catch (InterruptedException e) { 
93                e.printStackTrace(); //Required because of sleep 
94             } catch (JSONException e) { 
95                e.printStackTrace(); //Required because of getRequest 
96             } 
97  
98             return null; 
99          }       
100 
101         @Override 
102         protected void onPostExecute(RequestReturn result) { 
103            //No data, then return. 
104            if(result == null) return; 
105             
106            //Make sure that the list contains requests 
107            if(result.requestList.size() > 0) { 
108               //For each request 
109               for(int i = 0; i < result.requestList.size(); i++) { 
110                  //Get request 
111                  RequestItem ri = result.requestList.get(i); 
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112                  //Invoke onPull based on the request 
113                  rh.rl.onPull(ri.command, ri.message); 
114               } 
115                   
116            } 
117         } 
118 
119         @Override 
120         protected void onPreExecute() {} 
121 
122         @Override 
123         protected void onProgressUpdate(Void... values) {} 
124     } 
125       
126      //Function invoked by the accept button 
127      public void accept(View v) throws JSONException { 
128         //Make sure that a value is enter into the booking title 
129         if(title.getEditableText().toString().trim().isEmpty()) { 
130            alert("Please enter a title for the booking"); 
131            return; 
132         } 
133          
134         //Construct two JSON variable that should be combined and pushed to the infoscreen 
135         JSONObject json = new JSONObject(); 
136         JSONArray bookings = new JSONArray(); 
137          
138         //For each time slot, make a booking 
139         for(int i = 0; i < timeslots.size(); i++) {    
140            //Construct JSON object with data regarding this booking 
141            JSONObject booking = new JSONObject(); 
142             
143            //Get date of today 
144            Calendar c = Calendar.getInstance();  
145            int year = c.get(Calendar.YEAR); 
146            int month = c.get(Calendar.MONTH) + 1; 
147            int day = c.get(Calendar.DAY_OF_MONTH); 
148             
149            //Get time of the booking 
150            String time = timeslots.get(i).toString(); 
151             
152            //Put data regarding the booking in the JSON 
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153            booking.put("start_time", year + "-" + String.format("%02d", month) + "-" + 
String.format("%02d", day) + " " + time.substring(0,5) + ":00"); 
154            booking.put("end_time"   , year + "-" + String.format("%02d", month) + "-" + 
String.format("%02d", day) + " " + time.substring(8,13) + ":00"); 
155            booking.put("room_id", roomID); 
156            booking.put("name", title.getEditableText().toString()); 
157            booking.put("create_by", create_by); 
158             
159            //Put this booking in the array of booking 
160            bookings.put(booking); 
161             
162         } 
163         //Add bookings to the JSON that is to be pushed 
164         json.put("add_booking", bookings); 
165          
166         rh.push(json.toString()); //Send command with the pull to the screen device 
167          
168         //Start request handler (thread) 
169         new RequestTask().execute(""); 
170          
171         //Close activity 
172         cancel(null); 
173      } 
174       
175      //Function invoked by the cancel button 
176      public void cancel(View v) { 
177         //Finish all activities and return to the MainActivity 
178         //Credits: http://stackoverflow.com/questions/6330260/finish-all-previous-activities 
179         Intent intent = new Intent(getApplicationContext(), MainActivity.class); 
180         intent.addFlags(Intent.FLAG_ACTIVITY_CLEAR_TOP); 
181         startActivity(intent); 
182      } 
183 
184      public void onPull(String command, String message) {} 
185       
186      public void onPush() { 
187         //Confirm that booking has been created (this should be changed, so it makes sure that this is 
also true = no errors) 
188         alert("Booking created"); 
189      } 
190 
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191      /** 
192       * Function used to make toasts 
193       * */ 
194      public void alert(CharSequence text) { 
195         Context context = getApplicationContext(); 
196         int duration = Toast.LENGTH_SHORT; 
197 
198         Toast toast = Toast.makeText(context, text, duration); 
199         toast.show(); 
200      } 
201       
202   } 
10.2.1.4 ConnectionActivity.java 
1    /** 
2     * Name:      ConnectionActivity 
3     * Usage:      Activity used to display error message upon connection problems (Bluetooth and 
internet) 
4     * Note:       
5     *  
6     * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7     */ 
8  
9    package com.ruc.interactapp; 
10 
11   import com.ruc.interactapp.R; 
12 
13   import android.os.AsyncTask; 
14   import android.os.Bundle; 
15   import android.app.Activity; 
16   import android.view.Menu; 
17 
18   public class ConnectionActivity extends Activity implements RequestListener { 
19       
20      private RequestHandler rh; //Handles communication between devices 
21       
22      @Override 
23      protected void onCreate(Bundle savedInstanceState) { 
24         super.onCreate(savedInstanceState); 
25         setContentView(R.layout.activity_connection); 
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26          
27         //Request Handler 
28         rh = new RequestHandler(this, ""); 
29          
30         //Start request handler (thread) 
31         new RequestTask().execute(""); 
32      } 
33 
34      @Override 
35      public boolean onCreateOptionsMenu(Menu menu) { 
36         // Inflate the menu; this adds items to the action bar if it is present. 
37         getMenuInflater().inflate(R.menu.connection, menu); 
38         return true; 
39      } 
40 
41      private class RequestTask extends AsyncTask<String, Void, String> { 
42 
43         @Override 
44         protected String doInBackground(String... params) { 
45            try { 
46               Thread.sleep(100); 
47                
48               //Try to get the Bluetooth ID 
49               rh.getBluetoothID(); 
50                
51               //Return the found Bluetooth ID 
52               return rh.bluetooth_id; 
53            } catch (InterruptedException e) { 
54               e.printStackTrace(); 
55            } 
56 
57            return ""; 
58         }       
59 
60         @Override 
61         protected void onPostExecute(String result) {           
62            //If the Bluetooth ID is empty, try to find it again 
63            if(result.trim().isEmpty()) 
64               new RequestTask().execute(""); //Run again 
65            else 
66               finish(); //Bluetooth ID found - return to main screen 
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67         } 
68 
69         @Override 
70         protected void onPreExecute() {} 
71 
72         @Override 
73         protected void onProgressUpdate(Void... values) {} 
74     } 
75 
76      @Override 
77      public void onPull(String command, String message) {} 
78 
79      @Override 
80      public void onPush() {} 
81       
82   } 
10.2.1.5 MainActivity.java 
1     /** 
2      * Name:      MainActivity 
3      * Usage:      Main class that runs the application 
4      * Note:       
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     package com.ruc.interactapp; 
10  
11    import android.os.AsyncTask; 
12    import android.os.Bundle; 
13    import android.app.Activity; 
14    import android.content.Intent; 
15    import android.view.GestureDetector; 
16    import android.view.GestureDetector.OnGestureListener; 
17    import android.view.Menu; 
18    import android.view.MotionEvent; 
19    import android.widget.EditText; 
20    import android.widget.Toast; 
21  
22    import java.text.ParseException; 
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23    import java.text.SimpleDateFormat; 
24    import java.util.*; 
25  
26    import android.provider.CalendarContract; 
27    import android.provider.CalendarContract.Events; 
28  
29    import org.json.JSONException; 
30    import org.json.JSONObject; 
31  
32    import com.ruc.interactapp.R; 
33  
34    //To debug, remove comment from line below: 
35    import android.util.Log; 
36  
37    public class MainActivity extends Activity implements OnGestureListener, RequestListener { 
38        
39       private RequestHandler rh; //Handles communication between devices 
40       private Boolean showingSignUp = false; //Used to make sure that the sign up activity is not open 
many times 
41       private GestureDetector gDetector; //Detects swip motions 
42       private int requestCounterTest = 0; //Test of requests 
43        
44       @SuppressWarnings("deprecation") 
45       @Override 
46       protected void onCreate(Bundle savedInstanceState) { 
47          super.onCreate(savedInstanceState); 
48          setContentView(R.layout.activity_main); 
49           
50          //Gesture 
51          gDetector = new GestureDetector(this); 
52           
53          //Request Handler 
54          rh = new RequestHandler(this, ""); 
55           
56          //If no Bluetooth ID (MAC address) is found, then show a error message to the user. 
57          if(rh.bluetooth_id.isEmpty()) { 
58             Intent intent = new Intent(getApplicationContext(), ConnectionActivity.class); 
59             startActivity(intent); 
60          } 
61           
62          //Start request handler (thread) 
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63          new RequestTask().execute(""); 
64       } 
65  
66  
67       @Override 
68       public boolean onCreateOptionsMenu(Menu menu) { 
69          // Inflate the menu; this adds items to the action bar if it is present. 
70          getMenuInflater().inflate(R.menu.main, menu); 
71          return true; 
72       }     
73        
74       //RequestTask runs the RequestHandler functions. This is required do to the separation of the UI 
and tasks in Android development. 
75       private class RequestTask extends AsyncTask<String, Void, RequestReturn> { 
76  
77          @Override 
78          protected RequestReturn doInBackground(String... params) { 
79             try { 
80                //Sleep the thread 
81                Thread.sleep(100); 
82                 
83                //Get request from server 
84                return rh.getRequest(); 
85             } catch (InterruptedException e) { 
86                e.printStackTrace(); //Required because of sleep 
87             } catch (JSONException e) { 
88                e.printStackTrace(); //Required because of getRequest 
89             } 
90  
91             return null; 
92          }       
93  
94          @Override 
95          protected void onPostExecute(RequestReturn result) { 
96             requestCounterTest++; 
97             Log.w("requestCount", Integer.toString(requestCounterTest)); 
98              
99             //If result is nothing, run the task again 
100            if(result == null) { 
101               new RequestTask().execute(""); //Run again 
102               return; 
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103            } 
104             
105            //Make sure that the list contains requests 
106            if(result.requestList.size() > 0) { 
107               //For each request 
108               for(int i = 0; i < result.requestList.size(); i++) { 
109                  //Get request 
110                  RequestItem ri = result.requestList.get(i); 
111                  //Invoke onPull based on the request 
112                  rh.rl.onPull(ri.command, ri.message); 
113               } 
114                   
115            } 
116             
117            //If we detect that the user is not found the interacting system, then show signup activity 
118            if(result.user == null) { 
119               showSignUp(); 
120            } 
121      
122            new RequestTask().execute(""); //Run task again 
123         } 
124 
125         @Override 
126         protected void onPreExecute() {} 
127 
128         @Override 
129         protected void onProgressUpdate(Void... values) {} 
130     } 
131 
132      //Function used to show Sign Up activity 
133      public void showSignUp() { 
134         //Make sure that the activity is not already shown and that the Bluetooth ID is detected 
135         if(showingSignUp || rh.bluetooth_id.isEmpty()) return; 
136          
137         Intent SignUpActivity = new Intent(this, SignUpActivity.class); 
138         startActivity(SignUpActivity); 
139         showingSignUp = true; 
140      } 
141       
142      /** 
143       * Request Listener 
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144       */ 
145       
146      public void onPull(String command, String message) {       
147         //Test if this is a JSON (start with a {) 
148         if(message.indexOf("{") == 0) { 
149             
150            JSONObject json = null; 
151             
152            try { 
153               json = new JSONObject(message); 
154            } catch (JSONException e) { 
155               e.printStackTrace(); 
156            } 
157             
158            //If a name in the JSON message is not found, then return. 
159            if(json == null || !json.has("name")) 
160               return; 
161             
162            //Get name value in the JSON 
163            String name = jsonGetString(json, "name"); 
164             
165            //If booking is the name, then show booking process 
166            if(name.equals("booking")) { 
167               Intent BookingActivity = new Intent(this, BookingChooseRoom.class); 
168               startActivity(BookingActivity); 
169            } 
170             
171            //If calendar is the name, then show calendar activity (native in Android) 
172            if(name.equals("calendar")) { 
173                
174               //Make sure that data regarding the event is passed as part of the message 
175               if(!json.has("event")) 
176                  return; 
177                
178               JSONObject event = null; 
179                
180               try { 
181                  event = json.getJSONObject("event"); 
182               } catch (JSONException e) { 
183                  e.printStackTrace(); 
184               } 
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185                
186               //Credit: http://developer.android.com/reference/java/text/SimpleDateFormat.html 
187               SimpleDateFormat sdf = new SimpleDateFormat("yyyy-MM-dd HH:mm:ss", Locale.US); 
188                
189               Calendar startDate = Calendar.getInstance(); 
190               try { 
191                  startDate.setTime(sdf.parse(jsonGetString(event, "start_time"))); 
192               } catch (ParseException e) { 
193                  e.printStackTrace(); 
194               } 
195                
196               Calendar endDate = Calendar.getInstance(); 
197               try { 
198                  endDate.setTime(sdf.parse(jsonGetString(event, "end_time"))); 
199               } catch (ParseException e) { 
200                  e.printStackTrace(); 
201               } 
202                
203               //Credit: http://mobile.tutsplus.com/tutorials/android/android-essentials-adding-events-
to-the-user’s-calendar/ 
204               Intent calIntent = new Intent(Intent.ACTION_INSERT); 
205               calIntent.setType("vnd.android.cursor.item/event"); 
206               calIntent.putExtra(Events.TITLE, jsonGetString(event, "title")); 
207               calIntent.putExtra(Events.EVENT_LOCATION, jsonGetString(event, "location")); 
208               calIntent.putExtra(Events.DESCRIPTION, jsonGetString(event, "description")); 
209                
210               //If the event is all day, then uncomment the line below: 
211               //calIntent.putExtra(CalendarContract.EXTRA_EVENT_ALL_DAY, true); 
212               calIntent.putExtra(CalendarContract.EXTRA_EVENT_BEGIN_TIME, 
213                     startDate.getTimeInMillis()); 
214               calIntent.putExtra(CalendarContract.EXTRA_EVENT_END_TIME, 
215                     endDate.getTimeInMillis()); 
216               startActivity(calIntent);    
217            } 
218         } 
219 
220      } 
221       
222      public void onPush() { 
223         //Alert 
224         alert("Information pushed!"); 
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225      } 
226       
227      //Function used to get string in JSON. Separated to its own function to avoid the reuse of 
JSONExceptions. 
228      public String jsonGetString(JSONObject json, String name) { 
229         try { 
230            return json.getString(name); 
231         } catch (JSONException e) { 
232            e.printStackTrace(); 
233         } 
234          
235         return ""; 
236      } 
237 
238      /** 
239       * Gestures 
240       *  
241       * Credits to: http://www.techrepublic.com/blog/app-builder/use-androids-gesture-detector-to-
translate-a-swipe-into-an-event/1577 
242       */ 
243 
244      public boolean onDown(MotionEvent arg0) {return false;} 
245       
246      public boolean onFling(MotionEvent start, MotionEvent finish, float xVelocity, float yVelocity) { 
247         //Downward going movement = Pull 
248         if (start.getRawY() < finish.getRawY()) { 
249            rh.pull(); 
250         } else { 
251            //Make a push request based on the message 
252            EditText message = (EditText) findViewById(R.id.main_message); 
253            rh.push(message.getEditableText().toString()); 
254            //Empty message text field 
255            message.setText(""); 
256         } 
257         return true; 
258      } 
259       
260      public void onLongPress(MotionEvent arg0) {} 
261 
262      public boolean onScroll(MotionEvent arg0, MotionEvent arg1, float arg2,   float arg3) {return 
false;} 
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263 
264      public void onShowPress(MotionEvent arg0) {} 
265 
266      public boolean onSingleTapUp(MotionEvent arg0) {return false;}   
267       
268      public boolean onTouchEvent(MotionEvent me) { 
269         return gDetector.onTouchEvent(me); 
270      } 
271       
272      /** 
273       * Function used to make toasts 
274       * */ 
275      public void alert(String message) { 
276         Toast toast = Toast.makeText(getApplicationContext(), message, Toast.LENGTH_SHORT); 
277         toast.show(); 
278      } 
279   } 
10.2.1.6 RequestHandler.java 
1     /** 
2      * Name:      RequestHandler 
3      * Usage:      Handles all communication between devices 
4      * Note:       
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     package com.ruc.interactapp; 
10    import java.io.BufferedReader; 
11    import java.io.InputStreamReader; 
12    import java.io.OutputStreamWriter; 
13    import java.io.UnsupportedEncodingException; 
14    import java.net.URL; 
15    import java.net.URLConnection; 
16    import java.net.URLEncoder; 
17  
18    import org.json.JSONArray; 
19    import org.json.JSONException; 
20    import org.json.JSONObject; 
21  
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22    import android.bluetooth.BluetoothAdapter; 
23  
24    import java.util.*; 
25  
26  
27    public class RequestHandler { 
28        
29       //Data values used to pass along with a request 
30       public String bluetooth_id = ""; 
31       public String request = ""; 
32       public String value = ""; 
33       public String command = ""; 
34       public String requestQueryString = ""; 
35        
36       //RequestListener is the class that uses a request handler 
37       public RequestListener rl; 
38        
39       /* Constructor */ 
40       public RequestHandler(RequestListener rl, String command) 
41       { 
42          //Set values 
43          this.rl = rl; 
44          this.command = command; 
45           
46          //Try to get the Bluetooth ID 
47          getBluetoothID(); 
48       } 
49        
50       public void getBluetoothID() { 
51          //If the Bluetooth ID is already found, then return 
52          if(!bluetooth_id.trim().isEmpty()) return; 
53           
54          //Try to get the Bluetooth ID 
55          BluetoothAdapter bluetooth = BluetoothAdapter.getDefaultAdapter(); 
56          if(bluetooth != null && bluetooth.isEnabled()) 
57             bluetooth_id = bluetooth.getAddress().replace(":", ""); 
58       } 
59        
60       //Function used to encode values into a URL (query string) 
61       public String encodeURL(String value) { 
62          if(value == null) 
Kapitel 10 - Bilag 
136 
63             return ""; 
64           
65          try { 
66             return URLEncoder.encode(value, "UTF-8"); 
67          } catch (UnsupportedEncodingException e) { 
68             e.printStackTrace(); 
69          } 
70          return value; 
71       } 
72        
73       public RequestReturn getRequest() throws JSONException 
74       {    
75          //Try to get the Bluetooth ID 
76          getBluetoothID(); 
77           
78          //Combi values into a query string 
79          String queryString = "bluetooth_id=" + encodeURL(bluetooth_id) + "&data=&request=" + 
encodeURL(request) + "&value=" + encodeURL(value) + "&command=" + encodeURL(command); 
80           
81          //Reset values 
82          request = ""; 
83          value = ""; 
84           
85          if(requestQueryString == null) 
86             requestQueryString = ""; 
87           
88          //Sent HTTP request to the server 
89          String data = getFromURL("http://id.iosg.dk/get_device_requests.php?" + queryString + 
requestQueryString); 
90           
91          requestQueryString = ""; //Clear requests 
92           
93          //Set default values for the data to be returned 
94          ArrayList<RequestItem> requestList = new ArrayList<RequestItem>(); 
95          String user = null; 
96          String error = ""; 
97           
98          //Test if this is a JSON (start with a {) 
99          if(data.indexOf("{") == 0) { 
100          
101            JSONObject json = new JSONObject(data); //Parse the data return by the central 
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102                
103            //Did it sent back requests to be processed? 
104            if( json.has("requests") ) { 
105               //Get requests 
106                JSONArray requests = json.getJSONArray("requests"); 
107                for(int i = 0; i < requests.length(); i++) { 
108                    
109                   JSONObject r = requests.getJSONObject(i); 
110                    
111                   //Make sure that the request has a type - pull or push 
112                   if( r.has("type") ) { 
113                      String type = r.getString("type"); 
114                      //Type = commands to be processed 
115       
116                        //Pull data from screen to device 
117                        if(type.equals("pull")) { 
118                           String command = null; 
119                           if(r.has("command")) 
120                              command = r.getString("command"); 
121                            
122                           String value = null; 
123                           if(r.has("value")) 
124                              value = r.getString("value"); 
125                            
126                           //Add a new request item to the list of requests that is to be returned to 
the class that uses the Request Handler 
127                           //This method was necessary do to Android's way of separating UI and tasks 
128                           requestList.add(new RequestItem(command, value)); 
129                        } 
130                   } 
131                } 
132            } 
133             
134            //If status is above zero (0), then we found a user in our system. 
135            if( json.has("status") && json.getInt("status") > 0 ) 
136               user = json.getString("user"); //Then return the user's e-mail 
137             
138            //If an error is found, then return this as well 
139            if( json.has("error") ) 
140               error = json.getString("error"); 
141         } 
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142             
143         return new RequestReturn(requestList, user, error); 
144      } 
145       
146      /* Push */ 
147      public void push(String message) 
148      { 
149         //Set data to be send with the next request 
150         request = "push"; 
151         value = message; 
152         //Invoke Request Listener's onPush function 
153         rl.onPush(); 
154      } 
155       
156      /* Pull */ 
157      public void pull() 
158      { 
159         //Set data to be send with the next request 
160         this.request = "pull"; 
161      } 
162       
163      /* Sign up: Used to sign up a new user for the interacting system */ 
164      public void signUp(String name, String email) { 
165         requestQueryString = "&name=" + encodeURL(name) + "&email=" + encodeURL(email); 
166      } 
167       
168      /* 
169       * Function used to retrieve data from a website (the server). 
170       * The function make a HTTP get request and return the value of the request. 
171       *  
172       * Credits: http://stackoverflow.com/questions/8089189/get-the-response-of-a-http-get-request 
173      */ 
174      public static String getFromURL(String URL) { 
175 
176         String output = ""; 
177          
178         BufferedReader rd; 
179         OutputStreamWriter wr; 
180 
181         try 
182         { 
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183            URL url = new URL(URL); 
184            URLConnection conn = url.openConnection(); 
185            conn.setDoOutput(true); 
186            wr = new OutputStreamWriter(conn.getOutputStream()); 
187            wr.flush(); 
188 
189            // Get the response 
190            rd = new BufferedReader(new InputStreamReader(conn.getInputStream())); 
191            String line; 
192            while ((line = rd.readLine()) != null) { 
193               output += line; 
194            } 
195         } 
196         catch (Exception e) { 
197            output += e.toString(); 
198         } 
199         return output;    
200 
201      } 
202 
203   } 
10.2.1.7 RequestItem.java 
1    /** 
2     * Name:      RequestItem 
3     * Usage:      Used to return data regarding a request to the UI 
4     * Note:       
5     *  
6     * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7     */ 
8  
9    package com.ruc.interactapp; 
10 
11   public class RequestItem { 
12      public String command; 
13      public String message; 
14       
15      RequestItem(String command, String message) { 
16         this.command = command; 
17         this.message = message; 
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18      } 
19   } 
10.2.1.8 RequestListener.java 
1    /** 
2     * Name:      RequestListener 
3     * Usage:      Each class that wishes to use the RequestHandler must implement this in order to have 
the necessary functions 
4     * Note:       
5     *  
6     * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7     */ 
8  
9    package com.ruc.interactapp; 
10 
11   interface RequestListener { 
12      void onPull(String command, String message); 
13      void onPush(); 
14   } 
10.2.1.9 RequestReturn.java 
1    /** 
2     * Name:      RequestReturn 
3     * Usage:      Combines a list of RequestItems, data regarding the user and if there is any erros 
return from the server 
4     * Note:       
5     *  
6     * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7     */ 
8  
9    package com.ruc.interactapp; 
10 
11   import java.util.ArrayList; 
12 
13   public class RequestReturn { 
14      ArrayList<RequestItem> requestList; 
15      public String user = null; 
16      public String error = ""; 
17       
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18      RequestReturn(ArrayList<RequestItem> requestList, String user, String error) { 
19         this.requestList = requestList; 
20         this.user = user; 
21         this.error = error; 
22      } 
23   } 
10.2.1.10 SignUpActivity.java 
1     /** 
2      * Name:      SignUpActivity 
3      * Usage:      Activity used to sign up for the interacting system 
4      * Note:       
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     package com.ruc.interactapp; 
10  
11    import org.json.JSONException; 
12  
13    import com.ruc.interactapp.R; 
14  
15    import android.os.AsyncTask; 
16    import android.os.Bundle; 
17    import android.app.Activity; 
18  
19    import android.view.Menu; 
20    import android.view.View; 
21    import android.widget.EditText; 
22    import android.widget.Toast; 
23  
24    public class SignUpActivity extends Activity implements RequestListener { 
25  
26       RequestHandler rh; //Handles communication between devices 
27        
28       //Edit text fields part of the activity 
29       EditText name; 
30       EditText email; 
31        
32       @Override 
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33       protected void onCreate(Bundle savedInstanceState) { 
34          super.onCreate(savedInstanceState); 
35          setContentView(R.layout.activity_sign_up); 
36           
37          //Set edit text fields 
38          name = (EditText) findViewById(R.id.signup_name); 
39          email = (EditText) findViewById(R.id.signup_email); 
40           
41          //Create RequestHandler 
42          rh = new RequestHandler(this, ""); 
43       } 
44  
45       @Override 
46       public boolean onCreateOptionsMenu(Menu menu) { 
47          // Inflate the menu; this adds items to the action bar if it is present. 
48          getMenuInflater().inflate(R.menu.sign_up, menu); 
49          return true; 
50       } 
51        
52       //Function invoked by the signUp button 
53       public void signUp(View view) {       
54          //Validation 
55          if(name.getEditableText().toString().trim().isEmpty()) { //Validate name 
56             alert("Please enter a name"); 
57          } else if(email.getEditableText().toString().trim().isEmpty()) { //Validate email 
58             alert("Please enter an email address"); 
59          } else if(!isValidEmail(email.getEditableText().toString())) { //Validate email 
60             alert("Please enter an valid email address"); 
61          } else { 
62             //All required inputs was found - then sign up! 
63             new RequestTask().execute(""); //Start request handler (thread) 
64          }    
65       } 
66        
67       private class RequestTask extends AsyncTask<String, Void, RequestReturn> { 
68  
69          @Override 
70          protected RequestReturn doInBackground(String... params) { 
71              
72             //Set values for the sign up 
73             rh.signUp(name.getEditableText().toString(), email.getEditableText().toString()); 
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74              
75             try { 
76                //Get request from server (=make the sign up) 
77                return rh.getRequest(); 
78             } catch (JSONException e) { 
79                e.printStackTrace(); 
80             } 
81             return null; 
82          }       
83  
84          @Override 
85          protected void onPostExecute(RequestReturn result) { 
86             //No data, then return. 
87             if(result == null) return; 
88              
89             if(result.error != "") { 
90                //If error was found, then alert it 
91                alert(result.error); 
92             } else if(result.user != null) { 
93                //If the user was now found (=created), then finish this activity and return to main 
activity 
94                finish(); 
95             } 
96          } 
97           
98          @Override 
99          protected void onPreExecute() {} 
100          
101         @Override 
102         protected void onProgressUpdate(Void... values) {} 
103      } 
104 
105      /** 
106       * Request Listener 
107       */ 
108      public void onPull(String command, String message) {} 
109       
110      public void onPush() {} 
111       
112      /** 
113       * Function used to make toasts 
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114       * */ 
115      public void alert(String message) { 
116         Toast toast = Toast.makeText(getApplicationContext(), message, Toast.LENGTH_SHORT); 
117         toast.show(); 
118      } 
119       
120      //Credits: http://stackoverflow.com/questions/1819142/how-should-i-validate-an-e-mail-address-on-
android 
121      public final static boolean isValidEmail(CharSequence target) { 
122         if (target == null) { 
123            return false; 
124         } else { 
125            return android.util.Patterns.EMAIL_ADDRESS.matcher(target).matches(); 
126         } 
127      } 
128 
129   } 
10.2.1.11 AndroidManifest.xml 
1    <?xml version="1.0" encoding="utf-8"?> 
2    <manifest xmlns:android="http://schemas.android.com/apk/res/android" 
3       package="com.ruc.interactapp" 
4       android:versionCode="1" 
5       android:versionName="1.0" > 
6  
7       <uses-sdk 
8          android:minSdkVersion="14" 
9          android:targetSdkVersion="17" /> 
10 
11      <uses-permission android:name="android.permission.BLUETOOTH" /> 
12      <uses-permission android:name="android.permission.INTERNET" /> 
13      <uses-permission android:name="android.permission.BLUETOOTH_ADMIN" /> 
14 
15      <application 
16         android:allowBackup="true" 
17         android:icon="@drawable/ic_interact_app_icon_cropped" 
18         android:label="@string/app_name" 
19         android:theme="@style/AppTheme" > 
20         <activity 
21            android:name="com.ruc.interactapp.MainActivity" 
22            android:label="@string/app_name" 
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23            android:screenOrientation="portrait" > 
24            <intent-filter> 
25               <action android:name="android.intent.action.MAIN" /> 
26 
27               <category android:name="android.intent.category.LAUNCHER" /> 
28            </intent-filter> 
29         </activity> 
30         <activity 
31            android:name="com.ruc.interactapp.SignUpActivity" 
32            android:label="@string/title_activity_sign_up" 
33            android:screenOrientation="portrait" > 
34         </activity> 
35         <activity 
36            android:name="com.ruc.interactapp.BookingChooseRoom" 
37            android:label="@string/title_activity_booking_choose_room" 
38            android:screenOrientation="portrait" > 
39         </activity> 
40         <activity 
41            android:name="com.ruc.interactapp.BookingChooseTime" 
42            android:label="@string/title_activity_booking_choose_time" 
43            android:screenOrientation="portrait" > 
44         </activity> 
45         <activity 
46            android:name="com.ruc.interactapp.BookingConfirm" 
47            android:label="@string/title_activity_booking_confirm" 
48            android:screenOrientation="portrait" > 
49         </activity> 
50         <activity 
51            android:name="com.ruc.interactapp.ConnectionActivity" 
52            android:label="@string/title_activity_connection" > 
53         </activity> 
54         <activity 
55            android:name="com.ruc.interactapp.Calendar" 
56            android:label="@string/title_activity_calendar" > 
57         </activity> 
58      </application> 
59 
60   </manifest> 
10.2.1.12 activity_booking_choose_room.xml 
1    <RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" 
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2       xmlns:tools="http://schemas.android.com/tools" 
3       android:layout_width="match_parent" 
4       android:layout_height="match_parent" 
5       android:paddingBottom="@dimen/activity_vertical_margin" 
6       android:paddingLeft="@dimen/activity_horizontal_margin" 
7       android:paddingRight="@dimen/activity_horizontal_margin" 
8       android:paddingTop="@dimen/activity_vertical_margin" 
9       tools:context=".BookingChooseRoom" > 
10 
11      <ListView 
12         android:id="@+id/RoomListView" 
13         android:layout_width="match_parent" 
14         android:layout_height="wrap_content" 
15         android:layout_alignParentLeft="true" 
16         android:layout_alignParentTop="true" > 
17      </ListView> 
18 
19   </RelativeLayout> 
10.2.1.13 activity_booking_choose_time.xml 
1     <RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" 
2        xmlns:tools="http://schemas.android.com/tools" 
3        android:layout_width="match_parent" 
4        android:layout_height="match_parent" 
5        android:paddingBottom="@dimen/activity_vertical_margin" 
6        android:paddingLeft="@dimen/activity_horizontal_margin" 
7        android:paddingRight="@dimen/activity_horizontal_margin" 
8        android:paddingTop="@dimen/activity_vertical_margin" 
9        tools:context=".BookingChooseTime" > 
10  
11       <TextView 
12          android:id="@+id/bookingText" 
13          android:layout_width="wrap_content" 
14          android:layout_height="wrap_content" 
15          android:text="@string/booking_text" 
16          android:textSize="20sp" /> 
17  
18       <CheckBox 
19          android:id="@+id/eight" 
20          android:layout_width="wrap_content" 
21          android:layout_height="wrap_content" 
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22          android:layout_alignLeft="@+id/bookingText" 
23          android:layout_below="@+id/bookingText" 
24          android:layout_marginTop="14dp" 
25          android:text="08:00 - 08:59" /> 
26           
27       <CheckBox 
28          android:id="@+id/nine" 
29          android:layout_width="wrap_content" 
30          android:layout_height="wrap_content" 
31          android:layout_above="@+id/ten" 
32          android:layout_alignParentRight="true" 
33          android:text="09:00 - 09:59" /> 
34        
35       <CheckBox 
36          android:id="@+id/ten" 
37          android:layout_width="wrap_content" 
38          android:layout_height="wrap_content" 
39          android:layout_alignParentLeft="true" 
40          android:layout_below="@+id/eight" 
41          android:layout_marginTop="20dp" 
42          android:text="10:00 - 10:59" /> 
43  
44       <CheckBox 
45          android:id="@+id/eleven" 
46          android:layout_width="wrap_content" 
47          android:layout_height="wrap_content" 
48          android:layout_alignBaseline="@+id/ten" 
49          android:layout_alignBottom="@+id/ten" 
50          android:layout_alignParentRight="true" 
51          android:text="11:00 - 11:59" /> 
52  
53       <CheckBox 
54          android:id="@+id/twelve" 
55          android:layout_width="wrap_content" 
56          android:layout_height="wrap_content" 
57          android:layout_alignParentLeft="true" 
58          android:layout_below="@+id/ten" 
59          android:layout_marginTop="20dp" 
60          android:text="12:00 - 12:59" /> 
61  
62       <CheckBox 
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63          android:id="@+id/one" 
64          android:layout_width="wrap_content" 
65          android:layout_height="wrap_content" 
66          android:layout_alignBottom="@+id/twelve" 
67          android:layout_alignParentRight="true" 
68          android:text="13:00 - 13:59" /> 
69  
70       <CheckBox 
71          android:id="@+id/two" 
72          android:layout_width="wrap_content" 
73          android:layout_height="wrap_content" 
74          android:layout_alignParentLeft="true" 
75          android:layout_below="@+id/twelve" 
76          android:layout_marginTop="20dp" 
77          android:text="14:00 - 14:59" /> 
78  
79       <CheckBox 
80          android:id="@+id/three" 
81          android:layout_width="wrap_content" 
82          android:layout_height="wrap_content" 
83          android:layout_alignBaseline="@+id/two" 
84          android:layout_alignBottom="@+id/two" 
85          android:layout_alignParentRight="true" 
86          android:text="15:00 - 15:59" /> 
87  
88       <CheckBox 
89          android:id="@+id/four" 
90          android:layout_width="wrap_content" 
91          android:layout_height="wrap_content" 
92          android:layout_alignParentLeft="true" 
93          android:layout_below="@+id/two" 
94          android:layout_marginTop="20dp" 
95          android:text="16:00 - 16:59" /> 
96  
97       <CheckBox 
98          android:id="@+id/five" 
99          android:layout_width="wrap_content" 
100         android:layout_height="wrap_content" 
101         android:layout_alignBaseline="@+id/four" 
102         android:layout_alignBottom="@+id/four" 
103         android:layout_alignParentRight="true" 
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104         android:text="17:00 - 17:59" /> 
105       
106         <CheckBox 
107         android:id="@+id/six" 
108         android:layout_width="wrap_content" 
109         android:layout_height="wrap_content" 
110         android:layout_alignParentLeft="true" 
111         android:layout_below="@+id/four" 
112         android:layout_marginTop="20dp" 
113         android:text="18:00 - 18:59" /> 
114 
115      <CheckBox 
116         android:id="@+id/seven" 
117         android:layout_width="wrap_content" 
118         android:layout_height="wrap_content" 
119         android:layout_alignBottom="@+id/six" 
120         android:layout_alignParentRight="true" 
121         android:text="19:00 - 19:59" /> 
122       
123      <Button 
124         android:id="@+id/book" 
125         android:layout_width="wrap_content" 
126         android:layout_height="wrap_content" 
127         android:layout_alignParentBottom="true" 
128         android:layout_alignParentLeft="true" 
129         android:layout_alignRight="@+id/six" 
130         android:layout_marginBottom="20dp" 
131         android:onClick="book" 
132         android:text="@string/book" /> 
133 
134      <Button 
135         android:id="@+id/cancel" 
136         android:layout_width="wrap_content" 
137         android:layout_height="wrap_content" 
138         android:layout_alignBaseline="@+id/book" 
139         android:layout_alignBottom="@+id/book" 
140         android:layout_alignLeft="@+id/seven" 
141         android:layout_alignParentRight="true" 
142         android:onClick="cancel" 
143         android:text="@string/cancel" /> 
144 
Kapitel 10 - Bilag 
150 
145   </RelativeLayout> 
10.2.1.14 activity_booking_confirm.xml 
1    <RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" 
2       xmlns:tools="http://schemas.android.com/tools" 
3       android:layout_width="match_parent" 
4       android:layout_height="match_parent" 
5       android:paddingBottom="@dimen/activity_vertical_margin" 
6       android:paddingLeft="@dimen/activity_horizontal_margin" 
7       android:paddingRight="@dimen/activity_horizontal_margin" 
8       android:paddingTop="@dimen/activity_vertical_margin" 
9       tools:context=".BookingConfirm" > 
10 
11      <TextView 
12         android:id="@+id/room_validation_text" 
13         android:layout_width="wrap_content" 
14         android:layout_height="wrap_content" 
15         android:layout_alignParentLeft="true" 
16         android:layout_alignParentTop="true" 
17         android:text="@string/room_validation_text" 
18         android:textAppearance="?android:attr/textAppearanceMedium" /> 
19 
20      <Button 
21         android:id="@+id/button1" 
22         android:layout_width="wrap_content" 
23         android:layout_height="wrap_content" 
24         android:layout_alignLeft="@+id/button_accept" 
25         android:layout_alignParentBottom="true" 
26         android:layout_alignParentRight="true" 
27         android:layout_marginBottom="14dp" 
28         android:onClick="cancel" 
29         android:text="@string/cancel" /> 
30 
31      <Button 
32         android:id="@+id/button_accept" 
33         android:layout_width="wrap_content" 
34         android:layout_height="wrap_content" 
35         android:layout_above="@+id/button1" 
36         android:layout_alignLeft="@+id/timeslots" 
37         android:layout_alignParentRight="true" 
38         android:layout_marginBottom="21dp" 
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39         android:onClick="accept" 
40         android:text="@string/accept" /> 
41 
42      <EditText 
43         android:id="@+id/main_message" 
44         android:layout_width="wrap_content" 
45         android:layout_height="wrap_content" 
46         android:layout_alignLeft="@+id/room_validation_text" 
47         android:layout_alignParentRight="true" 
48         android:layout_below="@+id/room_validation_text" 
49         android:layout_marginTop="14dp" 
50         android:ems="10" 
51         android:hint="@string/booking_title_description" > 
52 
53         <requestFocus /> 
54      </EditText> 
55 
56      <TextView 
57         android:id="@+id/room_name_text" 
58         android:layout_width="wrap_content" 
59         android:layout_height="wrap_content" 
60         android:layout_alignLeft="@+id/main_message" 
61         android:layout_below="@+id/main_message" 
62         android:layout_marginTop="27dp" 
63         android:text="@string/room" 
64         android:textAppearance="?android:attr/textAppearanceSmall" 
65         android:textStyle="bold" /> 
66 
67      <TextView 
68         android:id="@+id/room_name" 
69         android:layout_width="wrap_content" 
70         android:layout_height="wrap_content" 
71         android:layout_alignLeft="@+id/room_name_text" 
72         android:layout_below="@+id/room_name_text" 
73         android:text="" /> 
74 
75      <TextView 
76         android:id="@+id/from_time_text" 
77         android:layout_width="wrap_content" 
78         android:layout_height="wrap_content" 
79         android:layout_alignLeft="@+id/room_name" 
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80         android:layout_below="@+id/room_name" 
81         android:layout_marginTop="24dp" 
82         android:text="@string/timeslots" 
83         android:textAppearance="?android:attr/textAppearanceSmall" 
84         android:textStyle="bold" /> 
85 
86      <TextView 
87         android:id="@+id/timeslots" 
88         android:layout_width="wrap_content" 
89         android:layout_height="wrap_content" 
90         android:layout_alignLeft="@+id/from_time_text" 
91         android:layout_below="@+id/from_time_text" 
92         android:text="" /> 
93 
94   </RelativeLayout> 
10.2.1.15 activity_connection.xml 
1    <RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" 
2       xmlns:tools="http://schemas.android.com/tools" 
3       android:layout_width="match_parent" 
4       android:layout_height="match_parent" 
5       android:paddingBottom="@dimen/activity_vertical_margin" 
6       android:paddingLeft="@dimen/activity_horizontal_margin" 
7       android:paddingRight="@dimen/activity_horizontal_margin" 
8       android:paddingTop="@dimen/activity_vertical_margin" 
9       tools:context=".ConnectionActivity" > 
10 
11      <TextView 
12         android:layout_width="wrap_content" 
13         android:layout_height="wrap_content" 
14         android:text="@string/connection_string" 
15         android:textSize="20sp" /> 
16 
17   </RelativeLayout> 
10.2.1.16 activity_main.xml 
1    <RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" 
2       xmlns:tools="http://schemas.android.com/tools" 
3       android:id="@+id/mainactivity" 
4       android:layout_width="match_parent" 
5       android:layout_height="match_parent" 
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6       android:paddingBottom="@dimen/activity_vertical_margin" 
7       android:paddingLeft="@dimen/activity_horizontal_margin" 
8       android:paddingRight="@dimen/activity_horizontal_margin" 
9       android:paddingTop="@dimen/activity_vertical_margin" 
10      tools:context=".MainActivity" > 
11 
12      <TextView 
13         android:id="@+id/main_description" 
14         android:layout_width="wrap_content" 
15         android:layout_height="wrap_content" 
16         android:text="@string/main_description" /> 
17 
18      <EditText 
19         android:id="@+id/main_message" 
20         android:layout_width="wrap_content" 
21         android:layout_height="wrap_content" 
22         android:layout_alignLeft="@+id/main_description" 
23         android:layout_alignParentRight="true" 
24         android:layout_below="@+id/main_description" 
25         android:ems="10" 
26         android:inputType="text" > 
27 
28         <requestFocus /> 
29      </EditText> 
30 
31   </RelativeLayout> 
10.2.1.17 activity_sign_up.xml 
1    <RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" 
2       xmlns:tools="http://schemas.android.com/tools" 
3       android:layout_width="match_parent" 
4       android:layout_height="match_parent" 
5       android:paddingBottom="@dimen/activity_vertical_margin" 
6       android:paddingLeft="@dimen/activity_horizontal_margin" 
7       android:paddingRight="@dimen/activity_horizontal_margin" 
8       android:paddingTop="@dimen/activity_vertical_margin" 
9       tools:context=".SignUpActivity" > 
10 
11      <EditText 
12         android:id="@+id/signup_name" 
13         android:layout_width="match_parent" 
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14         android:layout_height="wrap_content" 
15         android:layout_alignParentLeft="true" 
16         android:layout_below="@+id/edit_text" 
17         android:layout_marginTop="32dp" 
18         android:ems="10" 
19         android:hint="@string/edit_message1" 
20         android:inputType="textPersonName" /> 
21       
22      <EditText 
23         android:id="@+id/signup_email" 
24         android:layout_width="match_parent" 
25         android:layout_height="wrap_content" 
26         android:layout_alignParentLeft="true" 
27         android:layout_below="@+id/signup_name" 
28         android:layout_marginTop="24dp" 
29         android:ems="10" 
30         android:hint="@string/edit_message2" 
31         android:inputType="textEmailAddress" > 
32 
33      </EditText> 
34 
35      <TextView 
36         android:id="@+id/edit_text" 
37         android:layout_width="fill_parent" 
38         android:layout_height="wrap_content" 
39         android:layout_alignParentLeft="true" 
40         android:layout_alignParentTop="true" 
41         android:layout_marginTop="20dp" 
42         android:text="@string/sign_up_description" 
43         android:textSize="20sp" /> 
44 
45      <Button 
46         android:id="@+id/button_send" 
47         android:layout_width="wrap_content" 
48         android:layout_height="wrap_content" 
49         android:layout_alignLeft="@+id/signup_email" 
50         android:layout_alignRight="@+id/signup_email" 
51         android:layout_centerVertical="true" 
52         android:onClick="signUp" 
53         android:text="@string/button_send" /> 
54 
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55   </RelativeLayout> 
 
 
 
  
Kapitel 10 - Bilag 
156 
10.2.2 INFOSKÆRM (INTERACTINGDEVICES) 
10.2.2.1 BookingHandler.java 
1     /** 
2      * Name:      BookingHandler 
3      * Usage:      Communication to the booking system (MRBS) 
4      * Note:      MRBS is located at the same server as the interaction system. This is however not a 
requirement. 
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     import java.util.Calendar; 
10    import org.json.JSONArray; 
11    import org.json.JSONObject; 
12  
13  
14    public class BookingHandler { 
15        
16       //Variable used to store the current list of rooms that can be booked 
17       public JSONObject roomList; 
18        
19       //Constructor 
20       public BookingHandler() { 
21          //Construct JSON object for list of rooms 
22          roomList = new JSONObject(); 
23       } 
24        
25       public String getData(String areaID) { 
26          //Empty JSON object 
27          roomList = new JSONObject(); 
28          //List of rooms (this variable is later inserted into roomList) 
29          JSONArray theRooms = new JSONArray(); 
30           
31          //Initialize a variable used for the result (text version of the room list) 
32          String text = ""; 
33           
34          //Request rooms from the booking system 
35          String data = RequestHandler.getFromURL("http://id.iosg.dk/Booking.php?areaid=" + areaID); 
36           
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37          //Make sure that the returned format looks like JSON 
38          if(data.indexOf("{") == 0) { 
39              
40             //Parse the returned data into a JSON object 
41             JSONObject json = new JSONObject(data); 
42              
43             //Check if the item "rooms" is set 
44             if( json.has("rooms") ) { 
45                 
46                //Get array of rooms 
47                JSONArray rooms = json.getJSONArray("rooms"); 
48                //For each room 
49                for(int i = 0; i < rooms.length(); i++) { 
50                   //Get data of the room 
51                   JSONObject room = rooms.getJSONObject(i); 
52                    
53                   //Check if it has a room name 
54                   if( room.has("room_name") ) { 
55                      //Add room name to the result (text) 
56                      text += room.getString("room_name") + ":\n"; 
57                       
58                      //Construct new JSONObject used to store information about the room 
59                      JSONObject roomData = new JSONObject(); 
60                       
61                      //Put data in the room JSONObject 
62                      roomData.put("name", room.getString("room_name")); 
63                      roomData.put("id", room.getString("id")); 
64                       
65                      //Add the JSONObject of the room data to the list of rooms 
66                      theRooms.put(roomData); 
67                   } 
68                    
69                   //Does the room have any bookings for today? 
70                   if( room.has("bookings") ) { 
71                      //Get bookings 
72                      JSONArray bookings = room.getJSONArray("bookings"); 
73                      //For each booking 
74                      for(int ii = 0; ii < bookings.length(); ii++) { 
75                         //Get booking data 
76                         JSONObject booking = bookings.getJSONObject(ii); 
77                          
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78                         //Get the name of the booking 
79                         String name = booking.getString("name"); 
80                          
81                         //Get time information of the booking 
82                         int start = booking.getInt("start_time"); 
83                         int end = booking.getInt("end_time"); 
84                         //Calculate the amount of hours that the booking holds 
85                         double duration = (((end - start) / 60) + 1) / 60; 
86                          
87                         //Add the booking to the result (text) 
88                         text += "-" + name + ": " + Double.toString(duration) + " timer\n"; 
89                      } 
90                   } 
91                    
92                   //Add two linebreaks to the result 
93                   text += "\n\n"; 
94                }             
95             } 
96             //Put the list of rooms into the JSONObject containing the rooms 
97             roomList.put("rooms", theRooms); 
98          } 
99           
100         //Return the result (used to display on the screen) 
101         return text; 
102      } 
103       
104      public void addBookings(JSONArray bookings) { 
105         //For each booking, send a request to the booking system, telling it to add it as a booking 
106         for(int i = 0; i < bookings.length(); i++) { 
107            //Get data of the booking 
108            JSONObject booking = bookings.getJSONObject(i); 
109             
110            //Send the request to the booking system (MRBS) 
111            RequestHandler.getFromURL("http://id.iosg.dk/Booking.php?start_time=" + 
RequestHandler.encodeURL(booking.getString("start_time")) + "&end_time=" + 
RequestHandler.encodeURL(booking.getString("end_time")) + "&room_id=" + 
RequestHandler.encodeURL(booking.getString("room_id")) + "&create_by=" + 
RequestHandler.encodeURL(booking.getString("create_by")) + "&name=" + 
RequestHandler.encodeURL(booking.getString("name")) + ""); 
112         } 
113      } 
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114       
115      public String getBookedTimeslots(String roomID) { 
116         //Construct a Calendar object 
117         Calendar c = Calendar.getInstance();  
118         //Get current year, month and day 
119         int year = c.get(Calendar.YEAR); 
120         int month = c.get(Calendar.MONTH) + 1; //Because January has the value of zero (0), we need to 
add one to get the right number for the month 
121         int day = c.get(Calendar.DAY_OF_MONTH); 
122          
123         //Send request to the booking system and get list of time slots that is booked 
124         String data = RequestHandler.getFromURL("http://id.iosg.dk/bookaroom.php?roomid=" + 
RequestHandler.encodeURL(roomID) + "&year=" + Integer.toString(year) + "&month=" + Integer.toString(month) 
+ "&day=" + Integer.toString(day) + ""); 
125          
126         //Return result 
127         return data; 
128      } 
129   } 
10.2.2.2 DiscoverDevices.java 
1     /** 
2      * Name:      DiscoverDevices 
3      * Usage:      Thread used to search for Bluetooth devices using BlueCove 
4      * Note:      http://bluecove.org/bluecove/apidocs/overview-summary.html 
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     import java.util.Vector; 
10    import javax.bluetooth.BluetoothStateException; 
11    import javax.bluetooth.DeviceClass; 
12    import javax.bluetooth.DiscoveryAgent; 
13    import javax.bluetooth.DiscoveryListener; 
14    import javax.bluetooth.LocalDevice; 
15    import javax.bluetooth.RemoteDevice; 
16    import javax.bluetooth.ServiceRecord; 
17  
18    /* Needed to receive the RSSI value */ 
19    //import java.io.IOException; 
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20    //import com.intel.bluetooth.RemoteDeviceHelper; 
21  
22  
23    public class DiscoverDevices extends Thread { 
24  
25       public Vector<RemoteDevice> currentDevicesDiscovered; //Holds the devices nearby (set by the 
superclass) 
26       public Vector<RemoteDevice> devicesDiscovered = new Vector<RemoteDevice>(); //Temporary list of 
devices.  
27        
28       private static DiscoveryListener listener; //Listener for Bluetooth device discovery 
29       private static Object inquiryCompletedEvent = new Object(); // 
30        
31       // Constructor 
32       public DiscoverDevices(Vector<RemoteDevice> cdd) 
33       { 
34          this.currentDevicesDiscovered = cdd; //Set currentDevicesDiscovered 
35           
36          /* Discovery Listener */ 
37          listener = new DiscoveryListener() { 
38  
39             public void deviceDiscovered(RemoteDevice btDevice, DeviceClass cod) { 
40                 
41                //Add the found device to the temporary list of devices 
42                devicesDiscovered.addElement(btDevice); 
43                 
44                /* 
45                // Get RSSI (Received signal strength indication) 
46                String RSSI; 
47                try { 
48                   RSSI = Integer.toString( RemoteDeviceHelper.readRSSI(btDevice) ); 
49                } catch (IOException e) { 
50                   RSSI = e.getMessage(); 
51                } 
52                */ 
53                 
54                /* 
55                //Get friendly name of the Bluetooth device 
56                try { 
57                   System.out.println("     name " + btDevice.getFriendlyName(false)); 
58                } catch (IOException cantGetDeviceName) { 
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59                } 
60                */ 
61             } 
62  
63             public void inquiryCompleted(int discType) { 
64                //Device Inquiry completed! 
65                synchronized(inquiryCompletedEvent){ 
66                   inquiryCompletedEvent.notifyAll(); 
67                } 
68             } 
69  
70             public void serviceSearchCompleted(int transID, int respCode) {} 
71  
72             public void servicesDiscovered(int transID, ServiceRecord[] servRecord) {} 
73          }; 
74       } 
75        
76       // Run (used for the thread) 
77       public void run() 
78       { 
79          while (true) { 
80              
81             //Test: Print start time for Bluetooth search 
82             java.util.Date date= new java.util.Date(); 
83             System.out.println("BEGIN: " + date.getTime()); 
84              
85             devicesDiscovered.clear(); //Clear temporary list of devices 
86              
87             synchronized(inquiryCompletedEvent) { 
88                boolean started = false; 
89                try { 
90                   started = 
LocalDevice.getLocalDevice().getDiscoveryAgent().startInquiry(DiscoveryAgent.GIAC, listener); //Start 
search for devices 
91                } catch (BluetoothStateException e1) { 
92                   e1.printStackTrace(); 
93                } 
94                if (started) { 
95                   try { 
96                      inquiryCompletedEvent.wait(); //Wait for device inquiry to complete... 
97                   } catch (InterruptedException e1) { 
Kapitel 10 - Bilag 
162 
98                      e1.printStackTrace(); 
99                   } 
100                  //Devices found 
101                  //System.out.println(devicesDiscovered.size() +  " device(s) found"); 
102                   
103                  //TODO: Change so that new devices are added directly to the current list, and old 
devices, which are no longer nearby, is removed after the discovery. 
104                   
105                  //From temporary to the current list of devices 
106                  currentDevicesDiscovered.clear(); 
107                  currentDevicesDiscovered.addAll(devicesDiscovered); 
108                   
109                  //Test: Print start time for Bluetooth search 
110                  java.util.Date enddate= new java.util.Date(); 
111                  System.out.println("END: " + enddate.getTime()); 
112                   
113                  try { 
114                     Thread.sleep(10); // sleep 
115                  } catch (InterruptedException ex) { } 
116               } 
117            } 
118         } 
119      } 
120   } 
10.2.2.3 Main.java 
1     /** 
2      * Name:      InteractingDevices 
3      * Usage:      Main class that runs the application 
4      * Note:       
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     import java.awt.BorderLayout; 
10    import java.awt.GridBagConstraints; 
11    import java.awt.GridBagLayout; 
12    import java.util.ArrayList; 
13    import java.util.Vector; 
14    import javax.bluetooth.*; 
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15    import javax.swing.*; 
16  
17    public class Main extends JComponent implements RequestListener, Runnable { 
18  
19       private static final long serialVersionUID = 1L; //Eclipse wants this! 
20        
21       /* Discover Devices */ 
22       public static final Vector<RemoteDevice> currentDevicesDiscovered = new Vector<RemoteDevice>(); 
//Holds the devices nearby 
23        
24       /* View */ 
25       private static Thread t; //Thread used to update the view 
26       private static int contentCounter = 0; //Counter used to switch content of the screen 
27       private static JPanel contentPanel; //Contains the content part of the screen 
28        
29       //Screens 
30       private static ArrayList<Screen> screens; //Screens to be shown 
31       private static int screenIndex = 0; //Holds the index of the current screen 
32        
33       //Frame 
34       private static JFrame frame; //Frame for the screen 
35        
36       public static void main(String[] args) { 
37           
38          /* Frame */ 
39          frame = new JFrame("Interacting Devices (ID)"); 
40           
41          /* Content panel */ 
42          contentPanel = new JPanel(new GridBagLayout()); 
43           
44          /* Screens */ 
45          screens = new ArrayList<Screen>(); 
46           
47          //Set default areaID. This value refers to the areaID of the booking screen 
48          String areaID = "3"; 
49          //If the application is called using an argument, set the AreaID based on the first parameter 
50          if(args.length > 0) { 
51             areaID = args[0]; 
52          } 
53           
54          //Bookings and rooms 
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55          ScreenBooking screenBooking = new ScreenBooking(areaID); 
56          screens.add(screenBooking); 
57           
58          //Advertisement (Calendar) 
59          ScreenCalendar calendar = new ScreenCalendar(); 
60          screens.add(calendar); 
61           
62          //Add elements to layout 
63          GridBagConstraints c = new GridBagConstraints(); 
64          //Place the element in the left top 
65          c.anchor = GridBagConstraints.NORTHWEST; 
66          c.weighty = 1; 
67          c.weightx = 1; 
68          //Add all the screens to the content panel and hide them 
69          for(int i = 0; i < screens.size(); i++) { 
70             screens.get(i).setVisible(false); 
71             contentPanel.add(screens.get(i), c); 
72          } 
73           
74          //Get the current screen and show it 
75          screens.get(screenIndex).setVisible(true); 
76          frame.setBackground(screens.get(screenIndex).color); 
77          screens.get(screenIndex).setBackground(frame.getBackground()); 
78              
79          //Instruction panel 
80          JPanel instructionPanel = new JPanel(new BorderLayout()); 
81           
82          JTextArea instructionText = new JTextArea(); 
83          instructionText.setText("Installer vores applikation til Android for at komme i gang med at 
interagere med informationsskærmen."); 
84          instructionPanel.add(instructionText); 
85           
86          //Main panel 
87          JSplitPane mainPanel = new JSplitPane(JSplitPane.VERTICAL_SPLIT, 
88                contentPanel, instructionPanel); 
89          mainPanel.setResizeWeight(0.8); 
90          mainPanel.setContinuousLayout(true); 
91           
92          //Add MainPanel to frame 
93          frame.add(mainPanel); 
94           
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95          //Frame settings 
96          frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
97          frame.setSize(600, 600);                      
98          frame.setVisible(true); 
99           
100         /* Threads */ 
101          
102         Main id = new Main(); 
103          
104         //Display thread 
105         t = new Thread(id); 
106         t.start(); 
107          
108         //Device discover thread (Bluetooth) 
109         Thread ddThread = new DiscoverDevices( currentDevicesDiscovered ); 
110         ddThread.start(); 
111          
112         //Request handler thread 
113         Thread rhThread = new RequestHandler( id, currentDevicesDiscovered ); 
114         rhThread.start(); 
115      } 
116 
117      public void run() { 
118          
119         while (true) { 
120             
121            //If the counter has run for 5 seconds, then switch screen 
122            if(contentCounter > 5) { 
123                
124               //Hide the current screen 
125               screens.get(screenIndex).setVisible(false); 
126                
127               //Find the next screen 
128               screenIndex++; 
129               if(screenIndex >= screens.size()) 
130                  screenIndex = 0; 
131                
132               //Set the color of the frame to the color of the screen 
133               frame.setBackground(screens.get(screenIndex).color); 
134                
135               //Make sure that the screen has the same background as the frame 
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136               screens.get(screenIndex).setBackground(getBackground()); 
137                
138               //Show the new screen 
139               screens.get(screenIndex).setVisible(true); 
140                
141               //Reset counter 
142               contentCounter = 0; 
143            } else          
144               //Add one to the counter 
145               contentCounter++; 
146             
147            //Run the onUpdate function of the current screen 
148            screens.get(screenIndex).onUpdate(); 
149             
150            //Repaint the frame 
151            frame.repaint(); 
152            try { 
153               Thread.sleep(1000); // sleep 
154            } catch (InterruptedException ex) { } 
155         } 
156      } 
157 
158      /** 
159       * Request Listener 
160       */ 
161       
162      public void onPush(String message) { 
163         //For each screen, invoke their onPush function 
164         for(int i = 0; i < screens.size(); i++) { 
165            screens.get(i).onPush(message); 
166         } 
167      } 
168 
169      public void onPull(String command) {} 
170 
171      public String getPull(String command) { 
172         //When a pull request is received, find the content to return 
173         String r = ""; 
174          
175         //At first, try to get the content from the current screen 
176         r = screens.get(screenIndex).getPull(command); 
Kapitel 10 - Bilag 
167 
177         //If the current screen don't have content to return, try the rest of the screens 
178         if(r == null) { 
179            //For each screen, try to get the content based on the pull request 
180            for(int i = 0; i < screens.size(); i++) { 
181               r = screens.get(i).getPull(command); 
182               //If content is returned, then return it too 
183               if(r != null) 
184                  return r; 
185            } 
186             
187            //If no content was found above, return the default content/data of the current screen 
(usually the name of the screen) 
188            if(r == null) 
189               return screens.get(screenIndex).getDefaultData(); 
190         } 
191          
192         //Return content 
193         return r; 
194      } 
195 
196 
197   } 
10.2.2.4 RequestHandler.java 
1     /** 
2      * Name:      RequestHandler 
3      * Usage:      Thread used to handle the communication between the devices 
4      * Note:       
5      *  
6      * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7      */ 
8   
9     import java.io.BufferedReader; 
10    import java.io.InputStreamReader; 
11    import java.io.OutputStreamWriter; 
12    import java.io.UnsupportedEncodingException; 
13    import java.net.URL; 
14    import java.net.URLConnection; 
15    import java.net.URLEncoder; 
16    import java.util.Vector; 
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17    import javax.bluetooth.RemoteDevice; 
18    import org.json.JSONArray; 
19    import org.json.JSONObject; 
20  
21  
22    public class RequestHandler extends Thread { 
23        
24       private Vector<RemoteDevice> currentDevicesDiscovered; //Holds the devices nearby (set by the 
superclass) 
25       private String requestQueryString = ""; //Requests for the querystring sent to the central 
26        
27       private RequestListener rl; 
28        
29       private int requestCounterTest = 0; 
30        
31       /* Constructor */ 
32       public RequestHandler(RequestListener rl, Vector<RemoteDevice> currentDevicesDiscovered) 
33       { 
34          //Set data based on input of the construction 
35          this.rl = rl; 
36          this.currentDevicesDiscovered = currentDevicesDiscovered; 
37       } 
38        
39       // Run (used for the thread) 
40       public void run() 
41       { 
42          while (true) { 
43              
44             String queryString = ""; //Clear query string 
45              
46             /* Get all devices found */ 
47             for(int i = 0; i < currentDevicesDiscovered.size(); i++) { 
48                RemoteDevice d = currentDevicesDiscovered.get(i); 
49                //Add the device to the query string 
50                queryString += "bluetooth_ids[]=" + encodeURL(d.getBluetoothAddress()) + "&"; 
51             } 
52              
53             //Check if there is any requests from the devices nearby (Sent HTTP request to the server) 
54             String data = getFromURL("http://id.iosg.dk/get_device_requests.php?" + queryString + 
requestQueryString); 
55              
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56             requestQueryString = ""; //Clear requests 
57              
58             //Test if this is a JSON (start with a {) 
59             if(data.indexOf("{") == 0) { 
60              
61                JSONObject json = new JSONObject(data); //Parse the data return by the server 
62                 
63                //Did it sent back requests to be processed? 
64                if( json.has("requests") ) { 
65                    //Get requests 
66                    JSONArray requests = json.getJSONArray("requests"); 
67                    //For each request 
68                    for(int i = 0; i < requests.length(); i++) { 
69                        
70                       //Get data for the request 
71                       JSONObject r = requests.getJSONObject(i); 
72                        
73                       //Does it have a "type" value? 
74                       if( r.has("type") ) { 
75                          String type = r.getString("type"); 
76                          //Type = commands to be processed 
77        
78                            //Pull data from screen to device 
79                            if(type.equals("pull")) { 
80                               String command = null; 
81                               if(r.has("command")) 
82                                  command = r.getString("command"); 
83                                
84                               // Invoke the getPull function from the RequestListener object and return 
the data to the devices that requested it 
85                               requestQueryString += "request_values[" + r.getString("requestID") + "]=" 
+ encodeURL(rl.getPull(command)) + "&"; 
86                               //Trigger event at the RequestListener 
87                               rl.onPull(command); 
88                            } 
89                             
90                            //Push data from device to screen 
91                            if(type.equals("push")) { 
92                               //Did it sent a values with the request? 
93                               if( r.has("value") ) { 
94                                  //Trigger event 
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95                                  rl.onPush(r.get("value").toString()); 
96                               } 
97                                
98                               //The push message was processed, so return a true value 
99                               requestQueryString += "request_values[" + r.getString("requestID") + 
"]=true&"; 
100                               
101                           } 
102                          
103                      } 
104                   } 
105               } 
106            } 
107             
108            try { 
109               Thread.sleep(10); // sleep 
110            } catch (InterruptedException ex) { } 
111             
112            requestCounterTest++; 
113            System.out.println("requestCounterTest: " + Integer.toString(requestCounterTest)); 
114         } 
115      } 
116       
117      //Function used to encode values for the URL 
118      public static String encodeURL(String value) { 
119         try { 
120            return URLEncoder.encode(value, "UTF-8"); 
121         } catch (UnsupportedEncodingException e) { 
122            e.printStackTrace(); 
123         } 
124         return value; 
125      } 
126       
127      /* 
128       * Function used to retrieve data from a website (the central). 
129       * The function make a HTTP get request and return the value of the request. 
130       *  
131       * Credits: http://stackoverflow.com/questions/8089189/get-the-response-of-a-http-get-request 
132      */ 
133      public static String getFromURL(String URL) { 
134 
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135         String output = ""; 
136          
137         BufferedReader rd; 
138         OutputStreamWriter wr; 
139 
140         try 
141         { 
142            URL url = new URL(URL); 
143            URLConnection conn = url.openConnection(); 
144            conn.setDoOutput(true); 
145            wr = new OutputStreamWriter(conn.getOutputStream()); 
146            wr.flush(); 
147 
148            // Get the response 
149            rd = new BufferedReader(new InputStreamReader(conn.getInputStream())); 
150            String line; 
151            while ((line = rd.readLine()) != null) { 
152               output += line; 
153            } 
154         } 
155         catch (Exception e) { 
156            output += e.toString(); 
157         } 
158         return output;    
159 
160      } 
161   } 
10.2.2.5 RequestListener.java 
1    /** 
2     * Name:      RequestListener 
3     * Usage:      Interface used for objects that wants to use the RequestHandler 
4     * Note:      Required to use the RequestHandler 
5     *  
6     * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7     */ 
8  
9    interface RequestListener { 
10      //Invoked upon a push request 
11      void onPush(String message); 
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12      //Invoked upon a pull request 
13      void onPull(String command); 
14      //Invoked when wanting the data to return based on a pull request 
15      String getPull(String command); 
16   } 
10.2.2.6 Screen.java 
1    /** 
2     * Name:      Screen 
3     * Usage:      Abstract used as an interface/class for screens shown on the class that contains the 
screen 
4     * Note:       
5     *  
6     * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7     */ 
8  
9    import java.awt.BorderLayout; 
10   import java.awt.Color; 
11   import javax.swing.JPanel; 
12 
13 
14   abstract class Screen extends JPanel { 
15       
16      private static final long serialVersionUID = 1L; //Needed by Eclipse 
17      public String name; //Name of the screen used as an identifier on the mobile devices 
18      public Color color; //Used to color the frame of the content 
19       
20      public Screen() { 
21         //Set the JPanel layout to BorderLayout 
22         setLayout(new BorderLayout()); 
23      } 
24       
25      //Used to get the content based on a pull request 
26      abstract public String getPull(String command); 
27       
28      //Is invoked upon a push request 
29      abstract public void onPush(String message); 
30       
31      //Invoked by the class containing the screen when updating content 
32      abstract public void onUpdate(); 
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33       
34      //Used to get the default data if getPull does not retrive anything 
35      abstract public String getDefaultData(); 
36   } 
10.2.2.7 ScreenBooking.java 
1    /** 
2     * Name:      ScreenBooking 
3     * Usage:      A screen that implements a booking functionality 
4     * Note:      Extends "Screen" 
5     *  
6     * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7     */ 
8  
9    import java.awt.Color; 
10   import javax.swing.JTextArea; 
11   import org.json.JSONObject; 
12 
13 
14   public class ScreenBooking extends Screen { 
15       
16      private static final long serialVersionUID = 1L; //Needed by Eclipse 
17      public JTextArea roomBookings; //Element used to display rooms and bookings 
18       
19      private BookingHandler booking; //Handling all interaction with the booking system 
20      private String areaID = "3"; //ID for the area in which the screen is placed (refers to the areaID 
in MRBS). 
21       
22      public ScreenBooking(String areaID) { 
23         //Set name of screen 
24         name = "booking"; 
25          
26         //Set areaID (used in communication to MRBS) 
27         this.areaID = areaID; 
28          
29         //Booking handler 
30         booking = new BookingHandler(); 
31          
32         //Set color of the screen 
33         color = Color.ORANGE; 
Kapitel 10 - Bilag 
174 
34          
35         //Add the rooms and bookings list to the screen 
36         roomBookings = new JTextArea(); 
37         roomBookings.setEditable(false); 
38         roomBookings.setBackground(getBackground()); 
39         this.add(roomBookings); 
40      } 
41 
42      public String getPull(String command) { 
43         if(command.equals("get_rooms")) 
44            //Return room list 
45            return booking.roomList.toString(); 
46         else if(command.indexOf("get_booked_timeslots_") > -1) 
47            //Make a call to the server and get the time slots that is already booked!          
48            return booking.getBookedTimeslots(command.substring(21)); 
49         else { 
50            //Return what is shown on the screen 
51            return null; 
52         } 
53      } 
54 
55      public void onUpdate() { 
56         //Get list of booking and update the viewing 
57         roomBookings.setText(booking.getData(areaID)); 
58      } 
59 
60      @Override 
61      public void onPush(String message) { 
62         //Check if the returned message is a JSON 
63         if(message.indexOf("{") == 0) { 
64            //Parse message as JSON 
65            JSONObject json = new JSONObject(message); 
66             
67            //Do actions 
68            if(json.has("add_booking")) { 
69               booking.addBookings(json.getJSONArray("add_booking")); 
70            } 
71         } 
72      } 
73 
74      public String getDefaultData() { 
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75         //Construct a JSONObject and put the default data to be return to the devices that requested it 
76         JSONObject json = new JSONObject(); 
77          
78         json.put("name", name); 
79          
80         return json.toString(); 
81      } 
82 
83   } 
10.2.2.8 ScreenCalendar.java 
1    /** 
2     * Name:      ScreenCalendar 
3     * Usage:      A screen that implements a calendar functionality 
4     * Note:      Extends "Screen" 
5     *  
6     * Copyright:   Emil Danstrøm, Asbjørn Hansen, Morten Dalgaard Johansen & Anton Petersen - Roskilde 
University, 2013 
7     */ 
8  
9    import java.awt.Color; 
10   import java.awt.Font; 
11   import javax.swing.JOptionPane; 
12   import javax.swing.JTextArea; 
13   import org.json.JSONObject; 
14 
15 
16   public class ScreenCalendar extends Screen { 
17 
18      private static final long serialVersionUID = 1L; //Needed by Eclipse 
19       
20      //Contructor 
21      public ScreenCalendar() { 
22         //Set name of screen 
23         name = "calendar"; 
24          
25         //Set color of screen 
26         color = Color.GREEN; 
27          
28         //Add element used for displaying the calendar data of the advertisement 
29         JTextArea advertisement = new JTextArea(); 
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30         advertisement.setFont(new Font("Arial", Font.PLAIN, 16)); 
31         advertisement.setEditable(false); 
32         advertisement.setText("RUC Årsfest\n\nKom og vær med til at feste igennem.\n\nDato: 20. 
September 2013\n\nVi starter allerede kl. 17.00"); 
33         advertisement.setBackground(getBackground()); 
34         this.add(advertisement); 
35      } 
36 
37      public String getPull(String command) { 
38            return null; 
39      } 
40 
41      public void onPush(String message) { 
42         //Check if the returned message is a JSON 
43         if(message.indexOf("{") == 0) { 
44            //Do nothing 
45         } else { 
46            JOptionPane.showMessageDialog(null, message); //Show message in a dialog (alert) 
47         } 
48      } 
49 
50      public void onUpdate() {} 
51 
52      public String getDefaultData() { 
53         //Construct a JSONObject and put the default data to be return to the devices that requested it 
54         JSONObject json = new JSONObject(); 
55          
56         json.put("name", name); 
57          
58         //JSONObject with the information about the event 
59         JSONObject event = new JSONObject(); 
60          
61         event.put("title", "Årsfest"); 
62         event.put("location", "Roskilde Universitet, Universitetsvej 1, 4000 Roskilde"); 
63         event.put("description", "Årsfest på RUC"); 
64         event.put("start_time", "2013-09-20 17:00:00"); 
65         event.put("end_time", "2013-09-21 04:00:00"); 
66          
67         //Add the event data to the JSONObject that is to be returned to the devices that requested it 
68         json.put("event", event); 
69          
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70         return json.toString(); 
71      } 
72 
73   } 
10.2.3 SERVER 
10.2.3.1 PHP 
get_device_requests.php 
1     <?php 
2        //Connect to database 
3        mysql_connect("localhost", "id_db", "XXXXXX"); 
4        mysql_select_db("id_db"); 
5   
6        /** 
7         * Delete expired requests 
8         */ 
9        mysql_query("DELETE FROM `requests` WHERE `timestamp` < " . time()-120); //2 minutes 
10        
11       //Functions 
12       function mysql_fix_string($string) 
13       { 
14          if (get_magic_quotes_gpc()) $string = stripslashes($string); 
15             return mysql_real_escape_string($string); 
16       } 
17        
18       //Initalize variable for storing response data 
19       $response = array('status' => '0'); //Status 0 means that the user is not in our system 
20        
21       /** 
22        * Determine if it is a device? 
23        */ 
24        
25       $deviceID = false; 
26       $userID = false; 
27       if( isset($_GET["bluetooth_id"]) ) 
28       {    
29          $query = mysql_query("SELECT * FROM `devices` WHERE `bluetoothAddress` = '" . 
mysql_fix_string($_GET["bluetooth_id"]) . "' LIMIT 1"); 
30          if(mysql_num_rows($query) > 0) //Found the devices? 
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31          { 
32             $data = mysql_fetch_array($query); //Get data 
33             $deviceID = $data['deviceID']; //Set device ID 
34             $userID = $data['userID']; //Set user ID 
35             $response['status'] = "1"; //Response that the user is registeret 
36          } 
37       } 
38        
39       /** 
40        * If device is unknown, create new user 
41        */ 
42        
43       if($deviceID == false && isset($_GET["name"]) && isset($_GET["email"]) ) 
44       {    
45          //Check for empty form fields 
46          if(trim($_GET["name"]) == "" || trim($_GET["email"]) == "" ) { 
47             $response['error'] = "One or both fields are empty."; 
48          } else { 
49             //Check for valid email address 
50             if (!filter_var($_GET["email"], FILTER_VALIDATE_EMAIL)) { 
51                $response['error'] = "Invalid email address!"; 
52             } else { 
53                $query = mysql_query("SELECT `userID` FROM `users` WHERE `email` = '" . 
mysql_fix_string($_GET["email"]) . "' LIMIT 1"); 
54                if(mysql_num_rows($query) > 0) { 
55                   //$response['error'] = "A user with that email address already exist."; 
56                    
57                   //If the user logs in from unknown device, the device is added to the "devices" with 
the userID 
58                   $userData = mysql_fetch_array($query); 
59                    
60                   $userID = $userData["userID"]; 
61                    
62                   $query = mysql_query("INSERT INTO `devices`(`userID`, `bluetoothAddress`) VALUES ('" . 
mysql_fix_string($userID) . "', '" . mysql_fix_string($_GET["bluetooth_id"]) . "')"); 
63                   if ($query) 
64                         $response['status'] = "1"; //Response that the user is registeret 
65                } else { 
66                   //User and devices was not found - add both! 
67                   $query = mysql_query("INSERT INTO `users` (`name`, `email`) VALUES ('" . 
mysql_fix_string($_GET["name"]) . "',  '" . mysql_fix_string($_GET["email"]) . "');"); 
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68           
69                   if (!$query) 
70                   { 
71                      $response['error'] = "Your account could not be created. Make sure you have entered 
vaid information and try again."; 
72                   } else { 
73                      /** 
74                      * Linking the new user with the device (and bluetooth ID) 
75                      */ 
76                      $userID = mysql_insert_id(); 
77                      $query = mysql_query("INSERT INTO `devices` (`userID`, `bluetoothAddress`) VALUES 
('" . mysql_fix_string($userID) . "', '" . mysql_fix_string($_GET["bluetooth_id"]) . "')"); 
78                       
79                      if ($query) 
80                         $response['status'] = "1"; //Response that the user is registeret 
81                   } 
82                } 
83             } 
84              
85              
86          }       
87       } 
88        
89       /** 
90        * Return data about the user 
91        */ 
92       if($userID) { 
93          $query = mysql_query("SELECT * FROM `users` WHERE `userID` = '" . mysql_fix_string($userID) . 
"' LIMIT 1"); 
94          if(mysql_num_rows($query) > 0) { 
95             $data = mysql_fetch_array($query); //Get data 
96             $response['user'] = $data['email']; //Response with the users e-mail 
97          } 
98       } 
99        
100      /** 
101       * Add requests from device 
102       */ 
103       
104      if( isset($_GET["request"]) && trim($_GET["request"]) != "" && $deviceID )  
105      { 
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106         if(!isset($_GET["command"]) || trim($_GET["command"]) == "") 
107            $_GET["command"] = ""; 
108             
109         mysql_query("INSERT INTO `requests` (`deviceID`, `type`, `value`, `command`, `timestamp`) 
VALUES ('" . mysql_fix_string($deviceID) . "', '" . mysql_fix_string($_GET["request"]) . "', '" . 
mysql_fix_string($_GET["value"]) . "', '" . mysql_fix_string($_GET["command"]) . "', '" . time() . "')"); 
110      } 
111       
112      /** 
113       * Return all responses to the device 
114       */ 
115       
116      if($deviceID && isset($_GET["command"])) 
117      { 
118         $query = mysql_query("SELECT * FROM `requests` WHERE `deviceID` = '" . 
mysql_fix_string($deviceID) . "' AND `command` = '" . mysql_fix_string($_GET["command"]) . "' AND 
`complete` = TRUE"); 
119         if(mysql_num_rows($query) > 0) { 
120            while($data = mysql_fetch_array($query)) { 
121               if($data['type'] == 'pull') { 
122                  $response['data'] = $data['value']; //Add return data 
123                  $response['requests'][] = $data; //Add return data 
124               } 
125                
126               //Delete request 
127               mysql_query("DELETE FROM `requests` WHERE `requestID` = '" . 
mysql_fix_string($data['requestID']) . "' LIMIT 1"); 
128            } 
129         } 
130      } 
131       
132      /** 
133       * Do requests 
134       */ 
135      if(!$deviceID && isset($_GET["request_values"]) && is_array($_GET["request_values"]) ) 
136      { 
137         foreach($_GET["request_values"] as $requestID => $value) 
138         { 
139            mysql_query("UPDATE `requests` SET `value` = '" . $value . "', `complete` = TRUE WHERE 
`requestID` = '" . mysql_fix_string($requestID) . "' LIMIT 1") or die(mysql_error()); 
140         } 
Kapitel 10 - Bilag 
181 
141      } 
142       
143      /** 
144       * Return all requests from device IDs 
145       */ 
146      if(!$deviceID && isset($_GET["bluetooth_ids"]) && is_array($_GET["bluetooth_ids"]) ) 
147      { 
148         $response['requests'] = array(); 
149         foreach($_GET["bluetooth_ids"] as $bluetoothAddress) 
150         { 
151            //var_dump("SELECT `requests`.* FROM `requests`, `devices` WHERE `requests`.`deviceID` = 
`devices`.`deviceID` AND `devices`.`bluetoothAddress` = '" . mysql_fix_string($bluetoothAddress) . "' AND 
`complete` = FALSE"); 
152             
153            $query = mysql_query("SELECT `requests`.* FROM `requests`, `devices` WHERE 
`requests`.`deviceID` = `devices`.`deviceID` AND `devices`.`bluetoothAddress` = '" . 
mysql_fix_string($bluetoothAddress) . "' AND `complete` = FALSE"); 
154            if(mysql_num_rows($query) > 0) { 
155               while($data = mysql_fetch_array($query)) { 
156                  $response['requests'][] = $data; 
157               } 
158            } 
159         } 
160      } 
161      //Response in JSON format 
162      echo json_encode($response); 
163   ?> 
10.2.3.2 MySQL 
1    CREATE TABLE IF NOT EXISTS `devices` ( 
2      `deviceID` int(11) NOT NULL AUTO_INCREMENT, 
3      `userID` int(11) NOT NULL, 
4      `bluetoothAddress` varchar(100) NOT NULL, 
5      PRIMARY KEY (`deviceID`) 
6    ) ENGINE=MyISAM  DEFAULT CHARSET=latin1 AUTO_INCREMENT=0 ; 
7  
8    CREATE TABLE IF NOT EXISTS `requests` ( 
9      `requestID` int(11) NOT NULL AUTO_INCREMENT, 
10     `deviceID` int(11) NOT NULL, 
11     `type` enum('push','pull') NOT NULL, 
12     `value` text NOT NULL, 
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13     `complete` tinyint(1) NOT NULL, 
14     `command` varchar(100) NOT NULL, 
15     `timestamp` int(11) NOT NULL, 
16     PRIMARY KEY (`requestID`,`deviceID`) 
17   ) ENGINE=MyISAM  DEFAULT CHARSET=latin1 AUTO_INCREMENT=0 ; 
18 
19   CREATE TABLE IF NOT EXISTS `users` ( 
20     `userID` int(11) NOT NULL AUTO_INCREMENT, 
21     `name` varchar(100) NOT NULL, 
22     `email` varchar(200) NOT NULL, 
23     PRIMARY KEY (`userID`) 
24   ) ENGINE=MyISAM  DEFAULT CHARSET=latin1 AUTO_INCREMENT=0 ; 
 
