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Abstract 
Even if the benefit of implementing Software Product Lines is 
well established, adopting such a large system is still a complex 
choice to make: it is hard to implement, needs a good knowledge 
of market growth and a clear vision of the enterprise objectives 
for long term. Therefore, many companies remain unwilling to 
adopt such an approach, unless they gain flexibility and get 
guarantees. Flexibility can be achieved by adopting an Agile 
Software Product Line approach, to make sure changes are 
rapidly implemented and product adapted to market evolution. 
Guarantees can be acquired by tracing elements and the relations 
between them. However, tracing in Agile Software Product Line 
context still needs to gain maturity as it is costly and therefore 
rarely adopted. In this paper, we discuss the added value of 
traceability for Agile Software Product Lines, and present our 
tracing model inspired from dynamic network routing. 
Keywords: Software Product Lines, Agile Software Product 
Lines, traceability, trace model, dynamic routing. 
1. Introduction 
Considering market growth and competitiveness, 
companies try to achieve mass customization with lower 
costs, reduce time to market, and insure product quality 
while getting customer satisfaction. From a software 
engineering point of view, Software Product Lines (SPL) is 
a promising concept that helps dealing with those 
challenges [1][2]. 
 
However, in some business environments, SPL may not be 
reactive enough compared to market growth. In fact, 
designing an SPL requires deploying considerable efforts 
and time in order to speculate on future products and 
functionalities that may be needed. Also, the Return On 
Investment (ROI) of those efforts might be very small in a 
volatile market [3]. Those constraints pushed developers 
and researchers to try improving SPL in order to gain 
flexibility, which led to the concept of Agile Product Line 
Engineering (APLE) [4][5][3][6]. 
 
Many researchers worked on the feasibility of combining 
SPL and Agile Software Development (ASD) [4][5][3][6], 
as both of them share the same objective of increasing 
productivity and software quality while optimizing 
production time, even if they present differences in the 
concept and practices [4]. Traceability might be considered 
as one of the challenging points when combining SPL and 
agility; the former, because of its complexity and need to 
manage variability, requires traceability documentation to 
assure consistency of the links between artifacts and 
facilitate changes implementation [2], while the latter 
advocates less use of documents [7]. 
 
In a previous study [26], we demonstrated the benefits of 
adopting a targeted tracing approach for SPL ROI. The 
present work is a continuity of the previous one, as we 
propose a targeted tracing model for ASPL. Our approach 
is based on similarity we established between ASPL 
architecture and behaviour, and dynamic routing protocols 
in IP networks. 
 
The remainder of this paper is structured as follow: in 
Sections II, we introduce SPLs and their combination with 
agility. In section III we discuss traceability challenges in 
SPLs, agile project and ASPLs. We present our 
  
contribution in Section IV and illustrate it with a case 
study in Section V, before concluding in Section VI. 
2. Background and motivations 
In this section, we will first briefly introduce SPL and ASD, 
before presenting ASPL. 
2.1 A quick look at Software Product Lines 
SPL is “a set of software-intensive systems that share a 
common, managed feature set satisfying a particular 
market segment’s specific needs or mission and that are 
developed from a common set of core assets in a 
prescribed way” [1]. It is used by organizations that 
produce numerous products answering specific needs but 
having many components in common. Those common 
components (e.g., architecture, requirements, test plans, 
schedules, budgets and processes description) are called 
“core assets”. Adopting a SPL approach allows producing 
new systems by reusing the existing ones, in an organized 
manner. 
 
SPL is a combination of three major interacting elements 
[1][8]: (1) core asset development or Domain Engineering 
(DE), (2) product development or Activities Engineering 
(AE) and (3) technical and organizational management that 
orchestrates those two activities. 
 
SPL is by far considered as an up-front, proactive (in 
opposite to reactive) reuse demarche [9]: it is based on a 
production plan, involves both technical and organizational 
management, is a direct result of the organization strategy, 
and it is used to reach predictable results. 
2.2 Agility and Software Product Lines: A big 
challenge 
As explained earlier, SPLE is based on up-front designing 
with heavy processes and significant efforts. It helps 
answering planned changes. However, in unstable 
environments with rapidly changing conditions, the 
investment in SPL might be pricey [3]. On the other hand, 
ASD seeks to satisfy customer requirements in a reactive 
way, promoting continuous discussion with the customer, 
and avoiding up-front developments.  
 
According to Díaz et al. [3] and Ghaman et al. [5], the 
combination of SPL and ASD principles allows 
eliminating long term investment in up-front design, 
especially in volatile markets where it would represent a 
non-profitable investment in the long term with huge losses 
due to no-longer useful core assets or never-used ones. It 
allows also dealing with situations where there is lack of 
knowledge about domain engineering or where no 
speculation can be made. 
 
Agility has been combined to SPL at different stages: (i) In 
planning and scoping by using a collaborative approach 
[10] or by implementing an agile scoping process [11] with 
iterative and incremental phases, continuous 
communication with customers and the use of user stories; 
(ii) in architecting, as in [12], by implementing a process to 
assist architects while building the PL in an agile 
demarche; (iii) in product derivation as demonstrated in 
[13] and [14] in small environments through an Agile 
process model; (iv) in variability management as in [15] 
[16] who used a Test Driven Development (TDD) method 
in an Extreme Programming environment to deal with 
agility in SPL; (v)  in Product Line evolution as in [17] 
which described the application of agility for SPL 
evolution through a case study, using Composing Feature 
Models (CFM). 
3. Traceability challenges in Agile Software 
Product Lines 
In such a complex environment (i.e., ASPL), where we 
have to manage variability in a constantly evolving context, 
it is very important to insure traceability along the software 
development process. 
 
However, based on literature analysis, we notice that very 
few researches deal explicitly with the problematic of 
traceability in ASPL, even though managing traceability is 
very important in such evolving environments. Therefore, 
we chose to discuss traceability in ASPL, knowing the 
challenges that it presents. 
3.1 Traceability in Software Product Lines 
Traceability helps follow the components’ life, links the 
different software artifacts, from requirements to source 
codes and backwards and, in a larger scale, helps verify 
that all requirements have been implemented and the 
artifacts documented [18]. It is also a way to consider 
different architectural choices and identify errors, and 
facilitate communication between stakeholders [19]. 
Traceability is very helpful when it comes to maintenance 
and evolution as it allows analysing and controlling the 
impact of changes [20]. However, SPLs add complexity to 
traceability due to their reuse characteristics and  
variability management [21]. 
 
From a conceptual view, Berg et al. [22] proposes a 
variability model to deal with traceability in SPL and 
consider that, in addition to the two dimensions of 
  
traceability in simple software (i.e., phases of development 
and levels of abstraction), there is a need  to add variability 
as a third dimension in SPL. Anquetil et al. [14][16] added 
a fourth dimension, namely evolution, to link between the 
different versions of every artifact, and a fifth one, 
versioning, to trace the components’ changes in time. 
 
Traces can also be seen as links that define a path between 
SPL elements. Three different traceability issues are 
defined in [23]: (1) Between features and structural 
elements, at both DE and AE levels, to allow identifying 
components needed to deliver desirable feature in DE and 
to localize the impact of a change on product components 
in AE; (2) Between DE and AE levels, to keep traces 
between the product line and how it is implemented in the 
different derived products (components used, variants 
chosen,...); (3) Between concrete and generic solutions: 
from an architectural point of view, to trace the 
relationships between patterns (example architectural 
patterns) and the concrete solutions. 
3.2 Traceability in Agile Projects 
At first sight, traceability and agility might not be 
compatible as the former generates additional effort and 
documentation, while the latter is known to be a lightly 
documented method. 
 
However, some agile projects, especially those related to 
critical domains or complex large-scale projects, need to 
give credibility to their resulting products, in which case 
tracing is needed [24]. 
 
In order to create and maintain traces while remaining 
agile, tracing has to be light and quickly adapts to the 
environment changes [24]. Three main tracing approaches 
in agile environment are found in literature [24]: (i) 
Traceability Information Model (TIM) [30], that is “a 
graph defining the permissible trace artifact types, the 
permissible trace link types and the permissible trace 
relationships on a project, in order to address the 
anticipated traceability- related queries and traceability-
enabled activities and tasks”. It helps link user stories to 
acceptance tests, and concerns a superficial traceability 
granularity, where code is considered as a whole, without 
defining traces between its different classes [24]. This 
approach can be used for small-size projects and those 
where there is no necessity for explicit links to code 
classes [24]. (ii) Just-in-time Traceability (JITT), which is 
an automated traceability method generally used in large 
projects where developers have no sufficient knowledge of 
the code and relations between features [24]. Traces are 
created on demand, when needed. This approach can be 
helpful when developers are not familiar with the project, 
especially in agile environment where requirements change 
continuously. (iii) Lean Traceability, which consists on 
lightening tracing constraints to match agility aims, and 
one lean tracing possibility is tracing when needed, at the 
granularity level intended [29] 
3.3 Traceability in Agile Software Product Lines 
As mentioned earlier, only few works on ASPL deal with 
tracing issues in their solutions. In [15] [16], Ghanam 
works on variability management in an XP SPL 
environment. He used produced Acceptance Tests (AT) to 
provide traceability information. The work of [25] 
illustrates a combination of workflow and Web Services to 
create a web application. The PL architecture is based on 
interrelated components and their instantiation is made 
agile by the use of a graphical interface. Traceability is 
therefore assured by the use of workflow and the graphical 
interface. 
4. Outlook and contribution 
In earlier works [26] [27], we discussed ROI of adopting a 
specific tracing strategy (full, adhoc or targeted) at 
different SPL levels (DE, AE and maintenance). According 
to this study, traceability is costly at DE, while 
implementing traces. However, the costs can be reduced by 
adopting a targeted traceability. Therefore, we aim in our 
study to establish a model that helps optimizing 
traceability in DE, and we’ll focus on links between 
features and structural elements (architectural model). 
4.1. Basic concepts 
 Network routing protocols 
According to Cisco definition [28], “routing is the act of 
moving information across an internetwork from a source 
to a destination”. Thus, determining the path between 
source and destination is an important routing element, 
besides network components. 
 
Many routing protocols exist and they use metrics 
(example: next hop) to determine the best path to take. 
They are also based on algorithms that use routing tables to 
store information about adjacent components and routing 
paths. A routing algorithm can be either static or dynamic. 
Static routing algorithms are based on fixed tables filled by 
network administrator. Administrator intervention is 
needed to transcribe any network change.  Static routing 
tables rarely change and are used in simple networks, with 
predictable traffic [31]. For networks with several routers 
and where changes occur frequently, dynamic routing is 
needed [31]. 
  
Based on routing protocol, routing table is updated when 
network topology changes, and the new situation is 
broadcasted through the network so as the other routers are 
informed to update their own routing tables. 
 
A dynamic routing protocol is composed of [32]:  
 Data structures: like tables or databases to store 
information concerning routing operations 
 Routing protocol messages: to exchange 
information with network elements like 
neighbours 
 Routing algorithm: used for best path 
determination 
 
Dynamic routing protocols can be classified into two big 
families: Distance vector and link-state routing protocols. 
In distance vector protocol, each router knows its 
neighbours (routers) and networks it can reach throughout 
those neighbours [33]. The router sends periodically a 
broadcast message to its neighbours to detect network 
updates. 
 
In link state routing are based on Dijkstra’s shortest path 
first (SPF) algorithm [34] which consist on “finding the 
shortest paths between nodes in a graph” [35] The SPF 
algorithm helps generating a map of network topology that 
is used by routers to reach the desired destination node. 
4.2. Our contribution: Dynamic tracing for ASPL 
As mentioned earlier, we are interested in establishing a 
tracing methodology to promote and optimize traceability 
in ASPL, especially at DE phase, between features and 
architectural model. 
 
In order to reach this goal, we based our work on network 
dynamic routing. In fact, tracing can be assimilated to 
drawing a path (i.e. routing) between two points (i.e. 
network elements). Connections between features and 
components define a network. 
 
In SPL in general and more particularly in ASPL, links 
between features and architectural components are many to 
many relations: a feature can be implemented by one or 
more component and a component can instantiate one or 
more features (Fig. 1). 
 
The elements of our “ASPL network” are features and 
components. We divide that network into subnetworks, in 
order to have 1 to 1 relations between features set and 
subnetworks set. A component may belong to one or more 
subnetworks. Similarly to Internet, each subnetwork from 
our “ASPL network” is identified by a specific address. 
Components that belong to more than one subnetwork 
represent the junctions between subnetworks and therefore 
will be assimilated to routers in Internet networks. They 
have 2 or more addresses (Fig. 2). 
 
Addresses will help tracing elements. In fact, like routing 
Internet packages from source to destination, tracing 
consists in finding a path from point A to point B, which 
could be done using addresses and networking algorithms. 
 
As discussed in the previous paragraph, routing in Internet 
networks is either static or dynamic. For the tracing 
solution we propose, we adopted a dynamic approach. 
Indeed, ASPL are complex large scale systems. Also, in 
such an agile environment, maintaining heavy 
documentation is avoided. Another argument that justifies 
our choice is the main characteristic of SPL: variability. In 
fact, one of the most important characteristics of SPL is 
variation points, and adopting a dynamic tracing solution 
will help optimize traces generation and maintenance: we 
assign an address only for the variation point. No address 
is attributed to variants at DE phase but only when 
instantiating, at AE step. 
 
Also, an SPL is composed from common artifacts that are 
shared by all the products and other specific to some of 
them. With our dynamic tracing solution, traces between 
common artifacts can be generated in DE, while those for 
specific components might be created in AE and whenever 
they are needed. 
 
As explained in the previous paragraph, there are many 
algorithms that can be adopted for a dynamic network 
routing. We chose to use Distance vector algorithm for our 
solution, as we look for reducing tracing complexity in 
agile and large scale environment. 
 
Fig. 1 Links between features and architectural components in a SPL. 
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Fig. 2 Decomposition of the SPL into subnetworks and components’ 
addresses allocation. 
 
The proposed solution will allow: 
 Tracing from feature F to component C 
 Detecting architectural changes (new 
feature/component; elements deleted) and 
adjust traces dynamically 
 Identifying products that contain specific 
elements (to study change impact). 
 
From an agile point of view, our solution allows some 
flexibility and eases maintenance since we only record 
router address and element address for each feature and 
simple component, and routers and neighbours’ addresses 
for components that serve as routers. Also links are 
dynamically updated; no specific maintenance routine is 
needed. 
 
As for IP addresses, we setup addressing in our solution so 
as to encapsulate the maximum of interesting information. 
Each address is composed of 3 parts: subnetwork id, 
element category (feature = 0/component = 1), and element 
id (Fig. 2). 
 
Next section will present how our tracing solution can be 
implemented when creating an ASPL for projects 
specification management. 
5. Case study: Tracing in a platform for 
telecommunication operator offers, from 
conception to launch 
In telecommunication market, offers evolve continuously 
to meet the customers’ needs. However, the process from 
offer conception to offer launch rarely changes, and 
despite their content differences, telecom offers present 
similarities and proper instantiations. This led us to choose 
building an SPL for telecom offers creation and 
maintenance. 
 
Also, as telecom market is rapidly growing, offers are 
continuously changing. Therefore, a rigid creation solution 
might be costly in time and resources. Adopting an ASPL 
approach can be considered as an optimal solution. 
 
In the same context of rapidly evolving telecommunication 
offers, tracing is a key element as it helps identifying 
specific changes in an offer, impacted elements and even 
similar offers that might be impacted. This early 
identification of changes impact is precious as long as most 
changes are directed by the regulator and must be applied 
as soon as possible, before deadline. 
 
Given the foregoing, we decided to apply our tracing 
model in the context of establishing a platform for 
telecommunication offers, from conception to launch. 
 
Fig. 3 describes, through feature and component models, 
the process by which a telecommunication operator 
designs, setups and launches a new offer. 
 
Starting from this figure and by applying the approach we 
proposed above, we identify 3 subnetworks. A subnetwork 
related to the feature “Hierarchy validation”, linked to the 
components “Network parameters” and “offer validation”; 
a second subnetwork for “Telecom regulator validation” 
feature, where the latter uses the components “offer 
validation” and “tariff”, and a last feature “offer 
elaboration” that we’ll take a look at. 
 
In fact, many components are needed to implement the 
“offer elaboration” feature: “Customer category”, “flow”, 
“tariff”, “offer duration” and “Network parameters”. The 
latter component is shared by many features, thus, it will 
be the routing element in our case study (Fig. 3). While 
developing the platform, two addresses are assigned to 
“Network parameters” component: 12|1|2 and 13|1|1: It is a 
component (element category = 1), part of subnetworks 12 
and 13, and has, respectively, the ids 4 and 2. 
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Fig. 3 Process by which a telecommunication operator designs, setups and launches a new offer. 
 
One possible change in the context of telecommunications 
offers is hierarchy validation. In fact, the hierarchy might, 
following the request of regulator, modify its offer 
validation and ask for new conditions, especially in tariff 
and duration. 
 
Starting from the feature “Hierarchy validation”, we look 
for the rooting element in the same subnetwork 
(subnetwork id = 13), “Network parameters”. As it is our 
network router, and according to our routing approach, it 
knows its neighbours, therefore, it will recognize the link 
to the element “tariff” (1st level neighbour) in subnetwork 
12. It also recognizes the “duration” component in the 
same subnetwork. 
 
Another possible use of tracing in this context might be for 
architecture change, especially when deleting a component. 
In our case study, one possible change is to propose, at the 
request of hierarchy, offers regardless of customer 
category. In that case, once the component “Customer 
Category” is deleted from our SPL, the routing component 
“Network parameters” will detect the change and trace 
links will be adjusted dynamically. 
6. Conclusion 
The benefits of tracing for ASPL don’t need to be 
demonstrated anymore. However, due to the complexity of 
establishing tracing approaches in such complex and large 
context, traceability is rarely given importance during the 
design and the development of the ASPL. 
Therefore, we proposed a dynamic tracing algorithm to 
deal with the issues of traceability in ASPL environments. 
Our algorithm is inspired from dynamic routing algorithms 
because we noted that it shares similarities with tracing for 
ASPL. 
Through our study, we tried to suggest an approach that 
deals with traceability while taking into consideration 
development time and costs. Therefore, the next step in our 
work is to evaluate the cost of the proposed dynamic 
tracing compared to other ASPL tracing approaches. 
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