Considering a set of points in a multi-dimensional space with an associated real value for each point, we want to find the box with the maximum sum of the values of the included points. This problem has applications in data mining and can be formulated as a mixed-integer linear program. We propose a branch-and-bound algorithm where the bounding is obtained by combinatorial arguments instead of the traditional linear relaxation. Computational experiments show that this approach competes with current state of the art mixed-integer solvers. The algorithm proposed in this paper may be seen as a simple and dependence-free method to solve the box search problem.
Introduction
Data mining [9] has been a popular field of research recently since it is possible to generate big databases. It consists in finding relevant information in a large set of data that is usually automatically generated. The most well-known example is when a company collects information about its customers in order to provide a better individualized service. Together with this new trend, companies also try to automatically collect as much data as possible. An important question is therefore to understand how to handle this new information correctly. In this paper, we are interested in a particular problem that arises in this context and that may be of interest for very complex industrial processes. In particular, we consider a process for which we automatically retrieve a number of variables that might influence a given output variable. For example, we may consider a line creating some products and the output variable could be an estimation of the quality of the product. It is clear that a large number of variables may influence the quality of the production and we assume that most of them can be retrieved along the way for each produced item. The question that we ask is to find a set of rules, i.e. intervals on the variables, for which the average output is maximized. This can be of interest in order to find a setup that works well in average. On the other hand, if we find a set of rules for which the average output is minimized, this could also potentially explain why a number of objects is of bad quality. Both questions are of interest in the context of understanding an industrial process and we try to address them in this paper.
More specifically, we assume that each produced item i is represented by a D-dimensional vector x i of the input variables for which we consider a normalized value in [0, 1] . The output value of the item i is given by c i ∈ R and might be either positive or negative. The problem addressed in this paper is to find a box, i.e. an interval [l t , u t ] for each dimension t, which maximizes the sum of the values c i of each point i included in the box. We name this problem the box search. The purpose of a box is its simplicity and robustness.
A way to handle data mining is by using machine learning strategies. In [10] , Friedman et al. introduce the heuristic PRIM (Patient Rule Induction Method) for bump-hunting in high-dimensional data. The procedure starts with a box including all points. At each iteration, PRIM peels α points of the box by restricting the box on one dimension. The procedure stops when the number of points included in the box drops below a fraction β of the total number of points. Several improvements of this technique have been proposed as PRIM2 [7] or f-PRIM [5] . Other alternatives in this area are suggested like subgroup discovery [14] or a genetic algorithm [18] .
A common drawback of these approaches is that they give no guarantee on the quality of the solution. One may however require finding the best box and provide a certificate of optimality. Unfortunately, this kind of problem is known to be NP-Hard. It can be trivially solved in M O(D) operations where M is the number of points and D their dimension [12] . Eckstein et al. introduce in [8] the maximum box problem where we seek a box maximizing the weighted sum over a set of points with a positive objective value while not intersecting a set of given points. They prove that the maximum box problem is NP-Hard in the general case and polynomial if we fix the dimension. The maximum box problem trivially reduces to the box search which implies that it is NP-hard as well. This polynomial complexity is particularly interesting for the two-dimensional case where algorithms of low complexity can be implemented [16, 6] .
A classic approach to solve NP-Hard problems to global optimality is the branch-andbound algorithm [13] . It has been applied successfully in [11] to find logical patterns where the branching decision is made on the inclusion or the exclusion of one logical element. A combinatorial branch-and-bound algorithm has been proposed to solve the maximum box problem where every child is created by dividing the space along each dimension to exclude a point which must not be intersected by the box [8] . However the algorithm proposed in [8] creates 2 D branches at each node in the worst case which may be prohibitive for high dimension. The main difference between the box search and [8] is that we do not restrict ourselves to homogeneous boxes of positive points. Whereas in [8] , the goal is to find the box with a maximum number of points with a positive value without any point from an excluded set, we find the box with the maximum weighted sum of points with any value, positive or negative.
We show that the computation of the box with the maximum sum can be formulated as a mixed-integer linear program. We propose a combinatorial branch-and-bound approach to tackle the problem. The branching decision is not made on the variables of the linear model but on a decision of including or excluding a point from a candidate box. The bounding is obtained by combinatorial arguments instead of the traditional linear relaxation. We investigate common branching strategies such as strong branching [3, 15] and reliability branching [2] as well as one problem specific strategy. Computational experiments show that this approach compete with state of the art mixed-integer linear programming (MILP) softwares for this particular problem.
The outline is as follows. Section 2 proposes a MILP formulation of the box search problem. We present our combinatorial branch-and-bound algorithm in Section 3. We compare the performance of the proposed algorithm with a standard MILP software in 2 Section 4 and discuss the performance of the proposed algorithm.
Integer programming models
In this section we formulate the box search problem as an integer program. We propose two formulations for the problem. In the first formulation, we propose to use the bounds of the box as continuous variables of the problem. The second formulation is purely binary.
We explore a D-dimensional space with M points normalized with linear scaling transform [17] . The coordinates of a point i are denoted
The value of a point i is c i ∈ R. Those points are partitioned in two sets: the set of positive points P = {i ∈ {1, ..., M }|c i > 0} and the set of negative points N = {i ∈ {1, ..., M }|c i < 0}. Points such that c i = 0 can be ignored. To improve the robustness of the models, we apply the following transformation to the coordinates of the points. For each dimension t ∈ {0, ..., D}, the points are sorted with respect to their coordinate {x negative point may be excluded if at least one of its coordinates is outside of the box's projection. The variables y k t must represent the projection of a box on the dimension t. This consecutivity property is modeled by (11)- (13) with auxiliary variables p k t and q k t . Once again, the solution box can be built from the variables z i . If we take K t = M ∀t ∈ {1, ..., M }, formulation (8)- (13) introduces (3D + 1)M binary variables and |P|D +|N |+3DM −2D constraints which is of the same order of magnitude as the mixed-integer formulation. Section 4 shows a comparison of the performance of both formulations.
Combinatorial branch-and-bound
We now propose a specific algorithm for this problem based on a branch-and-bound approach. We do not branch on variables. The branching decision is made on the inclusion or exclusion of each point from the box. We first introduce some notations. Definition 1. Let {1, ..., M } be the set of points in the database. Each node of the branch-and-bound is denoted by n(I, E) indicating the status of fixing during the branchand-bound. I ⊆ {1, .., M } is the set of points fixed or inferred to belong to the box and E ⊆ {1, .., M } is the set of points fixed or inferred to be out of the box. Note that I ∩E = ∅. The set of unfixed points is denoted U and is defined as U = {1, ..., M } \ (I ∪ E).
In the root node, every point from the database is unfixed : I = ∅, E = ∅ and U = {1, ..., M }. For each branching decision, we select one unfixed point i ∈ U and create two branches: n(I ∪ {i}, E) with i included and n(I, E ∪ {i}) with i excluded.
Observe that it is possible to base the branching process either on the list of positive points or on the whole set of points. In the first case, the negative points are included only if the included positive points force the negative points to be included. The algorithm explained in this article can be applied to both cases. For the sake of conciseness, we explain the case where we branch on the whole set of points. The computational results will later show a comparison of the performances of both choices. A fixing n(I, E) defines a box B(I) including all the fixed included points as illustrated in Figure 1 for a two dimensional database. This operational box B(I) gives a primal solution f (I) and therefore a lower bound on the optimal value. Definition 2. Consider an arbitrary node n(I, E) of the branch-and-bound search tree with I = ∅. We define the operational box B(I) as the box
where l t = min i∈I x i t and u t = max i∈I x i t . The projection of B(I) on the dimension t is denoted B t (I) and corresponds to the range B t (I) = [l t , u t ].
5 Observation 1. Consider a node n(I, E), a primal solution f (I) is given by
We can also infer an upper bound f (I, E) on the best possible box considering the fixing information. This is explained in detail in Section 3.2. The values f (I) and f (I, E) allow us to implement a branch-and-bound algorithm. This combinatorial branch-andbound approach is described in Algorithm 1. In the very generic Algorithm 1, there are four important subprocedures that we need to explain in more details:
1. the inference process, 2. the computation of the primal solution f (I), 3 . the computation of the upper bound f (I, E), 4. the branching strategy i.e, the selection of the index i ∈ U to branch on.
Theses subprocedures are explained in details in Sections 3.1, 3.2 and 3.3.
Algorithm 1 Branch on points
Initialize the global lower bound f g ← 0, and the workpile W ← {n(∅, ∅)} while W = ∅ do Select one node n(I, E) from W and remove it from W . if f (I, E) ≤ f g then continue end if Select a point i ∈ U to branch on
Inference of inclusion or exclusion of a point
In this section, we discuss how to exploit the information gathered by including or excluding a point i. We consider one node n(I, E), the corresponding operational box B(I) and the primal solution f (I). In this section, we study the possibility to infer the fixing of some points in U, the set of unfixed points.
First, we investigate the case where the algorithm excludes the point i to obtain the node n(I, E ∪ {i}). As no new points are included, the primal solution f (I) is left unchanged. Excluding a point might fix some unfixed points as illustrated in Figure 2 where the last unfixed point can be excluded. Observation 2. Consider a fixing n(I, E), I = ∅. An unfixed point i ∈ U is inferred to be out of the box if there exists an excluded point j ∈ E such that j ∈ B(I ∪ {i}).
To check efficiently the inference of the exclusion, the following criteria can be used. Lemma 1. Consider a fixing n(I, E). An unfixed point i ∈ U is inferred to be out of the box by an excluded point j ∈ E if ∀t ∈ {1, .. Proof. From Observation 2, a point i is inferred to be excluded by a point j ∈ E if j ∈ B(I ∪ {i}). The point j must be excluded in at least one dimension for every box B(I ) : I ⊆ I ⊆ I ∪ U and in particular for the box I ∪ {i}. For every dimension t ∈ {1, ..., D}, there are three cases to consider:
1. Now, we investigate the consequences of including a point i to obtain the node n(I ∪ {i}, E) and the corresponding operational box B(I ∪{i}). As the operational box changes, the primal solution f (I ∪ {i}) needs to be computed. One way to compute the primal solution f (I ∪ {i}) is for each point to check if it is included in B(I ∪ {i}) directly following Definition 1. This conducts to a complexity of order DM . The computation can be carried out more efficiently by retaining for each dimension t and each point j ∈ U if x j t ∈ B t (I ∪ {i}) \ B t (I). Note that B t (I ∪ {i}) \ B t (I) is an interval. Computing the score this way has still a worst case complexity of DM but in practice only a few points need to be checked for each dimension.
In the same time, other points can be inferred to be in the box as shown in Figure 3 where the last unfixed point must be included. 7
Algorithm 2 Inference of the exclusion of a point i by an excluded point j for all t = 1,
∈ E end if end for return i ∈ E Figure 3 : Considering a node, the last unfixed point must be included.
Observation 3. Consider a node n(I, E) and an unfixed point j ∈ U. Point j is inferred to be in the box if x j ∈ B(I). If a point is included, some other points may be inferred to be excluded as illustrated in Figure 4 . The initial operational box is shown in gray. If we include the point on the top, the operational box becomes the one represented by the dashed strokes. In this case, the last unfixed point must be excluded. Therefore, if we include one new point, we should apply Algorithm 2 for every previously excluded point. Note that we can forget the inferred excluded points as stated by the next lemma.
Lemma 2. Consider a node n(I, E) and a point i ∈ E inferred to be excluded by a point j ∈ E. If a point k is inferred to be excluded by the point i then the point k is inferred to be excluded by the point j.
Proof. The proof is based on Lemma 1. If x j t < l t then • x j t ≥ x i t because point i is inferred to be excluded by the point j.
• x i t ≥ x k t because point k is inferred to be excluded by the point i.
Therefore, we have l t > x j t ≥ x i t ≥ x k t and point k is inferred to be excluded by the point j. The proof for the case where x j t > u t is similar.
Finding an upper bound
The performance of branch-and-bound algorithms is highly dependent on the quality of the upper bound used. This section presents methods to obtain good upper bounds for this problem. We consider one node n(I, E) and we compute an upper bound f (I, E).
Definition 3. Consider a node n(I, E), we define the value of the best box that can be built in the subtree of root n(I, E) as f * (I, E):
where V is the set of feasible combination of unfixed points that may be included:
A first approximation of the upper bound is given by the next lemma.
Lemma 3. Consider a node n(I, E) and that the inference process of included points is perfect: I = {i ∈ {1, ..., M }|x i ∈ B(I)}. Then,
Proof. For every node of the subtree of root n(I, E), the maximum score that can be achieved is given by summing up the values of all the unfixed positive points:
In the example given by Figure 5a , we have five points where three are fixed. Let us assume that they are all positive except point 5 which is excluded. As there are two unfixed points, the simple upper bound of Lemma 3 would be the sum of the point 1, 2, 3 and 4. A tighter upper bound can be inferred. We first explain how it works in the example of Figure 5 . First we sort the points by their coordinates for each dimension as illustrated in Figure 5b . If we consider the excluded point 5, it is obvious that we can further include 3 or 4 but not both of them. There must be at least one dimension t where the excluded 9 point is not included in B t (I). In the example, this means that the upper bound is given by the sum of 1, 2 and 3 in the first dimension, and by the sum of 4, 2 and 1 in the second dimension. To take into account both cases, we consider the maximum over these two sums. We now define a quantity which corresponds to the sum of the positive points that can be included if the point i is excluded in the dimension t.
Definition 4. Consider a node n(I, E). For each excluded point i ∈ E and dimension t ∈ {1, ..., D}, we define the value ∆ i t which depends of the fixing.
• If I = ∅,
Lemma 4. Consider a node n(I, E). For each excluded point i ∈ E and dimension t, ∆ i t is the maximum sum of the positive points that can further be included if the point i ∈ E is excluded in the dimension t ∈ {1, ..., D}.
Proof. If I = ∅, an operational box exists. In the dimension t, the operational box defines a range [l t , u t ]. If the coordinate x i t is in the range [l t , u t ], the point i can not be excluded in the dimension t because it is already included by the operational box in this dimension. In this case, we choose to set ∆ The values ∆ i t provides a tighter upper bound which is given by Lemma 5. The complete procedure to obtain a tighter upper bound is summarized in Algorithm 3.
Lemma 5. Consider a node n(I, E) and that the inference process of included points is perfect: I = {i ∈ {1, ..., M }|x i ∈ B(I)}. Then,
Proof. Consider an excluded point i ∈ E, there must be at least one dimension t such that the point i is excluded in this dimension. In particular, the point i may be excluded in a way that includes a maximum of positive points. By Lemma 4, the maximum sum of points that can further be included if the point i is excluded is given by max t∈{1,...,D} ∆ i t . As every excluded point i ∈ E defines a maximum sum of points that can be included if i is excluded, an upper bound is given by the sum of the current score and the smallest maximum sum of points.
Algorithm 3 Upper bound computation ∆ ← i∈U ∩P c i for all j ∈ E and j is not inferred to be excluded do
Branching strategy
We now consider the branching strategy which determines which point to branch on at every iteration of Algorithm 1. Two factors need to be taken into account: the number of nodes resulting from a strategy and the computation burden to take a branching decision. In this paper, we investigate three strategies, two classical coming from standard techniques for linear programming based branch-and-bound and one designed for our problem. Strong branching [3, 15] is a well known mixed integer programming technique. The idea is to test a subset of all possible branching and to select the one leading to the best decrease of the upper bound. Full strong branching [2] refers to the case were we investigate the whole set of possibility of branching. This strategy works very well in practice with respect to the number of nodes computed but not enough to compensate the high computation time per node. Applying this method to our formulation is straightforward and is summarized in Algorithm 4.
Algorithm 4
Strong branching for a node n(I, E) ∀j ∈ U, compute s j = score k∈P c k − f (I ∪ {j}, E), k∈P c k − f (I, E ∪ {j}) . Branch on the variable j ∈ U with the highest score s j Branching candidates are compared thanks to a single value. This value is a score which captures the results of including or excluding a point.
Definition 5. The predicate score used in this paper, suggested by [1] , is defined as:
We adapt the reliability branching introduced by Achterberg, Koch and Martin in [2] . This branching rule is a combination between strong branching and pseudocost branching [4] . Pseudocost branching keeps a history of branching decisions. The cost of branching on a variable i is calculated as score(P [15] . In mixed integer programming, the fractional part of the variable is used to compute P + i and P − i . In our case, the upper bound is not computed through a linear relaxation. Therefore, we need to define a version of P + i and P − i for the algorithm presented in this paper.
Definition 6. Consider a point i ∈ {1, ..., M }, we define the per-unit changes in the objective function value as
where η i is the number of problems where the algorithm branched on i and
) is the sum of the η i upper bounds of these problems where i is set to be included(excluded).
Reliability branching branches on the variable i with the highest pseudocost if the size of the historic η i is large enough. If the historic is too small, the cost of branching on this variable is not reliable enough and strong branching is used to update the score of the variable. We use η rel = 10 as a minimal historic size to be reliable. To limit the number of strong branching, a look ahead strategy [2] can be used. If no new best candidate point was found for λ successive strong branching, the best candidate is kept as a final choice. In our implementation, we use λ = 16.
Algorithm 5 Reliability branching for a node n(I, E) ∀j ∈ U, compute s j = score(F
Sort s in decreasing order n ← 0 maxS ← 0 for all j ∈ U : η j < η rel and n < λ do Try branching on j Update η j , F + j , F − j and s j if s j > maxS then maxS ← s j , n ← −1 end if n ← n + 1 end for Branch on the variable j ∈ U with the highest score s j Finally, we introduce our least local branching strategy. We compute an approximation of the upper bound. In the case of the inclusion of a point i, the strategy only computes the score of the new box. In the case of the exclusion of i, we only compute the values ∆ i t ∀t ∈ {1, ..., D} defined in Section 3.2 to obtain an approximation of the new upper bound. Based on this information, the same technique as strong branching is applied: the strategy computes a score and selects the one with the highest score. The branching can be slightly improved if we consider the following observation:
Observation 4. Consider a node n(I, E), f g the global lower bound and a point i ∈ U.
If f (I ∪ {i}, E), f (I, E ∪ {i}) ≤ f g the branch can be pruned. If f (I ∪ {i}, E) ≤ f g and f (I, E ∪ {i}) > f g , we can branch on this point and exclude it.
The complete procedure is summarized in Algorithm 6. The performance of the different branching strategies are demonstrated in Section 4. In the results of Table 1 , the pure binary MILP formulation clearly outperforms the other methods. The B-MILP method solves 294 instances out of the 300 given, processes less nodes than the others and takes the least amount of time. The pure binary MILP formulation is taken as comparison reference for the others.
D M
Second in line comes the branching on positive points with the least local branching strategy. This method solves 227 problems. The geometric mean time is 32% greater than pure binary MILP formulation even though the number of nodes processed is 193 times higher. Using the reliability branching strategy increases a little the computation 16 time and multiplies the number of nodes to process by three. Using the strong branching strategy decreases the number of nodes processed drastically. Still, the number of nodes processed is more than 50 times higher than the number processed by CPLEX with the B-MILP formulation. Branching on the whole set of points leads to processing on average half the number of nodes but with an increased computation time. The increase can be explained by the complexity to compute the upper bound which is proportional to the number of excluded points. If the algorithm branches on the whole set of points, the number of excluded points is potentially bigger as well as the theoretical maximal depth of the branch-and-bound tree.
To conclude, the binary formulation is the best exact method to solve the box search problem. However, the algorithm that we propose in this paper is a simple and dependencyfree alternative that may be implemented quickly.
