This paper presents a method for test scenario generation based on formal specifications and usage profiles. It is a major component of a framework for testing object-oriented programs. In this framework, the requirements of a software system are formally specified. The anticipated application of the system is expressed in a usage profile, which is a state model that indicates the dynamic behavior of the system and execution probabilities for the behaviors. The state model is used as a guide to derive the anticipated operation scenarios. An enhanced state transition diagram is used to represent the state model, which incorporates hierarchy, usage and parameter information. Since the number of feasible scenarios can be extremely large, probability and importance criteria are used to select the most probable and important scenarios.
Introduction
Although numerous testing adequacy criteria have been investigated or experimented, none of them can be proven to be better than others for an arbitrary program [7] . Musa, a major advocate for usage-based testing (UBT), insists that testing should be based on the usage information [11] . From the perspective of testing, the most-used operations should be tested more thoroughly to ensure their reliability. In terms of mean time between failures, usage testing improves the software reliability by a factor of 21 compared to using coverage testing based on the reports from a number of projects [4] . Both theoretical and practical experiences indicate that the usage profile can provide a great means for improving software quality from the user's perspective. The statistical testing of the Cleanroom development [4, 6] approach is also a UBT method. A stochastic grammar is used to describe the usage distribution in Cleanroom [10] . An approach that applies usage information to distribute testing efforts among modules based on their struc-ture dependency is given in [19] . These approaches have all been used for testing structured programs.
Specification-based testing (SBT) is a technique that incorporates the specification into the testing process. The rationale for the SBT technique is that all software development should begin with a requirement specification. Stocks and Carrington present a specification-based testing framework that is designed for any model-based specification notation [17] . Richardson et al. [13] combine real time interval logic and the Z specification language [16] to derive test oracles from specifications and incorporate them in the testing process for reactive systems. A summary of some major efforts that apply formal specification languages to software testing can be found in [2] . It is noteworthy that none of these SBT approaches uses an object-oriented specification language. This paper is directed toward testing object-oriented software. However, this technique can be applied to conventional software as well. The main features include:
• Use of object-oriented formal specifications to speed up the prototyping and implementation of OO programs, and ultimately provide a basis for testing.
• Use of state model to specify the dynamic behavior of the system in terms of the anticipated operation sequences and usage probabilities.
While the overall approach will be discussed, this paper will focus on the test scenario generation portion of the approach. The next section outlines the overall approach. Section 3 introduces the enhanced state transition diagram. Section 4 discusses the derivation of test scenarios. Section 5 gives an illustrative example, and Sec. 6 concludes the paper.
The Framework
Although the underlying ideas of this approach are language independent, the implementation language is an important factor for an effective object-oriented design. This framework is targeted at testing programs written in C++. The formal specification language adopted in this framework is Object-Z [5] . Object-Z [1] is an extension of Z which embraces the object-oriented style, especially in the aspects of object, class, inheritance and composition, while still keeping the advantages of Z@. It provides a mechanism for defining class structure and gives a precise description of the desired operational behavior. It has been noted that there is a mapping between the OO specification and C++ [12] . In addition to helping implementation, i.e., the transformation from specification to program, the mapping can also serve as a guide for testing and verifying test results.
The dynamic behavior of a system (i.e., the operation sequence of a system) may not be completely defined in the Object-Z specifications. In this paper, it would be described in a state transition diagram (STD). When the STD is associated with probability information, it can be used as an operation profile to model the usage of Test Scenario Generation Based on Formal Specification and Usage Profile 3 the system. The operation usage profile can be expressed in a formal model, called enhanced state transition diagrams (ESTDs) [9, 3] . At the highest level, an ESTD is constructed according to the major operation steps. At the lowest level, a state must be associated with an operation in a class.
Test scenarios are derived from the operation usage profile. A test scenario is defined as a sequence of operations; it can be represented by a sequence of events or states. The probability of a test scenario indicates the frequency of its usage. After a test scenario is constructed, test cases can be generated according to the data profile. A data profile specified in an extended Backus-Naur Form (EBNF) [9] describes the conventional data type definition as well as its distribution. Any number of test cases can then be generated according to the specified data distribution.
Enhanced State Transition Diagram
An enhanced state transition diagram (ESTD) [3, 9] is used to represent the state model of a system. It is derived from the object-oriented specification and the usage description of the system. In this model, hierarchy, usage, and parameter information are included. The hierarchical feature is achieved by using a '*' next to a state to indicate that the state can be further refined. This allows hierarchical organization of the specification and provides a clear mapping between the specification and the state model. The hierarchical nature also helps to control the state explosion problem of complex systems. The probability associated with each transition indicates its usage frequency. Information about input and output parameters, functions that are called, and pre-and postconditions is also provided in the diagram. The names of the input and output parameters will be used by the Test Data Generator to generate input data and by the Execution Monitor to check output results. The pre-and postconditions are obtained from the Object-Z specification and can be interpreted by the tester, or eventually by an oracle tool. Detailed ESTD examples will be given in a later section.
Usage profile
A usage profile is used to indicate the relative execution frequencies of various branchings of a software system. Its purpose is not to obtain precise execution probabilities, but to establish the relative weights that allows testing efforts to be distributed according to the usage. In addition to usage, a profile can be purposely modified to reflect the importance of certain branchings. This would guarantee that rarely executed, but critical paths will receive adequate testing efforts. It should also be noted that the usage of a software can be modeled by several profiles. The selection may depend on the users group, environment, and emphasis of testing. There are several approaches that a usage profile can be obtained [19] .
If a similar system already exists, its usage data can be used as a reference. If a new system to be developed is to automate existing manual activities, the manual usage information can also be gathered and analyzed. If the system to be implemented is a unique or brand new application, a preliminary state transition diagram should be constructed based on design or specification. Two methods can be used to assign the initial usage profile: (1) uniform weight is assigned, and (2) non-uniform weights are assigned based on the users' intuition. A tool can then be used to adjust the weights interactively while maintaining the sum of probabilities of each branching point to be one. Several usage profiles may be designed for different applications or different user groups.
Data flow analysis for ESTD derivation
Automatic or machine-aided derivation of the ESTD from an Object-Z specification is an area of current work. Three possible methods are being investigated to address generation of the ESTD.
In the simplest approach, we require the specification writer to explicitly identify a variable at each level of the hierarchy whose value denotes the state of the system. Such state variables can only take values from enumerated types. The ATM example included later in this paper is an example of such a specification. However, there are obvious drawbacks to such a scheme -the specification writer is constrained to write particular sorts of specifications that may or may not mesh with the sort of specification that would be best.
Of course, to automatically generate an ESTD from an arbitrary specification is an undecidable task, so some limits on the specification must be accepted as inevitable. Thus, our approach to automatic ESTD generation is to attempt to derive the sequence of state transititons at each level through dataflow-style analysis of the schemata in the specification. Consider the following Object-Z specification for a stack.
Defining a state as an assignment of values to variables, the state diagram might look like Fig. 1(a) . However, such a diagram is probably not what we would like to build; it captures too much detail about the system, and in particular, the state diagram we draw depends on how the type T is instantiated. If we were to abstract away from the actual contents of the state variable items, and use only #items to denote the state, we get the state diagram of Fig. 1(b) .
A third approach would be building states based on the truth-values of propositions and predicates mentioned in the specification. Thus a state would correspond to an assignment of truth-values to each proposition from the relevant set. An example of such a resulting state diagram might be the 3-state diagram of Fig. 1(c) . Only three states are depicted because it is not possible for the number of items to be zero and greater than max. However, detecting that fact is probably beyond the capability of an automated ESTD-construction system.
Using compiler-style dataflow analysis on the schema text, we can compute how state variables and output variables of schema are modified by a valid implementation. The task is somewhat more difficult than would be the case for an imperative programming language, since the predicates used in a schema are not ordered, but
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The (partial-order) relations that exist between the states (which are the preand postconditions of the operations or function calls specified in a schema) are used to build the state-transition diagram. For example, in the stack specification above, incorporated. In this case, the exploration of the state hierarchy and the execution can be visualized in the form of state traversal. It is expected that, with the use of usage-based testing, the quality of software can be greatly improved.
