This paper discusses how to make a distributed object system flexible so as to satisfy the application's requirement in the change of the system environment. Each object supports other objects with quality of service (QoS) 
Introduction
Units of resources in distributed systems are referred to as objects [13] . An object is an encapsulation of data and operations for manipulating the data. CORBA [13] is getting a general framework to make distributed applications interoperable. The system is required to be flexible in addition to supporting users with the interoperability among the objects in the change of the system environment and the applications' requirements One of the major changes in the system is fault. There are two approaches to realizing the fault-tolerant system; replication and checkpointing. The active [2, 14] and passive [3] replications are discussed so far. In the replication methods, the applications can get the service of the object as long as some number of the replicas are operational. In the checkpointing protocols [6] , the object is rolled back to the consistent checkpoint if the object is faulty. Tanaka and Takizawa [16] discuss an object-based checkpoint which allows orphan messages to exist but which is consistent from the object point of view.
In addition to the object fault, other properties of the system change. For example, the response time of an object changes due to the computation and communication load. The service supported by the object is characterized by the parameters showing QoS. Yoshida and Takizawa [17] model the movement of the mobile object to be the change of QoS supported by the object. It is critical to discuss how to support QoS which satisfies the application's requirement in the change of QoS supported by the objects. The object o i supports the application with service through the operations. The relations among the operations are discussed so far with respect to the states of the objects. For example, two operations are compatible if the states obtained by applying the operations in any order are the same [1] . In this paper, we discuss kinds of relations among the operations with respect to QoS. Two states of an object are considered to be equivalent if they support the same QoS. In addition, there are two aspects of QoS, i.e. state QoS and operation QoS. The applications can view QoS of the object only through the operations. For example, suppose that a multimedia object m supports higher quality image data and display operation. Here, the application can only get the lower quality image if display can output only lower quality image. We define QoS-based equivalency and compatibility among the operations in terms of views obtained by applying the operations to the objects.
In order to manipulate and manage the objects, effects done by operations have to be removed. While checkpoints are usually used, the effects can be removed by the compensating operations [11, 15] of the operations computed. In multimedia applications, it takes time to restore a large volume of high-resolution video data. We can reduce time for recovering the system if data with lower resolution but satisfying the application requirement is restored instead of restoring the high-resolution data. In this paper, we discuss a compensating method where an object o i may not be rolled back to the previous state which o i has taken but can be surely rolled back to a state supporting QoS which satisfies the application's requirement.
An object can be replicated in order to increase availability. Each replica supports the same types of operations and the state [14] . Since huge volume of storage and expensive devices are required to realize multimedia objects, it is expensive, maybe impossible to replicate objects. The less qualified, the state of object is the less volume of storage is required. Hence, each replica may support a different level of QoS. Applications can use a subset of replicas which support enough QoS. This is a QoS-based replication to be discussed in this paper.
In section 2, we present a model of the system. In sections 3 and 4, we discuss relations among the operations and the compensation on the basis of QoS, respectively. In section 5, we discuss QoS-based replications.
System Model

Objects
A system is composed of multiple objects o 
Multimedia objects
In this paper, we consider multimedia objects as an example. QoS of an object o i has two aspects: state QoS which is obtained from the state s i and operation QoS which is supported through the operations of o i . For example, let us consider a video object video with a display operation as shown in Figure 4 state s i , which is given to be a minimum one of Q(s i ) and 
Q(op ij
QoS-Related Operations
We discuss how operations op 1 , : : :, op l supported by an object o are related with respect to QoS. 
Equivalency
First, we discuss equivalent relations among operations op i and op j supported by o. op i is equivalent with op j iff op i (s) = op j (s) and [op i (s)] = [op j (s)] for every state s of o [Figure 5(
Figure 7. Compatible operations.
The QoS-compatibility relation is symmetric. Unless op i is QoS-compatible with op j , op i QoS-conflicts with op j . For example, suppose an operation delete removes some frames from movie. The movie can be seen only by display with the low-level decoder. Here, the users can see the movie with the same quality even after delete is applied to the movie. Here, delete and display are QoS-compatible.
[ 
Compensation
A multimedia application might like to undo work done so far, for example, redesign movies. A traditional way for each object o i is to take a checkpoint. o i is rolled back to a previous consistent state by restoring the state saved in the log l i . Many protocols [6] for taking consistent checkpoints among multiple objects and restarting the objects are discussed so far.
Another way is to compute some operations to remove the effect done by the operations computed. An operation op j is a compensating operation of op i if op i op j (s) = s for every state s of an object o [8, 11] Here, suppose a state s 1 is obtained by applying an operation op i to a state s of an object o. Let us consider how to roll the object o back to s from s 1 . One way is to compute the compensating operationõ p i of op i on s 1 since op i õ p i (s) = s [ Figure 11 (1)]. Here, suppose there exists an operation op j such that op i op j (s) = s 2 where s 6 = s 2 but Q(hs 2 i) = Q(hsi). s 2 is not the same as s. However, s 2 is QoS-equivalent with s [ Figure 11 (2)].
[Definition] op j is a QoS-compensating operation of op i iff Q(hop i op j (s)i) = Q(hsi) for every state s of an object o. 2 Letô p i denote a QoS-compensating operation of op i [ Figure   11 ]. Figure 11 . Compensating operation.
In Figure 10 , suppose one movie C is obtained by merging two movies A and B. Let s 1 show a state where A and B exist and s 2 indicate a state where there is C. Suppose the multimedia object ME supports an operation divide2 which divides C into three parts A 00 , B 00 , and AB. A 00 and B 00 are the content parts of A and B, respectively, which are monochromatic. AB includes the advertisement parts of A and B. s 3 denotes a state where A 00 , B 00 , and AB are obtained from A and B. s 1 and s 3 are not the same. Furthermore, A and B are colored but A 00 and B 00 are monochromatic. That is, A A 00 and B B 00 . Here, suppose an application just requires to see the monochromatic one as the RoS R. Here, Q(hs 3 i) R [ Figure 12 ].
[Definition] op i is an RoS-compensating operation of op j on R iff Q(hop i op j (s)i) Q(hsi) R for every state s of an object o. 2
For example, divide2 is an RoS-compensating operation of merge in Figure 12 . 
QoS-Based Replication
The system is composed of multiple objects o 1 , : : :, o n .
In the traditional systems, objects are replicated in order to increase the reliability, availability, and performance. Replicas support different levels of QoS even if they support the same data with the same operations. The applications would like to use replicas which support enough QoS (RoS) required by the applications. Here, the applications do not mind what replicas are used if they support better QoS than RoS. Let us consider a multimedia object ME as an example. Suppose that ME 1 has a video data m 1 with 80 60 pixels, and supports an operation display1 which can display video data with 80 60 pixels. On the other hand, ME 2 has video data m 2 with 120 100 pixels, and supports display2 which can display video data with 120 100 pixels. ME 3 has video data m 3 with 160 120 pixels and supports display3 which can display video data with 160 120 pixels. Here, suppose that an application would like to display video data with more than 100 80 pixels. In this case, Suppose an application stores video data to three multimedia objects ME 1 , ME 2 , and ME 3 . Suppose the application requires that each object support the requirement QoS R of 25 fps. Suppose ME i supports QoS (Q(hM E i i))
Unchanging operations
Q([display1(m 1 )]) = h80 60 pixeli, Q([display2(m 2 )]) = h120 100 pixeli, Q([display3(m 3 )]) = h160
Changing operations
as shown in Let us consider a multimedia object ME as an example [ Figure 16 ]. ME is composed of multiple objects ME 1 , ME 2 , and ME 3 . Each object has two movies M 1 and M 2 which include advertisement parts Adv 1 and Adv 2 , respectively. Suppose ME 1 and ME 3 support an operation delete1 which deletes both the contents of the movie and the advertisement part of the movie. On the other hand, suppose ME 2 supports delete2 which deletes only the contents of the movie. Here, suppose an application deletes M 1 from each object. As a result, ME 1 and ME 3 have only the movie M 2 with Adv 2 . On the other hand, ME 2 has M 2 , with not only Adv 1 but also Adv 2 because ME 2 is manipulated by delete2. Here, each object has different video data. However, QoS supported by each object is not changed. That is, Q(hs ME1 i) = Q(hs ME2 i) = Q(hs ME3 i).
delete1 is QoS-equivalent with delete2. Each replica can be manipulated by an operation QoS-equivalent with the other replicas.
Concluding Remarks
This paper has discussed how to make the distributed system flexible with respect to QoS supported by the objects. We have discussed the novel equivalent and conflicting relations among the operations on the basis of QoS. We have also discussed the compensating method to undo the work done. A state equivalent with the previous qualified state with respect to QoS is obtained by computing the compensating operations of operations computed. We have also discussed the QoS-based replication to support required QoS in the QoS change of objects.
