Lego og Labyrinter by Høiland-Jørgensen, Toke et al.
LEGO OG LABYRINTER
Gruppe 7
Toke Høiland-Jørgensen
Morten Brandrup
Mads Hald Jørgensen
Thomas Petersen Bluhme
Vejleder
Torben Braüner
4. semester, forår 2008
NatBas RUC
Abstrakt
Vi har undersøgt hvilken algoritme der er den mest hensigtsmæssige, såvel teoretisk
som praktisk, at anvende til at afsøge en labyrint. Derudover har vi undersøgt hvilke
praktiske problemer der er ved at konstruere og programmere en Legorobot så den
kan omsætte en fysisk labyrint til en form, som de valgte algoritmer kan bruge til
at afsøge den og hvordan disse problemer kan afhjælpes. For at gøre dette har vi
bygget en Legorobot, og programmeret den til at køre rundt i en fysisk labyrint.
Vi har undersøgt algoritmerne Random Mouse, Not So Random Mouse, Tre-
maux’s Algoritme og Recursive Backtracker. Algoritmerne er vurderet ud fra to
kriterier: simplicitet og effektivitet. Vi har fundet at Random Mouse er den mest
simple, efterfulgt af Not So Random Mouse, Recursive Backtracker og Tremaux’s
algoritme. Recursive Backtracker og Tremaux’s algoritme er de mest effektive, hvor
Recursive Backtracker er en smule bedre i den praktiske afprøvning. Vi har vægtet
effektivitetskriteriet tungest, og konkluderer derfor at Recursive Backtracker er den
mest hensigtsmæssige algoritme.
Under konstruktionen har vi identificeret en række praktiske problemer og deres
løsninger. Disse problemer involverer kalibrering af robotten, kørsel til midten af
kryds, fantommålinger pga. unøjagtige sensorer, genkendelse af løkker i labyrinten
samt problemer med crashes af den benyttede open source LeJOS-firmware.
Abstract
We have examined which algorithm is the most appropriate, in theory as well as
in practice, to use to explore a maze. Moreover, we have examined the practical
problems involved in the design and programming of a Lego robot, so that it can
translate a physical labyrinth to a form, that the chosen algorithms can use to expl-
ore it, and how these problems can be alleviated. To do this, we have built a Lego
robot, and programmed it to navigate in a physical labyrinth.
We have examined the following algorithms: Random Mouse, Not So Random
Mouse, Tremaux’s Algorithm and Recursive Backtracker. The algorithms were as-
sessed using two criteria: simplicity and efficiency. We have found Random Mouse
to be the most simple, followed by Not So Random Mouse, Recursive Backtracker
and Tremaux’s algorithm. Recursive Backtracker and Tremaux’s algorithm are the
most effective, with Recursive Backtracker scoring a little better in the practical
test. We have weighted effectiveness heaviest, and therefore concludes that Recur-
sive Backtracker is the most appropriate algorithm.
During the construction of the robot, we have identified a number of practical
problems and their solutions. These problems involve the calibration of the robot,
driving to the middle of intersections, phantom sensor input due to inaccurate sen-
sors, recognition of loops in the maze, and problems with crashes of the open source
LeJOS firmware.
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1 INDLEDNING
1 Indledning
Det er praktisk at have et kort over omgivelserne til at finde vej, men tidskrævende at foretage
målinger og omsætte dem til brugbare kort. Spørgsmålet er om man kan automatisere dette
arbejde ved at få en robot til at foretage en afsøgning af dens omgivelser, og her ud fra tegne et
kort, der beskriver disse omgivelser?
Hvis tiden – eller mangel på samme – er en motiverende faktor for at erstatte manuelt arbejde
med en robot, er det nødvendigt at undersøge forskellige fremgangsmåder til afsøgningsarbej-
det, for på den at finde frem til den mest hensigtsmæssige.
Lego Mindstorms er en lettilgængelig simulationsplatform for konstruktion og programmering
af robotter. Derfor er det ideelt til at afprøve netop forskellige fremgangsmåder til at navigere
og kortlægge den fysiske virkelighed. Som testplatform kan vi benytte en labyrint fordi den
er simpel i sin opbygning og nem at overskue og på baggrund af sensorernes input kan der
produceres en intern repræsentation af den fysiske virkelighed i robottens hukommelse – et
kort!
Hvis man skal have en robot til at kortlægge et givent struktureret miljø er der flere fremgangs-
måder, eller algoritmer, den kan benytte til at beslutte hvordan den skal bevæge sig rundt ad de
forskellige veje. Det er imidlertid ikke sikkert at alle disse algoritmer er lige hensigtsmæssige
at benytte til en afsøgning. Det er denne mulige forskel i anvendelighed mellem forskellige al-
goritmer vi ønsker at undersøge i dette projekt, ved at kigge på det simplificerede tilfælde som
afsøgning af en labyrint udgør.
Vi ønsker at opstille en række kriterier for sammenligningen af algoritmer til afsøgning af en la-
byrint, og herefter sammenligne en række udvalgte algoritmer. Da teori og praksis som bekendt
ikke altid stemmer overens ønsker vi at foretage sammenligningen både teoretisk og praktisk,
ved at bygge en Legorobot og programmere den til at navigere rundt i og afsøge en labyrint.
Samtidig er det interessant at undersøge hvilke problemer der kan opstå i forbindelse med den
praktiske konstruktion og programmering af en robot til at afprøve forskellige algoritmer. Det
er vigtigt at vide hvilke problemer der kan opstå, for nemmere at kunne komme imødekomme
dem ved eksperimenter i større skala.
Dette leder os frem til følgende problemformulering:
Problemformulering
Hvilken algoritme er den mest hensigtsmæssige, såvel teoretisk som praktisk, at
anvende til at afsøge en labyrint?
Hvilke praktiske problemer er der ved at konstruere og programmere en Legorobot
så den kan omsætte en fysisk labyrint til en form, som de valgte algoritmer kan
bruge til at afsøge den? Hvordan kan disse problemer afhjælpes?
Metode
For at svare på vores problemformulering vil vi først foretage en udvælgelse og teoretisk sam-
menligning og vurdering af de algoritmer vi ønsker at undersøge. Herefter vil vi konstruere en
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Legorobot der kan bevæge sig rundt i en fysisk labyrint. Labyrinten vil være udformet som en
sammenhængende, ortogonal1 labyrint. Robotten programmeres til at kunne benytte forskellige
algoritmer ved gennemkørslen, for på den måde at kunne sammenligne dem.
Som grundlag for præsentationen af algoritmerne gennemgås i afsnit 2 på side 7 den datastruktur
vi har valgt at benytte for at repræsentere labyrinten. Herefter præsenteres de valgte algoritmer.
Algoritmerne er udvalgt først og fremmest efter et kriterium om egnethed; dvs. vi har valgt
algoritmer der er designet til at bruges til afsøgning af en labyrint ved brug af én robot, som er
det vi beskæftiger os med. Dette kriterium har været tilstrækkeligt til at afgrænse det udvalg af
algoritmer vi har fundet, dvs. at vi ikke har frasorteret nogen algoritmer ud fra andre kriterier.
For at vurdere algoritmernes hensigtsmæssighed, har vi opstillet nogle bedømmelseskriterier.
De gennemgås, sammen med de valgte algoritmer, i afsnit 3 på side 9.
Gennemgangen af programmet findes i afsnit 4 på side 15. I afsnit 5 på side 22 gennemgås
de praktiske problemer der har været i forbindelse med implementeringen af programmet samt
deres løsninger, jf. anden del af vores problemformulering. Endelig sammenlignes algoritmerne
i praksis i afsnit 6 på side 27.
Målgruppe
Målgruppen for dette projekt er datalogistuderende, eller andre med grundlæggende viden in-
denfor datalogi. Dette inkluderer erfaring med objektorienteret programmering og Java, samt
kendskab til basale datalogiske koncepter.
Processen
Udgangspunktet for rapporten har været at afprøve forskellige algoritmer i forhold til hinanden
i praksis, samt at finde ud af hvilke problemer dette indebærer. For at kunne gøre dette er der
en del andre ting som har indgået i processen. Formålet med dette afsnit er at give et samlet
overblik over den proces vi har været igennem i forbindelse med arbejdet med dette projekt.
Vi har måttet konstruere en Legorobot der egner sig til at køre rundt i en labyrint, samt en
labyrint den kan køre rundt i. Legorobotten er konstrueret med udgangspunkt i Legos vejledning
til bygning af en robot. Den er konstrueret så den har to motorer (en til hvert hjul), hvilket
tillader den at dreje om sin egen akse, og tre ultrasoniske afstandssensorer, en i hver side, og en
der peger fremad. Et billede af robotten kan ses på forsiden. Mht. labyrinten har vi ikke fundet
nogen tilfredsstillende løsning der var modulær og simpel nok til vores brug; vi har derfor været
nødsaget til selv at konstruere en af træ.
Da vi fandt de programmeringsværktøjer der fulgte med robotten for begrænsede, har vi under-
søgt alternative metoder til at programmere robotten. Det vi fandt som vi syntes passede bedst
til vores projekt var open source-firmwaren LeJOS, som vi først har benyttet i version 0.5.0b
og senere opgraderet til 0.6.0b for at kunne benytte nye funktioner i den opdaterede firmware.
Der er tale om beta-software, og vi har da også oplevet nogle begrænsninger i funktionaliteten,
som vi har brugt noget tid på at komme uden om. I den forbindelse har vi også været i kon-
takt med udviklerne af LeJOS-firmwaren. Dette er uddybet i underafsnittet om begrænsninger i
firmwaren i afsnit 5 på side 22.
1Ortogonal på den måde at gangene i labyrinten er ortogonale i forhold til hinanden.
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I vores arbejde med algoritmerne har vi ikke kunnet finde nogen formulering af algoritmerne
i pseudokode, og de beskrivelser vi har fundet har ikke direkte relateret sig til afsøgning af
labyrinter. Derfor har vi været nødsaget til selv at formulere algoritmerne i pseudokode, samt til
selv at overføre de generelle beskrivelser til en form der kan bruges til en afsøgning af labyrinter.
Mange af de problemer vi er stødt på undervejs handler om arbejdet med at få robotten til at
køre den rigtige vej og med rette hastighed, dreje nøjagtigt og måle nøjagtigt med sensorerne.
Dette arbejde har pga. upålidelige sensorer mv. haft et stort element af trial-and-error, og har
derfor taget en stor del af programmeringstiden. Arbejdet med tilpasning til problemer kan der
læses nærmere om i afsnit 5 på side 22.
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2 Datastrukturer
Det følgende afsnit begrunder vores overvejelser omkring valg af datastrukturer til repræsenta-
tion af labyrinten og giver et overblik over hvordan de valgte datastrukturer er bygget op. Først
gennemgås datastrukturerne på et konceptuelt plan, herefter gennemgås hvordan de konkret er
implementeret i Java.
Konceptuel præsentation
En labyrint kan repræsenteres som en graf2 [Sedgewick, 2002, s. 75]. Grafstrukturen overføres
til repræsentation af en labyrint ved at hvert kryds eller blindgyde i labyrinten repræsenteres som
en knude, og vejene imellem krydsene repræsenteres som kanter i grafen. I den forbindelse kan
man vælge om kryds med kun to veje (L-formede kryds) skal repræsenteres som selvstændige
knuder, eller om de skal anses som en del af en kant mellem de større kryds eller blindgyder der
ligger på hver side af dem. Vi har valgt den første løsning, fordi vi mener det gør det nemmere
intuitivt at oversætte labyrintens form til en grafstruktur. Et diagram over en labyrint og dens
graf-repræsentation ses i figur 1 på næste side.
Eftersom de labyrinter vi arbejder med er ortogonale, kan de opfattes som et gitter3. Derfor
kunne en alternativ repræsentation være en der udnytter denne gitterstruktur, fx ved at bruge en
tabel hvor rækker og kolonner repræsenterer hver deres punkt i gitteret, og indholdet viser om
punktet indeholder et kryds eller ej. Datalogisk kunne dette repræsenteres i et todimensionalt
array. Vi mener dog at den måde vi har valgt at repræsentere labyrinten på er mere hensigts-
mæssig, da den giver en repræsentation der forholder sig konceptuelt bedre til den virkelighed
vi arbejder med4. Desuden er grafrepræsentationen mere generel, idet den giver mulighed for
også at repræsentere en labyrint der ikke er gitterformet.
Implementering i Java
Grafrepræsentationen er i Java implementeret i de to klasser Node og Edge som repræsenterer
hhv. en knude og en kant. Node har fire felter der hver refererer til en Edge som kan udgå
fra den pågældende knude. Disse felter er navngivet efter de fire verdenshjørner i henhold til
den gitterformede struktur. Det betyder at vores implementering af strukturen ikke direkte kan
bruges til labyrinter der ikke er ortogonale (jf. ovenfor), men de kan modificeres til fx at angive
udgangsretningen i grader i stedet for i verdenshjørner. Grunden til at der overhovedet er retning
på vejene ud fra et kryds er for at kunne oversætte mellem grafrepræsentationen og den fysiske
virkelighed.
Hver af de fire felter refererer til en Edge hvis der findes en udgang fra det pågældende kryds
i den pågældende retning, og er null ellers. Desuden indeholder Node et sæt koordinater målt i
2En graf er defineret ved at bestå af en mængde af knuder og en mængde af kanter, hvor hver kant forbinder to
knuder.
3Med gitter menes udelukkende at labyrinten har veje der enten er parallelle eller ortogonale på hinanden, og at
afstanden mellem to kryds er deleligt med gangens bredde.
4Hermed menes at fysiske kryds direkte repræsenteres af knuder i grafen, og tilsvarende at veje repræsenteres af
kanter.
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Figur 1: Diagram over en labyrint og dens repræsentation som en graf. Romberne
angiver knuder i grafen, og de stiplede linjer er kanterne der forbinder dem.
Der er indtegnet et gitter på diagrammet for at illustrere hvad der menes
med en gitterformet labyrint. Denne labyrintudformning er ligeledes den vi
har brugt i vores praktiske afprøvning.
cm for at kunne angive en absolut position i labyrinten for hvert kryds. Dette bruges til at finde
løkker ved gennemkørslen, jf. underafsnittet om løkker i afsnit 5 på side 22.
Edge-klassen indeholder to felter der hver refererer til en Node. De hedder hhv. alpha og
beta5. Derudover har hver Edge en længde, målt i cm. Hvis en kant ikke er forbundet til en
knude i begge ender har den længde 0, og det ene af de to felter er null. Derudover indeholder
Edge-klassen et felt, visitCount, der angiver hvor mange gange den pågældende kant er besøgt.
Dette bruges af Tremaux’s algoritme, og uddybes i afsnit 3 på næste side.
Pga. begrænsninger i LeJOS-firmwaren har vi været nødsaget til at ændre den måde Node og
Edge refererer til hinanden, så der ikke benyttes direkte referencer, men referencer til indi-
ces i et array. Denne ændring er dog en ren teknisk ændring for at omgå begrænsningerne i
firmwaren, og vi har derfor valgt at se bort fra den i beskrivelsen af datastrukturen. I stedet er
ændringen omtalt sammen med de andre praktiske problemer i afsnit 5 på side 22. De classes
der indeholder de to lister nedder NodeList og EdgeList.
5Navnene alpha og beta er arbitrært valgte navne.
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3 Algoritmer
Til afsøgning af labyrinten har vi udvalgt fire algoritmer til sammenligning: Random Mouse,
Not So Random Mouse, Tremaux’s algoritme og Recursive Backtracker. De to førstnævnte er
algoritmer der resulterer i en tilfældig udvalgt rute gennem labyrinten, mens de to sidstnævnte
er systematiske tilgange til afsøgningen. I dette afsnit gennemgås først målet for algoritmerne
overordnet set, samt de vurderingskriterier vi benytter til sammenligningen. Herefter beskrives
hver algoritme i detaljer, både som prosa og i pseudokode6, med gennemgang af et eksempel på
en gennemkørsel. Endelig sammenlignes de valgte algoritmer med henblik på at vurdere hvil-
ken der er den mest hensigtsmæssige at anvende. Den praktiske afprøvning og sammenligning
behandles i afsnit 6 på side 27.
Mål og vurderingskriterier
I termer af grafrepræsentationen af labyrinten, kan målet algoritmen skal opfylde defineres så-
ledes: Givet en sammenhængende graf samt en startknude skal algoritmen producere en sti,
således at alle kanter i grafen er med i stien. Dette svarer til at alle veje i labyrinten er besøgt
i en afsøgning. I vores implementering af algoritmerne er det ikke den producerede sti der er
det interessante, men det kort robotten tegner undervejs. Selve stien kan i implementeringen ses
som den rute robotten tager i den fysiske labyrint, men gemmes i øvrigt ikke.
For at sammenligne algoritmerne er det nødvendigt at opstille kriterier for vurderingen. Vi har
valgt at sammenligne dem ud fra to kriterier: effektivitet og simplicitet
Effektiviteten af algoritmen er en kvantitativ sammenligning af hvor mange gange hver kant
i grafen indgår i den sti algoritmerne producerer. Da målet med algoritmen er at alle kanter
skal besøges mindst én gang, kan effektiviteten bedømmes ved at se på hvor mange gange hver
kant besøges; det mindste mulige antal er nøjagtigt ét besøg pr. kant7, så jo nærmere algoritmen
kommer på dette mål, jo større er algoritmens effektivitet. Desuden vil den praktiske vurdering
benytte tidtagning som et yderligere mål for effektivitet.
Det andet kriterium – simplicitet – omhandler selve virkemåden af de enkelte algoritmer. Vi vil
her foretage kvalitative vurderinger af algoritmernes kompleksitet. Vi vurderer, hvor komplice-
rede de er ud fra generelle betragtninger, fx hvor mange forskellige faktorer der skal tages højde
for i implementeringen, om de er afhængige af bestemte egenskaber i datastrukturerne, mv.
Gennemgang af algoritmerne
Vi ønsker at sammenligne fire forskellige algoritmer: Random Mouse, Not So Random Mouse,
Tremaux’s algoritme og Recursive Backtracker.
Random Mouse og Not So Random Mouse er eksempler på algoritmer der ikke er deterministi-
ske, men som bruger et element af tilfældighed for at vælge rækkefølgen de forskellige kanter
6En simpel kodeform som giver en stringent beskrivelse af de konceptuelle skridt algoritmen udfører. Vi tager
udgangspunkt i notationen i [Rosen, 2007] og har udvidet den så den bedre passer til vores formål.
7Dette kan ikke lade sig gøre i praksis ved alle udformninger af en labyrint; fx vil en labyrint med mange blind-
gyder kræve at man bevæger sig tilbage i sine egne fodspor fra nogle af blindgyderne.
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besøges. I modsætning hertil står de systematiske algoritmer, Tremaux’s algoritme og Recur-
sive Backtracker. De to sidstnævnte ligner begge en dybde-først afsøgning af en graf i deres
fremgangsmåde, i og med at de bevæger sig ud af ubesøgte kanter i grafen først, for herefter
at vende om og besøge endnu ubesøgte veje. Forskellen ligger i den måde de holder styr på
hvilke kanter de har besøgt, samt rækkefølgen de besøger kanterne. Dette skyldes at Tremaux’s
algoritme er udformet på en måde så den kan udføres af et menneske i en fysisk labyrint ved at
markere gangene, mens Recursive Backtracker kræver en måde at holde styr på rækkefølgen af
tidligere besøgte kryds.
Den måde algoritmerne er beskrevet på bærer præg af den måde vi har struktureret vores pro-
gram. I programmet kaldes en metode i implementeringen af algoritmen hver gang robotten når
et nyt kryds. Denne metode skal herefter tage stilling til hvilken vej robotten skal køre ud af
krydset. Dette afspejles i at algoritmerne i de følgende afsnit er beskrevet som fremgangsmåder
til at vælge næste kant og herved fortsætte afsøgningen fra en givent knude.
Random mouse og Not So Random Mouse
Random Mouse og Not So Random Mouse er eksempler på meget simple algoritmer. Algorit-
merne fungerer kort sagt ved at vælge en tilfældig kant ved hver knude. Not So Random Mouse
foretrækker ikke at vælge den sidst besøgte kant, hvis der er andre kanter tilgængelige i den
aktuelle knude. Disse algoritmer er taget med for at repræsentere en usystematisk afsøgning, i
stil med hvordan et menneske ville opføre sig hvis vedkommende vandrede rundt i en fysisk
labyrint på må og få. Not So Random Mouse kan være en mere realistisk simulation af et men-
neske der vandrer rundt, da den helt tilfældige RandomMouse kan risikere bare at køre frem og
tilbage mellem to knuder.
Random Mouse-algoritmerne er ikke deterministiske. Dette gør det problematisk at forudsige
den sti de vil producere ud fra en given graf. Man kan med sandsynlighedsregning give nogle
betragtninger for i hvilken rækkefølge de forskellige kanter vil blive besøgt, og sandsynliggøre
at den på et tidspunkt vil have besøgt alle kanter, men i princippet kan den også bevæge sig
rundt i cirkler eller frem og tilbage mellem to knuder i det uendelige.
Algoritmerne har heller ikke i sig selv nogen kontrol af hvornår de har dannet en sti hvor alle
kanter er inkluderet, så som sådan er algoritmerne i sig selv ikke terminerende. I praksis kan vi
alligevel bringe algoritmerne til at terminere, ved at bruge det kort robotten tegner over labyrin-
ten til at holde øje med hvornår den har besøgt alle steder. Hermed er det ikke garanteret at de
gør det, men hvis de når rundt i alle dele af labyrinten anses de for at have termineret.
Fordelen ved Random Mouse-algoritmerne er at de er utroligt simple at implementere. De skal
ikke holde styr på hvilke kanter de har besøgt før, men blot vælge en tilfældig kant ved hver
knude.
Da den systematiske tilgang til afsøgning er fraværende for Random Mouse og Not so Random
Mouse algoritmerne, kan vi hverken forudsige i hvilken rækkefølge de forskellige kanter i gra-
fen vil blive besøgt i, eller hvor mange gange hver kant besøges. Vi anser det dog for indlysende
at hver kant i gennemsnit besøges adskillige gange i den tilfældige afsøgning af grafen.
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Tremaux’s algoritme
Tremaux’s algoritme er som nævnt udformet så den kan udføres af et menneske i en fysisk la-
byrint blot ved at markere gangene, ved fx at sætte krydser på væggene eller gulvet. I grafkon-
tekst fungerer den ved at markere en kant hver gang den besøges. Herefter tages en beslutning
ud fra antallet af gange hver kant i den aktuelle knude er besøgt. Overordnet set foretrækkes
kanter der ikke er besøgt før, og en kant besøges aldrig mere end to gange.
Ved et knudepunkt tages en beslutning om hvilken kant der besøges næste gang ud fra følgende
retningslinjer:
• Hvis den aktuelle knude er startknuden (så der ikke er nogen kanter der har ført til den),
er alle kanter der leder fra knuden ubesøgte, og en af dem vælges.
• Hvis kanten der førte til den aktuelle knude har været besøgt én gang før, er der to mulig-
heder:
– Hvis ingen af de andre kanter er besøgt før, vælges en af de ubesøgte kanter.
– Ellers vælges samme kant som førte til den aktuelle knude (der “køres tilbage”).
• Hvis kanten der førte til den aktuelle knude har været besøgt to gange før, er der ligeledes
to muligheder:
– Hvis alle de andre kanter også er besøgt to gange, terminerer algoritmen.
– Ellers vælges en kant som enten er ubesøgt, eller som har været besøgt én gang, idet
ubesøgte kanter foretrækkes frem for kanter der har været besøgt før.
Tremaux’s algoritme vil gennemsøge grafen systematisk, og ende tilbage ved startknuden, med
alle kanter besøgt to gange [Pullen, 2008]. Intuitivt kan man overbevise sig om at algoritmen
på et tidspunkt terminerer ud fra det faktum at der er et endeligt antal kanter, og at der hele
tiden besøges nye kanter. Herved vil man på et tidspunkt ende ved et punkt hvor alle kanter der
fører til den aktuelle knude er besøgt to gange. At Tremaux’s algoritme altid besøger alle kanter
i grafen nøjagtigt to gange, er i [Sedgewick, 2002; Even, 1979] vist for algoritmer der ligner
den udgave af Tremaux’s algoritme vi benytter. Algoritmen kan ses beskrevet som pseudokode
i kode 1 og et eksempel på gennemløb af en graf over en labyrint ses i figur 2 på næste side.
Kode 1: Tremaux’s algoritme beskrevet i pseudokode
e n t r a n c e := <edge l e a d i n g t o c u r r e n t node >
edges := < s e t o f a l l edges l e a d i n g from c u r r e n t node , e x c ep t e n t r a n c e >
i f ( e n t r a n c e . v i s i t s == 0)
choose e n t r a n c e
e l s e i f ( e n t r a n c e . v i s i t s == 1)
i f ( < a v i s i t e d edge > e x i s t s in edges )
choose e n t r a n c e
e l s e
choose <an edge > from edges
end i f
e l s e i f ( e n t r a n c e . v i s i t s == 2)
i f ( < an u n v i s i t e d edge > e x i s t s in edges )
choose <an u n v i s i t e d edge > from edges
e l s e i f ( < an edge v i s i t e d once > e x i s t s in edges )
choose <an edge v i s i t e d once > from edges
e l s e ( edge . v i s i t s == 2 f o r a l l edges )
end
end i f
end i f
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Figur 2: Diagram over labyrinten med den rækkefølge som Tremaux’s algoritme kø-
rer ad de forskellige veje. Startknuden er knude B.
Som det fremgår af beskrivelsen af algoritmen, er der en del forskellige ting der skal tages
stilling til, herunder et specialtilfælde for startknuden. Desuden er algoritmen afhængig af at
kunne markere hvor mange gange hver kant er besøgt, hvilket skal understøttes i datastrukturen.
Recursive backtracker
Recursive Backtracker er, ligesom Tremaux’s algoritme, en systematisk tilgang til gennemgan-
gen af en grafrepræsentation. Den virker ved at man, ved hver knude, lægger knuden øverst i en
stakstruktur, og vælger en kant som ikke er besøgt før. Hvis der ikke er nogen ubesøgte kanter
ved den aktuelle knude, hentes den øverste knude i stakken, og den kant der fører tilbage til den-
ne knude vælges. Herefter forsøges igen at vælge en ubesøgt kant, og hvis det ikke findes, køres
endnu en gang tilbage til den øverste knude i stakken. Hvis alle kanter fra den aktuelle knude er
besøgt før, og stakken er tom, er hele labyrinten afsøgt, og man befinder sig ved startknuden.
Pseudokoden for Recursive Backtracker ses i kode 2. Et eksempel på en gennemkørsel ses i
figur 3 på næste side.
Recursive Backtracker besøger alle kanter to gange, idet der først køres ud til de yderste blind-
gyder, og herefter køres tilbage til start. Beslutningsprocessen er ganske simpel; der er ingen
specialtilfælde el. lign. Algoritmen er afhængig af at kunne afgøre om en kant er besøgt før
eller ej. Dette er ikke nødvendigvis “indbygget” i en færdig grafstruktur, men hvis kortet tegnes
undervejs, som i vores tilfælde, må det formodes at opdagede, men endnu ikke besøgte veje er
markeret på kortet. Det kræver derfor ingen særskilt modifikation af datastrukturen.
Kode 2: Recursive Backtracker udtrykt i pseudo-kode.
edges := < s e t o f a l l edges l e a d i n g from c u r r e n t node >
s t a c k := < s t a c k of p r e v i o u s l y v i s i t e d nodes >
i f ( < an u n v i s i t e d edge > e x i s t s in edges )
push < c u r r e n t node > onto s t a c k
choose <an u n v i s i t e d edge > from edges
e l s e i f ( s t a c k . empty )
end
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e l s e
pop < p r e v i o u s node > from s t a c k
choose <edge l e a d i n g t o p r e v i o u s node >
end i f
Figur 3: Diagram over labyrinten med den rækkefølge som Recursive Backtracker
kører ad de forskellige veje. Startknuden er knude B.
Sammenligning
I dette afsnit vurderes de valgte algoritmer ud fra de tidligere opstillede kriterier, dvs. effektivitet
og simplicitet.
Effektivitet
Begge Random Mouse-algoritmer har en effektivitet der ikke umiddelbart kan vurderes, fordi
deres fremgangsmåder ikke er deterministiske. Dog anser vi det som oplagt at sandsynligheden
for at de laver et “perfekt” gennemløb af grafen (dvs. besøger alle kanter nøjagtigt én gang) er
meget lille. Vores vurdering er at de tilfældige algoritmer besøger hver kant adskillige gange
i gennemsnit; jo større labyrint, og dermed graf, der er tale om, jo flere gange forventer vi
desuden at algoritmen i gennemsnit besøger hver kant. Effektiviteten af Random Mouse og Not
So Random Mouse vurderes ud fra dette til at være forholdsvis lav. Not So Random Mouse
anses for at være mere effektiv, idet dens præference for ikke at vende om, gør at den fx ikke
bare kører frem og tilbage mellem to punkter.
Tremaux’s algoritme terminerer ved startknuden efter at have besøgt alle kanter nøjagtig to
gange. Effektiviteten af denne algoritme vurderes på baggrund heraf til at være ganske høj.
Recursive Backtracker gennemløber grafen i en anden rækkefølge, men terminerer ligeledes i
startknuden efter at have besøgt alle kanter nøjagtig to gange. Den har altså også en høj effekti-
vitet.
Alt i alt må effektivitetskriteriet siges at favorisere de to systematiske algoritmer, Tremaux’s
algoritme og Recursive Backtracker, der begge har nøjagtigt samme høje effektivitet. Herefter
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kommer Not So Random Mouse og, som den mest ineffektive, Random Mouse. Dette stemmer
meget godt overens med hverdagserfaring, der siger at en systematisk fremgangsmåde er mere
effektiv end en tilfældig.
Simplicitet
Begge Random Mouse-algoritmer er uhyre simple, idet de i deres stillingtagen ikke skal tage
højde for tidligere besøgte kanter mv., men blot skal vælge en tilfældig vej. Random Mouse er
simplere end Not So Random Mouse, idet den ikke skal tage højde for hvilken kant der førte
den til den aktuelle knude.
Tremaux’s algoritme er lavet til at et menneske skulle kunne udføre den, blot ved at markere
gangene inde i labyrinten, og således ikke huske på, hvilket kryds man var i sidst, eller gangen
før det for den sags skyld. Det betyder at Tremaux’s algoritme er afhængig af at kunne markere
kanterne, hvilket kræver en modifikation af datastrukturerne. Desuden har Tremaux’s algoritme
en del forskellige ting at tage stilling til ved valget af en kant fra en knude. Endelig er det i
Tremaux’s tilfælde nødvendigt at anvende et specialtilfælde til den første knude. Alt i alt giver
dette Tremaux’s algoritme en forholdsvis høj kompleksitet.
Recursive Backtracker skal huske på en rækkefølge af kryds den har besøgt. Dette kan gøres
internt i dens egen hukommelse med en stak, hvorved behovet for at modificere datastrukturen
forsvinder. Recursive Backtracker har dog behov for at vide om en vej har været besøgt før.
Hvis kortet som i vores tilfælde tegnes undervejs, kan dette dog ses på det delvist tegnede kort,
da kanter der er opdaget, men ikke besøgt endnu, således vil være markeret på kortet. Recursive
Backtracker skal ved hver knude blot finde en mulig kant der ikke har været besøgt, og ellers
vælge den kant der fører den tilbage hvor den kom fra. Dette giver en algoritme der har få ting
at tage stilling til, og som ikke kræver at der tages højde for specialtilfælde.
Alt i alt er RandomMouse den mest simple af de valgte algoritmer, efterfulgt af Not So Random
Mouse, Recursive Backtracker, og til sidst Tremaux’s algoritme som den mest komplicerede.
Sammenfatning
Tremaux’s algoritme og Recursive Backtracker er de mest effektive til at afsøge hele grafrepræ-
sentationen af en labyrint. Random Mouse og Not So Random Mouse er til gengæld simplere.
Da alle algoritmerne ikke er mere komplicerede end at de er mulige at implementere, vægter vi
effektivitetskriteriet tungere end simplicitetskriteriet. Derfor anser vi Tremaux’s algoritme og
Recursive Backtracker, som begge har samme høje effektivitet, som de mest hensigtsmæssige
algoritmer.
Af de to er Recursive Backtracker en del simplere end Tremaux’s Algoritme. Derfor vurderer
vi Recursive Backtracker som den teoretisk mest hensigtsmæssige algoritme at benytte til af-
søgning af en labyrint. Men hvis vi skal udpege én algoritme som den mest hensigtsmæssige
af de valgte, må det blive Recursive Backtracker. Sammenligningen af algoritmerne i praksis
gennemgås i afsnit 6 på side 27, hvorefter der konkluderes endeligt på algoritmernes hensigts-
mæssighed.
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4 Programmering af robotten
NXT-robotten er programmeret ved at skifte den medfølgende firmware ud med LeJOS-firmwaren,
der indeholder en Java Virtual Machine (JVM), hvilket gør det muligt at programmere robotten
i Java. Med LeJOS følger der et omfattende bibliotek af klasser og metoder til at kontrollere
robotten og dens sensorer, motorer, og display.
Programmet er overordnet set opdelt i tre hoveddele: En del behandler sensor-input, afgør h-
vornår robotten befinder sig i et kryds og skal dreje, hvornår den er på vej ned ad en gang i
labyrinten, og styrer robotten vha. motorerne. En anden del varetager oprettelsen og vedlige-
holdelsen af et kort over labyrinten. Endelig er der en del der varetager beslutninger om hvilken
vej ud af et kryds robotten skal køre; denne sidste del har forskellige implementeringer svarende
til de forskellige algoritmer vi gerne vil undersøge.
I dette afsnit vil vi gennemgå programmets forskellige dele, for at skabe overblik og klarhed
over hvordan det fungerer.
Programstruktur
Programmet består overordnet set af 17 klasser. Heraf er de fem undtagelser (exceptions), én er
et interface for hvordan programmet kommunikerer med algoritmeimplementeringerne, fire er
implementeringer af algoritmer, én tegner kortet over labyrinten, én styrer robotten og behandler
sensorinput, og én indeholder main()-metoden. Hertil kommer fire klasser der er en del af
datastrukturen, og som er beskrevet i afsnit 2 på side 7.
De fem undtagelser er DoneException, der bruges til at afbryde kørslen når robotten er fær-
dig med at afsøge labyrinten, og fire andre der bruges til at angive forskellige fejl rundt omkring
i programmet. LeJOS-firmwaren kan kun angive undtagelsens navn, og i hvilken metode den
opstod, derfor er det nødvendigt med meget specifikke undtagelsesnavne.
Interfacet til at kommunikere med klasserne der implementerer de forskellige algoritmer hed-
der DirectionControl og indeholder en metode, chooseDirection(), som kaldes
når robotten skal vælge en vej den skal køre i et kryds. Denne metode returnerer en af de fire
konstanter NORTH, SOUTH, EAST eller WEST, som angiver retningen robotten skal køre. Der-
udover er der en klasse for implementeringen af hver af de fire algoritmer. Grunden til at vi har
valgt at lave et interface på denne måde, er at så kan de dele af koden der skal kommunikere med
algoritmerne nøjes med at forholde sig til interfacet, og så kan vi tilføje algoritmeimplemente-
ringer undervejs, uden at behøve at tilpasse resten af koden; bare de benytter samme interface.
Dette kaldes polymorfisme, og er en af de store styrker ved objektorienteret programmering
[McConnell, 2004].
Kortet tegnes af Map-klassen. Denne klasses update()-metode kaldes når robotten er nået til
et nyt kryds i labyrinten. Map-klassen tegner kortet over labyrinten vha. datastrukturklasserne
Node og Edge.
Den klasse der reagerer på sensorinput og styrer robotten rundt i labyrinten er Navigator.
Dette sker vha. hovedmetoden run() og en række hjælpemetoder. Det er i Navigator-
klassen at den kode findes, som tager højde for de problemer der er ved at navigere rundt i
labyrinten. Dele af Navigator-klassen er gennemgået i et afsnit for sig.
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Klassen der indeholder programmets main()-metode er RobotControl. Denne klasse in-
deholder kun main()-metoden, samt en hjælpemetode til at tegne på robottens LCD-skærm.
main()-metoden initierer Navigator-klassen med de rigtige sensorer og værdier for robot-
tens størrelse, og præsenterer en menu på robottens skærm hvor brugeren kan vælge hvilken
algoritme der skal benyttes til at afsøge labyrinten. Herefter afgiver main()-metoden kontrol-
len til Navigator-klassens run()-metode, der styrer robotten rundt indtil den enten bliver
færdig med afsøgningen, eller der slukkes for robotten.
Navigator-klassen
Navigator-klassen varetager styring af robotten og behandling af sensordata mv. Hoved-
funktionaliteten er i dens run()-metode, som indeholder en løkke der styrer robotten ned ad
en gang så længe sensorerne angiver at den er mellem to vægge, og foretager en kalibrering så
robotten bliver i midten af gangen. Når sensorerne angiver at robotten har nået en blindgyde,
eller kommer ud i et kryds, kalder run()-metoden en metode i Map-klassen til at opdatere
kortet, og en metode i den valgte algoritmeklasse for at få at vide hvilken vej den skal dreje.
run()-metoden run()-metoden består af tre dele. Starten ses i kode 3. Denne del sætter
robotten i gang, og starter en uendelig løkke. Denne løkke er omkranset af en try-block, som
fanger undtagelsen DoneException, der kastes af den underliggende kode hvis en algoritme
vurderer at den er færdig med at afsøge labyrinten.
Kode 3: Starten på run()-metoden
pub l i c vo id run ( ) throws Excep t i on
{
t ry {
/ / S t a r t runn ing
f o rwa rd ( ) ;
whi le ( t rue ) {
For hvert gennemløb af denne løkke startes en indre løkke, som ses i kode 4. Denne indre løkke
kører så længe sensorerne angiver at robotten er mellem to vægge, og ikke er ved en blindgyde.
Hvorvidt dette er tilfældet angives af hjælpemetoderne betweenWalls() og atDeadEnd().
I denne indre løkke sammenlignes de to afstandssensorer på siderne af robotten, for at foretage
en kalibrering. Denne kalibrering er gennemgået i flere detaljer i et underafsnit i afsnit 5 på si-
de 22. Der gøres en undtagelse fra denne kalibrering hvis robotten har fået besked på at ignorere
en af de to afstandssensorer, hvilket sker når den lige er drejet, så den ikke opfatter en sensor
som peger ned ad den vej robotten lige er kommet ind i et kryds fra, som starten på et nyt kryds.
Kode 4: Den indre løkke i run()-metoden
whi le ( be tweenWal l s ( ) && ! atDeadEnd ( ) ) {
i f ( ! _ i g n o r eR i g h t && ! _ i g n o r e L e f t ) {
i f ( _ r i g h t S e n s o r . g e tD i s t a n c e ( ) <
_ l e f t S e n s o r . g e tD i s t a n c e ( ) ) {
c a l i b r a t e L e f t ( ) ;
} e l s e i f ( _ r i g h t S e n s o r . g e tD i s t a n c e ( ) >
_ l e f t S e n s o r . g e tD i s t a n c e ( ) ) {
c a l i b r a t e R i g h t ( ) ;
} e l s e {
n oC a l i b r a t e ( ) ;
}
}
pause ( INTERVAL ) ;
}
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Den indre løkke afsluttes når betweenWalls() er falsk, dvs. når robotten ikke er mellem
to vægge længere, eller når atDeadEnd() er sand, dvs. når robotten har nået en blindgyde.
Når dette sker kontrolleres hvilken af de to betingelser der afbrød løkken, og hvis ikke robotten
befinder sig i en blindgyde fortsættes indtil den er nået ud i midten af krydset. Dette sker vha.
metoden driveToMiddle(). Desuden afspilles forskellige lyde, så det er muligt at høre om
robotten mener den er ved et kryds eller i en blindgyde.
Herefter opdateres kortet vha. metoden updateMap(). Denne metode returnerer en sandheds-
værdi for om kortet rent faktisk er opdateret. Kortet opdateres ikke hvis der er gange på begge
sider af robotten, men ikke for og bag den, da dette indikerer en fejlmåling8. Hvis kortet er op-
dateret drejes robotten vha. turn()-metoden, som får sit input fra kontrolmodulets (dvs. den
aktive algoritmeklasses) chooseDirection()-metode. Ellers afspilles en lyd, og robotten
fortsætter. Til sidst startes robotten igen. Denne sidste del af run()-metoden ses i kode 5.
Kode 5: Den sidste del af den ydre løkke i run()-metoden
i f ( ! atDeadEnd ( ) ) {
Sound . p laySample (new F i l e ( " l augh . wav" ) , 1 0 0 ) ;
d r i veToMidd l e ( ) ;
} e l s e {
Sound . p laySample (new F i l e ( " bo r i n g . wav" ) , 1 0 0 ) ;
}
s t o p ( ) ;
i f ( updateMap ( ) ) {
t u r n ( _ c o n t r o l . c h o o s eD i r e c t i o n ( _ cu r r en tHead i ng , _map ) ) ;
f o rwa rd ( ) ;
} e l s e {
Sound . p laySample (new F i l e ( " oops . wav" ) , 1 0 0 ) ;
fwd ( ) ;
}
Efter dette fortsætter den ydre uendelige løkke og det hele starter forfra. Den ydre løkke afbry-
des først når der kastes en undtagelse. Undtagelsen DoneException fanges, og når dette sker
stopper robotten og afspiller en lyd, hvorefter run()-metoden afsluttes. Dette ses i kode 6.
Kode 6: Afslutningen af run()-metoden.
} catch ( DoneExcept ion e ) {
s t o p ( ) ;
Sound . p laySample (new F i l e ( " ho ly . wav" ) , 1 0 0 ) ;
re turn ;
}
Algoritmeimplementeringer
I det følgende gennemgås implementeringerne af vores valgte algoritmer. De er baseret på den
teoretiske beskrivelse i afsnit 3 på side 9.
I den teoretiske gennemgang forudsættes at algoritmerne starter i en knude i grafen. I praksis
har vi programmeret robotten til at starte midt på en vej mellem to kryds i labyrinten, som det
også fremgår af gennemgangen af koden ovenfor. Det har vi gjort for at give robotten mulighed
for at kalibrere i forhold til væggene inden den kører ud i første kryds, og fordi robotten benytter
viden om hvilken vej den er kommet ind i et kryds til afgøre hvilke mulige veje ud af krydset
der eksisterer.
8Se nærmere forklaring i afsnit 5 på side 22
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De fire verdenshjørner som angiver robottens retning, og retningen af veje ud fra et kryds, har
ingen relation til de faktiske verdenshjørner, men defineres ved at robotten altid peger mod nord
når den starter.
Algoritmerne er som tidligere nævnt alle programmeret som implementeringer af interfacet
DirectionControl. Det betyder at de alle har en metode, chooseDirection(), som
kaldes af Navigator-klassen når robotten når et nyt kryds. Denne metode får den retning
robotten er kørt i, samt en reference til kortet som input, og skal returnere den retning som
robotten skal køre ud af krydset. Gennemgangen af algoritmeimplementeringerne beskriver h-
vordan den enkelte algoritme implementerer denne metode, samt eventuelle hjælpemetoder der
bruges undervejs.
Random Mouse og Not So Random Mouse
Random Mouse er implementeret så den vælger en tilfældig udgang i et kryds. Dette gøres ved
at tilføje alle mulige udgange til et array, og herefter benytte den tilfældighedsgenerator der
er indbygget i firmwaren til at vælge en af de tilgængelige veje. Dette ses for nordudgangen i
kode 7.
Kode 7: Implementeringen af Random Mouse.
i f ( n . g e tNo r t h ( ) != nu l l )
ways [ pos s ib l eWays ++] = Nav i g a t o r .NORTH;
re turn ways [ r . n e x t I n t ( pos s ib l eWays ) ] ;
I Not So Random Mouse er implementeringen ændret som det ses i kode 8. Denne ændring gør
at den vej robotten kom ind i krydset ad, ikke tilføjes til array’et. Hvis dette resulterer i et array
med en størrelse på nul, vælger robotten den vej den kom ind ad (nederst i kode 8).
Kode 8: Not So Random Mouse, med modifikation der gør at den ikke vælger den
vej den lige kom fra.
i f ( n . g e tNo r t h ( ) != nu l l && cu r r e n tHe ad i n g != Nav i g a t o r .SOUTH)
ways [ pos s ib l eWays ++] = Nav i g a t o r .NORTH;A
i f ( pos s i b l eWays == 0) {
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .SOUTH && n . g e tNo r t h ( ) != nu l l )
re turn Nav i g a t o r .NORTH;
Tremaux’s algoritme
Implementeringen af Tremaux’s algoritme kan groft sagt deles op i 3 hoveddele.
Den første del består af en if -sætning der gemmer den vej robotten kom ind ad, samt output-
værdien der får robotten til at køre tilbage ad den vej den kom fra. Dette ses i kode 9 for ét af de
fire tilfælde. Herefter forøges indgangsvejens antal af besøg, hvis vejens længde er større end
nul, dvs. at krydset i den anden ende af den pågældende vej er kendt (og der altså ikke er tale
om startkrydset).
Kode 9: Tremaux’s algoritme: Markering af den vej robotten kom ind ad.
i f ( c u r r e n tHe ad i n g == Nav i g a t o r . EAST) {
en t r a n c eEdge = cu r r en tNode . ge tWes t ( ) ;
r e t u r nHe ad i n g = Nav i g a t o r .WEST;
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}
i f ( e n t r a n c eEdge . g e tLeng t h ( ) > 0)
en t r a n c eEdge . v i s i t ( ) ;
I den anden hoveddel af metoden nummereres antallet af veje der er besøgt nul eller én gang, og
der sættes en variabel til at holde styr på om alle veje (bortset fra indgangsvejen) er besøgt nul
gange eller ej. Dette sker ved at undersøge hver af de veje der ikke er indgangsvejen. Dette ses i
kode 10. Rækkefølgen de fire veje undersøges i (med uret, dvs. nord, øst, syd, vest), bestemmer
hvilken rækkefølge vejene tages af robotten.
Kode 10: Tremaux’s algoritme: Optælling af antal veje ud fra det aktuelle kryds.
i f ( c u r r en tNode . g e tNo r t h ( ) != nu l l && cu r r e n tHe ad i n g != Nav i g a t o r .SOUTH) {
i n t n o r t h V i s i t s = cu r r en tNode . g e tNo r t h ( ) . g e tV i s i t C o u n t ( ) ;
i f ( n o r t h V i s i t s == 0) {
waysZero [ pos s i b l eWaysZe ro ++] = Nav i g a t o r .NORTH;
} e l s e i f ( n o r t h V i s i t s == 1) {
waysOne [ poss ib leWaysOne ++] = Nav i g a t o r .NORTH;
a l lEdgesEmpty = f a l s e ;
} e l s e i f ( n o r t h V i s i t s == 2) {
a l lEdgesEmpty = f a l s e ;
}
}
Sidste del af metoden er det sted, hvor metodens output bliver bestemt, ud fra de data der er
blevet gemt i de tidligere dele. Dette gøres ved hjælp af en række if -sætninger.
Som det fremgår af den teoretiske gennemgang af Tremaux’s algoritme, skal den ved startkryd-
set vælge en af de tilgængelige veje. Pga. den måde vi har implementeret algoritmen, ses der
bort fra indgangsvejen i nummereringen af ubesøgte veje. Derfor har vi implementeret special-
tilfældet for startkrydset således, at det altid er indgangsvejen der vælges. Dette ses i kode 11.
Kode 11: Tremaux’s algoritme: Specialtilfælde for startkrydset.
i f ( e n t r a n c eEdge . g e tV i s i t C o u n t ( ) == 0) {
re turn r e t u r nHe ad i n g ;
}
Den næste if -sætning er til de tilfælde, hvor robotten kun har kørt en gang ned ad den vej den
lige har kørt på, og ses i kode 12. Her er der to forskellige scenarier. Robotten skal køre tilbage
hvor den kom fra, eller den skal vælge en af de andre veje.
Det første scenarie gør sig gældende i to tilfælde. Det ene tilfælde er hvis algoritmen ikke har
registreret nogle veje væk fra krydset der er ubesøgte, eller som er besøgt én gang. Enten er
robotten kommet til en blindgyde, eller også er samtlige andre veje blevet besøgt to gange.
Det andet tilfælde er, hvis mindst én af de andre veje har været besøgt før. I dette tilfælde
foreskriver algoritmen, at indgangsvejen skal tages igen.
Det andet scenarie gør sig gældende, hvis alle andre veje ud fra krydset er ubesøgte. Algoritmen
foreskriver i dette tilfælde, at én af disse ubesøgte veje vælges. Dette gøres ved at vælge den
første af de nummererede veje, hvilket er årsagen til at rækkefølgen de nummereres i, afgør
rækkefølgen vejene besøges i.
19
Algoritmeimplementeringer 4 PROGRAMMERING AF ROBOTTEN
Kode 12: Tremaux’s algoritme: Valg af vej hvis vejen robotten kom ind ad er besøgt
én gang.
} e l s e i f ( e n t r a n c eEdge . g e tV i s i t C o u n t ( ) == 1) {
i f ( ( pos s i b l eWaysZe ro == 0 && poss ib leWaysOne == 0) | |
! a l lEdgesEmpty ) {
re turn r e t u r nHe ad i n g ;
e l s e i f ( pos s i b l eWaysZe ro > 0 && al lEdgesEmpty )
re turn waysZero [ 0 ] ;
}
Tredje scenarie er når indgangsvejen har været besøgt to gange. I dette tilfælde skal én af de
andre veje vælges som udgang. Dette ses i kode 13.
Hvis der ikke er registreret nogle andre veje der er ubesøgte, eller som har været besøgt én gang,
terminerer algoritmen, hvilket angives ved at kaste en DoneException.
Hvis der er en eller flere mulige veje der er ubesøgte, vælges en af disse. Dette gøres på samme
måde som beskrevet tidligere.
Hvis der kun er veje der har været besøgt én eller flere gange, skal algoritmen vælge en af disse,
efter samme princip som tidligere beskrevet.
Kode 13: Tremaux’s algoritme: Valg af vej hvis den vej robotten kom ind ad er besøgt
to gange.
} e l s e i f ( e n t r a n c eEdge . g e tV i s i t C o u n t ( ) == 2) {
i f ( pos s i b l eWaysZe ro == 0 && poss ib leWaysOne == 0)
throw new DoneExcept ion ( ) ;
e l s e i f ( pos s i b l eWaysZe ro > 0)
re turn waysZero [ 0 ] ;
e l s e i f ( poss ib leWaysOne > 0)
re turn waysOne [ 0 ] ;
}
Recursive Backtracker
Recursive Backtracker benytter, jf. den teoretiske gennemgang, en stak til at holde styr på ræk-
kefølgen af tidligere besøgte kryds. I vores implementering har vi benyttet den standard stak-
struktur der er en del af firmwaren.
Recursive Backtracker-algoritmen benytter, ud over hovedmetoden, to hjælpemetoder. Dette gør
hovedmetoden ganske simpel, og meget nær den teoretiske gennemgang. Først forsøges at finde
en ny vej ud fra det aktuelle kryds, vha. en af hjælpemetoderne. Hvis dette lykkes, skubbes den
aktuelle Node øverst på stakken, og den nye vej vælges. Hvis det ikke lykkes at finde en ny vej,
terminerer algoritmen hvis stakken er tom, og ellers findes vejen tilbage til den øverste Node
på stakken, ligeledes vha. en hjælpemetode. Dette ses i kode 14.
Kode 14: Recursive Backtracker: Implementeringen af algoritmen, der vha. hjælpe-
metoderne afgør hvilken vej robotten skal køre.
Node cn = map . ge tCu r r en tNode ( ) ;
i n t newEdge = findNewEdge ( cn ) ;
i f ( newEdge != −1) {
_nodeS tack . push ( cn ) ;
re turn newEdge ;
} e l s e i f ( _nodeS tack . empty ( ) ) {
throw new DoneExcept ion ( ) ;
} e l s e {
Node pn = ( Node ) _nodeS tack . pop ( ) ;
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re turn f i n dD i r e c t i o nT o ( pn , cn ) ;
}
findNewEdge() er den hjælpemetode, der anvendes til at forsøge at finde en ubesøgt vej.
Dette sker ved at kontrollere længden på veje, i rækkefølge med uret. Hvis der findes en vej
med længde nul, er den ubesøgt og returneres. Ellers returneres -1. Metoden ses i kode 15.
Kode 15: Recursive Backtracker: Hjælpemetode til at finde en vej der ikke har været
besøgt før.
pr i v a t e i n t findNewEdge ( Node curNode )
{
i f ( curNode . g e tNo r t h ( ) != nu l l && curNode . g e tNo r t h ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn Nav i g a t o r .NORTH;
e l s e i f ( curNode . g e t E a s t ( ) != nu l l && curNode . g e t E a s t ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn Nav i g a t o r . EAST ;
e l s e i f ( curNode . g e t Sou t h ( ) != nu l l && curNode . g e t Sou t h ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn Nav i g a t o r .SOUTH;
e l s e i f ( curNode . ge tWes t ( ) != nu l l && curNode . ge tWes t ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn Nav i g a t o r .WEST;
re turn −1;
}
findDirectionTo() er endnu en intern metode, der forsøger at finde den vej der leder
tilbage til en given Node. Dette sker ved at kontrollere den anden ende af hver af vejene væk
fra den valgte Node. Hvis der ikke findes en matchende vej er det en fejl, og der kastes en
undtagelse. Metoden ses i kode 16.
Kode 16: Recursive Backtracker: Hjælpemetode til at finde vej tilbage til en tidligere
Node.
pr i v a t e i n t f i n dD i r e c t i o nT o ( Node prevNode , Node curNode ) throws Excep t i on
{
i f ( curNode . g e tNo r t h ( ) != nu l l
&& curNode . g e tNo r t h ( ) . g e tO t h e r ( curNode ) . e q u a l s ( prevNode ) )
re turn Nav i g a t o r .NORTH;
i f ( curNode . g e t E a s t ( ) != nu l l
&& curNode . g e t E a s t ( ) . g e tO t h e r ( curNode ) . e q u a l s ( prevNode ) )
re turn Nav i g a t o r . EAST ;
i f ( curNode . g e t Sou t h ( ) != nu l l
&& curNode . g e t Sou t h ( ) . g e tO t h e r ( curNode ) . e q u a l s ( prevNode ) )
re turn Nav i g a t o r .SOUTH;
i f ( curNode . ge tWes t ( ) != nu l l
&& curNode . ge tWes t ( ) . g e tO t h e r ( curNode ) . e q u a l s ( prevNode ) )
re turn Nav i g a t o r .WEST;
throw new Abno rma lA lgo r i t hmTe rmina t i onExcep t i on ( ) ;
}
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5 Praktiske problemer
I dette afsnit vil vi gennemgå de praktiske problemer vi har fundet i forbindelse med konstruk-
tionen og programmeringen af vores robot, samt hvordan vi har løst problemerne.
Kalibrering
Da robottens programmering er afhængig af at vores labyrint er bygget ret præcist mht. bredde
på gangene, vinkler i krydsene og ujævnheder i underlaget, har vi været nødt til at implemen-
tere en kalibreringsfunktion, så robotten ikke kører ind i væggene, når den kommer skævt ind i
og/eller ud af kryds. Denne kalibreringsfunktion er temmelig simpel; den sammenligner målin-
gerne fra de to sidesensorer og kører en smule til den ene side hvis de ikke er ens. Sensorerne
måler afstanden i cm, så denne metode giver i praksis en præcision i kalibreringen på centime-
terniveau. Det har vist sig at dette er nok til at robotten i langt de fleste tilfælde selv kan rette
op hvis den begynder at køre skævt, forudsat at labyrinten er konstrueret på en måde så robot-
ten ved gennemkørsel med jævne mellemrum har mulighed for at køre en strækning mellem to
vægge der er lang nok til at den kan nå at rette op (hvilket i praksis vil sige 1-2 vægmodulers
længde).
Kalibreringskoden ses i kode 17. Den viste kode er koden til én af de tre kalibreringsfunktioner
der, som det fremgår af afsnit 4, kaldes i hovedløkken når robotten kører. Metoden virker ved
at nedsætte hastigheden på den ene motor med en defineret faktor (vi har benyttet en faktor på
85%), for derved at få robotten til at dreje. Metoden sætter desuden en variabel der holder styr
på om robotten allerede er ved at kalibrere, så der ikke udføres unødigt arbejde.
Kode 17:Metode til at kalibrere robotten mod venstre.
pr i v a t e vo id c a l i b r a t e L e f t ( )
{
i f ( _ c u rCa l i b == CALIB_LEFT ) re turn ;
i n t c a l i bV a l = ( i n t ) ( _speed∗ _ c a l i b r a t e F a c t o r ) ;
_ r i g h tMo t o r . s e t Sp e ed ( _speed ) ;
_ l e f tMo t o r . s e t Sp e ed ( c a l i bV a l ) ;
_ c u rCa l i b = CALIB_LEFT ;
}
Kørsel til midten af kryds
Robotten opdager at den er kørt ud i et kryds når én af sidesensorerne angiver at der ikke
længere er en væg på den pågældende side af robotten. For at robotten skal kunne dreje ned
ad en sidevej, bliver den nødt til først at køre ud midt i krydset, eftersom den drejer om sin
egen akse. Problemet ved dette er at robottens eneste måde at måle kørt afstand på, er at tælle
omdrejninger på hjulene.
Ud fra hjulenes diameter kan den afstand robotten skal køre omregnes til omdrejninger af mo-
torerne. Lego-motorerne giver mulighed for at angive et antal grader en motor skal dreje. Dette
bruges til at få robotten til at køre ind til midten af et kryds. Da labyrinten ikke er bygget særligt
nøjagtigt, og præcisionen på Lego-motorernes omdrejningstæller lader noget tilbage at ønske,
har det krævet en del eksperimenteren at finde en værdi der giver et brugbart resultat. Desuden
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kan vi ikke være sikre på at robotten “opdager” krydset nøjagtigt ved hjørnet, da der er en for-
sinkelse, pga. beskyttelsen mod fantommålinger. Vi har fundet at hvis gangens bredde angives
til 28 cm (den er et sted mellem 28 og 30 cm), drejer robotten ca. i midten af krydsene.
Selv efter tilpasningen af værdien for gangens bredde, har det vist sig at robotten har en tendens
til at køre ind i væggen, hvis den kommer til et kryds hvor der er en væg modsat den gang
robotten kom ind i krydset ad (dvs. hvis der er en væg foran robotten). For at undgå dette
har vi ændret i den funktion der kører robotten ind til midten af et kryds, således at den i
intervaller kontrollerer om frontsensoren måler under dens grænseværdi. Hvis dette er tilfældet
stopper robotten, i stedet for at fortsætte den afstand den ellers ville. Den modificerede kode
der kontrollerer frontsensoren kan ses i kode 18. Koden fungerer ved at robotten regner ud hvor
lang tid den er om at køre afstanden. Herefter venter den dette tidsrum, delt op i intervaller;
for hvert interval kontrolleres frontsensoren, og hvis værdien er under tærskelværdien, afbrydes
løkken, og funktionen returnerer med det samme.
Kode 18: Kørsel til midten af et kryds, med kontrol af frontsensor.
i n t coun t = t imeToMiddle / INTERVAL;
i n t r e s t = t imeToMiddle%INTERVAL;
f o r ( i n t i = 0 ; i < coun t ; i ++) {
pause ( INTERVAL ) ;
i f ( _ f r o n t S e n s o r . g e tD i s t a n c e ( ) < THRESHOLD_FRONT) re turn ;
}
pause ( r e s t ) ;
Fantommålinger
Labyrinten er lavet af lavkvalitetsplanker der er savet ud med en rundsav i frihånd. Dette giver
unægteligt nogle problemer, da de enkelte stykker ikke er helt lige lange og nogle er skæve i
enderne og passer dårligt sammen. Dette gør at der nogle steder i labyrinten er “huller” mellem
sidevæggene hvor robottens sensorer måler et hul hvor det ikke er hensigten at den skal.
Da de ultrasoniske sensorer er en smule upålidelige – de måler ofte huller i væggen hvor der
ingen huller er – har vi været nødsaget til at programmere robotten så den først reagerer på
den fjerde måling der fortæller at robotten ikke længere følger en væg. På Lego’s hjemmeside
står der at problemet ofte skyldes at der er flere ultrasoniske sensorer i samme rum og da de
alle opererer med samme frekvens kan det give noget “støj” i målingerne. Vi har 3 ultrasoniske
sensorer på vores robot, så det er en mulig årsag til de upålidelige målinger. Løsningen med
først at reagere på den fjerde måling virker umiddelbart ret godt; der er kun sjældent problemer
med fejlmålinger efter vi har indført dette.
Som en ekstra foranstaltning, for at forhindre at en fantommåling resulterer i en fejlagtig tegning
af kortet, har vi indført at kortet ikke opdateres hvis robotten befinder sig i et “kryds” der har
en udgang foran den, men ikke nogen i siderne. Dette sker hvis robotten opfatter at den er i et
kryds uden at være det. I så fald ignoreres krydset, og robotten fortsætter.
Koden med tilpasningen til først at reagere på fjerde måling ses i kode 19 for højre sensor.
Koden er en del af en metode der kaldes for at kontrollere om robotten befinder sig mellem to
vægge. Metoden returnerer sandt hvis der er en væg på begge sider af robotten, og falsk hvis
der mangler en væg på en af siderne.
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Kode 19: Tilpasningen af målinger af sidevægge, så robotten først reagerer på den
fjerde måling.
i f ( _ r i g h t S e n s o r . g e tD i s t a n c e ( ) > THRESHOLD) {
i f ( ! _ i g n o r eR i g h t ) {
i f ( _ r i gh tAbove > 2)
re turn f a l s e ;
e l s e
_ r i gh tAbove ++;
}
} e l s e {
_ i g n o r eR i g h t = f a l s e ;
_ r i gh tAbove = 0 ;
}
Løkker i labyrinten
Når der er løkker i labyrinten (dvs. veje der kører rundt, så robotten kan komme til samme kryds
fra flere retninger), skal robotten kunne “opdage” at den er vendt tilbage til et kryds den har be-
søgt før, og ikke et nyt. Dette er ikke umiddelbart noget den kan læse ud af datastrukturerne,
da de forskellige Nodes kun har relative referencer til hinanden. Derfor har vi været nødt til at
tilføje koordinater til hver Node, så det er muligt at lave en sammenligning af to kryds’ posi-
tioner. Koordinaterne angives i centimeter, og måles ud fra startkrydset, der har koordinaterne
(0, 0). Afstanden mellem to kryds måles ved at tælle omdrejninger af hjulene og omregne det
til centimeter ud fra hjulenes diameter.
Søgningen efter et eksisterende kryds sker hver gang robotten når ud i et nyt kryds, dvs. når
den ikke kører tilbage i sine egne spor. Den foregår ved at alle kryds som robotten tidligere har
besøgt løbes igennem, og deres koordinater sammenlignes med det aktuelle kryds’ koordinater.
Da der pga. måleunøjagtighed ikke vil være tale om nøjagtig de samme koordinater, foretages
der i stedet en geometrisk afstandsberegning mellem det aktuelle kryds og hver af de andre.
Hvis denne afstand er under en tærskelværdi, som vi efter nogen eksperimenteren har fastsat til
20 cm, sammenlignes det fundne eksisterende kryds med det aktuelle. Hvis det fundne tidligere
kendte kryds har veje ud fra det de samme steder som det aktuelle kryds, anses de to for at være
det samme, og det aktuelle kryds udskiftes med det tidligere kendte.
Dette sker under korttegningen, i Map-klassen. Koden til den metode der forsøger at finde en
Node der er magen til den aktuelle ses i kode 20. Den viste metode kaldes af metoden der
tegner kortet i Map-klassen og returnerer enten den fundne Node, eller null, hvis ikke der blev
fundet en eksisterende Node magen til den aktuelle.
Begrænsninger i firmwaren
Under vores test af robotten har vi oplevet en række uforklarlige crashes, hvor det ikke bare er
vores program der er gået ned, men hvor firmwaren er crashet, så vi har været nødt til at tage
batterierne ud af robotten for at få den til at genstarte. Efter at have prøvet en række forskellige
ting for at løse dette problem har vi været i kontakt med udviklerne af firmwaren9, og i sam-
arbejde med dem fundet frem til at nedbrudene skyldes den garbage collector10 der benyttes i
JVM’en der kører på robotten.
9Mailkorrespondancen med udviklerne er gengivet i appendix.
10Et stykke software der frigiver ubrugt hukommelse, så programmet ikke selv skal holde styr på hukommelse.
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Kode 20:Metode til at finde en tidligere besøgt Node der er magen til den aktuelle.
pr i v a t e Node f indNodeMatch ing ( f l o a t x , f l o a t y ,
boolean n , boolean s , boolean e , boolean w,
i n t c u r r e n tHe ad i n g )
{
f o r ( i n t i = 0 ; i < _nodeL i s t . s i z e ( ) ; i ++) {
Node oldN = ( Node ) _nodeL i s t . g e t ( i ) ;
i f ( g e tNodeD i s t ance ( x , y , oldN ) < DISTANCE_THRESHOLD) {
i f ( n && oldN . g e tNo r t h ( ) == nu l l )
cont inue ;
i f ( s && oldN . g e tSou t h ( ) == nu l l )
cont inue ;
i f (w && oldN . ge tWes t ( ) == nu l l )
cont inue ;
i f ( e && oldN . g e t E a s t ( ) == nu l l )
cont inue ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .NORTH && oldN . g e t Sou t h ( ) . g e tLeng t h ( ) > 0 . 0 f )
cont inue ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .SOUTH && oldN . g e tNo r t h ( ) . g e tLeng t h ( ) > 0 . 0 f )
cont inue ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r . EAST && oldN . ge tWes t ( ) . g e tLeng t h ( ) > 0 . 0 f )
cont inue ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .WEST && oldN . g e t E a s t ( ) . g e tLeng t h ( ) > 0 . 0 f )
cont inue ;
re turn oldN ;
}
}
re turn nu l l ;
}
Denne garbage collector fungerer ved at benytte en rekursiv algoritme der afsøger alle objek-
ters referencer til hinanden, for at finde objekter der ikke er referencer til, og som kan frigives.
Problemet med dette i forhold til vores program ligger i vores datastrukturer. De består af en
lang række af referencer; og når den rekursive funktion skal løbe denne række igennem løber
den ind i en begrænsning i størrelsen af den stak der holder styr på rækkefølgen af funktions-
kald. Når denne størrelse overskrides, crasher firmwaren. Vi har i forbindelse med fejlfindingen
konstrueret et testprogram der får firmwaren til at crashe. Dette er medtaget i appendix.
For at komme uden om denne begrænsning har vi været nødt til at ændre datastrukturerne, så
referencerne fra Node til Edge (og omvendt) ikke er direkte Java-referencer, men i stedet er
numeriske referencer til indices i et array der indeholder hhv. Nodes og Edges. Disse arrays,
samt funktioner til at tilføje og hente fra dem, er i hver deres klasse, én for hver af Node og
Edge. Klassen til Nodes ses i kode 21. Den fungerer ved tillade at Nodes kan tilføjes og hentes
ud fra array’et ud fra indices, og forhindrer at array’et indeholder samme Node flere gange.
Måden den bruges på i Node-klassen ses i kode 22 på den følgende side. Den er integreret
i klassens getters og setters, således at den omkringliggende kode kan benytte datastrukturen
som hidtil. Denne modifikation er nok til at undgå crashes af firmwaren.
Kode 21: Klasse der indeholder listen over Nodes.
c l a s s NodeLis t
{
pr i v a t e s t a t i c Ar r a yL i s t n L i s t = new Ar r a yL i s t ( ) ;
pub l i c s t a t i c i n t add ( Node n ) {
i f ( ! n L i s t . c o n t a i n s ( n ) )
n L i s t . add ( n ) ;
re turn nL i s t . indexOf ( n ) ;
}
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pub l i c s t a t i c Node g e t ( i n t i )
{
i f ( i > nL i s t . s i z e ()−1 | | i < 0 )
re turn nu l l ;
re turn ( Node ) nL i s t . g e t ( i ) ;
}
}
Kode 22: Brug af Node-listen i Edge-klassen.
pub l i c Node ge tA lpha ( )
{
re turn NodeLis t . g e t ( _ a l pha ) ;
}
pub l i c vo id s e tA l pha ( Node a )
{
_a l pha = NodeLis t . add ( a ) ;
}
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6 Algoritmer i praksis
Til testen af algoritmerne har vi bygget en labyrint som i opbygning svarer til den der ses i
figur 1 på side 8. Labyrintens vægge er bygget af træelementer på hver ca. 30 cm’s længde.
Labyrinten kan ses på billedet i figur 4. Labyrinten indeholder adskillige forgreninger, samt to
løkker, så algoritmernes evne til at finde vej i en labyrint med løkker også testes.
For at bedømme algoritmernes simplicitet i praksis, vil vi se på implementeringerne af algo-
ritmerne, og hvordan de forholder sig til teorien, herunder om der er afvigelser i forhold til
teorien der medfører at den praktiske bedømmelse af simplicitetskriteriet bliver anderledes end
den teoretiske.
I bedømmelsen af algoritmernes effektivitet, vil vi dels se på det gennemsnitlige antal gange
robotten besøger hver vej i labyrinten, og dels foretage en tidtagning af dens gennemkørsler.
Figur 4: Billede af labyrinten vi har brugt til at teste, som den ser ud i virkeligheden.
Simplicitet
I praksis viser Random Mouse og Not So Random Mouse sig også at være de mest simple
algoritmer at implementere med vores valgte programmeringssprog, da dette har en indbyg-
get generator til at skabe tilfældige talværdier i et udvalgt interval. I vores implementering af
Recursive Backtracker gør vi kun brug af værdier der allerede eksisterer i datastrukturen. Den
udnytter, at en vej godt kan oprettes internt uden at have en længde tilknyttet, eller referere til
begge kryds den går imellem.
Tremaux’s algoritme har behov for at kunne sætte et antal på, hvor mange gange en vej har været
besøgt. Således måtte vi tilføje en værdi for antal besøg af en vej til datastrukturen, for at Tre-
maux’s algoritme kunne anvendes til at kortlægge labyrinten. Omfanget af koden til Tremaux’s
algoritme er også større end Recursive Backtracker, grundet de mange situationer, Tremaux’s
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algoritme skal tage hensyn til. Desuden har Tremaux’s algoritme et specialtilfælde for det før-
ste kryds robotten møder. Vores praktiske implementering behandler dog dette specialtilfælde
anerledes end algoritmen foreskriver, jf. beskrivelse af implementeringen.
Den praktiske sammenligning af simplicitetskriteriet viser altså, ligesom den teoretiske, at Ran-
dom Mouse er den simpleste, efterfulgt af Not So Random Mouse, Recursive Backtracker, og
til sidst Tremaux’s algoritme.
Effektivitet
Vi har udført en række testkørsler for at teste algoritmernes effektivitet. De er opsummeret i
tabel 1.
Nr. Algoritme Antal veje Tid (s)
1. Recursive Backtracker 32 311
2. Recursive Backtracker 32 311
3. Recursive Backtracker 32 311
4. Recursive Backtracker 32 312
5. Recursive Backtracker 32 312
6. Tremaux’s algoritme 32 314
7. Tremaux’s algoritme 32 315
8. Tremaux’s algoritme 32 314
9. Tremaux’s algoritme 32 314
10. Tremaux’s algoritme 32 313
11. Not So Random Mouse >75 754
12. Random Mouse - -
Gennemsnit for Recursive Backtracker: 311+312+312+311+311
5
= 311, 4
Gennemsnit for Tremaux’s algoritme: 314+315+314+314+313
5
= 314
Tabel 1: Gennemkørselstider af de forskellige algoritmer.
Som det kan ses fra disse tal, er forskellen imellem de to systematiske algoritmers effektivitet
ikke ret stor; antal besøgte kanter er som forventet konstant, mens der er en lille forskel i den
målte tid. Recursive Backtracker er konsekvent en smule hurtigere end Tremaux’s algoritme,
men forskellen er så lille, at det ikke er muligt entydigt at konkludere på dette aspekt alene.
Der er dog mulige lavpraktiske årsager til forskellene i gennemkørselstiderne. For eksempel
foreskriver Tremaux’s algoritme i mange situationer, at robotten skal vende om og vælge dens
indgangsvej. Dette bliver til flere 180 graders vendinger, der er de mest tidskrævende vendinger.
Dette kunne være en del af forklaringen på variationen af gennemkørselstiderne for de enkelte
algoritmer. Desuden er kalibreringen ikke nødvendigvis ens for hver gennemkørsel og mængden
af kalibreringer robotten skal foretage kan således have indflydelse på dens gennemkørselstid.
Det er ikke lykkedes at få Random Mouse til at køre hele labyrinten igennem, selvom den har
kørt i ganske lang tid11. Not So Random Mouse er noteret med én gennemkørsel med antal veje
besøgt og tid på over det dobbelte af de systematiske algoritmer.
11Dette skyldes hovedsageligt at de gange vi har forsøgt at lave gennemkørsler med Random Mouse er robotten
kørt skævt eller crashet inden gennemkørslen har været afsluttet.
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Sammenligningen af effektiviteten i praksis viser altså at Random Mouse er den mindst effek-
tive, herefter kommer Not So Random Mouse, efterfulgte af Tremaux’s algoritme og Recursive
Backtracker. Forskellen på Tremaux’s algoritme og Recursive Backtracker er ganske lille, men
dog konsekvent. Ud fra dette må vi konkludere at Recursive Backtracker er en smule mere
effektiv til afsøgningen af den labyrint vi har brugt til at teste.
Sammenfatning
Simplicitetskriteriet viser i praksis, ligesom i teorien, at Random Mouse er den simpleste al-
goritme, efterfulgt af Not So Random Mouse, Recursive Backtracker og Tremaux’s algoritme.
Undersøgelsen af effektiviteten viser at Recursive Backtracker og Tremaux’s algoritme er de
mest effektive, hvor Recursive Backtracker er en smule mere effektiv end Tremaux’s algoritme.
Random Mouse og Not So Random Mouse viser deres ineffektivitet tydeligt i praksis.
På baggrund af denne sammenligning må vi konkludere at Recursive Backtracker er den mest
hensigtsmæssige algoritme til brug for afsøgning af labyrinter, fordi den er simplere end Tre-
maux’s algoritme, og også har en svag fordel i effektivitet.
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7 Konklusion
Vi har undersøgt hvilken algoritme der er den mest hensigtsmæssige til afsøgning af en labyrint,
eller en grafrepræsentation af denne. For at vurdere dette har vi opstillet to vurderingskriteri-
er: effektivitet og simplicitet. Effektiviteten er et mål for hvor mange gange hver kant i grafen
besøges i afsøgningen. Desuden måles i den praktiske afprøvning tidsforbruget ved gennem-
kørsel. Simplicitetskriteriet vurderes ud fra en kvalitativ vurdering af algoritmen, herunder fx
hvor mange forskellige ting der skal tages stilling til, specialtilfælde, mv. De fire algoritmer vi
har undersøgt er Random Mouse, Not So Random Mouse, Tremaux’s algoritme og Recursive
Backtracker.
RandomMouse og Not So RandomMouse var begge meget simple i deres opbygning og imple-
mentering. Recursive Backtracker og Tremaux’s algoritme er begge mere komplicerede, hvor
Tremaux’s algoritme er den mest komplicerede pga. de specialtilfælde den skal tage hensyn til,
samt behovet for en ændring af datastrukturen.
Tremaux’s algoritme og Recursive Backtracker viste sig at være lige effektive til at afsøge
labyrinten i teorien. I praksis var der en lille, men konsekvent forskel til Recursive Backtrackers
fordel. Både teoretisk og praktisk viste Random Mouse og Not So Random Mouse sig at være
ineffektive.
På baggrund af dette har vi fundet at Recursive Backtracker er den mest hensigtsmæssige algo-
ritme til afsøgning af en labyrint.
Vi har konstrueret og programmeret en Legorobot til at omsætte en fysisk labyrint til en form
som de valgte algoritmer kan bruge til at afsøge den. Under arbejdet med dette er vi stødt på en
række praktiske problemer, som vi har måttet finde løsninger på. De opsummeres i det følgende.
Vi fandt ud af at hvis robotten kom en smule skævt ind i et sving, ville den fortsætte denne
skæve rute og i mange tilfælde ramme væggene. Vi har programmeret robotten til at kalibrere
efter væggene den kører imellem, hvilket har afhjulpet langt de fleste problemer på dette om-
råde. Dette forudsætter dog at længe labyrinten er konstrueret med lange lige strækninger hvor
robotten kan kalibrere.
Problemer med hensyn til robottens måde at måle de afstande den kører, var også et problem når
robotten skulle stoppe i kryds. Vi fandt frem til at vi ved at tilpasse den værdi robotten brugte
som gangenes bredde, kunne afhjælpe problemet. Desuden anvendes frontsensoren også mere
aktivt i krydsene, så robotten ikke kører for tæt på væggen foran den i T-kryds og hjørner.
Fantommålinger fra robottens sensorer viste sig som et problem, der skyldtes både svingende
kvalitet af væggene og afstandssensorernes unøjagtighed. Disse problemer har vi afhjulpet ved
at lave flere aflæsninger før robotten reagerer, og desuden programmeret robotten til at ignorere
et registreret kryds, hvis dette ved en ekstra kontrol af sensorerne viser sig at være midten af en
gang.
Løkker i labyrinten viste sig også at være problematiske, da robotten ikke ud fra datastrukturen
kunne genkende, når den havde kørt i en løkke og var vendt tilbage til et allerede besøgt kryds.
Dette problem afhjalp vi ved at benytte koordinater, som robotten kan sammenligne med når den
når til et nyt kryds. Grundet måleunøjagtigheder har vi sat en tærskel på 20 cm, som målingerne
blot skal være inden for, for at to målte kryds bliver registreret som det samme. En yderligere
foranstaltning er, at de fundne kryds også skal have udgange de samme retninger for at blive
registreret som det samme.
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Begrænsninger i den firmware vi har valgt gav desuden det problem, at robotten crashede på
tilfældige tidspunkter inde i en gennemkørsel. Denne begrænsning skyldes måden garbage col-
lectoren i firmwaren fungerer. Ved at tilpasse vores datastruktur, så der ikke benyttes direkte
referencer mellem objekter, men i stedet er blevet lavet til numeriske referencer til indices i et
array, undgår vi denne begrænsning.
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8 Perspektivering
Vi er givetvis ikke de første der har lavet en Legorobot der kan køre rundt i en labyrint. En
søgning på Youtube giver da også adskillige eksempler [yeikiu, 2007; kingjol, 2008]. Forskellen
på den måde andre har lavet robotter der kører i labyrinter og den måde vi har gjort det, ligger
først og fremmest i opbygningen af labyrinten. Den gængse måde at “bygge” en labyrint, er
ved at tegne den med tape på gulvet, med farvede prikker ved kryds, for herefter at benytte en
lyssensor til at følge stregen.
Grunden til at vi har valgt at bygge en fysisk labyrint med vægge, er at vi mener at det giver en
mere realistisk model af at navigere i den fysiske virkelighed. Hvis man bruger tape på gulvet
undgår man en lang række af de problemer med sensorer mv., som det netop har været vores
ønske at undersøge med dette projekt.
Vores robot er et eksempel på en meget simpel selvkørende robot, som samtidig kan kortlægge
sine omgivelser. Vores Legorobot har nok ikke så mange anvendelsesmuligheder ud over at køre
rundt i en labyrint, men mere avancerede udgaver kunne have en række praktiske anvendelses-
muligheder.
Afsøgning af sammenstyrtede minegange ville være en oplagt mulighed for at bruge en selv-
kørende, da man så kunne sende en robot ind og kortlægge den del af tunnelerne der stadig var
farbare, og bagefter sende mennesker ind så de ikke skulle bruge tid og menneskeliv på at finde
ud af hvilke af gangene man skulle gå ned i for at komme eventuelle arbejdere til undsætning
og/eller hvor man skal starte med at genopbygge.
Andre anvendelsesområder for selvkørende robotter er til transport, både i militæret og civilt.
Det amerikanske forsvars forskningscenter, DARPA12, har afholdt konkurrencer i 2004, 2005
og 2007 for selvkørende robotkøretøjer der har haft til opgave at navigere i en ørken (i 2004 og
2005), og bymiljøer (i 2007). De køretøjer der har deltaget i konkurrence kan man med lidt god
vilje opfatte “bare” som superavancerede udgaver af vores robot; udstyret med GPS-modtagere,
radarer og lasermåleinstrumenter samt en enorm computerkraft er de i stand til at navigere i et
virkeligt miljø med stor præcision.
12Defense Advanced Research Projects Agency
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9 Appendix: Kildekode
Dette appendix indeholder kildekoden til programmet. Den er opdelt i 11 filer der her vises hver
for sig.
RobotControl.java
1 import l e j o s . nx t . ∗ ;
import l e j o s . nx t . comm . ∗ ;
import j a v a . i o . ∗ ;
import l e j o s . n a v i g a t i o n . ∗ ;
import j a v a . u t i l . A r r a yL i s t ;
6
pub l i c c l a s s Robo tCon t r o l
{
pub l i c s t a t i c vo id main ( S t r i n g [ ] a r g s ) throws Excep t i on
11 {
/ / Make su r e t h e Debug module i s i n s t a n t i a t e d
RConsole . p r i n t l n ( " S t a r t i n g up . " ) ;
Sound . p laySample (new F i l e ( " h e l l o . wav" ) , 1 0 0 ) ;
16 / / Crea t e s e n s o r s w i t h t h e r i g h t p o r t s and i n i t i a l i z e t h e n a v i g a t o r
/ / module w i t h t h e v a l u e s measured from t h e r obo t . Un i t s are cm .
U l t r a s o n i c S e n s o r r i g h t = new U l t r a s o n i c S e n s o r ( S e n s o r Po r t . S1 ) ;
U l t r a s o n i c S e n s o r l e f t = new U l t r a s o n i c S e n s o r ( S e n s o r Po r t . S4 ) ;
U l t r a s o n i c S e n s o r f r o n t = new U l t r a s o n i c S e n s o r ( S e n s o r Po r t . S2 ) ;
21 Nav i g a t o r nav = new Nav i g a t o r (
5 . 6 f , 1 1 . 1 f , 2 8 . 0 f , / / whee l d iame te r , t r a c k wid th , edge w id th
Motor . C , Motor .A, / / l e f t motor , r i g h t motor
r i g h t , l e f t , f r o n t ) ; / / s e n s o r s
26 / / D i s p l a y a menu u s i ng t h e Le j o s TextMenu c l a s s , t o a l l ow f o r
/ / s e l e c t i o n o f t h e a l g o r i t hm used t o n a v i g a t e t h e l a b y r i n t h .
/ / S e t t h e Nav i g a t o r s c o n t r o l module a c c o r d i n g l y .
/ / I f none o f t h e e l emen t s are chosen ( i . e . i f Escape i s p r e s s e d ) ,
/ / a bo r t t h e program .
31 S t r i n g [ ] i t ems = new S t r i n g [ 4 ] ;
i t ems [ 0 ] = "RandomMouse " ;
i t ems [ 1 ] = "NotSoRandomMouse " ;
i t ems [ 2 ] = " Tremaux " ;
i t ems [ 3 ] = " R e c u r s i v eB a c k t r a c k e r " ;
36 TextMenu t = new TextMenu ( i t ems , 1 , " A lgo r i tme ? " ) ;
i n t r e s = t . s e l e c t ( ) ;
i f ( r e s == 0) {
RConsole . p r i n t l n ( " Using RandomMouse a l g o r i t hm " ) ;
nav . s e t C o n t r o l (new RandomMouse ( ) ) ;
41 } e l s e i f ( r e s == 1) {
RConsole . p r i n t l n ( " Using NotSoRandomMouse a l g o r i t hm " ) ;
nav . s e t C o n t r o l (new NotSoRandomMouse ( ) ) ;
} e l s e i f ( r e s == 2) {
RConsole . p r i n t l n ( " Using Tremaux a l g o r i t hm " ) ;
46 nav . s e t C o n t r o l (new Tremaux ( ) ) ;
} e l s e i f ( r e s == 3) {
RConsole . p r i n t l n ( " Using Re c u r s i v eB a c k t r a c k e r a l g o r i t hm " ) ;
nav . s e t C o n t r o l (new Re c u r s i v eB a c k t r a c k e r ( ) ) ;
} e l s e {
51 RConsole . p r i n t l n ( " Got i n v a l i d s e l e c t i o n . E x i t i n g . " ) ;
re turn ;
}
/ / Don ’ t s t a r t t h e run b e f o r e t h e u s e r has i n d i c a t e d t h e r obo t
56 / / i s p l a c ed c o r r e c t l y . The b u t t o n s t a t e i s a b i t f l a k y ( t h i s i s
/ / documented i n t h e Le j o s documen ta t i on ) , so we need t o c a l l
/ / wa i tFo rPre s sAndRe l ea s e ( ) f i r s t t o c l e a r t h e s t a t e ( t h e f i r s t c a l l
/ / r e t u r n s immed i a t e l y ) .
But ton .ENTER . wa i t Fo rP r e s sAndRe l e a s e ( ) ;
61 t ry { Thread . s l e e p ( 2 0 0 ) ; } catch ( Excep t i on e ) {}
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d r awS t r i n g ( " Ready t o go " ) ;
Bu t ton .ENTER . wa i t Fo rP r e s sAndRe l e a s e ( ) ;
LCD. c l e a r ( ) ;
66 i n t s t a r t T im e = ( i n t ) ( System . c u r r e n t T im eM i l l i s ( ) ) / 1 0 0 0 ;
/ / E v e r y t h i n g i s ready t o g i v e over c o n t r o l t o t h e Nav i ga t o r .
RConsole . p r i n t l n ( " I n i t i a l i z e d . S t a r t i n g Nav i g a t o r . run ( ) . \ n " ) ;
nav . run ( ) ;
71
i n t endTime = ( i n t ) ( System . c u r r e n t T im eM i l l i s ( ) ) / 1 0 0 0 ;
i n t runTime = endTime − s t a r t T im e ;
RConsole . p r i n t l n ( " Nav i g a t o r . run ( ) f i n i s h e d . We a r e done ! " ) ;
76
d r awS t r i n g ( "Done s e a r c h i n g ! " ) ;
LCD. d r awS t r i n g ( " Time : "+runTime , 0 , 1 ) ;
Bu t t on .ENTER . wa i t Fo rP r e s sAndRe l e a s e ( ) ;
81 RConsole . op enB lu e t oo t h ( 0 ) ;
NodeLi s t . p r i n t A l l ( ) ;
EdgeL i s t . p r i n t A l l ( ) ;
RConsole . c l o s e ( ) ;
t ry { Thread . s l e e p ( 2 0 0 ) ; } catch ( Excep t i on e ) {}
86 }
/∗ ∗
∗ Helper method t o draw a s t r i n g on t h e LCD .
∗ Clea r s t h e s c r e e n and draws t h e s t r i n g i n t h e f i r s t row .
91 ∗ /
pub l i c s t a t i c vo id d r awS t r i n g ( S t r i n g s )
{
LCD. c l e a r ( ) ;
LCD. d r awS t r i n g ( s , 0 , 0 ) ;
96 }
}
Navigator.java
import l e j o s . nx t . Motor ;
import l e j o s . nx t . U l t r a s o n i c S e n s o r ;
3 import l e j o s . nx t . Sound ;
import j a v a . i o . F i l e ;
import l e j o s . nx t . comm . RConsole ;
import l e j o s . nx t . Bu t t on ;
8 c l a s s Nav i g a t o r
{
/ / D i r e c t i o n s i n d eg r e e s : p o s i t i v e i s CW, n e g a t i v e i s CCW.
/ / Used as c o n s t a n t s , no t as a c t u a l degree v a l u e s .
pub l i c s t a t i c f i n a l i n t NORTH = 0 ;
13 pub l i c s t a t i c f i n a l i n t EAST = 90 ;
pub l i c s t a t i c f i n a l i n t WEST = −90;
pub l i c s t a t i c f i n a l i n t SOUTH = 180 ;
/ / S ensor t h r e s h o l d f o r d e t e c t i n g i f a passage i s p r e s e n t or no t .
18 pub l i c s t a t i c f i n a l i n t THRESHOLD = 20 ; / / cm
pub l i c s t a t i c f i n a l i n t THRESHOLD_FRONT = 9 ; / / cm
/ / S l e e p i n t e r v a l f o r t h e main loop e t c .
pub l i c s t a t i c f i n a l i n t INTERVAL = 20 ; / / msecs
23
/ / Con s t a n t s f o r c a l i b r a t i o n .
pr i v a t e s t a t i c f i n a l i n t CALIB_NONE = 0 ;
pr i v a t e s t a t i c f i n a l i n t CALIB_LEFT = 1 ;
pr i v a t e s t a t i c f i n a l i n t CALIB_RIGHT = 2 ;
28
/ / Map and D i r e c t i o nCo n t r o l o b j e c t s
pr i v a t e Map _map ;
pr i v a t e D i r e c t i o nC o n t r o l _ c o n t r o l ;
33 / / Motors
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pr i v a t e Motor _ l e f tMo t o r ;
pr i v a t e Motor _ r i g h tMo t o r ;
/ / D i r e c t i o n a l d i s t a n c e s e n s o r s
38 pr i v a t e U l t r a s o n i c S e n s o r _ r i g h t S e n s o r ;
pr i v a t e U l t r a s o n i c S e n s o r _ l e f t S e n s o r ;
pr i v a t e U l t r a s o n i c S e n s o r _ f r o n t S e n s o r ;
/ / Va lue s f o r t h e r o b o t s p h y s i c a l env i r onmen t .
43 / / Most are t a k en from t h e Le j o s P i l o t c l a s s .
/ / How many deg r e e s t h e motors need t o t u r n t o make t h e r obo t t u r n
/ / one degree
pr i v a t e f i n a l f l o a t _ t u r nR a t i o ;
48 / / The t r a c k w id th o f t h e r obo t ( i . e . d i s t a n c e be tween t h e c e n t r e
/ / o f t h e whee l s )
pub l i c f i n a l f l o a t _ t r a ckWid t h ;
/ / The wheel d i ame t e r
pub l i c f i n a l f l o a t _whee lDiamete r ;
53 / / How many deg r e e s each d i s t a n c e u n i t i s e q u i v a l e n t t o
pub l i c f i n a l f l o a t _degPe rD i s t a n c e ;
/ / The w id th o f t h e edges i n t h e l a b y r i n t h . Used when t h e r obo t
/ / has t o d r i v e i n t o t h e midd l e o f a c r o s s i n g .
pub l i c f i n a l f l o a t _edgeWidth ;
58
/ / Fac to r t o change motor speed when c a l i b r a t i n g
pr i v a t e f l o a t _ c a l i b r a t e F a c t o r = 0 .85 f ;
/ / Keeps t r a c k o f t h e c u r r e n t head ing and c a l i b r a t i o n
pr i v a t e i n t _ cu rCa l i b = 0 ;
63
/ / Boo leans s i g n i f y i n g whe ther we shou l d c u r r e n t l y i g no r e
/ / e i t h e r s i d e d i s t a n c e s e n s o r . These are s e t by t h e t u r n ( ) method
/ / a f t e r a turn , so t h e r obo t does no t t h i n k i t i s i n a new c r o s s i n g
/ / when l o o k i n g down t h e road i t j u s t came from . I t i s r e s e t by t h e
68 / / b e tweenWal l s ( ) method whenever t h e s e n s o r r ead i ng drops under t h e
/ / t h r e s h o l d .
pr i v a t e boolean _ i g no r eLe f t , _ i g n o r eR i g h t ;
/ / I n t e g e r s t o keep t r a c k o f whe ther t h e l a s t r e ad i ng form a s en s o r was
73 / / above t h e t h r e s h o l d . Th i s i s needed t o weed ou t s i n g l e e r r oneou s
/ / r e a d i n g s from t h e s e n s o r s .
pr i v a t e i n t _r igh tAbove , _ l e f tAbove ;
/ / Motor speed , i n d eg r e e s pr second
78 pr i v a t e i n t _speed = 140 ;
/ / Cur r en t head ing . We s t a r t ou t head ing nor th , by d e f i n i t i o n .
pr i v a t e i n t _ cu r r e n tHe ad i n g = NORTH;
83 /∗ ∗
∗ Con s t r u c t o r .
∗ S e t s v a l u e s from arguments , and computes some a d d i t i o n a l v a l u e s .
∗ /
pub l i c Nav i g a t o r ( f l o a t wheelDiameter , f l o a t t r a ckWid th , f l o a t edgeWidth ,
88 Motor l e f tMo t o r , Motor r i gh tMo to r ,
U l t r a s o n i c S e n s o r r i g h t S e n s o r , U l t r a s o n i c S e n s o r l e f t S e n s o r ,
U l t r a s o n i c S e n s o r f r o n t S e n s o r )
{
/ / I n i t i a l i z e t h e map
93 _map = new Map ( ) ;
/ / I n i t i a l i z e v a l u e s f o r env i r onmen t
_ t r a ckWid t h = t r a ckWid t h ;
_whee lDiamete r = whee lDiamete r ;
98 _edgeWidth = edgeWidth ;
/ / Compute some a d d i t i o n a l v a l u e s . Taken from Le j o s P i l o t c l a s s .
_degPe rD i s t a n c e = 3 6 0 / ( ( f l o a t ) Math . PI∗whee lDiame te r ) ;
_ t u r nR a t i o = t r a ckWid t h / whee lDiamete r ;
103
/ / I n i t i a l i z e s e n s o r s
_ r i g h t S e n s o r = r i g h t S e n s o r ;
_ l e f t S e n s o r = l e f t S e n s o r ;
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_ f r o n t S e n s o r = f r o n t S e n s o r ;
108
/ / We need t h e d i s t a n c e s e n s o r s t o do c on t i n u o u s p o l l i n g
_ r i g h t S e n s o r . c o n t i n u o u s ( ) ;
_ l e f t S e n s o r . c o n t i n u o u s ( ) ;
_ f r o n t S e n s o r . c o n t i n u o u s ( ) ;
113
/ / S l e e p 100 msec t o a l l ow s e n s o r s t o g e t a d i s t a n c e r ead i ng
pause ( 1 0 0 ) ;
_ l e f tMo t o r = l e f tMo t o r ;
118 _ r i g h tMo t o r = r i g h tMo t o r ;
/ / Make su r e t h e r obo t does no t jump around too much ; s e t motors f o r
/ / smooth .
_ l e f tMo t o r . r e g u l a t e S p e e d ( t rue ) ;
123 _ l e f tMo t o r . smoo t hAc c e l e r a t i o n ( t rue ) ;
_ r i g h tMo t o r . r e g u l a t e S p e e d ( t rue ) ;
_ r i g h tMo t o r . smoo t hAc c e l e r a t i o n ( t rue ) ;
}
128
/∗ ∗
∗ S e t s t h e D i r e c t i o nCo n t r o l o b j e c t .
∗ Needed t o make u s i ng d i f f e r e n t s ea r ch a l g o r i t hm s p o s s i b l e from a menu
∗ s e l e c t i o n i n t h e main method .
133 ∗ /
pub l i c vo id s e t C o n t r o l ( D i r e c t i o nC o n t r o l c )
{
_ c o n t r o l = c ;
}
138
pub l i c vo id run ( ) throws Excep t i on
{
t ry {
/ / S t a r t runn ing
143 f o rwa rd ( ) ;
whi le ( t rue ) {
/ / Keep go ing forward , wh i l e a d j u s t i n g , as long as we ’ re be tween
/ / two wa l l s and no t a t a dead end
whi le ( be tweenWal l s ( ) && ! atDeadEnd ( ) ) {
148 i f ( ! _ i g n o r eR i g h t && ! _ i g n o r e L e f t ) {
i f ( _ r i g h t S e n s o r . g e tD i s t a n c e ( ) <
_ l e f t S e n s o r . g e tD i s t a n c e ( ) ) {
/ / I f we are t oo f a r t o t h e r i g h t ,
/ / c a l i b r a t e towards t h e l e f t
153 c a l i b r a t e L e f t ( ) ;
} e l s e i f ( _ r i g h t S e n s o r . g e tD i s t a n c e ( ) >
_ l e f t S e n s o r . g e tD i s t a n c e ( ) ) {
/ / I f we are t oo f a r t o t h e l e f t ,
/ / c a l i b r a t e towards t h e r i g h t
158 c a l i b r a t e R i g h t ( ) ;
} e l s e {
/ / Make su r e t o r e s e t c a l i b r a t i o n
n oC a l i b r a t e ( ) ;
}
163 }
pause ( INTERVAL ) ;
}
168 / / We e i t h e r a r r i v e d a t a dead end , or are no l ong e r be tween
/ / wa l l s . I f we are no t a t a dead end , we need t o d r i v e ou t
/ / i n t o t h e midd l e o f t h e c r o s s i n g b e f o r e upda t i n g t h e map
/ / and t u r n i n g .
i f ( ! atDeadEnd ( ) ) {
173 Sound . p laySample (new F i l e ( " l augh . wav" ) , 1 0 0 ) ;
d r i veToMidd l e ( ) ;
/ / Beep t o show we have found some th ing . Makes i t e a s i e r t o
/ / f o l l ow t h e r obo t around .
} e l s e {
178 Sound . p laySample (new F i l e ( " bo r i n g . wav" ) , 1 0 0 ) ;
}
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s t o p ( ) ;
i f ( updateMap ( ) ) {
t u r n ( _ c o n t r o l . c h o o s eD i r e c t i o n ( _ cu r r en tHead i ng , _map ) ) ;
183 f o rwa rd ( ) ;
} e l s e {
Sound . p laySample (new F i l e ( " oops . wav" ) , 1 0 0 ) ;
fwd ( ) ; / / fwd ( ) does no t r e s e t t a cho coun t
}
188
}
} catch ( DoneExcept ion e ) {
/ / A DoneExcep t ion s i g n i f i e s t h a t we are done s e a r c h i n g
/ / t h e l a b y r i n t h . S top t h e r obo t and beep a l i t t l e .
193 s t o p ( ) ;
Sound . p laySample (new F i l e ( " ho ly . wav" ) , 1 0 0 ) ;
re turn ;
}
}
198
/∗ ∗
∗ Dr i v e s t o t h e midd l e o f a c r o s s i n g .
∗ F igu r e s ou t how long i t w i l l t a k e t h e r obo t t o d r i v e h a l f t h e edge
∗ width , t h en pause s f o r t h a t long , or u n t i l t h e f r o n t s e n s o r r ead i ng
203 ∗ g e t s under t h e t h r e s h o l d , wh i cheve r comes f i r s t .
∗ /
pr i v a t e vo id d r iveToMidd l e ( )
{
208 / / Make su r e we are go ing s t r a i g h t .
n oC a l i b r a t e ( ) ;
/ / Speed i s i n d eg r e e s pr . second , so _speed / _degPerD i s t ance i s
/ / d i s t a n c e pr . second . D i v i d e h a l f t h e edge w id th by t h i s number
213 / / t o f i g u r e ou t how long i t t a k e s t o d r i v e t o t h e midd l e o f t h e
/ / c r o s s i n g . Mu l t i p l y by 1000 t o g e t t h e t ime i n msecs .
i n t t imeToMiddle = ( i n t ) ( 1 0 0 0∗ ( ( _edgeWidth / 2 . 0 ) /
( _speed / _d egPe rD i s t a n c e ) ) ) ;
218 RConsole . p r i n t l n ( " d r iveToMidd l e : "+
" Time : "+ I n t e g e r . t o S t r i n g ( t imeToMiddle )+
" L : "+ I n t e g e r . t o S t r i n g ( _ l e f t S e n s o r . g e tD i s t a n c e ( ) ) +
" R : "+ I n t e g e r . t o S t r i n g ( _ r i g h t S e n s o r . g e tD i s t a n c e ( ) ) +
" F : "+ I n t e g e r . t o S t r i n g ( _ f r o n t S e n s o r . g e tD i s t a n c e ( ) ) +
223 " LI : " +( _ i g n o r e L e f t ? "T" : "F" )+
" RI : " +( _ i g n o r eR i g h t ? "T" : "F" )+
" A: "+ge tAng l e ( ) ) ;
/ / S l e e p i n i n t e r v a l s o f INTERVAL msecs , and check t h e f r o n t s e n s o r
228 / / f o r each i n t e r v a l . Re tu rn immed i a t e l y i f t h e f r o n t s e n s o r
/ / r e ad i ng g e t s below i t s t h r e s h o l d .
i n t coun t = t imeToMiddle / INTERVAL;
i n t r e s t = t imeToMiddle%INTERVAL;
f o r ( i n t i = 0 ; i < coun t ; i ++) {
233 pause ( INTERVAL ) ;
i f ( _ f r o n t S e n s o r . g e tD i s t a n c e ( ) < THRESHOLD_FRONT) re turn ;
}
/ / S l e e p t h e r e s t o f t h e t ime f o r more accuracy . With low INTERVAL ,
/ / t h i s i s more or l e s s f u t i l e .
238 pause ( r e s t ) ;
}
/∗ ∗
∗ Updated t h e map w i t h t h e c u r r e n t p o s i t i o n .
243 ∗ /
pr i v a t e boolean updateMap ( ) throws Excep t i on
{
/ / Which d i r e c t i o n s have pa s sage s ?
boolean l e f t = _ l e f t S e n s o r . g e tD i s t a n c e ( ) > THRESHOLD;
248 boolean r i g h t = _ r i g h t S e n s o r . g e tD i s t a n c e ( ) > THRESHOLD;
boolean f r o n t = _ f r o n t S e n s o r . g e tD i s t a n c e ( ) > THRESHOLD;
i f ( ! r i g h t && ! l e f t && f r o n t ) {
RConsole . p r i n t l n ( "No s ideways e x i t s , must be an e r r o r . " ) ;
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253 re turn f a l s e ;
}
RConsole . p r i n t l n ( " updateMap : "+
" L : " + ( l e f t ? "T" : "F" )+
258 " R : " + ( r i g h t ? "T" : "F" )+
" F : " + ( f r o n t ? "T" : "F" ) ) ;
/ / T r a n s l a t e l e f t / r i g h t / f r o n t d i r e c t i o n s i n t o n / s / e /w based on
/ / c u r r e n t head ing .
263 boolean e a s t , west , no r t h , s ou t h = f a l s e ;
i f ( _ c u r r e n tHe ad i n g == EAST) {
e a s t = f r o n t ;
wes t = t rue ; / / we came from here , so t h e r e must be a passage
no r t h = l e f t ;
268 s ou t h = r i g h t ;
} e l s e i f ( _ c u r r e n tHe ad i n g == WEST) {
e a s t = t rue ; / / we came from here , so t h e r e must be a passage
west = f r o n t ;
n o r t h = r i g h t ;
273 s ou t h = l e f t ;
} e l s e i f ( _ c u r r e n tHe ad i n g == NORTH) {
e a s t = r i g h t ;
wes t = l e f t ;
n o r t h = f r o n t ;
278 s ou t h = t rue ; / / we came from here , so t h e r e must be a passage
} e l s e i f ( _ c u r r e n tHe ad i n g == SOUTH) {
e a s t = l e f t ;
wes t = r i g h t ;
n o r t h = t rue ; / / we came from here , so t h e r e must be a passage
283 s ou t h = f r o n t ;
} e l s e {
/ / Th i s s hou l d neve r happen . . .
throw new I n v a l i dHe ad i n gEx c e p t i o n ( ) ;
}
288
/ / Update t h e map w i t h t h e d i s t a n c e t r a v e l e d , head ing and
/ / which roads are p r e s e n t .
_map . upda t e ( d i s t a n c e T r a v e l e d ( ) , _ cu r r en tHead i ng ,
e a s t , west , no r t h , s ou t h ) ;
293
re turn true ;
}
/∗ ∗
298 ∗ Turns t h e r obo t t o f a c e a g i v en d i r e c t i o n .
∗ D i r e c t i o n i s one o f EAST , WEST , NORTH or SOUTH .
∗ /
pr i v a t e vo id t u r n ( i n t d i r e c t i o n ) throws Excep t i on
{
303 Node n = _map . ge tCu r r en tNode ( ) ;
RConsole . p r i n t l n ( " Turn "+ I n t e g e r . t o S t r i n g ( d i r e c t i o n ) + " : " +
" N: " + ( n . g e tNo r t h ( ) != nu l l ? "T" : "F" ) +
" S : " + ( n . g e t Sou t h ( ) != nu l l ? "T" : "F" ) +
" E : " + ( n . g e t E a s t ( ) != nu l l ? "T" : "F" ) +
308 " W: " + ( n . ge tWes t ( ) != nu l l ? "T" : "F" ) ) ;
/ / S top and wa i t f o r a b i t t o make i t e a s i e r t o f o l l ow t h e r obo t
/ / around t h e c r o s s i n g s .
313 / / Find a c t u a l r o t a t i o n based on c u r r e n t and new head ing .
i n t r o t a t i o n = 0 ;
i f ( _ c u r r e n tHe ad i n g == NORTH) {
i f ( d i r e c t i o n == NORTH) r o t a t i o n = 0 ;
i f ( d i r e c t i o n == EAST) r o t a t i o n = 90 ;
318 i f ( d i r e c t i o n == WEST) r o t a t i o n = −90;
i f ( d i r e c t i o n == SOUTH) r o t a t i o n = 180 ;
} e l s e i f ( _ c u r r e n tHe ad i n g == SOUTH) {
i f ( d i r e c t i o n == NORTH) r o t a t i o n = 180 ;
i f ( d i r e c t i o n == EAST) r o t a t i o n = −90;
323 i f ( d i r e c t i o n == WEST) r o t a t i o n = 90 ;
i f ( d i r e c t i o n == SOUTH) r o t a t i o n = 0 ;
} e l s e i f ( _ c u r r e n tHe ad i n g == EAST) {
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i f ( d i r e c t i o n == NORTH) r o t a t i o n = −90;
i f ( d i r e c t i o n == EAST) r o t a t i o n = 0 ;
328 i f ( d i r e c t i o n == WEST) r o t a t i o n = 180 ;
i f ( d i r e c t i o n == SOUTH) r o t a t i o n = 90 ;
} e l s e i f ( _ c u r r e n tHe ad i n g == WEST) {
i f ( d i r e c t i o n == NORTH) r o t a t i o n = 90 ;
i f ( d i r e c t i o n == EAST) r o t a t i o n = 180 ;
333 i f ( d i r e c t i o n == WEST) r o t a t i o n = 0 ;
i f ( d i r e c t i o n == SOUTH) r o t a t i o n = −90;
}
/ / S e t s e n s o r i g n o r e s based on which d i r e c t i o n we are l e a v i n g
338 / / t h e c r o s s i n g . When t h e r obo t l e a v e s a c r o s s i n g , i t must no t
/ / r e a c t on s e n s o r s where we can p r e d i c t t h e r e w i l l be roads .
/ / Th i s l o g i c i s t a k en care o f by be tweenWal l s ( ) , we j u s t need
/ / t o s e t t h e c o r r e c t i g n o r e s here based on d i r e c t i o n .
i f ( d i r e c t i o n == NORTH) {
343 _ i g n o r e L e f t = ( n . ge tWes t ( ) != nu l l ) ;
_ i g n o r eR i g h t = ( n . g e t E a s t ( ) != nu l l ) ;
} e l s e i f ( d i r e c t i o n == SOUTH) {
_ i g n o r e L e f t = ( n . g e t E a s t ( ) != nu l l ) ;
_ i g n o r eR i g h t = ( n . ge tWes t ( ) != nu l l ) ;
348 } e l s e i f ( d i r e c t i o n == EAST) {
_ i g n o r e L e f t = ( n . g e tNo r t h ( ) != nu l l ) ;
_ i g n o r eR i g h t = ( n . g e t Sou t h ( ) != nu l l ) ;
} e l s e i f ( d i r e c t i o n == WEST) {
_ i g n o r e L e f t = ( n . g e t Sou t h ( ) != nu l l ) ;
353 _ i g n o r eR i g h t = ( n . g e tNo r t h ( ) != nu l l ) ;
}
/ / Only r o t a t e i f we change d i r e c t i o n
i f ( r o t a t i o n != 0) {
358 r o t a t e ( r o t a t i o n ) ;
}
RConsole . p r i n t l n ( " \ n " ) ;
/ / Update c u r r e n t head ing and resume go ing forward . The forward ( )
363 / / method a l s o t a k e s care o f r e s e t ’ i ng t h e motors ’ t a cho count ,
/ / used f o r d i s t a n c e r e ad i n g s .
_ cu r r e n tHe ad i n g = d i r e c t i o n ;
}
368 /∗ ∗
∗ Pauses e x e c u t i o n f o r msecs m i l l i s e c o n d s .
∗ Th i s method i s a s imp l e wrapper around Thead . s l e e p ( ) , which makes
∗ s u r e t o ca t c h and i gno r e any e x c e p t i o n s .
∗ /
373 pr i v a t e vo id pause ( i n t msecs )
{
t ry { Thread . s l e e p ( msecs ) ; } ca tch ( Excep t i on e ) {}
}
378 /∗ ∗
∗ Re t u rn s t r u e i f t h e r obo t i s c u r r e n t l y be tween wa l l s on bo th s i d e s .
∗ Th i s i s t h e case , i f bo th t h e l e f t and r i g h t d i s t a n c e i s l e s s t han 10cm .
∗ Also , make su r e t o i g no r e s e n s o r s which t u r n ( ) has d e t e rm in ed p o i n t down
∗ known roads , u n t i l t h e y d e t e c t a wa l l ( i . e . read under t h e t h r e s h o l d )
383 ∗ aga in .
∗
∗ F i n a l l y , i t t u r n s ou t t h a t we may g e t s i n g l e e r r oneou s r e ad i n g s from
∗ t h e s en so r s , so i f a r ead i ng i s above t h e t h r e s h o l d , f i r s t i n c r emen t a
∗ coun t e r , and on l y a c c ep t t h e r ead i ng i f t h e n e x t coup l e o f r e a d i n g s are
388 ∗ a l s o above t h e t h r e s h o l d .
∗ /
pr i v a t e boolean be tweenWal l s ( )
{
/∗ Th i s debugg ing c r e a t e s a l o t o f spam , so d i s a b l e f o r now .
393 RConsole . p r i n t l n ( " be tweenWal l s :"+
" L:"+ I n t e g e r . t o S t r i n g ( _ l e f t S e n s o r . g e tD i s t a n c e ( ) )+
" LI : "+( _ i g n o r e L e f t ?"T " : "F")+
" R:"+ I n t e g e r . t o S t r i n g ( _ r i g h t S e n s o r . g e tD i s t a n c e ( ) )+
" RI : "+( _ i g n o r eR i g h t ?"T " : "F")+
398 " F:"+ I n t e g e r . t o S t r i n g ( _ f r o n t S e n s o r . g e tD i s t a n c e ( ) ) ) ; ∗ /
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/ / I f t h e s e n s o r i s above t h e t h r e s h o l d va lue , r e t u r n f a l s e i f i t i s
/ / no t s e t t o i g no r e . I f i t i s below t h e t h r e s h o l d , make su r e i g no r e
/ / i s t u r n ed o f f .
403 i f ( _ r i g h t S e n s o r . g e tD i s t a n c e ( ) > THRESHOLD) {
i f ( ! _ i g n o r eR i g h t ) {
/ / Th i s i s a r ead i ng which cou ld i n d i c a t e we are no l o ng e r
/ / be tween wa l l s . I f we have a l r e ad y seen two such read ing s ,
/ / r e t u r n f a l s e , o t h e rw i s e wa i t f o r t h e n e x t r ead i ng b e f o r e
408 / / r e t u r n i n g f a l s e .
i f ( _ r i gh tAbove > 2)
re turn f a l s e ;
e l s e
_ r i gh tAbove ++;
413 }
} e l s e {
_ i g n o r eR i g h t = f a l s e ;
_ r i gh tAbove = 0 ;
}
418
i f ( _ l e f t S e n s o r . g e tD i s t a n c e ( ) > THRESHOLD) {
i f ( ! _ i g n o r e L e f t ) {
i f ( _ l e f tAbove > 2)
re turn f a l s e ;
423 e l s e
_ l e f tAbove ++;
}
} e l s e {
_ i g n o r e L e f t = f a l s e ;
428 _ l e f tAbove = 0 ;
}
/ / D e f a u l t t o t r u e
re turn true ;
433 }
/∗ ∗
∗ Re t u rn s t r u e i f t h e r obo t i s a t a dead end .
∗ Th i s i s t h e case i f t h e f r o n t d i s t a n c e i s l e s s t han 5 cm .
438 ∗ I t i s assumed t h a t t h e r obo t w i l l r each t h e end o f t h e s i d e
∗ wa l l b e f o r e t h e end wa l l i n case o f an L t u r n .
∗ /
pr i v a t e boolean atDeadEnd ( )
{
443 re turn _ f r o n t S e n s o r . g e tD i s t a n c e ( ) < THRESHOLD_FRONT;
}
/∗ ∗
∗ Re t u rn s t h e d i s t a n c e t r a v e l e d s i n c e l a s t r e s e t .
448 ∗ Th i s d i s t a n c e i s computed as t h e average o f t h e two motors ’ t u r n
∗ coun t d i v i d e d by _degPerDi s t ance .
∗ /
pub l i c f l o a t d i s t a n c e T r a v e l e d ( )
{
453 re turn ( ( _ r i g h tMo t o r . ge tTachoCount ( ) + _ l e f tMo t o r . ge tTachoCount ( ) ) / 2 . 0 f )
/ _ d egPe rD i s t a n c e ;
}
458 pr i v a t e vo id c a l i b r a t e R i g h t ( )
{
i f ( _ c u rCa l i b == CALIB_RIGHT) re turn ;
i n t c a l i bV a l = ( i n t ) ( _speed∗ _ c a l i b r a t e F a c t o r ) ;
_ r i g h tMo t o r . s e t Sp e ed ( c a l i bV a l ) ;
463 _ l e f tMo t o r . s e t Sp e ed ( _speed ) ;
_ c u rCa l i b = CALIB_RIGHT ;
}
pr i v a t e vo id c a l i b r a t e L e f t ( )
468 {
i f ( _ c u rCa l i b == CALIB_LEFT ) re turn ;
i n t c a l i bV a l = ( i n t ) ( _speed∗ _ c a l i b r a t e F a c t o r ) ;
_ r i g h tMo t o r . s e t Sp e ed ( _speed ) ;
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_ l e f tMo t o r . s e t Sp e ed ( c a l i bV a l ) ;
473 _ cu rCa l i b = CALIB_LEFT ;
}
pr i v a t e vo id n oC a l i b r a t e ( )
{
478 i f ( _ c u rCa l i b == CALIB_NONE) re turn ;
s e t Sp e ed ( _speed ) ;
_ c u rCa l i b = CALIB_NONE;
}
483 pub l i c vo id s e t Sp e ed ( i n t speed )
{
_ r i g h tMo t o r . r e g u l a t e S p e e d ( t rue ) ;
_ r i g h tMo t o r . s e t Sp e ed ( speed ) ;
_ l e f tMo t o r . r e g u l a t e S p e e d ( t rue ) ;
488 _ l e f tMo t o r . s e t Sp e ed ( speed ) ;
}
pub l i c vo id r o t a t e ( i n t ang l e )
{
493 RConsole . p r i n t l n ( " Ro t a t i n g " + I n t e g e r . t o S t r i n g ( a ng l e ) ) ;
s e t Sp e ed ( _speed ) ;
i n t t a = ( i n t ) ( a ng l e ∗ _ t u r nR a t i o ) ;
_ l e f tMo t o r . r o t a t e ( t a , t rue ) ;
_ r i g h tMo t o r . r o t a t e (− t a , t rue ) ;
498 whi le ( i sMoving ( ) ) Thread . y i e l d ( ) ;
}
pub l i c boolean i sMoving ( )
{
503 re turn _ l e f tMo t o r . i sMoving ( ) | |
_ r i g h tMo t o r . i sMoving ( ) | |
_ l e f tMo t o r . i s R o t a t i n g ( ) | |
_ r i g h tMo t o r . i s R o t a t i n g ( ) ;
}
508
pub l i c i n t ge tAng l e ( )
{
re turn Math . round ( ( _ l e f tMo t o r . ge tTachoCount ()−
_ r i g h tMo t o r . ge tTachoCount ( ) ) / ( 2 ∗ _ t u r nR a t i o ) ) ;
513 }
pub l i c vo id s t o p ( )
{
_ l e f tMo t o r . s t o p ( ) ;
518 _ r i g h tMo t o r . s t o p ( ) ;
}
pub l i c vo id f o rwa rd ( )
{
523 r e s e tTa choCoun t ( ) ;
n oC a l i b r a t e ( ) ;
fwd ( ) ;
}
528 pub l i c vo id backward ( )
{
bak ( ) ;
}
533 pr i v a t e vo id bak ( )
{
_ l e f tMo t o r . backward ( ) ;
_ r i g h tMo t o r . backward ( ) ;
}
538
pr i v a t e vo id fwd ( )
{
_ l e f tMo t o r . f o rwa rd ( ) ;
_ r i g h tMo t o r . f o rwa rd ( ) ;
543 }
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pub l i c vo id r e s e tTa choCoun t ( )
{
_ l e f tMo t o r . r e s e tTa choCoun t ( ) ;
548 _ r i g h tMo t o r . r e s e tTa choCoun t ( ) ;
}
}
Map.java
import j a v a . u t i l . A r r a yL i s t ;
import j a v a . i o . F i l e ;
import l e j o s . nx t .LCD;
4 import l e j o s . nx t . Sound ;
import l e j o s . nx t . comm . RConsole ;
c l a s s Map
{
9 s t a t i c f i n a l f l o a t DISTANCE_THRESHOLD = 20 .0 f ;
Node _cu r r en tNode ;
A r r a yL i s t _ nodeL i s t ;
pub l i c Map ( )
14 {
_cu r r en tNode = nu l l ;
_ nod eL i s t = new Ar r a yL i s t ( ) ;
}
19 pub l i c vo id upda t e ( f l o a t d i s t a n c e , i n t cu r r e n tHead i ng ,
boolean e a s t , boolean west , boolean no r th , boolean s ou t h ) throws Excep t i on
{
f l o a t x = 0 . 0 f ;
f l o a t y = 0 . 0 f ;
24
RConsole . p r i n t l n ( "Map . upda t e "+
" N: "+ ( n o r t h ? "T" : "F" ) +
" S : "+ ( s ou t h ? "T" : "F" ) +
29 " E : "+ ( e a s t ? "T" : "F" ) +
" W: "+ ( wes t ? "T" : "F" ) ) ;
/ / Compute t h e new coo r d i n a t e s , based on t h e c u r r e n t node ’ s
/ / c o o r d i n a t e s and t h e d i s t a n c e and d i r e c t i o n t r a v e l e d .
34 i f ( _ cu r r en tNode == nu l l )
{
RConsole . p r i n t l n ( " _cu r r en tNode : n u l l " ) ;
x = 0 . 0 f ;
y = 0 . 0 f ;
39 }
e l s e
{
RConsole . p r i n t l n ( " _cu r r en tNode : "+ _cu r r en tNode ) ;
44 / / F i r s t check whe ther we ’ ve r e t u r n e d t h e way we came .
i f ( wes t && cu r r e n tHe ad i n g == Nav i g a t o r . EAST && _cu r r en tNode . g e t E a s t ( ) . i s F u l l ( ) )
{
_cu r r en tNode = _cu r r en tNode . g e t E a s t ( ) . g e tO t h e r ( _cu r r en tNode ) ;
RConsole . p r i n t l n ( "West r e t u r n "+_cu r r en tNode ) ;
49 p r i n t ( " Re tu rn " , _ cu r r en tNode . getX ( ) , _ cu r r en tNode . getY ( ) ) ;
re turn ;
}
i f ( e a s t && cu r r e n tHe ad i n g == Nav i g a t o r .WEST && _cu r r en tNode . ge tWes t ( ) . i s F u l l ( ) )
{
54 _cu r r en tNode = _cu r r en tNode . ge tWes t ( ) . g e tO t h e r ( _cu r r en tNode ) ;
RConsole . p r i n t l n ( " Ea s t r e t u r n "+_cu r r en tNode ) ;
p r i n t ( " Re tu rn " , _ cu r r en tNode . getX ( ) , _ cu r r en tNode . getY ( ) ) ;
re turn ;
}
59 i f ( n o r t h && cu r r e n tHe ad i n g == Nav i g a t o r .SOUTH && _cu r r en tNode . g e t Sou t h ( ) . i s F u l l ( ) )
{
_cu r r en tNode = _cu r r en tNode . g e t Sou t h ( ) . g e tO t h e r ( _cu r r en tNode ) ;
RConsole . p r i n t l n ( " Nor th r e t u r n "+_cu r r en tNode ) ;
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p r i n t ( " Re tu rn " , _ cu r r en tNode . getX ( ) , _ cu r r en tNode . getY ( ) ) ;
64 re turn ;
}
i f ( s ou t h && cu r r e n tHe ad i n g == Nav i g a t o r .NORTH && _cu r r en tNode . g e tNo r t h ( ) . i s F u l l ( ) )
{
_cu r r en tNode = _cu r r en tNode . g e tNo r t h ( ) . g e tO t h e r ( _cu r r en tNode ) ;
69 RConsole . p r i n t l n ( " South r e t u r n "+_cu r r en tNode ) ;
p r i n t ( " Re tu rn " , _ cu r r en tNode . getX ( ) , _ cu r r en tNode . getY ( ) ) ;
re turn ;
}
74 x = calcX ( _cu r r en tNode . getX ( ) , c u r r e n tHead i ng , d i s t a n c e ) ;
y = ca lcY ( _cu r r en tNode . getY ( ) , c u r r e n tHead i ng , d i s t a n c e ) ;
/ / Try t o f i n d a p r e v i o u s l y v i s i t e d node match ing t h i s one .
/ / I f one i s found , r e p l a c e t h e new node we j u s t c r e a t e d w i t h
79 / / t h e o l d one and r e t u r n .
Node oldNode = f indNodeMatch ing ( x , y ,
no r t h , sou th , e a s t , west ,
c u r r e n tHe ad i n g ) ;
i f ( oldNode != nu l l ) {
84 RConsole . p r i n t l n ( " Found o ld node : "+oldNode ) ;
/ / Make su r e we ’ re n o t i c e d . . .
Sound . p laySample (new F i l e ( " e x c e l l e n t . wav" ) , 1 0 0 ) ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .NORTH) {
Edge e = _cu r r en tNode . g e tNo r t h ( ) ;
89 e . s e tO t h e r ( oldNode ) ;
e . s e t L e ng t h ( d i s t a n c e ) ;
oldNode . s e t S o u t h ( e ) ;
} e l s e i f ( c u r r e n tHe ad i n g == Nav i g a t o r .SOUTH) {
Edge e = _cu r r en tNode . g e t Sou t h ( ) ;
94 e . s e tO t h e r ( oldNode ) ;
e . s e t L e ng t h ( d i s t a n c e ) ;
oldNode . s e tNo r t h ( e ) ;
} e l s e i f ( c u r r e n tHe ad i n g == Nav i g a t o r . EAST) {
Edge e = _cu r r en tNode . g e t E a s t ( ) ;
99 e . s e tO t h e r ( oldNode ) ;
e . s e t L e ng t h ( d i s t a n c e ) ;
oldNode . s e tWes t ( e ) ;
} e l s e i f ( c u r r e n tHe ad i n g == Nav i g a t o r .WEST) {
Edge e = _cu r r en tNode . ge tWes t ( ) ;
104 e . s e tO t h e r ( oldNode ) ;
e . s e t L e ng t h ( d i s t a n c e ) ;
oldNode . s e t E a s t ( e ) ;
}
p r i n t ( " oldNode " , oldNode . getX ( ) , oldNode . getY ( ) ) ;
109 _cu r r en tNode = oldNode ;
re turn ;
}
}
114 / / At t h i s p o i n t we know t h a t t h e new node has no t been seen b e f o r e .
/ / Crea t e i t .
Node newNode = new Node ( x , y ) ;
/ / Add edges t o t h e new node acco rd i ng t o t h e d i r e c t i o n s
119 / / where an e x i t e x i s t s . Th i s i s t h e same f o r each d i r e c t i o n .
i f ( wes t ) {
Edge e ;
/ / I f t h e r e ’ s a c u r r e n t node , t h e o t h e r end o f t h e edge shou l d
/ / c onnec t t o t h i s node .
124 i f ( c u r r e n tHe ad i n g == Nav i g a t o r . EAST && _cu r r en tNode != nu l l ) {
e = _cu r r en tNode . g e t E a s t ( ) ;
e . s e t L e ng t h ( d i s t a n c e ) ;
}
e l s e
129 e = new Edge ( ) ;
/ / Add t h e Node t o t h e Edge and v i c e v e r s a .
newNode . s e tWes t ( e ) ;
e . s e tO t h e r ( newNode ) ;
134 }
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i f ( e a s t ) {
Edge e ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .WEST && _cu r r en tNode != nu l l ) {
139 e = _cu r r en tNode . ge tWes t ( ) ;
e . s e t L e ng t h ( d i s t a n c e ) ;
}
e l s e
144 e = new Edge ( ) ;
newNode . s e t E a s t ( e ) ;
e . s e tO t h e r ( newNode ) ;
}
149
i f ( n o r t h ) {
Edge e ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .SOUTH && _cu r r en tNode != nu l l ) {
e = _cu r r en tNode . g e t Sou t h ( ) ;
154 e . s e t L e ng t h ( d i s t a n c e ) ;
}
e l s e
e = new Edge ( ) ;
159 newNode . s e tNo r t h ( e ) ;
e . s e tO t h e r ( newNode ) ;
}
i f ( s ou t h ) {
164 Edge e ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .NORTH && _cu r r en tNode != nu l l ) {
e = _cu r r en tNode . g e tNo r t h ( ) ;
e . s e t L e ng t h ( d i s t a n c e ) ;
}
169 e l s e
e = new Edge ( ) ;
newNode . s e t S o u t h ( e ) ;
e . s e tO t h e r ( newNode ) ;
174 }
/ / S e t t h e new node as t h e c u r r e n t one and add t h e node
/ / t o t h e l i s t o f nodes .
RConsole . p r i n t l n ( " newNode : "+newNode ) ;
179 p r i n t ( " newNode " , newNode . getX ( ) , newNode . getY ( ) ) ;
_ cu r r en tNode = newNode ;
_nodeL i s t . add ( newNode ) ;
}
184
/∗ ∗
∗ Method t o f i n d a p r e v i o u s l y v i s i t e d node which matches t h e c u r r e n t node .
∗
∗ Loops th rough each o f t h e p r e v i o u s nodes and check t h e d i s t a n c e .
189 ∗ I f t h i s d i s t a n c e i s benea th t h e t h r e s h o l d va lue , check i f e x i t s match ,
∗ and i f so , whe ther t h e found Node a l r e ad y has a non−zero−l e n g t h edge
∗ l e a d i n g i n t o i t from t h e c u r r e n t d i r e c t i o n .
∗
∗ Re turn t h e found node on succe s s , and n u l l on f a i l u r e .
194 ∗ /
pr i v a t e Node f indNodeMatch ing ( f l o a t x , f l o a t y ,
boolean n , boolean s , boolean e , boolean w,
i n t c u r r e n tHe ad i n g )
{
199 f o r ( i n t i = 0 ; i < _nodeL i s t . s i z e ( ) ; i ++) {
Node oldN = ( Node ) _nodeL i s t . g e t ( i ) ;
i f ( g e tNodeD i s t ance ( x , y , oldN ) < DISTANCE_THRESHOLD) {
i f ( n && oldN . g e tNo r t h ( ) == nu l l )
cont inue ;
204 i f ( s && oldN . g e tSou t h ( ) == nu l l )
cont inue ;
i f (w && oldN . ge tWes t ( ) == nu l l )
cont inue ;
i f ( e && oldN . g e t E a s t ( ) == nu l l )
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209 cont inue ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .NORTH && oldN . g e t Sou t h ( ) . g e tLeng t h ( ) > 0 . 0 f )
cont inue ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .SOUTH && oldN . g e tNo r t h ( ) . g e tLeng t h ( ) > 0 . 0 f )
214 cont inue ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r . EAST && oldN . ge tWes t ( ) . g e tLeng t h ( ) > 0 . 0 f )
cont inue ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .WEST && oldN . g e t E a s t ( ) . g e tLeng t h ( ) > 0 . 0 f )
cont inue ;
219
re turn oldN ;
}
}
224 re turn nu l l ;
}
/∗ ∗
∗ Method t o compute t h e g eome t r i c d i s t a n c e be tween two nodes .
229 ∗
∗ Th i s i s p r e t t y b a s i c math . . .
∗ /
pr i v a t e f l o a t ge tNodeD i s t ance ( f l o a t x , f l o a t y , Node n )
{
234 f l o a t dX = ( f l o a t ) Math . abs ( n . getX ()−x ) ;
f l o a t dY = ( f l o a t ) Math . abs ( n . getY ()−y ) ;
re turn ( f l o a t ) Math . s q r t ( Math . pow (dX , 2 ) + Math . pow (dY , 2 ) ) ;
}
239
pr i v a t e f l o a t ca lcX ( f l o a t oldX , i n t cu r r e n tHead i ng , f l o a t d i s t a n c e )
{
i f ( c u r r e n tHe ad i n g == Nav i g a t o r . EAST)
re turn oldX + d i s t a n c e ;
244 e l s e i f ( c u r r e n tHe ad i n g == Nav i g a t o r .WEST)
re turn oldX − d i s t a n c e ;
e l s e
re turn oldX ;
}
249
pr i v a t e f l o a t ca lcY ( f l o a t oldY , i n t cu r r e n tHead i ng , f l o a t d i s t a n c e )
{
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .NORTH)
re turn oldY + d i s t a n c e ;
254 e l s e i f ( c u r r e n tHe ad i n g == Nav i g a t o r .SOUTH)
re turn oldY − d i s t a n c e ;
e l s e
re turn oldY ;
}
259
/∗ ∗
∗ Check i f we are done e x p l o r i n g t h e l a b y r i n t h .
∗ I f t h e r e are no edges w i t h d i s t a n c e 0 . 0 , a l l o f t h e l a b y r i n t h
∗ has been exp lo r ed , and a DoneExcep t ion i s thrown .
264 ∗ /
pub l i c vo id checkDone ( ) throws DoneExcept ion
{
f o r ( i n t i = 0 ; i < _nodeL i s t . s i z e ( ) ; i ++) {
/ / Loop th rough a l l nodes and r e t u r n i f we f i n d a edge w i t h
269 / / d i s t a n c e 0 . 0
Node n = ( Node ) _nodeL i s t . g e t ( i ) ;
i f ( n . g e tNo r t h ( ) != nu l l && n . g e tNo r t h ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn ;
i f ( n . g e t Sou t h ( ) != nu l l && n . g e t Sou t h ( ) . g e tLeng t h ( ) == 0 . 0 f )
274 re turn ;
i f ( n . ge tWes t ( ) != nu l l && n . ge tWes t ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn ;
i f ( n . g e t E a s t ( ) != nu l l && n . g e t E a s t ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn ;
279 }
/ / I f we reach t h i s po i n t , no edges have d i s t a n c e 0 . 0 , so we are done
throw new DoneExcept ion ( ) ;
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}
284 pub l i c Node ge tCu r r en tNode ( )
{
re turn _cu r r en tNode ;
}
289 /∗ ∗
∗ Helper t o p r i n t c u r r e n t s t a t u s t o t h e LCD sc r e en .
∗ Makes i t e a s i e r t o f o l l ow what t h e r obo t i s do ing .
∗ /
pr i v a t e vo id p r i n t ( S t r i n g t e x t , f l o a t x , f l o a t y )
294 {
LCD. c l e a r ( ) ;
LCD. d r awS t r i n g ( t e x t , 0 , 0 ) ;
LCD. d r awS t r i n g ( " x : "+x , 0 , 1 ) ;
LCD. d r awS t r i n g ( " y : "+y , 0 , 2 ) ;
299 LCD. r e f r e s h ( ) ;
}
}
Node.java
import j a v a . u t i l . A r r a yL i s t ;
import l e j o s . nx t . comm . RConsole ;
pub l i c c l a s s Node
4 {
i n t _nor th , _ e a s t , _sou th , _wes t ;
f l o a t _x , _y ;
pub l i c Node ( f l o a t x , f l o a t y )
9 {
_no r t h = −1;
_ e a s t = −1;
_ sou t h = −1;
_wes t = −1;
14 _x = x ;
_y = y ;
}
pub l i c vo id s e tNo r t h ( Edge n )
19 {
_no r t h = EdgeL i s t . add ( n ) ;
}
pub l i c vo id s e t S o u t h ( Edge s )
{
24 _sou t h = EdgeL i s t . add ( s ) ;
}
pub l i c vo id s e t E a s t ( Edge e )
{
_ e a s t = EdgeL i s t . add ( e ) ;
29 }
pub l i c vo id s e tWes t ( Edge w)
{
_wes t = EdgeL i s t . add (w ) ;
}
34 pub l i c Edge g e t E a s t ( )
{
re turn EdgeL i s t . g e t ( _ e a s t ) ;
}
39 pub l i c Edge ge tWes t ( )
{
re turn EdgeL i s t . g e t ( _wes t ) ;
}
44 pub l i c Edge ge tSou t h ( )
{
re turn EdgeL i s t . g e t ( _ sou t h ) ;
}
49 pub l i c Edge ge tNo r t h ( )
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{
re turn EdgeL i s t . g e t ( _ no r t h ) ;
}
54 pub l i c f l o a t getX ( )
{
re turn _x ;
}
59 pub l i c f l o a t getY ( )
{
re turn _y ;
}
64 /∗ ∗
∗ Dumps t h e da ta o f t h e Node as a s t r i n g .
∗ Used t o t r a n s f e r node da ta t o a computer .
∗ /
pub l i c S t r i n g dump ( )
69 {
re turn " x : "+getX ( ) +
" y : "+getY ( ) +
" N: "+ _no r t h +
" S : "+ _ sou t h +
74 " E : "+ _ e a s t +
" W: "+_wes t ;
}
pub l i c S t r i n g t o S t r i n g ( )
79 {
re turn "Node : "+
" x : "+getX ( ) +
" y : "+getY ( ) +
" N: " +( g e tNo r t h ( ) != nu l l ? "T" : "F" )+
84 " S : " +( g e t Sou t h ( ) != nu l l ? "T" : "F" )+
" E : " +( g e t E a s t ( ) != nu l l ? "T" : "F" )+
" W: " +( ge tWes t ( ) != nu l l ? "T" : "F" ) ;
}
}
89
c l a s s NodeLis t
{
pr i v a t e s t a t i c Ar r a yL i s t n L i s t = new Ar r a yL i s t ( ) ;
94 pub l i c s t a t i c i n t add ( Node n ) {
RConsole . p r i n t l n ( " NodeLis t . add : "+n ) ;
i f ( ! n L i s t . c o n t a i n s ( n ) )
n L i s t . add ( n ) ;
re turn nL i s t . indexOf ( n ) ;
99 }
pub l i c s t a t i c Node g e t ( i n t i )
{
i f ( i > nL i s t . s i z e ()−1 | | i < 0 )
104 re turn nu l l ;
re turn ( Node ) nL i s t . g e t ( i ) ;
}
pub l i c s t a t i c vo id p r i n t A l l ( )
109 {
f o r ( i n t i = 0 ; i < nL i s t . s i z e ( ) ; i ++) {
Node n = ( Node ) nL i s t . g e t ( i ) ;
RConsole . p r i n t l n ( "N"+ i +" : "+n . dump ( ) ) ;
}
114 }
}
Edge.java
import l e j o s . nx t . comm . RConsole ;
import j a v a . u t i l . A r r a yL i s t ;
pub l i c c l a s s Edge
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{
5 / / har t o nodes − en i hver ende og en laengde
pr i v a t e f l o a t _ l e n g t h ;
pr i v a t e i n t _ v i s i t C o u n t ;
/ / r e f e r e n c e s t o nodes
10 pr i v a t e i n t _a l pha ;
pr i v a t e i n t _be t a ;
pub l i c Edge ( )
{
15 _ v i s i t C o u n t = 0 ;
_ l e n g t h = 0 . 0 f ;
_ a l pha = −1;
_b e t a = −1;
}
20
pub l i c Node g e tO t h e r ( Node n ) throws NodeNot InEdgeExcept ion
{
i f ( n . e q u a l s ( ge tA lpha ( ) ) )
re turn g e tBe t a ( ) ;
25 e l s e i f ( n . e q u a l s ( g e tBe t a ( ) ) )
re turn ge tA lpha ( ) ;
e l s e
throw new NodeNot InEdgeExcept ion ( ) ;
}
30
pub l i c f l o a t ge tLeng t h ( )
{
re turn _ l e n g t h ;
}
35
pub l i c i n t g e tV i s i t C o u n t ( )
{
re turn _ v i s i t C o u n t ;
}
40
pub l i c vo id v i s i t ( )
{
_ v i s i t C o u n t ++;
}
45
pub l i c Node ge tA lpha ( )
{
re turn NodeLis t . g e t ( _ a l pha ) ;
}
50
pub l i c Node g e tBe t a ( )
{
re turn NodeLis t . g e t ( _ b e t a ) ;
}
55
pub l i c vo id s e t L e ng t h ( f l o a t l )
{
_ l e n g t h = l ;
}
60
pub l i c vo id s e tA l pha ( Node a )
{
_a l pha = NodeLis t . add ( a ) ;
}
65
pub l i c vo id s e t B e t a ( Node b )
{
_be t a = NodeLis t . add ( b ) ;
}
70
pub l i c vo id s e tO t h e r ( Node n ) throws EdgeFu l lExc ep t i o n
{
i f ( _ a l pha == −1)
_a l pha = NodeLis t . add ( n ) ;
75 e l s e i f ( _ b e t a == −1)
_b e t a = NodeLis t . add ( n ) ;
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e l s e
throw new EdgeFu l lExc ep t i o n ( ) ;
}
80
pub l i c vo id r e p l a c e ( Node from , Node t o ) throws NodeNot InEdgeExcept ion
{
Node b e t a = NodeLis t . g e t ( _ b e t a ) ;
Node a l ph a = NodeLis t . g e t ( _ a l pha ) ;
85
RConsole . p r i n t l n ( " Rep l a c i ng "+from+" wi th "+ t o +" . . . " ) ;
i f ( from . e q u a l s ( a l p h a ) ) {
RConsole . p r i n t l n ( " . . . found a t _ a l pha " ) ;
_ a l pha = NodeLis t . add ( t o ) ;
90 } e l s e i f ( from . e q u a l s ( b e t a ) ) {
RConsole . p r i n t l n ( " . . . found a t _b e t a " ) ;
_ b e t a = NodeLis t . add ( t o ) ;
} e l s e
throw new NodeNot InEdgeExcept ion ( ) ;
95 }
pub l i c boolean i s F u l l ( )
{
re turn _a l pha != −1 && _be t a != −1;
100 }
pub l i c S t r i n g dump ( )
{
re turn " l : "+ _ l e n g t h +
105 " v : "+ _ v i s i t C o u n t +
" A: "+ _a l pha+
" B : "+ _be t a ;
}
110 pub l i c S t r i n g t o S t r i n g ( )
{
re turn " Edge : ( _a : " +( ge tA lpha ( ) == nu l l ? " n u l l " : ge tA lpha ( ) . t o S t r i n g ( ) ) +
" ) ( _b : " +( g e tBe t a ( ) == nu l l ? " n u l l " : g e tBe t a ( ) . t o S t r i n g ( ) ) +
" ) l : "+ _ l e n g t h +" v : "+ _ v i s i t C o u n t ;
115 }
}
c l a s s EdgeL i s t
{
120 pr i v a t e s t a t i c Ar r a yL i s t e L i s t = new Ar r a yL i s t ( ) ;
pub l i c s t a t i c i n t add ( Edge e ) {
i f ( ! e L i s t . c o n t a i n s ( e ) )
e L i s t . add ( e ) ;
125 re turn e L i s t . indexOf ( e ) ;
}
pub l i c s t a t i c Edge g e t ( i n t i )
{
130 i f ( i > e L i s t . s i z e ()−1 | | i < 0 )
re turn nu l l ;
re turn ( Edge ) e L i s t . g e t ( i ) ;
}
135
pub l i c s t a t i c vo id p r i n t A l l ( )
{
f o r ( i n t i = 0 ; i < e L i s t . s i z e ( ) ; i ++) {
Edge e = ( Edge ) e L i s t . g e t ( i ) ;
140 RConsole . p r i n t l n ( "E"+ i +" : "+e . dump ( ) ) ;
}
}
}
DirectionControl.java
1 i n t e r f a c e D i r e c t i o nC o n t r o l
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{
/∗ ∗
∗ Method t o choose which d i r e c t i o n t o go n e x t based on t h e map
∗ and t h e c u r r e n t head ing .
6 ∗ Re t u rn s one o f Nav i ga t o r . EAST , Nav i ga t o r .WEST ,
∗ Nav i ga t o r .NORTH or Nav i ga t o r . SOUTH
∗ /
pub l i c i n t c h o o s eD i r e c t i o n ( i n t cu r r e n tHead i ng , Map map ) throws Excep t i on ;
}
RandomMouse.java
import j a v a . u t i l . ∗ ;
c l a s s RandomMouse implements D i r e c t i o nC o n t r o l
{
pub l i c i n t c h o o s eD i r e c t i o n ( i n t cu r r e n tHead i ng , Map map ) throws Excep t i on
5 {
/ / Make t h e map check i f we are done
map . checkDone ( ) ;
Node n = map . ge tCu r r en tNode ( ) ;
10 i n t pos s ib l eWays = 0 ;
i n t [ ] ways = new i n t [ 4 ] ;
Random r = new Random ( ) ;
i f ( n . g e tNo r t h ( ) != nu l l )
15 ways [ pos s ib l eWays ++] = Nav i g a t o r .NORTH;
i f ( n . g e t E a s t ( ) != nu l l )
ways [ pos s ib l eWays ++] = Nav i g a t o r . EAST ;
20 i f ( n . ge tWes t ( ) != nu l l )
ways [ pos s ib l eWays ++] = Nav i g a t o r .WEST;
i f ( n . g e t Sou t h ( ) != nu l l )
ways [ pos s ib l eWays ++] = Nav i g a t o r .SOUTH;
25
i f ( pos s i b l eWays == 0)
throw new Abno rma lA lgo r i t hmTe rmina t i onExcep t i on ( ) ;
re turn ways [ r . n e x t I n t ( pos s ib l eWays ) ] ;
30 }
}
NotSoRandomMouse.java
import j a v a . u t i l . ∗ ;
/∗ ∗
4 ∗ NotSoRandomMouse i s random , bu t p r e f e r s no t t o t u r n back .
∗ Based on RandomMouse , bu t on l y choose s t h e d i r e c t i o n i t came from
∗ i f i t i s a b s o l u t e l y n e c e s s a r y .
∗ /
c l a s s NotSoRandomMouse implements D i r e c t i o nC o n t r o l
9 {
pub l i c i n t c h o o s eD i r e c t i o n ( i n t cu r r e n tHead i ng , Map map ) throws Excep t i on
{
/ / Make t h e map check i f we are done
map . checkDone ( ) ;
14
Node n = map . ge tCu r r en tNode ( ) ;
i n t pos s ib l eWays = 0 ;
i n t [ ] ways = new i n t [ 4 ] ;
Random r = new Random ( ) ;
19
/ / Random , bu t on l y use a road as p o s s i b l e i f i t i s no t t h e way we came from
i f ( n . g e tNo r t h ( ) != nu l l && cu r r e n tHe ad i n g != Nav i g a t o r .SOUTH)
ways [ pos s ib l eWays ++] = Nav i g a t o r .NORTH;
24 i f ( n . g e t E a s t ( ) != nu l l && cu r r e n tHe ad i n g != Nav i g a t o r .WEST)
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ways [ pos s ib l eWays ++] = Nav i g a t o r . EAST ;
i f ( n . ge tWes t ( ) != nu l l && cu r r e n tHe ad i n g != Nav i g a t o r . EAST)
ways [ pos s ib l eWays ++] = Nav i g a t o r .WEST;
29
i f ( n . g e t Sou t h ( ) != nu l l && cu r r e n tHe ad i n g != Nav i g a t o r .NORTH)
ways [ pos s ib l eWays ++] = Nav i g a t o r .SOUTH;
34 i f ( pos s i b l eWays == 0) {
/ / Th i s p robab l y means t h a t t h e on l y way ou t i s t h e one we came i n from .
/ / V e r i f y t h i s and t u r n around .
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .SOUTH && n . g e tNo r t h ( ) != nu l l )
re turn Nav i g a t o r .NORTH;
39
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .NORTH && n . g e t Sou t h ( ) != nu l l )
re turn Nav i g a t o r .SOUTH;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r .WEST && n . g e t E a s t ( ) != nu l l )
44 re turn Nav i g a t o r . EAST ;
i f ( c u r r e n tHe ad i n g == Nav i g a t o r . EAST && n . ge tWes t ( ) != nu l l )
re turn Nav i g a t o r .WEST;
49 throw new Abno rma lA lgo r i t hmTe rmina t i onExcep t i on ( ) ;
}
re turn ways [ r . n e x t I n t ( pos s ib l eWays ) ] ;
}
54 }
RecursiveBacktracker.java
1 import j a v a . u t i l . S t a ck ;
import l e j o s . nx t . comm . RConsole ;
c l a s s Re c u r s i v eB a c k t r a c k e r implements D i r e c t i o nC o n t r o l
{
6 S tack _nodeS tack ;
pub l i c Re c u r s i v eB a c k t r a c k e r ( )
{
_nodeS tack = new S tack ( ) ;
11 }
pub l i c i n t c h o o s eD i r e c t i o n ( i n t cu r r e n tHead i ng , Map map ) throws Excep t i on
{
Node cn = map . ge tCu r r en tNode ( ) ;
16
/ / I f c u r r e n t node has an e x i t we haven ’ t v i s i t e d , push t h e c u r r e n t
/ / node on to t h e s t a c k , and t a k e t h e new edge
i n t newEdge = findNewEdge ( cn ) ;
i f ( newEdge != −1) {
21 RConsole . p r i n t l n ( "RB: New edge found a t "+newEdge ) ;
/ / We found a new edge . Take i t .
_nodeS tack . push ( cn ) ;
re turn newEdge ;
} e l s e i f ( _nodeS tack . empty ( ) ) {
26 RConsole . p r i n t l n ( "RB: No new edge , and s t a c k i s empty . Succe s s ! " ) ;
/ / There are no new edges , and t h e s t a c k i s empty . We are done .
throw new DoneExcept ion ( ) ;
} e l s e {
RConsole . p r i n t l n ( "RB: No new edges . B a c k t r a c k i n g . " ) ;
31 / / We need t o pop t h e s t a c k and go back t o t h e l a s t node .
Node pn = ( Node ) _nodeS tack . pop ( ) ;
re turn f i n dD i r e c t i o nT o ( pn , cn ) ;
}
}
36
/∗ ∗
∗ Try t o f i n d a edge we haven ’ t v i s i t e d y e t .
∗ A edge i s c o n s i d e r e d no t v i s i t e d i f i t s l e n g t h i s 0 . 0 .
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∗ /
41 pr i v a t e i n t findNewEdge ( Node curNode )
{
i f ( curNode . g e tNo r t h ( ) != nu l l && curNode . g e tNo r t h ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn Nav i g a t o r .NORTH;
e l s e i f ( curNode . g e t E a s t ( ) != nu l l && curNode . g e t E a s t ( ) . g e tLeng t h ( ) == 0 . 0 f )
46 re turn Nav i g a t o r . EAST ;
e l s e i f ( curNode . g e t Sou t h ( ) != nu l l && curNode . g e t Sou t h ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn Nav i g a t o r .SOUTH;
e l s e i f ( curNode . ge tWes t ( ) != nu l l && curNode . ge tWes t ( ) . g e tLeng t h ( ) == 0 . 0 f )
re turn Nav i g a t o r .WEST;
51
re turn −1;
}
/∗ ∗
56 ∗ Try t o f i n d a edge back t o t h e p r e v i o u s node from t h e c u r r e n t node .
∗ /
pr i v a t e i n t f i n dD i r e c t i o nT o ( Node prevNode , Node curNode ) throws Excep t i on
{
i f ( curNode . g e tNo r t h ( ) != nu l l && curNode . g e tNo r t h ( ) . g e tO t h e r ( curNode ) . e q u a l s ( prevNode ) )
61 re turn Nav i g a t o r .NORTH;
i f ( curNode . g e t E a s t ( ) != nu l l && curNode . g e t E a s t ( ) . g e tO t h e r ( curNode ) . e q u a l s ( prevNode ) )
re turn Nav i g a t o r . EAST ;
i f ( curNode . g e t Sou t h ( ) != nu l l && curNode . g e t Sou t h ( ) . g e tO t h e r ( curNode ) . e q u a l s ( prevNode ) )
re turn Nav i g a t o r .SOUTH;
66 i f ( curNode . ge tWes t ( ) != nu l l && curNode . ge tWes t ( ) . g e tO t h e r ( curNode ) . e q u a l s ( prevNode ) )
re turn Nav i g a t o r .WEST;
/ / Not be i ng ab l e t o f i n d a edge back i s an e r r o r . . .
throw new Abno rma lA lgo r i t hmTe rmina t i onExcep t i on ( ) ;
71 }
}
Tremaux.java
import j a v a . u t i l . Random ;
import l e j o s . nx t . comm . RConsole ;
3
c l a s s Tremaux implements D i r e c t i o nC o n t r o l
{
pub l i c Tremaux ( )
8 {
}
pub l i c i n t c h o o s eD i r e c t i o n ( i n t cu r r e n tHead i ng , Map m) throws Excep t i on
{
13 Node cu r r en tNode = m. ge tCu r r en tNode ( ) ; / / t h e c u r r e n t node
Edge en t r an c eEdge ;
i n t r e t u r nHe ad i n g ; / / t h e i n t e g e r va l u e i f you wish t o d r i v e back th rough t h e e n t r a n c e
i n t pos s ib l eWaysZe ro = 0 ; / / p o s s i b l e edges t h a t have been v i s i t e d z e ro t im e s
i n t poss ib leWaysOne = 0 ; / / p o s s i b l e edges t h a t have been v i s i t e d one t ime
18 i n t [ ] waysZero = new i n t [ 4 ] ; / / a r ray o f d i r e c t i o n s f o r p o s s i b l e edges v i s i t e d z e ro t im e s
i n t [ ] waysOne = new i n t [ 4 ] ; / / a r ray o f d i r e c t i o n s f o r p o s s i b l e edges v i s i t e d one t ime
boolean a l lEdgesEmpty = t rue ;
/ / Marks t h e e n t r a n c e edge .
23
/ / To g e t t h e c o r r e c t v a l u e f o r ’ r e t u rnHead ing ’ , t h e cu r r en tHead i ng i s
/ / compared t o f o u r f i x e d va lue s , t o d e t e rm i n e which d i r e c t i o n on a
/ / compass i t i s ( North , South , Eas t or West ) , and ’ r e t u rnHead ing ’ i s
/ / s e t t o a pre−d e f i n e d va l u e based on t h i s .
28 i f ( c u r r e n tHe ad i n g == Nav i g a t o r . EAST) {
en t r a n c eEdge = cu r r en tNode . ge tWes t ( ) ;
r e t u r nHe ad i n g = Nav i g a t o r .WEST;
} e l s e i f ( c u r r e n tHe ad i n g == Nav i g a t o r .WEST) {
33 en t r a n c eEdge = cu r r en tNode . g e t E a s t ( ) ;
r e t u r nHe ad i n g = Nav i g a t o r . EAST ;
} e l s e i f ( c u r r e n tHe ad i n g == Nav i g a t o r .NORTH) {
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en t r a n c eEdge = cu r r en tNode . g e t Sou t h ( ) ;
38 r e t u r nHe ad i n g = Nav i g a t o r .SOUTH;
} e l s e i f ( c u r r e n tHe ad i n g == Nav i g a t o r .SOUTH) {
en t r an c eEdge = cu r r en tNode . g e tNo r t h ( ) ;
r e t u r nHe ad i n g = Nav i g a t o r .NORTH;
43
} e l s e {
/ / Th i s i s h i g h l y u n l i k e l y and i s done on l y t o p r e v e n t u n f o r e s e e n e r r o r s .
throw new I n v a l i dHe ad i n gEx c e p t i o n ( ) ;
}
48
/ / Only v i s i t t h e e n t r a n c e edge i f i t has a non−z e r o l e n g t h
i f ( e n t r a n c eEdge . g e tLeng t h ( ) > 0)
en t r a n c eEdge . v i s i t ( ) ;
53 RConsole . p r i n t l n ( " Tremaux : r e t u r nHe ad i n g "+ r e t u r nHe ad i n g ) ;
/ / Con t r o l t o s e e i f a l l edges e x c e p t e n t r a n c e edge are empty ,
/ / s e t s t h e boo lean a l lEdgesEmpty t o f a l s e i f any o f them have been
/ / v i s i t e d b e f o r e a l s o adds a g i v en d i r e c t i o n t o one o f two arrays ,
58 / / i f t h e d i r e c t i o n i s a p o s s i b l e n e x t move ( i f i t has been v i s i t e d
/ / z e r o or one t ime )
/ / Th i s i s done t o g i v e t h e a l g o r i t hm t h e needed i n f o rm a t i o n s t o r e t u r n
/ / t h e n e x t d i r e c t i o n i n which t h e r obo t needs t o move . Coun t e r s f o r
/ / each o f t h e s e a r r a y s are a l s o c r ea t ed , t o be ab l e t o e a s i l y coun t how
63 / / many d i r e c t i o n s t o edges are i n each ar ray .
i f ( c u r r en tNode . g e tNo r t h ( ) != nu l l &&
cu r r e n tHe ad i n g != Nav i g a t o r .SOUTH) {
68 i n t n o r t h V i s i t s = cu r r en tNode . g e tNo r t h ( ) . g e tV i s i t C o u n t ( ) ;
i f ( n o r t h V i s i t s == 0) {
waysZero [ pos s i b l eWaysZe ro ++] = Nav i g a t o r .NORTH;
73 } e l s e i f ( n o r t h V i s i t s == 1) {
waysOne [ poss ib leWaysOne ++] = Nav i g a t o r .NORTH;
a l lEdgesEmpty = f a l s e ;
} e l s e i f ( n o r t h V i s i t s == 2) {
78 a l lEdgesEmpty = f a l s e ;
}
}
i f ( c u r r en tNode . g e t E a s t ( ) != nu l l &&
83 c u r r e n tHe ad i n g != Nav i g a t o r .WEST) {
i n t e a s t V i s i t s = cu r r en tNode . g e t E a s t ( ) . g e tV i s i t C o u n t ( ) ;
i f ( e a s t V i s i t s == 0) {
88 waysZero [ pos s i b l eWaysZe ro ++] = Nav i g a t o r . EAST ;
} e l s e i f ( e a s t V i s i t s == 1) {
waysOne [ poss ib leWaysOne ++] = Nav i g a t o r . EAST ;
a l lEdgesEmpty = f a l s e ;
93
} e l s e i f ( e a s t V i s i t s == 2) {
a l lEdgesEmpty = f a l s e ;
}
}
98
i f ( c u r r en tNode . g e t Sou t h ( ) != nu l l &&
cu r r e n tHe ad i n g != Nav i g a t o r .NORTH) {
i n t s o u t h V i s i t s = cu r r en tNode . g e t Sou t h ( ) . g e tV i s i t C o u n t ( ) ;
103
i f ( s o u t h V i s i t s == 0) {
waysZero [ pos s i b l eWaysZe ro ++] = Nav i g a t o r .SOUTH;
} e l s e i f ( s o u t h V i s i t s == 1) {
108 waysOne [ poss ib leWaysOne ++] = Nav i g a t o r .SOUTH;
a l lEdgesEmpty = f a l s e ;
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} e l s e i f ( s o u t h V i s i t s == 2) {
a l lEdgesEmpty = f a l s e ;
113 }
}
i f ( c u r r en tNode . ge tWes t ( ) != nu l l &&
cu r r e n tHe ad i n g != Nav i g a t o r . EAST) {
118
i n t we s t V i s i t s = cu r r en tNode . ge tWes t ( ) . g e tV i s i t C o u n t ( ) ;
i f ( w e s t V i s i t s == 0) {
waysZero [ pos s i b l eWaysZe ro ++] = Nav i g a t o r .WEST;
123
} e l s e i f ( w e s t V i s i t s == 1) {
waysOne [ poss ib leWaysOne ++] = Nav i g a t o r .WEST;
a l lEdgesEmpty = f a l s e ;
128 } e l s e i f ( w e s t V i s i t s == 2) {
a l lEdgesEmpty = f a l s e ;
}
}
133
RConsole . p r i n t l n ( " Tremaux : pw0 : "+pos s ib l eWaysZe ro+
" pw1 : "+poss ib leWaysOne+
" aPE : " +( a l lEdgesEmpty ? "T" : "F" ) ) ;
138
/ / The f i r s t ’ i f ’ c o n d i t i o n i s f o r t h e s p e c i a l case , when
/ / t h e r obo t a r r i v e s a t t h e f i r s t Node a f t e r i n i t i a t i n g t h e run .
/ / Th i s i s done because t h e mapping p r o c e s s do e s n t s t a r t u n t i l t h e
/ / f i r s t node i s d e t e c t e d .
143 / / The consequence o f t h i s i s , t h a t t h e r obo t w i l l t r a v e l t h e edge
/ / be tween i t s s t a r t l o c a t i o n and t h e f i r s t node t h r e e t im e s .
i f ( e n t r a n c eEdge . g e tV i s i t C o u n t ( ) == 0) {
RConsole . p r i n t l n ( " Tremaux : en t r a n c eEdge . g e tV i s i t C o u n t ( ) == 0 " ) ;
148 re turn r e t u r nHe ad i n g ;
/ / The f i r s t ’ e l s e i f ’ c o n d i t i o n i s f o r t h e case , when t h e r obo t
/ / have on l y t r a v e l e d t h e e n t r a n c e edge once . In t h i s case , t h e e n t r a n c e
/ / edge i s a l s o a p o s s i b l e e x i t .
153
} e l s e i f ( e n t r a n c eEdge . g e tV i s i t C o u n t ( ) == 1) {
RConsole . p r i n t l n ( " Tremaux : en t r a n c eEdge . g e tV i s i t C o u n t ( ) == 1 " ) ;
/ / Th i s ’ i f ’ c o n d i t i o n i s t r u e when t h e r e are no p o s s i b l e e x i t
158 / / edges e x c e p t t h e en t rance , or when a t l e a s t one o f t h e o t h e r
/ / edges have been v i s i t e d b e f o r e .
/ / When t h i s c o nd i t o n i s t r u e , t h e r obo t w i l l d r i v e back on t h e
/ / e n t r a n c e edge
i f ( ( pos s i b l eWaysZe ro == 0 && poss ib leWaysOne == 0) | |
163 ! a l lEdgesEmpty )
re turn r e t u r nHe ad i n g ;
/ / Th i s ’ e l s e i f ’ c o n d i t i o n i s t r u e when a t l e a s t one o t h e r edge
/ / t han t h e e n t r a n c e edge e x i s t s and a l l edges o t h e r than t h e
/ / e n t r a n c e edge have no t been v i s i t e d y e t .
168 e l s e i f ( pos s i b l eWaysZe ro > 0 && al lEdgesEmpty )
re turn waysZero [ 0 ] ;
/ / The l a s t ’ e l s e i f ’ c o n d i t i o n i s f o r t h e case , when t h e e n t r a n c e
173 / / edge have been v i s i t e d tw i c e . In t h i s case , t h e a l g o r i t hm no l ong e r
/ / needs t o c o n s i d e r t h e e n t r a n c e edge as a p o s s i b l e e x i t
} e l s e i f ( e n t r a n c eEdge . g e tV i s i t C o u n t ( ) == 2) {
RConsole . p r i n t l n ( " Tremaux : en t r a n c eEdge . g e tV i s i t C o u n t ( ) == 2 " ) ;
178 / / I f t h e r e are no edges t h a t have been v i s i t e d z e ro t im e s or one t ime
/ / t h e a l g o r i t hm i s done , and i t t h rows a DoneExcep t ion t o s i g n a l t h e Nav i ga t o r
/ / c l a s s t h a t we are done .
i f ( pos s i b l eWaysZe ro == 0 && poss ib leWaysOne == 0)
throw new DoneExcept ion ( ) ;
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183 e l s e i f ( pos s i b l eWaysZe ro > 0)
re turn waysZero [ 0 ] ;
e l s e i f ( poss ib leWaysOne > 0)
re turn waysOne [ 0 ] ;
}
188
throw new Abno rma lA lgo r i t hmTe rmina t i onExcep t i on ( ) ;
}
}
Exceptions.java
/∗ ∗
∗ DoneExcep t ion i s thrown when an a l g o r i t hm d e t e rm i n e s i t i s done .
∗ /
4 c l a s s DoneExcept ion ex tends Excep t i on {}
/∗ ∗
∗ I n v a l i dHead i n gEx c e p t i o n i s thrown i f an i n v a l i d head ing i s somehow
∗ r e t u r n e d somewhere .
9 ∗ /
c l a s s I n v a l i dHe ad i n gEx c e p t i o n ex tends Excep t i on {}
/∗ ∗
∗ Abno rma lA l go r i t hmTe rm ina t i onExc ep t i on i s thrown i f an a l g o r i t hm d e t e c t s
14 ∗ an anomaly t h a t p r e v e n t s i t f rom s u c c e s s f u l l y d e t e rm i n i n g which e x i t t o
∗ t a k e .
∗ /
c l a s s Abno rma lA lgo r i t hmTe rmina t i onExcep t i on ex tends Excep t i on {}
19 /∗ ∗
∗ NodeNot InEdgeExcep t ion i s thrown when an a t t emp t i s made t o g e tO t h e r ( )
∗ f rom a edge w i t h a node t h a t i s no t i n t h e edge .
∗ /
c l a s s NodeNot InEdgeExcept ion ex tends Excep t i on {}
24
/∗ ∗
∗ EdgeFu l lE x c ep t i o n i s thrown when an a t t emp t i s made t o s e tO t h e r ( ) on a
∗ f u l l edge .
∗ /
29 c l a s s EdgeFu l lExc ep t i o n ex tends Excep t i on {}
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10 Appendix: Mailkorrespondance
Dette appendix indeholder mailkorrespondancen med Andy Shaw, som er udvikler af LeJOS-
firmwaren, i forbindelse med løsningen af vores problem med crashes i firmwaren.
From andy@gloomy-place.com Wed May 21 01:01:09 2008
Date: Wed, 21 May 2008 00:01:09 +0100 (BST)
Subject: Re: [Lejos-developers] NCJ v0.6
From: andy@gloomy-place.com
To: "Roger Glassey" <glassey@ieor.berkeley.edu>
Cc: Toke =?iso-8859-1?Q?H=F8iland-J=F8rgensen?= <tohojo@ruc.dk>,
"leJOS Developer List" <lejos-developers@lists.sourceforge.net>
Hi Toke,
Could you provide a little more background on what your program is doing,
and how often, when it crashes? If you are using 3 Ultrasonic sensors at
once then you are driving the i2c interface relatively hard. This may be
causing some problems. Could you make a note of the PC value that you get
with any Data aborts. Also if you switch to just two Ultrasonic sensors do
you still see the problem? If you can simplify things down to a program
that uses two sensors then I may be able to try and reproduce it (i only
have two US sensors)....
All the best
Andy
> Hi Toke,
> I am afraid this one is beyond me, but I am forwarding your message to
> the developers list. Perhaps Andy or Lawrie can get to the bottom of
> the problem.
> Roger
> Quoting Toke Høiland-Jørgensen <tohojo@ruc.dk>:
>
>> On Wednesday 07 May 2008, you wrote:
>>> I have not had problems with data abort errors with v0.6. Have you
>>> tried the new debugging tools RConsole (on NXT) and Console (in PC) to
>>> display the output of println() statements on your PC console?
>>
>> Hi Roger,
>>
>> We have had an opportunity to debug the crashes a bit more thoroughly
>> now, and
>> it seems to have something to do with polling the distance sensors too
>> aggressively. We increased the sleep time in out main loop from 20 ms to
>> 75
>> (each loop polls each of three ultrasonic sensors at least once), and
>> the
>> crashing problems have become much less frequent now. However, we still
>> get a
>> couple of different types of errors once in a while: sometimes we get a
>> data
>> abort or a freeze, accompanied by a clicking type of noise, but
>> different
>> from the "update mode" clicking. Other times we just get a spontaneous
>> reboot
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>> of the firmware; after the reboot there’s no sound until the firmware is
>> manually rebooted again.
>>
>> The reboots seem to be happening when the unit is set to play a .wav
>> file (but
>> not every time). The other crashes do not happen at regular intervals,
>> but
>> they seem to have become less frequent after we decreased the amount of
>> polling of the sensors.
>>
>> I would think that erroneous sensor data would at most lead to strange
>> readings, not a fullblown firmware crash. If there’s anything you can do
>> to
>> help me troubleshoot and/or fix this (these) problem(s), any help would
>> be
>> greatly appreciated.
>>
>> Cheers,
>> -Toke
>>
>
>
>
> Roger
>
> -------------------------------------------------------------------------
> This SF.net email is sponsored by: Microsoft
> Defy all challenges. Microsoft(R) Visual Studio 2008.
> http://clk.atdmt.com/MRT/go/vse0120000070mrt/direct/01/
> _______________________________________________
> Lejos-developers mailing list
> Lejos-developers@lists.sourceforge.net
> https://lists.sourceforge.net/lists/listinfo/lejos-developers
>
From tohojo@ruc.dk Wed May 21 11:42:11 2008
From: Toke =?iso-8859-1?q?H=F8iland-J=F8rgensen?= <tohojo@ruc.dk>
To: andy@gloomy-place.com
Subject: Re: [Lejos-developers] NCJ v0.6
Date: Wed, 21 May 2008 11:42:11 +0200
Cc: "leJOS Developer List" <lejos-developers@lists.sourceforge.net>
On Wednesday 21 May 2008, andy@gloomy-place.com wrote:
> Could you provide a little more background on what your program is doing,
> and how often, when it crashes?
Hi Andy,
We have built a program to map out a maze. It uses an ultrasonic sensor on
each side, and one in front to figure out when it is traveling down a path
between two crossings, and when it reaches a crossing (by using threshold
values for the sensor readings). Our problem is that we experience more or
less random crashes.
The crashes are of a couple of different kinds. Sometimes we get a data abort,
sometimes the firmware just freezes, sometimes it reboots. When it reboots,
there’s no sound until we do a manual reboot. The freezes and data aborts are
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sometimes accompanied by a clicking similar to the firmware upgrade mode, and
sometimes by exaggerated motor movement (i.e. the motors start spinning
uncontrollably). Crashes and data aborts both require reinserting the battery
to bring it back to life. We have even had a couple of cases where the only
way to bring it back have been to reflash the firmware.
> If you are using 3 Ultrasonic sensors at
> once then you are driving the i2c interface relatively hard. This may be
> causing some problems. Could you make a note of the PC value that you get
> with any Data aborts. Also if you switch to just two Ultrasonic sensors do
> you still see the problem? If you can simplify things down to a program
> that uses two sensors then I may be able to try and reproduce it (i only
> have two US sensors)....
I have tried making a simple test program that does nothing but drive the
robot back and forth while polling the sensors. This does not crash. The
crashes of the main program do seem to be happening at times when the robot
is doing things other than following the walls. There’s some code to make a
graph-like map of the labyrinth, and some different algorithms to search it,
which kick in whenever the robot reaches a crossing. I suppose the problem
may lie here somewhere, but it does not seem to crash very consistently (i.e.
at the same point in the code).
The values for the two data aborts we have recorded are as follows:
1: PC 00106026 AASR 00401020 ASR 00020601 OPCODE ??? DEBUG1 0 DEBUG2 0
2: PC 0000000A AASR 00000022 ASR 00020202 OPCODE ??? DEBUG1 0 DEBUG2 0
#2 was accompanied by a clicking sound similar to the firmware reflash mode.
I’ll be happy to do some more debugging to try and pinpoint the problem, but
I’m really at a loss as to where to begin. Any help would be greatly
appreciated.
Cheers,
-Toke
From andy@gloomy-place.com Wed May 21 12:02:36 2008
Date: Wed, 21 May 2008 11:02:36 +0100 (BST)
Subject: Re: [Lejos-developers] NCJ v0.6
From: andy@gloomy-place.com
To: Toke =?iso-8859-1?Q?H=F8iland-J=F8rgensen?= <tohojo@ruc.dk>
Cc: andy@gloomy-place.com,
"leJOS Developer List" <lejos-developers@lists.sourceforge.net>
Hi Toke,
Thanks for the info. It is tricky to debug this kind of thing. The problem
is that Data aborts really shouldn’t happen! so when they do it usually
mean that things have got very bad and so finding the cause can be very
hard. The only thing that I can think of that may be causing this is that
we are running out of stack for the the firmware... You mentioned I think
that things seem worse when you are playing a wav file.... It could be
that if lots of things all happen at once then the stack is not big
enough... I’m not sure what happens with the nxt, gcc and a stack
overflow... I will try and do some tests to find out... If this looks like
a possibility I could build you a new firmware image with a bigger stack
to try....
58
10 APPENDIX: MAILKORRESPONDANCE
For now if you can narrow things down at all, or at least note down the PC
of any data aborts then that would really help...
All the best
Andy
> On Wednesday 21 May 2008, andy@gloomy-place.com wrote:
>> Could you provide a little more background on what your program is
>> doing,
>> and how often, when it crashes?
>
> Hi Andy,
>
> We have built a program to map out a maze. It uses an ultrasonic sensor on
> each side, and one in front to figure out when it is traveling down a path
> between two crossings, and when it reaches a crossing (by using threshold
> values for the sensor readings). Our problem is that we experience more or
> less random crashes.
>
> The crashes are of a couple of different kinds. Sometimes we get a data
> abort,
> sometimes the firmware just freezes, sometimes it reboots. When it
> reboots,
> there’s no sound until we do a manual reboot. The freezes and data aborts
> are
> sometimes accompanied by a clicking similar to the firmware upgrade mode,
> and
> sometimes by exaggerated motor movement (i.e. the motors start spinning
> uncontrollably). Crashes and data aborts both require reinserting the
> battery
> to bring it back to life. We have even had a couple of cases where the
> only
> way to bring it back have been to reflash the firmware.
>
>> If you are using 3 Ultrasonic sensors at
>> once then you are driving the i2c interface relatively hard. This may be
>> causing some problems. Could you make a note of the PC value that you
>> get
>> with any Data aborts. Also if you switch to just two Ultrasonic sensors
>> do
>> you still see the problem? If you can simplify things down to a program
>> that uses two sensors then I may be able to try and reproduce it (i only
>> have two US sensors)....
>
> I have tried making a simple test program that does nothing but drive the
> robot back and forth while polling the sensors. This does not crash. The
> crashes of the main program do seem to be happening at times when the
> robot
> is doing things other than following the walls. There’s some code to make
> a
> graph-like map of the labyrinth, and some different algorithms to search
> it,
> which kick in whenever the robot reaches a crossing. I suppose the problem
> may lie here somewhere, but it does not seem to crash very consistently
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> (i.e.
> at the same point in the code).
>
> The values for the two data aborts we have recorded are as follows:
> 1: PC 00106026 AASR 00401020 ASR 00020601 OPCODE ??? DEBUG1 0 DEBUG2 0
> 2: PC 0000000A AASR 00000022 ASR 00020202 OPCODE ??? DEBUG1 0 DEBUG2 0
>
> #2 was accompanied by a clicking sound similar to the firmware reflash
> mode.
>
>
> I’ll be happy to do some more debugging to try and pinpoint the problem,
> but
> I’m really at a loss as to where to begin. Any help would be greatly
> appreciated.
>
> Cheers,
> -Toke
>
From tohojo@ruc.dk Wed May 21 14:48:16 2008
From: Toke =?iso-8859-1?q?H=F8iland-J=F8rgensen?= <tohojo@ruc.dk>
To: andy@gloomy-place.com
Subject: Re: [Lejos-developers] NCJ v0.6
Date: Wed, 21 May 2008 14:48:16 +0200
Cc: "leJOS Developer List" <lejos-developers@lists.sourceforge.net>
On Wednesday 21 May 2008, andy@gloomy-place.com wrote:
> For now if you can narrow things down at all, or at least note down the PC
> of any data aborts then that would really help...
Got another data abort:
PC 000191F0 AASR 59FF0188 ASR 02020201
I have tried replacing the map drawing class with a dummy class that only
pretends to draw the map. This seems to have made the crashes disappear
entirely. Some of the algorithms we use to drive around the maze depends on
the map, however, so I have not had a chance to try them all out. I’ll try
adding stuff to the map drawing code a bit at a time, to try to figure out
which part makes it all blow up.
The map is drawn by using a series of Node and Path objects, and connecting
them, much the same way a linked list is formed. Could this cause any
problems? I’ll try to investigate further...
-Toke
From andy@gloomy-place.com Wed May 21 15:03:38 2008
Date: Wed, 21 May 2008 14:03:38 +0100 (BST)
Subject: Re: [Lejos-developers] NCJ v0.6
From: andy@gloomy-place.com
To: Toke =?iso-8859-1?Q?H=F8iland-J=F8rgensen?= <tohojo@ruc.dk>
Hi,
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Your map data structure could be the problem. The garbage collector in
leJOS uses a simple mark and sweep collector. The mark phase uses a
recursive algorithm to visit all of the references in an object. So if you
have long/deep chains of objects then that could be blowing away the
stack... It would be great if you can create a test program for this....
Andy
> On Wednesday 21 May 2008, andy@gloomy-place.com wrote:
>> For now if you can narrow things down at all, or at least note down the
>> PC
>> of any data aborts then that would really help...
>
> Got another data abort:
> PC 000191F0 AASR 59FF0188 ASR 02020201
>
> I have tried replacing the map drawing class with a dummy class that only
> pretends to draw the map. This seems to have made the crashes disappear
> entirely. Some of the algorithms we use to drive around the maze depends
> on
> the map, however, so I have not had a chance to try them all out. I’ll try
> adding stuff to the map drawing code a bit at a time, to try to figure out
> which part makes it all blow up.
>
> The map is drawn by using a series of Node and Path objects, and
> connecting
> them, much the same way a linked list is formed. Could this cause any
> problems? I’ll try to investigate further...
>
> -Toke
>
From tohojo@ruc.dk Wed May 21 15:32:36 2008
From: Toke =?iso-8859-1?q?H=F8iland-J=F8rgensen?= <tohojo@ruc.dk>
To: andy@gloomy-place.com
Subject: Re: [Lejos-developers] NCJ v0.6
Date: Wed, 21 May 2008 15:32:36 +0200
--Boundary-00=_0RCNIsepEzJXTkq
Content-Type: text/plain;
charset="iso-8859-1"
Content-Transfer-Encoding: 7bit
Content-Disposition: inline
On Wednesday 21 May 2008, you wrote:
> Your map data structure could be the problem. The garbage collector in
> leJOS uses a simple mark and sweep collector. The mark phase uses a
> recursive algorithm to visit all of the references in an object. So if you
> have long/deep chains of objects then that could be blowing away the
> stack... It would be great if you can create a test program for this....
Aha! Now we’re getting somewhere!
The attached program creates a bunch of Nodes and Paths (way more than we need
for our labyrinth), and pretty reliably crashes the NXT in much the same way
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we have experienced before. That the garbage collector is to blame would also
explain why the crashes are not happening at a fixed time, but always after
the robot has visited a large part of the maze.
Is it possible to fix this? From a conceptual point of view we are quite happy
with our data structure. We don’t necessarily need that many connected nodes
(our test maze has 15 nodes and 16 paths), but we do need to have the
possibility of having loops (which I suppose could be a problem for a naive
recursive function). Is this attainable by increasing the stack space, or is
there something else we can do to adjust our code?
-Toke
--Boundary-00=_0RCNIsepEzJXTkq
<Attachments removed.>
--Boundary-00=_0RCNIsepEzJXTkq--
From andy@gloomy-place.com Wed May 21 15:46:23 2008
Date: Wed, 21 May 2008 14:46:23 +0100 (BST)
Subject: Re: [Lejos-developers] NCJ v0.6
From: andy@gloomy-place.com
To: Toke =?iso-8859-1?Q?H=F8iland-J=F8rgensen?= <tohojo@ruc.dk>
Cc: andy@gloomy-place.com,
lejos-developers@lists.sourceforge.net
Hi Toke,
Thanks for the test program. Hmm this will not be very easy to fix...
Having a bigger stack would help a little (by putting things off a little
longer). But to fix the problem properly we would have to change the mark
phase of the collector probably to some sort of incremental mark scheme,
which is somewhat more complex. Circular data is not a problem, it is long
chains of nodes that will cause the problem... How long is the longest
chain likely to be do you know? The only way I can see for you to avoid
this problem would be if you managed the data structure yourself, by say
using an array of nodes and using an index into the array to link from one
node to the next rather than a Java reference. Not pretty I’m afraid....
I’ll think a little more and see if I can come up with anything else...
All the best...
Andy
> On Wednesday 21 May 2008, you wrote:
>> Your map data structure could be the problem. The garbage collector in
>> leJOS uses a simple mark and sweep collector. The mark phase uses a
>> recursive algorithm to visit all of the references in an object. So if
>> you
>> have long/deep chains of objects then that could be blowing away the
>> stack... It would be great if you can create a test program for this....
>
> Aha! Now we’re getting somewhere!
> The attached program creates a bunch of Nodes and Paths (way more than we
> need
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> for our labyrinth), and pretty reliably crashes the NXT in much the same
> way
> we have experienced before. That the garbage collector is to blame would
> also
> explain why the crashes are not happening at a fixed time, but always
> after
> the robot has visited a large part of the maze.
>
> Is it possible to fix this? From a conceptual point of view we are quite
> happy
> with our data structure. We don’t necessarily need that many connected
> nodes
> (our test maze has 15 nodes and 16 paths), but we do need to have the
> possibility of having loops (which I suppose could be a problem for a
> naive
> recursive function). Is this attainable by increasing the stack space, or
> is
> there something else we can do to adjust our code?
>
> -Toke
>
From tohojo@ruc.dk Wed May 21 16:36:18 2008
From: Toke =?iso-8859-1?q?H=F8iland-J=F8rgensen?= <tohojo@ruc.dk>
To: andy@gloomy-place.com
Subject: Re: [Lejos-developers] NCJ v0.6
Date: Wed, 21 May 2008 16:36:18 +0200
Cc: lejos-developers@lists.sourceforge.net
On Wednesday 21 May 2008, andy@gloomy-place.com wrote:
> Thanks for the test program. Hmm this will not be very easy to fix...
> Having a bigger stack would help a little (by putting things off a little
> longer). But to fix the problem properly we would have to change the mark
> phase of the collector probably to some sort of incremental mark scheme,
> which is somewhat more complex. Circular data is not a problem, it is long
> chains of nodes that will cause the problem... How long is the longest
> chain likely to be do you know? The only way I can see for you to avoid
> this problem would be if you managed the data structure yourself, by say
> using an array of nodes and using an index into the array to link from one
> node to the next rather than a Java reference. Not pretty I’m afraid....
Hi Andy,
You suggestion about using an array and linking using indexes turned out to be
pretty manageable to implement. And now our little robot runs through the
whole maze without crashing! Yay! I realize this is not fix of the actual
problem, but it helps us get our robot running, which is what we need to
focus on right now (we’re doing this as a university project with a
deadline...).
Thanks a lot for your help troubleshooting this elusive problem. I’m sure you
can imagine how much we have wondered about this. If there’s anything more I
can do to help troubleshoot this, do let me know!
Once again, thanks!
-Toke
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From andy@gloomy-place.com Wed May 21 16:49:27 2008
Date: Wed, 21 May 2008 15:49:27 +0100 (BST)
Subject: Re: [Lejos-developers] NCJ v0.6
From: andy@gloomy-place.com
To: Toke =?iso-8859-1?Q?H=F8iland-J=F8rgensen?= <tohojo@ruc.dk>
Cc: andy@gloomy-place.com,
lejos-developers@lists.sourceforge.net
Hi Toke,
Great news... Glad you have got things working...
I’ll let you know if we have anything else for you to try or need more
help...
Andy
> On Wednesday 21 May 2008, andy@gloomy-place.com wrote:
>> Thanks for the test program. Hmm this will not be very easy to fix...
>> Having a bigger stack would help a little (by putting things off a
>> little
>> longer). But to fix the problem properly we would have to change the
>> mark
>> phase of the collector probably to some sort of incremental mark scheme,
>> which is somewhat more complex. Circular data is not a problem, it is
>> long
>> chains of nodes that will cause the problem... How long is the longest
>> chain likely to be do you know? The only way I can see for you to avoid
>> this problem would be if you managed the data structure yourself, by say
>> using an array of nodes and using an index into the array to link from
>> one
>> node to the next rather than a Java reference. Not pretty I’m afraid....
>
> Hi Andy,
> You suggestion about using an array and linking using indexes turned out
> to be
> pretty manageable to implement. And now our little robot runs through the
> whole maze without crashing! Yay! I realize this is not fix of the actual
> problem, but it helps us get our robot running, which is what we need to
> focus on right now (we’re doing this as a university project with a
> deadline...).
>
> Thanks a lot for your help troubleshooting this elusive problem. I’m sure
> you
> can imagine how much we have wondered about this. If there’s anything more
> I
> can do to help troubleshoot this, do let me know!
>
> Once again, thanks!
>
> -Toke
>
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11 Appendix: Test af garbage collector
Her ses det test-program vi har lavet til at få garbage-collectoren i LeJOS-firmwaren til at crashe.
1 import l e j o s . nx t . Sound ;
pub l i c c l a s s S t r e s s T e s t
{
6 pub l i c s t a t i c vo id main ( S t r i n g [ ] a r g s ) throws Excep t i on
{
/ / c r e a t e a bunch o f Nodes and Pa ths t o t r y t o mess up
/ / t h e garbage c o l l e c t o r
Node c u r r e n t = new Node ( 0 , 0 ) ;
11
Sound . beep ( ) ;
f o r ( i n t i = 0 ; i < 100 ; i ++) {
Pa th temp = new Pa th ( ) ; / / t h i s s hou l d be garbage c o l l e c t e d . .
16
/ / c onnec t c u r r e n t node w i t h a new one
Node newNode = new Node ( 0 , 0 ) ;
Pa th p = new Pa th ( ) ;
newNode . s e t E a s t ( p ) ;
21 c u r r e n t . s e tWes t ( p ) ;
p . s e tA l ph a ( c u r r e n t ) ;
p . s e t B e t a ( newNode ) ;
c u r r e n t = newNode ;
26 Thread . s l e e p ( 1 0 0 ) ;
System . gc ( ) ;
}
/ / To n o t i f y o f c omp l e t i o n . . .
31 Sound . twoBeeps ( ) ;
}
}
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