Abstract: This paper presents a method for designing controllers for trajectory tracking with actuator constraints. In particular, we consider a joystick-controlled wall mounting robot called WallMo. In contrast to previous works, a model-free approach is taken to the control problem, where the path parameter for the trajectory is adapted online. We demonstrate the method on a dynamic model of WallMo using predefined motion primitives, i.e. we consider path-constrained trajectory generation. It is seen that the control scheme results in improved trajectory tracking.
INTRODUCTION
It is desirable to use robots in the construction of buildings, as robots can improve the work environment by alleviating heavy lifting, and possibly improve productivity. It is impractical to have caging around robots on construction sites to ensure safety. Therefore, this kind of robot is often controlled by a human operator; however, more sophisticated methods for designing safe collaborative robots also exist as explained in Zanchettin et al. (2016) . We consider the robot WallMo that installs glass walls in office buildings, where a glass wall consists of several (2 m to 3.5 m tall) glass panels, with a mass of up to 130 kg. The installation should be accomplished with an accuracy of 1.5 mm. To obtain this accuracy a human operator gives joystick inputs to control the robot. To increase productivity, the robot should execute trajectories as fast as possible; thus, actuators may reach their limits during the execution of a motion. In this situation path-constrained time-optimal control should be applied.
Time-optimal motion planning is very important in the control of robots, as task execution time is a main parameter for improving the productivity and profitability of robots, according to Constantinescu and Croft (2000) . Time-optimal motion planning has been addressed in numerous papers such as von Stryk and Bulirsch (1992) ; Gasparetto et al. (2015) . The problem is often decomposed into two subproblems: path planning and trajectory planning, as described by Verscheure et al. (2009) . However, this paper only addresses trajectory planning.
The papers Chen and Desrochers (1989) ; Pfeiffer and Johanni (1987) address path-constrained time-optimal control, where actuator constraints and other limits are taken into account. To solve this problem, the dynamical model of the system is exploited, by parameterizing it in the path parameters (a path parameter parameterizes a path). The same problem is addressed in Verscheure et al. (2009) ; however, in that paper a convex optimization problem is formulated to efficiently solve the problem.
To incorporate dynamic constraints in the trajectory planning, a dynamic scaling of trajectories may be employed (Siciliano et al., 2009, Section 7.7) . This method can be used for scaling a given trajectory such that dynamic constraints are not violated. This method exploits the dynamic model of the robot, and relies on a predefined parametrization of the scaling function.
The work by Akrour et al. (2016) considers the trajectory optimization problem via reinforcement learning, and does therefore not need a model of the system. However, it relies on being able to execute the system multiple times to obtain an acceptable trajectory.
The considered robot is controlled along pre-specified paths, where a joystick gives a reference for the time derivative of the path parameter. Thus, a trajectory is not followed along a path with a specified end-point; in addition, the dynamic parameters of the robot and the load on the robot are unknown. Therefore, the trajectory should be generated online and adapted according to the current operating conditions. This is similar to standard constraint handling in anti-integrator windup as explained inÅström and Hägglund (2006) . This paper presents a methods for minimizing the execution time of path-constrained motions. We take a modelfree approach to the problem (only the kinematic model is utilized), since the parameters describing the dynamics of the robot are uncertain, and the mass of the load is unknown. The robot is controlled via speed controllers on each joint with an operational space control, where the reference speed is given by a joystick. A switched control law is designed to maximize the speed in constrained operation. The work is similar to Constantinescu and Croft (2000) ; however, this paper does not rely on the model, and does not allow the control of the torque directly.
The paper is organized as follows. Section 2 provides a problem formulation and sketches how a glass panel can be installed with a robot; subsequently, a model of the considered robot called WallMo is given in Section 3. Section 4 presents motion primitives that define the path, which the tool of the robot must follow. The main contribution of the paper is given in Section 5; this is a method for handling actuator constraint and maximizing the speed of a motion.
The papers Chen and Desrochers (1989); Pfeiffer and Johanni (1987) address path-constrained time-optimal control, where actuator constraints and other limits are taken into account. To solve this problem, the dynamical model of the system is exploited, by parameterizing it in the path parameters (a path parameter parameterizes a path). The same problem is addressed in Verscheure et al. (2009) ; however, in that paper a convex optimization problem is formulated to efficiently solve the problem.
Time-optimal motion planning is very important in the control of robots, as task execution time is a main parameter for improving the productivity and profitability of robots, according to Constantinescu and Croft (2000) . Time-optimal motion planning has been addressed in numerous papers such as von Stryk and Bulirsch (1992); Gasparetto et al. (2015) . The problem is often decomposed into two subproblems: path planning and trajectory planning, as described by Verscheure et al. (2009) . However, this paper only addresses trajectory planning.
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PROBLEM FORMULATION
The purpose of this section is to present the problem addressed in this paper. The aim is to design a control system for a robot that should install glass panels (up to 3.5 m tall). The glass panels have to be mounted in 15 mm wide rails (the glass panels are 12 mm thick); thus, the robot should follow the designated path very accurately. The scenario and the robot are shown in Fig. 1 The robot is controlled via a joystick throughout the installation of the glass. This task is difficult to accomplish, by controlling the joints individually; thus, some motion primitives should be defined, to obtain an intuitive user interface. Problem 1. Define motion primitives that eases the operation of the robot from a joystick.
A solution to this problem is presented in Section 4.
The main problem addressed in this paper is to design a control system for following a path accurately, despite actuator constraints. In addition, the control system should work without knowledge about the dynamics of the robot. Problem 2. Design a control system that maximizes the motion speed for path-constrained control of a robot with unknown dynamics and actuator constraints.
A solution to Problem 2 is presented in Section 5.
MODELING
This section presents the kinematic and dynamic models of the 3-joint arm of WallMo, which is used for controller design and validation. The base of the robot is stationary during installation; consequently, it is not considered in the remainder of the paper.
Kinematic Model
The kinematic model is described using the modified Denavit Hartenberg (DH) representation, see Craig (2005) . The DH parameters for WallMo are provided in Table 1 and a visualization of the local coordinate systems is provided in Fig. 2 . The manipulator has three degrees of freedom, and its generalized coordinates are defined as q = [q 1 q 2 q 3 ] T , where q 1 and q 3 are revolute joints and q 2 is a prismatic joint. The tool frame is defined to be at the top of the glass panel, aligned with the glass.
The considered robot is planar; thus, all the following transformation matrices are planar. The constant transformation from the last actuated joint q 3 to the tool frame is given by Tool frame Fig. 2 . Arm of WallMo with local coordinate systems and center of mass (CM) points defined. The generalized coordinates of the robot (q 1 , q 2 , q 3 ) are marked by red text color. The kinematic model, giving a relation between the tool frame and the base frame, is given by the following transformation matrix
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The control presented in Section 5 exploits the inverse kinematics for defining path parameters; thus, it is given in the following
[rad] (4b)
Note that q 2 > 0 from Table 3 and that the range of q 1 results in a unique solution to this angle.
Dynamic Model
To simulate the robot, and study the proposed control law in a dynamic setting, a dynamic model is presented in this section.
We derive a model on the following standard form for an n degrees of freedom manipulator
where τ is a vector of joint torques, q ∈ R n is a vector of generalized coordinates, M (q) is the mass matrix, V (q,q) is a vector of centrifugal and Coriolis terms, g(q) is a vector of gravity terms, and F (q) is a vector of friction terms. The parameter values of the model are found in the Appendix.
Several constraints are imposed on the system. These are bounds on the joint torques and joint angles. The bounds are defined as
. . , n where τ i , q i and τ i , q i are lower and upper bounds. Values for the bounds are provided in the Appendix.
MOTION PRIMITIVES
This section introduces the three motion primitives defined to ease the installation of glass panels, giving a solution to Problem 1. We describe the three motion primitives, show how they ease the installation procedure, and parameterize their associated paths which are used for the control of the robot.
The proposed motion primitives are called Move, Slide, and Lift. The idea behind introducing motion primitives is to ease the manual installation of glass panels. The robot is controlled via the joystick shown in Fig. 3 ; thus, it is desired to minimize the number of modes and the number of mode switches during the installation of a glass panel.
The motion primitives are illustrated in Fig. 4 .
Mode

Move Slide Lift
Speed Fig. 3 . Sketch of the utilized joystick, with three modes Move, Slide, and Lift, and a knob for adjusting the speed of the selected motion.
The motion Move will move the tool frame in the xdirection, and Lift moves the tool frame in the y-direction, while Slide rotates the glass panel, while having constant distance between the bottom of the glass panel and the ground, and constant x-coordinate of the top of the glass panel. By exploiting the motion primitives, a glass panel can be installed by going through a sequence of motions as shown in Fig. 5 . In particular, starting with Move to place the top of the glass underneath the top rail, by the use of Slide to put the glass into the top rail. Finally, when the glass is vertical, it can be lowered into the bottom rail using Lift.
Slide Lift Move
Move (forward) Slide (up) Lift (down) Fig. 5 . Three step installation procedure, where each movement starts at the brightest color and ends at the darkest color.
We denote the configuration of the tool frame by x e = (x, y, θ) (in the base frame). Paths for the three motion primitives from the initial configuration of the tool frame x e,0 = (x 0 , y 0 , θ 0 ) are given in the following, where each motion primitive is parameterized in the path parameter
CONTROLLER DESIGN
The purpose of this section is to present a trajectory generation that enables the motion primitives presented in Section 4 to be executed at maximal speed. This is accomplished by taking into account actuator limitations. Initially, the nominal control structure is presented, and the addressed challenge of actuator saturation is presented. Subsequently, a trajectory generation is presented that handles actuator constraints.
Nominal Control Structure
The considered robot is controlled via a joystick that generates the reference speed for a motion,ṡ. Thus, the output of the joystick is α ∈ [−1, 1] (in addition to a selection of the desired motion primitive) from which the reference speed of the movement is calculated asṡ = αs, wheres ∈ R + is the maximum reference speed of the movement. A schematic of the reference generation is shown in Fig. 6 , where the index on the map β defining the desired path is omitted to shorten the notation. Fig. 7 .
Robot
Operational Space Position Control τ P Fig. 7 . Proposed position control system for WallMo, where J(q) is the Jacobian matrix and P is a matrix with controller gains.
The operational space control shown in Fig. 7 tracks the reference when actuators are not saturated, i.e., τ ≤ τ ≤ τ ,
where τ and τ are bounds on the actuator torque. However, when an actuator is saturated, the motion cannot be followed. In the mode Lift, the tool frame is moved vertically. This sets different demands to the actuators depending on the configuration of the robot. This is exemplified in Fig. 8 that illustrates a desired trajectory in joint space, and indicates when the actuator for joint 2 is in saturation. It is seen from Fig. 8 that the actuator for joint 2 quickly reaches saturation. As a consequence, the desired path is not followed as shown in Fig. 9 . This undesired behavior must be corrected to give the system operator an intuitive interface for controlling the system.
Time [s]
1.6
1.62
1.64
1.66 Fig. 9 . Illustration of reference trajectory and the configuration of the tool frames y coordinate.
The next subsection presents a solution to this issue, by modifying the reference speed for the path parameter of the motion primitive online.
Trajectory Generation with Actuator Constraints
This section provides a method for online design of trajectories for systems with actuator saturation. Consequently, a solution is provided to the problem identified in the previous section.
Proceedings of the 20th IFAC World Congress Toulouse, France, July 9-14, 2017 We propose to parameterize the desired motion primitive in the generalized coordinate of the saturated joint, and let this joint define the speed of the motion when the system is in saturation. In particular, we define functions from the generalized coordinates q i to the path parameter s for i = 1, . . . , n γ i : (q i , x e,0 ) → s. The functions γ i (·, x e,0 ) should be bijective and differentiable. As an example, when the torque constraint on joint i reaches saturation, i.e. τ i =τ i , the trajectory generation is defined as shown in Fig. 10 , and the input to joint i is τ i =τ i . A description of trajectory generation is presented in the following. It is assumed that the joystick input signal α : R → [−1, 1] is continuous. To provide a description of the trajectory generation, the set of actuators in saturation is defined as follows
The element {0} is added to I sat (t) to ease the subsequent notation. Next, we identify the index of the saturated actuator or joystick input that gives the slowest trajectory i * (t) = arg min
Finally, the path parameter is given by
where
and the path velocity iṡ
From the above equations it is seen that the trajectory generation is identical to the nominal one, when no actuators are saturated. However, when an actuator is saturated, then by (6) and (7) the speed of the path parameter is reduced to comply with the constraints of the saturated actuator, and by (8) the path parameter is given by the saturated joint.
SIMULATION OF LIFT MOTION
The purpose of this section is to exemplify the trajectory generation presented in Section 5 on the Lift motion on WallMo. We show that the tracking ability of the controller is improved compared to the nominal controller shown in Fig. 9 . Control parameters are provided in the Appendix.
To realize the proposed trajectory generation, the functions β Lift and γ Lift,i and their partial derivatives need to be found. The motion primitive for Lift is defined in Section 4 as β Lift : (s, x e,0 ) → (x 0 , y 0 + s, θ 0 ); thus, we have
The inverse kinematics is needed to find the functions γ Lift,i for i = 1, 2, 3. It is seen from (4) that the path parameter associated to the Lift motion can be parameterized in the generalized coordinates q 1 , q 2 , q 3 as follows
From Table 3 , it is seen that c 1 = 0 for the considered robot; thus, the singularities of γ Lift,1 and γ Lift,3 are not reached. Also, we restrict the robot such thatỹ > 0, which implies that the expression for γ Lift,2 is also unique.
Finally, the partial derivatives are given as The above functions completely specifies the trajectory generation for the proposed control. A simulation of the Lift motion is shown in Fig. 11 and illustrates how the robot is now capable of following the referenced trajectory. It is seen from the figure that the tracking of the reference is good, as the speed of the motion has been scaled. kinematic and dynamic model of the robot was provided, along with definitions of motion primitives for easing the installation procedure. The presented controller design is model-free; thus, it is appropriate for the control of systems with unknown dynamics and load. The control gives a point-wise maximal path velocity, despite saturation of actuators. The presented control structure ensured that the generated operational space trajectory was followed during run-time when no actuators were constrained. If actuators were constrained, it was shown how the trajectory could be changed online to improve the tracking of the motion. The effectiveness of the proposed method was illustrated through a simulation study.
APPENDIX
This appendix provides the parameters of the robot model and controllers. Table 3 . Constraints on joint angles and joint torques. 
