Effective monitoring and control with intelligent products by Meyer, Gerben Gerald
  
 University of Groningen
Effective monitoring and control with intelligent products
Meyer, Gerben Gerald
IMPORTANT NOTE: You are advised to consult the publisher's version (publisher's PDF) if you wish to cite from
it. Please check the document version below.
Document Version
Publisher's PDF, also known as Version of record
Publication date:
2011
Link to publication in University of Groningen/UMCG research database
Citation for published version (APA):
Meyer, G. G. (2011). Effective monitoring and control with intelligent products. Groningen: University of
Groningen, SOM research school.
Copyright
Other than for strictly personal use, it is not permitted to download or to forward/distribute the text or part of it without the consent of the
author(s) and/or copyright holder(s), unless the work is under an open content license (like Creative Commons).
Take-down policy
If you believe that this document breaches copyright please contact us providing details, and we will remove access to the work immediately
and investigate your claim.
Downloaded from the University of Groningen/UMCG research database (Pure): http://www.rug.nl/research/portal. For technical reasons the





The detailed TAC SCM simulation results are shown in Table A.1, A.2, and
A.3 on the next page.
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APPENDIX A. TAC SCM SIMULATION RESULTS
Table A.1: Percentage of orders ﬁnished in time
n = 0 n = 5 n = 10
Manufacturer µ σ µ σ µ σ
GRUNN 99.43 0.77 99.55 0.36 99.45 0.34
TacTex-07 99.50 0.51 98.20 1.35 97.80 1.50
PhantAgent-07 99.72 0.24 88.73 2.85 75.94 5.71
DeepMaize-07 98.62 1.09 97.00 2.06 96.01 3.79
Mertacor-08 95.25 3.98 90.81 7.86 89.85 8.04
Dummy 42.83 24.35 26.14 8.95 23.04 12.18
Table A.2: Proﬁt in million dollars
n = 0 n = 5 n = 10
Manufacturer µ σ µ σ µ σ
GRUNN -5.528 6.479 -8.028 3.969 -15.532 3.901
TacTex-07 16.093 7.859 13.405 3.723 5.691 5.244
PhantAgent-07 16.588 7.099 8.198 4.846 -6.904 4.220
DeepMaize-07 11.579 5.971 9.336 3.359 3.550 4.714
Mertacor-08 6.010 6.070 3.764 4.745 -3.675 5.272
Dummy -10.210 15.066 -23.110 26.488 -21.562 17.139
Table A.3: Storage costs per accepted order in dollars
n = 0 n = 5 n = 10
Manufacturer µ σ µ σ µ σ
GRUNN 309 90 278 66 242 87
TacTex-07 347 69 384 52 326 66
PhantAgent-07 255 58 193 25 155 28
DeepMaize-07 235 39 254 42 228 40
Mertacor-08 256 61 263 33 220 46




This chapter describes the generic framework of the Smart Objects System
(SOS), which has been applied in the research as described in Chapter 6.
The ﬁrst main purpose of this framework is to enable applications which
need to hold a high number of real-life objects including their properties.
Such objects can be virtually anything, for example planes, trains, trucks,
pallets, products, buildings, trees, animals, weather, tweets, etc. Next to
that, it should be easy for the system users to investigate and analyse all
these objects. In order to achieve this, the framework provides functionality
to create a web interface, which enables the system users to easily browse
and search through all the objects, as well as to visualise them on a world
map.
The second main purpose of this framework is to provide the individual
real-life objects with intelligence by means of software agents. The provided
intelligence can be applied for problem notiﬁcation. An agent representing
an object can for example determine whether the object's current status is
problematic or not, which can be useful for monitoring and control purposes.
Moreover, the provided intelligence can be applied for decision making. An
agent representing an object can communicate and negotiate with other
agents, for example to discover opportunities on how problematic situations
can be resolved. Therefore, besides the web interface, the framework also
provides functionality to create e-mail notiﬁcations, which can pro-actively
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Figure B.1: System overview
inform the system users about objects with a problematic status as well as
possible opportunities on how problematic situations can be resolved.
B.1 System overview
This section explains the overall system architecture of the SOS framework,
which is shown in Figure B.1. Next, every layer as shown in the ﬁgure will
be discussed in more detail. Examples of applications developed with this
framework including their source code can be found on the SOS website1.
B.1.1 Client
Every application build with the SOS framework needs data about real-life
objects from one or more external data sources. For each of these external




external data into objects with properties, in the way it is required by the
SOS data store.
B.1.2 Server
The converted data provided from the external data sources are stored in
the SOS data store. At this moment, every SOS application always has one
data store, in which all objects with their properties are stored. For this
purpose, a MySQL implementation of the SOS data store is provided.
For every object stored in the data store, the server is running an agent
which adds intelligence to the object. In this way, an object with intelligence
is created, a so called "Smart Object". Every agent can execute its own
application speciﬁc behaviour, for example to determine whether its status is
problematic or not. Besides the agents representing real-life objects, several
default system agents are always present. The index, menu, and search-
agent are responsible for generating the generic part of the web interface,
and the notify -agent is responsible for generating e-mail notiﬁcations.
B.1.3 Front-end
The front-end of an SOS application consists of two parts, namely a web
interface, and e-mail notiﬁcations. An example of how the web interface
looks like can be found on page 132 in Chapter 6. An example of an e-mail
notiﬁcation is shown on page 133 of the same chapter. More examples can
be found in Section B.4 on page 188 and on the SOS website.
B.2 System structure
This section contains an overview of the most important classes within the
SOS framework and an explanation of their purposes. Figure B.2 shows
the class diagram of the framework, divided in ﬁve parts, which are each
discussed next.
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This part of the system holds the core functionality and infrastructure.
SOSServer This abstract class is the starting point of the system. It reads
the settings, starts the HTTP and XML listeners, adds the default agents
and prepares several collection and storage objects which are used in the
system. Also, an AgentsProcessor is created, which manages the execution
of agents. Any implementing project has to extend this class, which has to
be run in order to start the system.
Settings A class which reads the settings from an .ini ﬁle through the use
of a Properties object. Predeﬁned names of settings are deﬁned in this class
as static strings.
HTMLConnection The main purpose of the HTMLConnection is to pro-
vide the web-interface to the system users. It actually consists of two classes,
HTTPListener and HTMLGenerator. HTTPListener listens for HTTP con-
nections at a certain port. It handles requests and ﬁnds the right agents,
instructing them to generate a HTML page through an HTMLGenerator
object. This object provides several methods for adding elements to the
HTML UI.
XMLConnection The main purpose of the XMLConnection is to enable
data from external data sources to be added to the SOS data store. It
actually consists of two classes, XMLListener and XMLClientConnection.
XMLListener listens on a port for connections, creating a XMLClientCon-
nection. XMLClientConnection handles the reception of commands from a
client (which are serialised XMLServerCommands) and translates them to
an action performed on the SOS data store.
B.2.2 Data Representation
These structures represent data objects within the system.
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Agent An abstract class which acts as a base for all agents. An agent is
constructed through its properties, for which the Agent class provides get
and set methods. Diﬀerent access levels are available through the use of
interfaces and some common property names are deﬁned as statics strings
in the class. Methods for learning, execution and garbage collection are
deﬁned in this class. Additionally, generate methods are available which
control the generation of the web interface. Any implementing project will
have to extend the Agent class to provide its application speciﬁc behaviour
and interface generation.
Property A Property is a basic data structure which deﬁnes a property of
an agent. A number of diﬀerent property types have been deﬁned, such as
text, number, time, and location.
AgentCollection An instance of this class is used to retrieve agents from
a storage. It implements two interfaces (one through the other) to provide
diﬀerent levels of access. It also has a remote counterpart, to be used for
creating data interfaces.
LocationCollection A collection of locations, uses a LocatonCollection-
Storage to cache already known addresses and their geographical locations.
It implements two interfaces (one through the other) to provide diﬀerent
levels of access. It also has a remote counterpart, to be used for creating
data interfaces.
Classiﬁer The Classiﬁer object is responsible for the learning part of the
application, and is used by agents to determine their status is problematic
or not. For this purpose, it uses a storage to save training instances for each
agent type as provided by the system users, which are needed for training
the classiﬁer. The WEKA library [63] is used to provide the machine learning
classiﬁer.
B.2.3 Remote Data Representation
These structures allow for information exchange between a client and server.
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RemoteAgentCollection An extension of AgentCollection, which uses an
XML communication with a running server to retrieve Agent objects. This
class is to be used for creating data interfaces.
RemoteLocationCollection An extension of LocationCollection, which
uses an XML communication with a running server to retrieve locations.
This class is to be used for creating data interfaces..
B.2.4 Data Storage
This part of the system manages the storage of the before mentioned data
structures. All default implementations utilise a MySQL database.
AgentStorage An implementation of this class provides the storage of
individual agents and provides methods to manage and retrieve properties
of those agents.
AgentCollectionStorage An implementation of this class provides the
storage of a collection of agents. This includes some basic, commonly used
properties of the agent.
LocationCollectionStorage An implementation of this class provides the
storage for locations.
ClassiﬁerCollectionStorage A collection storing all classiﬁers and train-
ing instances.
B.2.5 Data Interfaces
These interfaces are deﬁned to provide two levels of access to the data
structures: The Viewable interface provides reading ("getters") methods,
while the Mutable interface allows mutation ("setters").
AgentInterface An interface for Agent. It deﬁnes methods the addition
and retrieval of agent properties. It actually two interfaces, AgentViewable
and AgentMutable, that must be implemented by a class to act as an Agent.
185
APPENDIX B. SMART OBJECTS SYSTEM
AgentCollectionInterface An interface for AgentCollection. It deﬁnes
methods for agent addition and retrieval. It actually consists of two inter-
faces, AgentCollectionViewable and AgentCollectionMutable.
LocationCollectionInterface An interface for LocationCollection. It de-
ﬁnes several methods for location retrieval and look-up. It actually consists
of two interfaces, LocationCollectionViewable and LocationCollectionMut-
able.
B.3 System behaviour
This section explains the behaviour of the SOS framework in three diﬀerent
cases. These cases are: a data client adding a new agent, a system user
requesting the web interface, and a system user training an agent. Each will
be discussed next.
B.3.1 Data client adding a new agent
Figure B.3 shows a UML communication diagram, indicating the diﬀerent
steps and function calls between classes required when a data client is adding
a new agent, which represents a real-life object.
B.3.2 System user requesting the web interface
Requesting the web interface consists of two separate HTTP requests, one
for the content to be put on map, and one for content of the details pane.
Figure B.4 shows two UML communication diagrams, indicating the diﬀer-
ent steps and function calls between classes required for these two HTTP
requests.
B.3.3 System user training an agent
Training an agent whether its current status is problematic or not also hap-
pens through the web interface by means of an HTTP request. Figure B.5








































































(b) Requesting the details content
Figure B.4: System behaviour for requesting the web interface
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Figure B.5: System behaviour for training an agent
function calls between classes required for the HTTP request when training
an agent.
B.4 Screenshots
In this section, some screenshots of demo applications are presented. Figure
B.6 shows a screenshot of the Budapest Interactive City Map application.
Figure B.7 shows a screenshot of the Dutch Weather Map application. More
information on these applications can be found on the SOS website.
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B.4. SCREENSHOTS
Figure B.6: Budapest Interactive City Map application
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Figure B.7: Dutch Weather Map application
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