










A Proposal of a Parsing Method and its Tool that Treats Syntactically Incomplete





Abstract—Visual programming, especially block-based pro-
gramming, is used for beginners in programming. Partic-
ularly, there are systems that programmers freely convert
between a block-based language and a general text-based
language. However, there is a problem that the conversion
can be done only when there is no syntax error in the text
program. This is because programs with syntax error cannot
be parsed and therefore cannot be converted into abstract
syntax trees or other forms of representation. In order to
solve this problem, we propose a tool that can automatically
generate a grammar that allows a program with missing
parts. The tool generates a parsing expression grammar that
can parse such incomplete program by providing the syntax
of the programming language. At the same time, the tool
generates a template for manipulating concrete syntax trees
that are created in the process of parsing with the generated
parser, and supports conversion from concrete syntax trees.
The template is that for a syntax-directed parsing program
for the concrete syntax tree, which supports the conversion
from the concrete syntax tree to the abstract syntax tree or
other program representations such as blocks. As a result,
it is easy to introduce a system that can convert between
text-based languages and block-based languages, even if the




















析では処理できない. そこで, 先行研究 [2]では PEG [3]
を利用し, 一部のコードが欠けたプログラムに対して構
文解析が行えるよう, 欠損した箇所に仮のトークンを埋












































2.1. Parsing Expression Grammar






構文規則について, 非終端記号を A, 解析表現を eと
すると A ← eと表現される. PEGの解析表現を eとす
ると, 任意の既存の解析表現を e1, e2, e3 としたとき, e
は次の解析表現のいずれかとなる.












形である. 0又は 1以上の繰り返し式は, 0又は 1以上の
個数 eが続くとして入力文字列を消費し続ける. PEGの
繰り返しは貪欲であり一致し続ける限り入力を消費す
る. 否定先読みは eに一致しないときにのみ成功し, 入
力文字列は消費しない.
これに加え, 次のような syntax sugarを定義している.
. = a/b/c/... 任意の終端記号
e1? = e1/ϵ 省略可能式
e+ = e(e∗) 1以上の繰り返し式
&e =!(!e) 肯定先読み































= IfToken _ "(" Expression _ ")" _ Statement
/* 拡大文法適用後 */
IfStatement
= IfToken _ "("? Expression? _ ")"? _ Statement?
/* 統合した構文 */
IfStatement
= IfToken _ "(" Expression _ ")" _ Statement
/ IfToken _ "("? Expression? _ ")"? _ Statement? 









































木 T への変換規則M⟨G,T ⟩と, 拡大文法を適
用した構文規則 G′ を生成する.
2) M⟨G,T ⟩とG′から, 欠けを含む構文木 T ′への
変換規則M⟨G′, T ′⟩を自動生成する.
3) M⟨G′, T ′⟩を処理する処理系を開発する.
まず, 特定のテキスト型言語の構文規則 Gを用意する.
次に構文規則 Gから, Gで構文解析した際に生成され
る対応した構文木 T との変換規則M⟨G,T ⟩と, 拡大文
法を適用し欠損のあるプログラムを許容する構文規則
G′ を得る. G′ の欠損する可能性のある箇所の情報と,
M⟨G,T ⟩を利用することで, 変換規則M⟨G′, T ′⟩を生成
する. 最後に, この生成したM⟨G′, T ′⟩を処理する処理
系を開発する.
説明した手法の概念図を図 3に示す. 矢印に振られた
if ( E ) S



























































説明する. 簡単な if文の例であり, if文, 式, 文のみで構
成される. なお は任意の個数のスペースとする. 
IfStatement
= "if" _ "(" _ Expression _ ")" _ Statement
Expression
= "True" / "False"
Statement
= "print" 









拡張した PEGを出力する. まず, 記述された PEGを解


















の構文では文字列 ofがキーフレーズである. よって, そ
れ以外の文字列"("や非終端記号 Expressionなどは
省略可能となる. 拡大文法にした IfStatementは図 7
のようになる. 
IfStatement
= "if" _ "("? _ Expression? _ ")"? _ Statement 















以下では, 図 8のプログラムを例として CSTの説明
を行う. このプログラムを構文解析すると, 図 9のよう 
if (True) print 
図 8. if 文のプログラム
な CSTとなる. ここで, CSTは S式の形式で表現してい
る. CSTには各構文規則の名前や文字列が格納されてい 
(IfStatement
("if") ("(") (Expression "True") (")")
(Statement "print")) 
図 9. if 文のプログラムの CST
る. このような CSTを走査し, プログラムを変換してい
く. 次に, 拡大文法を利用した欠損のあるプログラムと
その CSTを見る. 欠損のあるプログラムを図 10, その
プログラムの CSTを図 11に示す. 図 10のプログラム 
if (True 
図 10. 欠損のある if 文のプログラム
 
(IfStatement
("if") ("(") (Expression "True")
(extend (")")) (extend (Statement))) 
図 11. 欠損のある if 文のプログラムの CST
は, 編集途中などで閉じ括弧や文が欠損したプログラム
























walk() { /* ... */ }
IfStatemet() { /* ... */ }












本ツールでは PEG.js [5]のサンプルに存在する PEG
の文法をもとに, テキスト型言語の文法を構文解析する.
PEG.jsは JavaScript向けの parser generatorである. PEG
による文法定義を行うことで, その構文解析器を生成す
る. サンプルの PEG の文法を利用し, 拡大文法にした
い文法を構文解析し ASTを得る. 拡大文法を得るため



























戻す unparserの形で生成する. これにより, ツール使用
者がこの unparserを参考にすることで他のプログラム
表現への変更を用意にすることを期待する.







if (cst == ’_’) return ’_’;
if (typeof cst == ’string’) return cst;
const name = cst.name;




if (typeof cst.body[1] == ’object’) {
if (’extend’ in cst.body[1])
return cst.body[1] = ’_’;
}
/* ... */

















if_statement = "if" __ test ":" __ suite
test = "True"
suite = "print"












1) if True: print =⇒ if True: print
2) if =⇒ if ____
3) if True =⇒ if True___
4) if True: =⇒ if True: _
5) if : =⇒ if _:__
6) if : print =⇒ if _: print
7) if print =⇒ if ___print
8) if True print =⇒ if True_ print
(1)は欠損のないプログラムであり, もとのプログラム
と unparserが変換したプログラムが一致していること








とつとして ASTに変換する例を見る. 以下に if文の例
を ASTに変換した結果を示す.
1) if True: print =⇒
(If (Bool (True)) (Print))
2) if =⇒
(If (Missing test) (Missing suite))
3) if True =⇒
(If (Bool (True)) (Missing suite))
4) if True: =⇒
(If (Bool (True)) (Missing suite))
5) if : =⇒
(If (Missing test) (Missing suite))
6) if : print =⇒
(If (Missing test) (Print))
7) if print =⇒
(If (Missing test) (Print))
8) if True print =⇒




がわかる. (4, 5, 6)から, 非終端記号が欠損した場合に





JavaScript 向けブロック言語の Blockly [6] に対応する
XML表現に変換した. 入力したプログラムと出力され




















図 15. 生成されるブロック (XML 形式) の例
表すブロック 1個が出力されている. このような if文の
ブロックのみでは出力されるテキスト型プログラムに構
文誤りが発生するが, 拡大文法により構文解析が可能に












スタブの種類 追加行数 削除行数 総行数
unparser 0 0 73
AST 49 29 93
ブロック型言語 31 33 71
表 1は実験で使用したスタブの編集した行数である.
unparserは本ツールでは拡大文法生成時に出力されるた










































































[1] M. Homer, and J. Noble, “Combining tiled and textual views of
code,” in 2014 Second IEEE Working Conference on Software
Visualization, 2014, pp. 1–10.
[2] 山梨裕矢，佐々木晃，“構文誤りを含むプログラムのブロック言語
表現への変換手法”，情報処理学会論文誌プログラミング（PRO），
vol. 12，no. 3，pp. 6–6，Sep. 2019．
[3] B. Ford, “Parsing expression grammars: A recognition-based syn-
tactic foundation,” SIGPLAN Not., vol. 39, no. 1, p. 111122, Jan.
2004.
[4] B. Ford, “Packrat parsing: Simple, powerful, lazy, linear time,
functional pearl,” SIGPLAN Not., vol. 37, no. 9, p. 3647, Sep. 2002.
[5] R. Futago-za, “Peg.js parser generator for javascript,” https://pegjs.
org/.




vol. 13，no. 3，pp. 16–16，June 2020．
[8] D. Bau, D. A. Bau, M. Dawson, and C. S. Pickens, “Pencil code:
Block code for a text world,” in Proceedings of the 14th Interna-
tional Conference on Interaction Design and Children, ser. IDC ’15.
New York, NY, USA: Association for Computing Machinery, 2015,
p. 445448.
