We study a method for software construction that is based on introducing new features to an evolving system one by one. A layered software architecture is proposed to support this method. We show how to describe the software with UML diagrams. We provide an exact semantics for the UML diagrams employed in the software architecture, using refinement calculus as the logical framework and show how to reason about software correctness in terms of these UML diagrams.
Introduction
We consider here an approach to software construction that is based on incrementally extending the system with new features, one at a time. We refer to this method as stepwise feature introduction. Introducing a new feature may destroy some already existing features, so the method must allow us to check that old features are preserved when adding a new feature to the system. Also, because the software is being built bottom-up, there is a danger that we get into a blind alley: some new feature cannot be introduced in a proper way, because of the way earlier features have been built. Therefore, we need to be able to change the structure of (or refactor) the software when needed .
We will here consider stepwise feature introduction from three main points of view: what is an appropriate software architecture that supports this approach, what are the correctness concerns that need to be addressed, and what kind of software process supports this approach. We use the refinement calculus [1, 17, 9] as our logical basis, but we will not to go in more detail into this theory here, for lack of space.
A software system of any reasonable functionality will have a large number of different, interdependet features, and the overall behavior of the software becomes quite complex. We will therefore need good ways of visualizing the structure of software, in order to identify the features in the system, see how they are put together and how they interact with each other. Let us therefore start by describing stepwise feature introduction by means of an analogue. As all analogues, this one is not perfect, but it gives the proper feeling for the overall structure of software.
A software system starts out as a village. We think of the village as a collection of houses that are connected by an infrastructure (roads, telephone lines, etc.). The houses correspond to the software components in the system. In the village center, we have service providers, like shops, schools, municipal authorities and so on, each providing some special service that is needed in the village community. We assume that each service provider is located in a house of its own. The service is used by the residential houses in the village, as well as by other service providers in the village. Thus, a software components can be a service provider, a user or both. The village has a development history: it was once founded with just a few houses, and has grown since then with new houses (providing new services or duplicating existing services). Some houses have been torn down, while others have been modified to accommodate changing service needs.
Each house has a name (e.g., the street address of the building). A person living in a house can communicate with persons living in other houses using the communication infrastructure (by telephone, mail, or by visiting them). They get service by asking a service provider to carry out some task, or to provide some information (so communication between software components is by message passing). The person is restricted in his communication by his address book (containing mail addresses and/or telephone numbers) and can communicate directly only with the people that are listed there (or with people whose addresses or telephone numbers he gets from other people who already are in his address book).
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Fig. 1. A village
When the village grows, this simple organization becomes more and more difficult to maintain. The services become more complex, containing more and more specialized services or service features, and there are more and more houses being built. The village is turning into a city. The simple shops in the city center are getting bigger, growing into many-store buildings, with one or more departments on each floor, each department providing some specialized service.
For instance, what started out as a simple bank with only one counter, for depositing and withdrawing money from accounts, may grow into a big bank building, where the original service is still available on the ground floor, but on the second floor there is a department for trading with stocks, and on the third floor a department for mortgage loans.
The floors of a building correspond to a layering of the software features in a component. At the lower floors are services that have been needed early on, while higher up are specialized services that have been created more recently. We
