Abstract. Unfoldings succinctly represent the set of reachable markings of a Petri net. Here, we shall consider the case of contextual nets, which extend Petri nets with read arcs, and which are more suitable to represent the case of concurrent read access. We discuss the problem of (efficiently) constructing unfoldings of such nets. On the basis of these unfoldings, various verification problems can be encoded as satisfiability problems in propositional logic.
Introduction
Petri nets are generally recognized as an adequate formal model for concurrent, distributed systems. The unfolding of a Petri net is, essentially, an acyclic version of the net in which the loops have been unrolled. While in general infinite, one can construct a finite "complete" prefix of it that represents all its behaviours, and whose acyclic structure permits easier analysis. The resulting object is typically larger than the net, but much smaller than the number of its reachable markings. The idea of using unfoldings for verifying properties of Petri nets was first employed by McMillan [7] and subsequently greatly expanded by many other works, see [3] for a survey. On 1-safe Petri nets, for instance, the reachability problem is PSPACE-complete, whereas the corresponding problem is only NP-complete for complete prefixes. Notwithstanding the fact that the size of the unfolding is rather larger than the net itself, this opens avenues for efficient reachability checking [5] .
The success of unfolding-based techniques is due to the fact that unfoldings exploit the inherently concurrent nature of the underlying system; loosely speaking, the more concurrency there is in the net, the more advantages unfoldings have when compared to reachability-graph techniques.
However, Petri nets are not expressive enough to adequately model concurrent read accesses to the same resource, that is, if multiple actions at the same time require non-exclusive access to one common resource. Consequently, the unfolding technique becomes inefficient in the presence of such situations.
Contextual nets address this problem. They extend Petri nets with read arcs, which allow transitions to require the presence of a token on certain places without actually consuming them. They have been used, e.g., to model concurrent database access [9] , concurrent constraint programs [8] , priorities [6] , and asynchronous circuits [12] . Modelling using read arcs allows unfolding-based techniques to take advantage of concurrency in the model, resulting in unfoldings that are up to exponentially smaller in the presence of multiple readers.
This advantage comes at a price: read arcs introduce a phenomenon known as asymmetric conflict, meaning that an event e may not be necessary for another event e to happen, but if both e and e happen, then e must happen first. (This phenomenon is absent in the Petri net case.) Asymmetric conflicts complicate the theoretical foundations by no small amount, which explains why contextual unfolding techniques were slow to be developed. A first approach by Vogler, Semenov, and Yakovlev proposed an unfolding procedure for a restricted subclass [12] . Winkowski proposed a general but non-constructive procedure [13] . A constructive, general solution was finally given in [2] , and steps towards a concrete implementation were undertaken in [1] and more recently in [11] , resulting in the tool Cunf [10] .
Experiments in [11] show that contextual unfoldings are not only more succinct but can generally be constructed more quickly then Petri unfoldings. Moreover, as we shall see, the reachability problem remains in NP, and we shall discuss an encoding of this and related problems in SAT.
The rest of the paper is structured as follows. In Section 2 we define contextual nets and their unfoldings. In Section 3 we summarize the salient points about their construction, and in Section 4, we discuss SAT-based approaches to some verification problems.
Contextual Nets and Their Unfoldings
In this section, we introduce contextual nets and their unfoldings. We also discuss an example showing the greater succinctness of contextual unfoldings when compared to normal unfoldings. A more expanded treatment of the subject can be found, e.g., in [2] or [11] .
Contextual Nets
A contextual net (c-net) is a tuple N = P, T, F, C, m 0 , where P and T are disjoint sets of places and transitions, F ⊆ (P × T ) ∪ (T × P ) is the flow relation, and C ⊆ P × T is the context relation. A pair (p, t) ∈ C is called read arc. Any function m : P → IN is called a marking, and m 0 is the initial marking. A Petri net is a c-net without any read arcs.
For x ∈ P ∪ T , we call
The context of a place p is defined as p := { t ∈ T | (p, t) ∈ C }, and the context of a transition t as t:={ p ∈ P | (p, t) ∈ C }. These notions are extended to sets in the usual fashion.
A marking m is n-
Such A may fire, leading to a new marking m , where
A finite sequence of transitions σ = t 1 . . . t n ∈ T * is a run if there exist markings m 1 , . . . , m n such that m i−1 , {t i }, m i is a step for 1 ≤ i ≤ n, and m 0 is the initial marking of N ; if such a run exists, m n is said to be reachable. A c-net N is said to be n-safe if every reachable marking of N is n-safe. 
In this treatment, we restrict our interest to finite 1-safe c-nets and treat markings as sets of places. Notice, however, that the general theory of contextual unfolding developed in [2] extends to semi-weighted nets.
Unfoldings
Let N = P, T, F, C, m 0 be a c-net. Intuitively, the unfolding of N is a 1-safe acyclic c-net where loops of N are "unrolled".
Definition 1. The unfolding of N , written U N , is a c-net (B, E, G, D, m 0 )
equipped with a mapping f : (B ∪ E) → (P ∪ T ), which we extend to sets and sequences in the usual way. We call the elements of B conditions, and those of E events; f maps conditions to places and events to transitions.
Conditions will take the form p, e , where p ∈ P and e ∈ E ∪ {⊥}, and events will take the form t, M , where t ∈ T and M ⊆ B. We shall assume
U N is the smallest net containing the following elements: 
For example, Fig. 1 (b) shows the beginning of the unfolding of the c-net from Fig. 1 (a) . In general, unfoldings are infinite. We shall study finite portions of them that contain all information about reachable markings: Definition 2. Let x, y be nodes. We write x < y if either (x, y) ∈ G, or x, y are events such that x
• ∩ y = ∅, or (x, y) is in the transitive closure of the first two cases. We define
• , and G , D are the restrictions of G, D to (B ∪ E ).
In Fig. 1 (b) , we have, e.g., c 2 < e 1 , e 1 < e 2 , and c 2 < e 2 . If e, e are two events with e < e , then e must occur before e in any run that fires e . A prefix is a causally-closed subnet of U N . We are interested in prefixes that have the same markings as N itself, modulo f .
Definition 3. A prefix P is called complete if for all markings m, m is reachable in N iff there exists a marking m reachable in
P such that f ( m) = m.
Succintness of Contextual vs. Petri Net Unfoldings
For Petri nets, there are methods of constructing complete finite prefixes that may be exponentially smaller than the reachability graph, and at worst no larger than it [4] . Here, we shall make another observation: the unfolding of a c-net may be exponentially more succinct than the unfolding of a Petri net that has the same set of reachable markings.
Consider the c-net N depicted in Fig. 2 (a) . The place p has two transitions b, c in its context. This models a situation where, e.g., two processes are read-accessing a common resource modelled by p. Notice that {b, c} can fire in N . Fig. 2 (b) shows a Petri net N in which read arcs have been replaced by read/write loops. Evidently, N has the same set of reachable markings as N .
However, {b, c} cannot fire in N : the encoding step does not preserve the concurrency between b and c. As a result, the unfolding of N enumerates both the sequence "first b, then c" and the inverse, whereas the unfolding of N is actually identical to N itself, see Fig. 3 . One easily sees that if b and c were replaced by n transitions reading from p, the unfolding of N would become exponentially larger than the one of N .
We note in passing that this blowup can be mitigated, but not completely avoided, by a less naïve transformation into Petri nets provided by Vogler et al [12] . 
Constructing Contextual Unfoldings
We sketch the main ideas for the algorithms behind efficiently constructing complete finite unfolding prefixes. Again, an expanded treatment can be found in [2, 11] . Notice that Definition 7 and Proposition 8 follow a new and slightly more elegant approach than was put forward in [11] .
For the rest of the section, let us fix a 1-safe c-net N = P, T, F, C, m 0 and its unfolding U N = B, E, G, D, m 0 . We first elaborate on the notion of asymmetric conflict that is characteristic for c-nets. Asymmetric conflict can be thought of as a scheduling constraint: if both e, e occur in a run, then e must occur first (in case (iii) this is vacuously the case, as e, e cannot both occur). The notion of configuration captures sets of events that can be arranged to form a run that respects ; naturally, such a set must be free of cyclic scheduling constraints. A history of e is a configuration in which e necessarily fires last.
Definition 4. Two events e, e ∈ E are in

Definition 5.
Configurations C, C are said to be in conflict, written C # C , if there exists some e ∈ C and e ∈ C \ C such that e e, or the inverse condition holds.
Intuitively, C # C means that C and C represent "diverging" runs of the unfolding; from either C or C it is no longer possible to obtain a run that contains the elements of C ∪ C . 
Definition 6. Let c be a condition. A generating history of c is
The key idea of [2] , in order to construct a complete prefix of U N , is to consider pairs e, H , where H is a history of e. Definition 7 in combination with Proposition 8 gives a unique characterization of these pairs.
Definition 7. A pair c, H , where H is a history of c, is called an enriched condition. The pair ρ = c, H is said to be asymmetrically concurrent to ρ = c , H iff (i) ¬(H # H ), (ii) c, c ∈ Cut(H ∪ H ), and (iii) c ∩ H ⊆ H. If this is the case, we write ρ // ρ .
Proposition 8. Let e be an event of U N such that
• e = {c 1 , . . . , c k } and e = {c k+1 , . . . , c n }. Then H is a history of e iff there exist enriched conditions ρ i = c i , H i , for i = 1, . . . , n, such that
The binary relation // is efficiently computable [11, 10] and allows to discover algorithmically the histories and therefore the events that constitute U N . Moreover, [2, 11] provide criteria for determining which event and histories need to be considered when constructing a complete prefix of U N ; experimental results with Cunf are reported in [11] .
Verifying Properties about Contextual Nets Using SAT
In this section we briefly give some examples showing how the complete prefix of a c-net unfolding can be used to answer questions about the c-net itself. For this, we adapt the SAT-based reductions of [3] to the contextual case.
We start by recalling that the following problem is NP-complete, see e.g. [3] :
Given a complete prefix of U N , where N is a 1-safe Petri net, and a marking m of N , is m reachable in N ?
It is straightforward to see that the result extends to the case where N is a general c-net (with read arcs).
This result suggests that the reachability problem can be encoded as a satisfiability problem in propositional logic, using a formula whose size is proportional to that of U N . The key idea is to first construct a formula φ N that characterizes the configurations and markings of U N . More precisely, for every condition c and event e of U N , φ N will contain a variable c and e, respectively; the models of φ N will be those assignments in which the event variables with value true correspond to some configuration C and the true condition variables to Mark(C).
φ N will be a conjunction of formulae ensuring that C is indeed a configuration, that is, causally closed and free of asymmetric-conflict cycles; variable c will be true iff condition c is produced but not consumed by C. For instance, suppose that condition c has
Then we define
Moreover, let Cycles(U N ) := { e 1 , . . . , e n | e 1 · · · e n e 1 } and
We now set φ N := φ C ∧ c∈B φ c . The main difference between φ N and the corresponding construction for Petri nets in [3] is the treatment of asymmetric-conflict cycles. In Petri nets, all conflicts are symmetric and between pairs of events e, e with
• e ∩ • e = ∅. In contrast, conflict cycles in c-nets can be of arbitrary length as exemplified by Fig. 4 . Nonetheless, they give rise to the same type of constraint in the SAT encoding.
Using φ N , and following the example of [3] , one can encode many questions about the set of reachable markings of N in terms of propositional logic, for instance: This means that every reachable marking puts exactly one token into either p or q. Under the same assumptions as above, this is the case iff
is valid, i.e., its negation is unsatisfiable. -Does N contain a deadlock?
Suppose that t is a transition of N with • t = {p, q}, and otherwise make the same assumptions as above. Let φ t = φ p ∧ φ q , then any model of φ N ∧ φ t corresponds to a marking in which t is enabled. Assuming that we construct corresponding formulae for all other transitions of N , then a deadlock exists iff φ N ∧ t∈T ¬φ t is satisfiable.
